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# Commented scripts

To reproduce the analysis performed in our study, please keep the actual organization of folders and set as working directory the main folder containing the files “simulations.R” and “case\_study.R”.

Packages required: sads, bipartite, betapart, and doParallel. All required packages are available at CRAN repository (<https://CRAN.R-project.org>).

## simulations.R

This script runs simulations to evaluate the efficiency of our protocol in combination with common nestedness indices in distinguishing between matrices with random topologies (equiprobable null model) and nested matrices (proportional null model).

The script performs 3 types of simulations: 1) weighted matrices with fixed dimensions and total weights, 2) binary matrices with fixed connectance, 3) binary matrices with fixed connectance but with probabilities derived from binary marginal totals (see main text). Simulated matrices are produced, indices are calculated, and results are saved within the folder “simulations”. For each type of simulation, 720 files are saved, each one containing 1000 simulations.

Parallel processing is used on the script. The easiest way to run the code without parallelizing is by registering only 1 core in “registerDoParallel (cores=1)”, but be prepared because the simulations may take a LONG time.

After performing the simulations and calculating the indices, the last part of the script summarizes the results, producing the files “simulations1.RData”, “simulations2.RData”, and “simulations3.RData” within the folder “results”. Those files are used in the R markdown files to produce Appendix S1 and S2.

As this code demands significant computational resources, we saved within the folder “results” the three summary files (“simulations1.RData”, “simulations2.RData”, and “simulations3.RData”) resulting from the simulations we presented in the main text. Thus, you may inspect our analysis thought this “intermediary” data, instead of re-running everything from the beginning.

## R Markdown scripts: Appendix S1.Rmd and Appendix S2.Rmd

These scripts are used to generate the pdf Appendices. They use the summaries produced at the end of simulations.R and produce plots to compare the ability of nestedness indices in distinguishing nested and non-nested matrices.

## case\_study.R

In this script we illustrate our new procedures and the use of our new functions in a weighted empirical plant-pollinator network. This network was downloaded from the Web of Life database ([www.web-of-life.es](http://www.web-of-life.es), network: M\_PL\_060\_17), and originally described by Kaiser-Bunbury [1].

# Manual for the new functions

Codes for the following functions are available in the folder “functions”.

## Function nestmodels

Description: **nestmodels** is an R function to calculate matrix nestedness, generate null models, and visualize results following the procedure proposed in the main text.

Usage: nestmodels (M, index="wnoda", equi.model=TRUE, prop.model=TRUE, n.model=1000, calc.at=NULL, print.at.each=NULL, wprob=FALSE, wsamp=FALSE, density.plot=TRUE, sampling.plot=TRUE, diag.rm=FALSE, lower.rm=FALSE)

Table 1 - Nestedness metrics implemented in the R function *nestmodels*.

|  |  |  |
| --- | --- | --- |
| Metric | Code | Reference |
| Binary | | |
| Temperature | temperature | [2] |
| Manhattan distance | MD | [3] |
| NODF | nodf | [4] |
| βNES | betaNES | [5] |
| βNES / βSOR | betaNES2 | [5] |
| Binary spectral radius | binSR | [6] |
| Weighted | | |
| WNODF | wnodf | [7] |
| WNODA | wnoda | [8] |
| Spectral radius | SR | [6] |
|  |  |  |

Requirements:

R packages *vegan*, *bipartite*, and *betapart*. All required packages are available at CRAN repository (<https://CRAN.R-project.org>).

Arguments:

M = an interaction matrix (binary or weighted).

index = the nestedness (or overlap) metric to be applied. See codes in Table 1 for each metric implemented in the function.

equi.model = False or True. Indicates whether you want to generate an equiprobable null model.

prop.model = False or True. Indicates whether you want to generate a proportional null model.

n.model = the number of randomized matrices in each null model.

calc.at = a vector indicating the different sampling intensities at which nestedness should be calculated on the null models. If NULL, nestedness is only calculated at the actual sampling intensity. Only meaningful if total sum (instead of connectance) is conserved in the null models (weighted indices or binary indices in weighted network with wsamp=T).

print.at.each = the number of null matrices produced for the function to print the progress. If this is not necessary, set to NULL.

wprob = False or True. If a weighted matrix is provided but a binary nestedness index is selected, indicates whether the weighted marginal sums should be used to produce the randomized models. If False and a binary index is selected, probabilities follow the null model 2 of Bascompte *et al.* [9].

wsamp = False or True. If a weighted matrix is provided but a binary nestedness index is selected, indicates whether total sum instead of connectance should be fixed in the randomized matrices.

density.plot = False or True. Indicates whether a density plot for comparison between the observed and the null models is produced after the analysis.

sampling.plot = False or True. Indicates whether a plot for comparison between the observed and the null models, under different sampling intensities, is produced after the analysis.

diag.rm = False or True. Indicates whether interaction on the diagonal of the matrix should be removed and forbidden in the null models. Might be used for unipartite networks without self-connections. NA’s on the diagonal of the input matrix are allowed if diag.rm is True. If True, the matrix must be square.

lower.rm = False or True. Indicates whether the lower triangular of the matrix should be removed and forbidden in the null models. Might be used for non-directed unipartite networks. If True, the input matrix must be square and symmetrical.

Outputs:

A list with

$observed = observed nestedness for the input matrix.

$significance = significance of nestedness compared to the null models. Significance is calculated through a one tailed one sample Z test.

$summary.equi = mean, standard deviation, and upper and lower limits for 95% of values for the equiprobable null model, for each sampling intensity defined in the argument calc.at.

$summary.prop = mean, standard deviation, and upper and lower limits for 95% of values for the proportional null model, for each sampling intensity defined in the argument calc.at.

$equimodel = nestedness values for each matrix in the equiprobable null model.

$propmodel = nestedness values for each matrix in the proportional null model.

$nsampled = sampling intensity (total frequency of interactions) in the input matrix

$parameters = a list with the parameter values applied

Plots

if density.plot = True: a density plot for comparison between the observed and the null models. Red line: equiprobable null model. Blue line: proportional null model based on weighted marginal sums; Yellow line: proportional null model based on binary marginal sums (node degrees).

if sampling.plot = True: a plot for comparison between the observed and the null models, under different sampling intensities (total frequency of interactions). It can only be produced when total sum instead of connectance is fixed on random matrices (weighted index applied or wsamp = T). Red line: equiprobable null model. Blue line: proportional null model based on weighted marginal sums;

Notes:

The code used to calculate Spectral Radius and Manhattan Distance was adapted from the FALCON package developed by Stephen Beckett. FALCON is freely available at GitHub: <https://github.com/sjbeckett/FALCON>.

## Function plot1.nestmodels

Description: **plot1.nestmodels** creates a density plot for comparison between the observed and the null models from an output of **nestmodels** function. Identical to the plot produced when the argument density.plot = T in nestmodels.

Usage: plot1.nestmodels (x)

Arguments:

x = an output of **nestmodels** function.

## Function plot2.nestmodels

Description: **plot2.nestmodels** creates a plot for comparison between the observed and the null models, under different sampling intensities, from an output of **nestmodels** function. Identical to the plot produced when the argument sampling.plot = T in nestmodels.

Usage: plot2.nestmodels (x)

Arguments:

x = an output of **nestmodels** function.

# Vignette for nestmodels function

To exemplify the usage of the functions, we will use an animal-plant interaction network available at bipartite package. First, we source the functions. Then, through the function *plotmatrix* we plot the interaction matrix.

> source ("functions/nestmodels.R")

> source ("functions/plot1nestmodels.R")

> source ("functions/plot2nestmodels.R")

> library (bipartite)

> net= barrett1987

> plotmatrix (net, binary= F, within\_color = "#0e0a44FF", base\_color = "#d7d6e9ff", xlab = "animals", ylab= "plants")
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Let’s first apply the new approach using NODF. NODF is a binary nestedness index, so, by default, the function only uses the binary information of the matrix. The proportional null model used is the same as the null model 2 of Bascompte *et al.* [9]. With the argument *n.model* we define the number of randomized matrices in each model (= 1000).

> NODFtest= nestmodels (net, index= "nodf", n.model = 1000, equi.model = TRUE, prop.model = TRUE, density.plot =TRUE)
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As density.plot is TRUE, after running, the function automatically plots the comparison between the observed value (green vertical line), the equiprobable null model (red curve), and the proportional null model based on binary marginal sums (yellow curve). The object *NODFtest* includes, among other information, the observed nestedness value, and the significance obtained by one tailed Z tests against each model distribution.

> NODFtest$observed

[1] 0.3078467

> NODFtest$significance

$pvalue.equi

[1] 5.086364e-40

$Zscore.equi

[1] 13.18885

$pvalue.prop

[1] 0.0002753847

$Zscore.prop

[1] 3.454767

In our example, the observed nestedness is higher than the expected by both models. As we discussed in the article, the use of binary marginal sums to build the proportional null model usually results in underestimation. Here, contrary to most of the cases when binary indices are applied, we have the weighted information. So, now, we set the argument *wprob = TRUE*, so that the model is build based on weighted information.

> NODFtest2= nestmodels (net, index= "nodf", n.model = 1000, equi.model = TRUE, prop.model = TRUE, density.plot = TRUE, wprob = TRUE)
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> NODFtest2$observed

[1] 0.3078467

> NODFtest2$significance

$pvalue.equi

[1] 1.723955e-40

$Zscore.equi

[1] 13.27017

$pvalue.prop

[1] 2.526637e-05

$Zscore.prop

[1] -4.053149

Now, the observed value is higher compared to the distribution of nestedness for the equiprobable null model, but lower than the proportional null model.

Next, we will use a weighted nestedness index: WNODA. Weighted analyses usually demand higher computation and take longer times than binary analyses. We set the argument *print.at.each = 100*, so that the program prompt the number of randomized matrices produced while running.

> WNODAtest = nestmodels (net, index="wnoda", n.model = 1000, equi.model = TRUE, prop.model = TRUE, wprob= TRUE, print.at.each = 100, density.plot = FALSE)

[1] 100

[1] 200

[1] 300

[1] 400

[1] 500

[1] 600

[1] 700

[1] 800

[1] 900

[1] 1000

This time, the density plot was not automatically produced, because we set *density.plot = FALSE*. If we want to produce the plot, we can always use the function *plot1.nestmodels* with the output of *nestmodels* as argument.

> plot1.nestmodels (WNODAtest)

![](data:image/png;base64,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)

> WNODAtest$observed

[1] 0.2258285

> WNODAtest$significance

$pvalue.equi

[1] 2.033186e-112

$Zscore.equi

[1] 22.50091

$pvalue.prop

[1] 0.02130943

$Zscore.prop

[1] -2.027426

Here, we see that, when a weighted index is applied, nestedness of the network is much higher than the nestedness of the randomized matrices in the equiprobable null model, and significantly lower, but close, to the expectations in the proportional null model.

These results mean that the frequency of interactions between each animal-plant pair is highly driven by the differences in marginal sums (the total frequency of interactions of each animal and each plant). However, there are some small preferences shaping the network, so that it is not entirely nested.

For last, the *nestmodels* function allow us to inspect the effect of sampling (total frequency of interaction) on the separation between the distributions of the equiprobable and the proportional null model. This approach might be useful to check whether the actual sampling is good enough to evaluate the nestedness of the observed network.

With the argument *calc.at*, we define intermediary samplings, during the distribution of interaction in the randomized matrices, to calculate nestedness. If *sampling.plot* is TRUE, at the end of the analysis, the function produces a plot with the mean and the confidence interval at each sampling level for each null model. Be aware, though, that this analysis may take much longer than the previous.

> WNODAtest = nestmodels (net, index="wnoda", n.model = 1000, equi.model = TRUE, prop.model = TRUE, wprob= TRUE, density.plot = FALSE, calc.at = c(50,100,150,200,250,300,350,400,450,500,550), sampling.plot = TRUE)
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Here we see that the equiprobable and the proportional null model distributions are highly distinct, even in much lower sampling effort than the total frequency of interaction represented in the network. Thus, we have strong evidence that the analysis was appropriate and that the results are not likely to modify with a higher sampling effort.
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