**多任务的概念**

什么叫“多任务”呢？简单地说，就是操作系统可以同时运行多个任务。打个比方，你一边在用浏览器上网，一边在听MP3，一边在用Word赶作业，这就是多任务，至少同时有3个任务正在运行。还有很多任务悄悄地在后台同时运行着，只是桌面上没有显示而已。

现在，多核CPU已经非常普及了，但是，即使过去的单核CPU，也可以执行多任务。由于CPU执行代码都是顺序执行的，那么，单核CPU是怎么执行多任务的呢？

答案就是操作系统轮流让各个任务交替执行，任务1执行0.01秒，切换到任务2，任务2执行0.01秒，再切换到任务3，执行0.01秒……这样反复执行下去。表面上看，每个任务都是交替执行的，但是，由于CPU的执行速度实在是太快了，我们感觉就像所有任务都在同时执行一样。

真正的并行执行多任务只能在多核CPU上实现，但是，由于任务数量远远多于CPU的核心数量，所以，操作系统也会自动把很多任务轮流调度到每个核心上执行。

**注意：**

* 并发：指的是任务数多余cpu核数，通过操作系统的各种任务调度算法，实现用多个任务“一起”执行（实际上总有一些任务不在执行，因为切换任务的速度相当快，看上去一起执行而已）
* 并行：指的是任务数小于等于cpu核数，即任务真的是一起执行的

## 线程

#### python的thread模块是比较底层的模块，python的threading模块是对thread做了一些包装的，可以更加方便的被使用

### 1. 使用threading模块

#### 单线程执行

#coding=utf-8

import time

def saySorry():

print("亲爱的，我错了，我能吃饭了吗？")

time.sleep(1)

if \_\_name\_\_ == "\_\_main\_\_":

for i in range(5):

saySorry()

运行结果：

#### 多线程执行

#coding=utf-8

import threading

import time

def saySorry():

print("亲爱的，我错了，我能吃饭了吗？")

time.sleep(1)

if \_\_name\_\_ == "\_\_main\_\_":

for i in range(5):

t = threading.Thread(target=saySorry)

t.start() #启动线程，即让线程开始执行

运行结果：

#### 说明

1. 可以明显看出使用了多线程并发的操作，花费时间要短很多
2. 当调用start()时，才会真正的创建线程，并且开始执行

### 2. 主线程会等待所有的子线程结束后才结束

#coding=utf-8

import threading

from time import sleep,ctime

def sing():

for i in range(3):

print("正在唱歌...%d"%i)

sleep(1)

def dance():

for i in range(3):

print("正在跳舞...%d"%i)

sleep(1)

if \_\_name\_\_ == '\_\_main\_\_':

print('---开始---:%s'%ctime())

t1 = threading.Thread(target=sing)

t2 = threading.Thread(target=dance)

t1.start()

t2.start()

#sleep(5) # 屏蔽此行代码，试试看，程序是否会立马结束？

print('---结束---:%s'%ctime())

### 3. 查看线程数量

#coding=utf-8

import threading

from time import sleep,ctime

def sing():

for i in range(3):

print("正在唱歌...%d"%i)

sleep(1)

def dance():

for i in range(3):

print("正在跳舞...%d"%i)

sleep(1)

if \_\_name\_\_ == '\_\_main\_\_':

print('---开始---:%s'%ctime())

t1 = threading.Thread(target=sing)

t2 = threading.Thread(target=dance)

t1.start()

t2.start()

while True:

length = len(threading.enumerate())

print('当前运行的线程数为：%d'%length)

if length<=1:

break

sleep(0.5)

## 

## 线程-注意点

#### 1. 线程执行代码的封装

通过上一小节，能够看出，通过使用threading模块能完成多任务的程序开发，为了让每个线程的封装性更完美，所以使用threading模块时，往往会定义一个新的子类class，只要继承threading.Thread就可以了，然后重写run方法

示例如下：

#coding=utf-8

import threading

import time

class MyThread(threading.Thread):

def run(self):

for i in range(3):

time.sleep(1)

msg = "I'm "+self.name+' @ '+str(i) #name属性中保存的是当前线程的名字

print(msg)

if \_\_name\_\_ == '\_\_main\_\_':

t = MyThread()

t.start()

### 说明

* python的threading.Thread类有一个run方法，用于定义线程的功能函数，可以在自己的线程类中覆盖该方法。而创建自己的线程实例后，通过Thread类的start方法，可以启动该线程，交给python虚拟机进行调度，当该线程获得执行的机会时，就会调用run方法执行线程。

#### 2. 线程的执行顺序

#coding=utf-8

import threading

import time

class MyThread(threading.Thread):

def run(self):

for i in range(3):

time.sleep(1)

msg = "I'm "+self.name+' @ '+str(i)

print(msg)

def test():

for i in range(5):

t = MyThread()

t.start()

if \_\_name\_\_ == '\_\_main\_\_':

test()

执行结果：(运行的结果可能不一样，但是大体是一致的)

I'm Thread-1 @ 0

I'm Thread-2 @ 0

I'm Thread-5 @ 0

I'm Thread-3 @ 0

I'm Thread-4 @ 0

I'm Thread-3 @ 1

I'm Thread-4 @ 1

I'm Thread-5 @ 1

I'm Thread-1 @ 1

I'm Thread-2 @ 1

I'm Thread-4 @ 2

I'm Thread-5 @ 2

I'm Thread-2 @ 2

I'm Thread-1 @ 2

I'm Thread-3 @ 2

#### 说明

从代码和执行结果我们可以看出，多线程程序的执行顺序是不确定的。当执行到sleep语句时，线程将被阻塞（Blocked），到sleep结束后，线程进入就绪（Runnable）状态，等待调度。而线程调度将自行选择一个线程执行。上面的代码中只能保证每个线程都运行完整个run函数，但是线程的启动顺序、run函数中每次循环的执行顺序都不能确定。

### 3. 总结

1. 每个线程默认有一个名字，尽管上面的例子中没有指定线程对象的name，但是python会自动为线程指定一个名字。
2. 当线程的run()方法结束时该线程完成。
3. 无法控制线程调度程序，但可以通过别的方式来影响线程调度的方式。

**多线程-共享全局变量**

from threading import Thread

import time

g\_num = 100

def work1():

global g\_num

for i in range(3):

g\_num += 1

print("----in work1, g\_num is %d---"%g\_num)

def work2():

global g\_num

print("----in work2, g\_num is %d---"%g\_num)

print("---线程创建之前g\_num is %d---"%g\_num)

t1 = Thread(target=work1)

t1.start()

#延时一会，保证t1线程中的事情做完

time.sleep(1)

t2 = Thread(target=work2)

t2.start()

运行结果:

---线程创建之前g\_num is 100---

----in work1, g\_num is 103---

----in work2, g\_num is 103---

**列表当做实参传递到线程中**

from threading import Thread

import time

def work1(nums):

nums.append(44)

print("----in work1---",nums)

def work2(nums):

#延时一会，保证t1线程中的事情做完

time.sleep(1)

print("----in work2---",nums)

g\_nums = [11,22,33]

t1 = Thread(target=work1, args=(g\_nums,))

t1.start()

t2 = Thread(target=work2, args=(g\_nums,))

t2.start()

运行结果:

----in work1--- [11, 22, 33, 44]

----in work2--- [11, 22, 33, 44]

**总结：**

* 在一个进程内的所有线程共享全局变量，很方便在多个线程间共享数据
* 缺点就是，线程是对全局变量随意遂改可能造成多线程之间对全局变量的混乱（即线程非安全）

## 多线程-共享全局变量问题

### 多线程开发可能遇到的问题

假设两个线程t1和t2都要对全局变量g\_num(默认是0)进行加1运算，t1和t2都各对g\_num加10次，g\_num的最终的结果应该为20。

但是由于是多线程同时操作，有可能出现下面情况：

1. 在g\_num=0时，t1取得g\_num=0。此时系统把t1调度为”sleeping”状态，把t2转换为”running”状态，t2也获得g\_num=0
2. 然后t2对得到的值进行加1并赋给g\_num，使得g\_num=1
3. 然后系统又把t2调度为”sleeping”，把t1转为”running”。线程t1又把它之前得到的0加1后赋值给g\_num。
4. 这样导致虽然t1和t2都对g\_num加1，但结果仍然是g\_num=1

#### 测试1

import threading

import time

g\_num = 0

def work1(num):

global g\_num

for i in range(num):

g\_num += 1

print("----in work1, g\_num is %d---"%g\_num)

def work2(num):

global g\_num

for i in range(num):

g\_num += 1

print("----in work2, g\_num is %d---"%g\_num)

print("---线程创建之前g\_num is %d---"%g\_num)

t1 = threading.Thread(target=work1, args=(100,))

t1.start()

t2 = threading.Thread(target=work2, args=(100,))

t2.start()

while len(threading.enumerate()) != 1:

time.sleep(1)

print("2个线程对同一个全局变量操作之后的最终结果是:%s" % g\_num)

#### 运行结果：

---线程创建之前g\_num is 0---

----in work1, g\_num is 100---

----in work2, g\_num is 200---

2个线程对同一个全局变量操作之后的最终结果是:200

#### 测试2

import threading

import time

g\_num = 0

def work1(num):

global g\_num

for i in range(num):

g\_num += 1

print("----in work1, g\_num is %d---"%g\_num)

def work2(num):

global g\_num

for i in range(num):

g\_num += 1

print("----in work2, g\_num is %d---"%g\_num)

print("---线程创建之前g\_num is %d---"%g\_num)

t1 = threading.Thread(target=work1, args=(1000000,))

t1.start()

t2 = threading.Thread(target=work2, args=(1000000,))

t2.start()

while len(threading.enumerate()) != 1:

time.sleep(1)

print("2个线程对同一个全局变量操作之后的最终结果是:%s" % g\_num)

#### 运行结果：

---线程创建之前g\_num is 0---

----in work1, g\_num is 1088005---

----in work2, g\_num is 1286202---

2个线程对同一个全局变量操作之后的最终结果是:1286202

### 结论

* 如果多个线程同时对同一个全局变量操作，会出现资源竞争问题，从而数据结果会不正确

**同步的概念**

同步就是协同步调，按预定的先后次序进行运行。如:你说完，我再说。

"同"字从字面上容易理解为一起动作

其实不是，"同"字应是指协同、协助、互相配合。

如进程、线程同步，可理解为进程或线程A和B一块配合，A执行到一定程度时要依靠B的某个结果，于是停下来，示意B运行;B执行，再将结果给A;A再继续操作。

**解决线程同时修改全局变量的方式**

对于上一小节提出的那个计算错误的问题，可以通过线程同步来进行解决

思路，如下:

1. 系统调用t1，然后获取到g\_num的值为0，此时上一把锁，即不允许其他线程操作g\_num
2. t1对g\_num的值进行+1
3. t1解锁，此时g\_num的值为1，其他的线程就可以使用g\_num了，而且是g\_num的值不是0而是1
4. 同理其他线程在对g\_num进行修改时，都要先上锁，处理完后再解锁，在上锁的整个过程中不允许其他线程访问，就保证了数据的正确性

**互斥锁**

当多个线程几乎同时修改某一个共享数据的时候，需要进行同步控制

线程同步能够保证多个线程安全访问竞争资源，最简单的同步机制是引入互斥锁。

互斥锁为资源引入一个状态：锁定/非锁定

某个线程要更改共享数据时，先将其锁定，此时资源的状态为“锁定”，其他线程不能更改；直到该线程释放资源，将资源的状态变成“非锁定”，其他的线程才能再次锁定该资源。互斥锁保证了每次只有一个线程进行写入操作，从而保证了多线程情况下数据的正确性。

threading模块中定义了Lock类，可以方便的处理锁定：

# 创建锁

mutex = threading.Lock()

# 锁定

mutex.acquire()

# 释放

mutex.release()

**注意：**

* 如果这个锁之前是没有上锁的，那么acquire不会堵塞
* 如果在调用acquire对这个锁上锁之前 它已经被 其他线程上了锁，那么此时acquire会堵塞，直到这个锁被解锁为止

**使用互斥锁完成2个线程对同一个全局变量各加100万次的操作**

import threading

import time

g\_num = 0

def test1(num):

global g\_num

for i in range(num):

mutex.acquire() # 上锁

g\_num += 1

mutex.release() # 解锁

print("---test1---g\_num=%d"%g\_num)

def test2(num):

global g\_num

for i in range(num):

mutex.acquire() # 上锁

g\_num += 1

mutex.release() # 解锁

print("---test2---g\_num=%d"%g\_num)

# 创建一个互斥锁

# 默认是未上锁的状态

mutex = threading.Lock()

# 创建2个线程，让他们各自对g\_num加1000000次

p1 = threading.Thread(target=test1, args=(1000000,))

p1.start()

p2 = threading.Thread(target=test2, args=(1000000,))

p2.start()

# 等待计算完成

while len(threading.enumerate()) != 1:

time.sleep(1)

print("2个线程对同一个全局变量操作之后的最终结果是:%s" % g\_num)

运行结果：

---test1---g\_num=1909909

---test2---g\_num=2000000

2个线程对同一个全局变量操作之后的最终结果是:2000000

可以看到最后的结果，加入互斥锁后，其结果与预期相符。

**上锁解锁过程**

当一个线程调用锁的acquire()方法获得锁时，锁就进入“locked”状态。

每次只有一个线程可以获得锁。如果此时另一个线程试图获得这个锁，该线程就会变为“blocked”状态，称为“阻塞”，直到拥有锁的线程调用锁的release()方法释放锁之后，锁进入“unlocked”状态。

线程调度程序从处于同步阻塞状态的线程中选择一个来获得锁，并使得该线程进入运行（running）状态。

**总结**

锁的好处：

* 确保了某段关键代码只能由一个线程从头到尾完整地执行

锁的坏处：

* 阻止了多线程并发执行，包含锁的某段代码实际上只能以单线程模式执行，效率就大大地下降了
* 由于可以存在多个锁，不同的线程持有不同的锁，并试图获取对方持有的锁时，可能会造成死锁

## 死锁

### 1. 死锁

在线程间共享多个资源的时候，如果两个线程分别占有一部分资源并且同时等待对方的资源，就会造成死锁。

尽管死锁很少发生，但一旦发生就会造成应用的停止响应。下面看一个死锁的例子

#coding=utf-8

import threading

import time

class MyThread1(threading.Thread):

def run(self):

# 对mutexA上锁

mutexA.acquire()

# mutexA上锁后，延时1秒，等待另外那个线程 把mutexB上锁

print(self.name+'----do1---up----')

time.sleep(1)

# 此时会堵塞，因为这个mutexB已经被另外的线程抢先上锁了

mutexB.acquire()

print(self.name+'----do1---down----')

mutexB.release()

# 对mutexA解锁

mutexA.release()

class MyThread2(threading.Thread):

def run(self):

# 对mutexB上锁

mutexB.acquire()

# mutexB上锁后，延时1秒，等待另外那个线程 把mutexA上锁

print(self.name+'----do2---up----')

time.sleep(1)

# 此时会堵塞，因为这个mutexA已经被另外的线程抢先上锁了

mutexA.acquire()

print(self.name+'----do2---down----')

mutexA.release()

# 对mutexB解锁

mutexB.release()

mutexA = threading.Lock()

mutexB = threading.Lock()

if \_\_name\_\_ == '\_\_main\_\_':

t1 = MyThread1()

t2 = MyThread2()

t1.start()

t2.start()

运行结果：

此时已经进入到了死锁状态，可以使用ctrl-c退出

### 2. 避免死锁

* 程序设计时要尽量避免（银行家算法）
* 添加超时时间等

### 附录-银行家算法

[背景知识]

一个银行家如何将一定数目的资金安全地借给若干个客户，使这些客户既能借到钱完成要干的事，同时银行家又能收回全部资金而不至于破产，这就是银行家问题。这个问题同操作系统中资源分配问题十分相似：银行家就像一个操作系统，客户就像运行的进程，银行家的资金就是系统的资源。

[问题的描述]

一个银行家拥有一定数量的资金，有若干个客户要贷款。每个客户须在一开始就声明他所需贷款的总额。若该客户贷款总额不超过银行家的资金总数，银行家可以接收客户的要求。客户贷款是以每次一个资金单位（如1万RMB等）的方式进行的，客户在借满所需的全部单位款额之前可能会等待，但银行家须保证这种等待是有限的，可完成的。

例如：有三个客户C1，C2，C3，向银行家借款，该银行家的资金总额为10个资金单位，其中C1客户要借9各资金单位，C2客户要借3个资金单位，C3客户要借8个资金单位，总计20个资金单位。某一时刻的状态如图所示。

对于a图的状态，按照安全序列的要求，我们选的第一个客户应满足该客户所需的贷款小于等于银行家当前所剩余的钱款，可以看出只有C2客户能被满足：C2客户需1个资金单位，小银行家手中的2个资金单位，于是银行家把1个资金单位借给C2客户，使之完成工作并归还所借的3个资金单位的钱，进入b图。同理，银行家把4个资金单位借给C3客户，使其完成工作，在c图中，只剩一个客户C1，它需7个资金单位，这时银行家有8个资金单位，所以C1也能顺利借到钱并完成工作。最后（见图d）银行家收回全部10个资金单位，保证不赔本。那麽客户序列{C1，C2，C3}就是个安全序列，按照这个序列贷款，银行家才是安全的。否则的话，若在图b状态时，银行家把手中的4个资金单位借给了C1，则出现不安全状态：这时C1，C3均不能完成工作，而银行家手中又没有钱了，系统陷入僵持局面，银行家也不能收回投资。

综上所述，银行家算法是从当前状态出发，逐个按安全序列检查各客户谁能完成其工作，然后假定其完成工作且归还全部贷款，再进而检查下一个能完成工作的客户，......。如果所有客户都能完成工作，则找到一个安全序列，银行家才是安全的。

## 案例：多任务版udp聊天器

**说明**

* 编写一个有2个线程的程序
* 线程1用来接收数据然后显示
* 线程2用来检测键盘数据然后通过udp发送数据

**要求**

1. 实现上述要求
2. 总结多任务程序的特点

**参考代码:**

import socket

import threading

def send\_msg(udp\_socket):

"""获取键盘数据，并将其发送给对方"""

while True:

# 1. 从键盘输入数据

msg = input("\n请输入要发送的数据:")

# 2. 输入对方的ip地址

dest\_ip = input("\n请输入对方的ip地址:")

# 3. 输入对方的port

dest\_port = int(input("\n请输入对方的port:"))

# 4. 发送数据

udp\_socket.sendto(msg.encode("utf-8"), (dest\_ip, dest\_port))

def recv\_msg(udp\_socket):

"""接收数据并显示"""

while True:

# 1. 接收数据

recv\_msg = udp\_socket.recvfrom(1024)

# 2. 解码

recv\_ip = recv\_msg[1]

recv\_msg = recv\_msg[0].decode("utf-8")

# 3. 显示接收到的数据

print(">>>%s:%s" % (str(recv\_ip), recv\_msg))

def main():

# 1. 创建套接字

udp\_socket = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

# 2. 绑定本地信息

udp\_socket.bind(("", 7890))

# 3. 创建一个子线程用来接收数据

t = threading.Thread(target=recv\_msg, args=(udp\_socket,))

t.start()

# 4. 让主线程用来检测键盘数据并且发送

send\_msg(udp\_socket)

if \_\_name\_\_ == "\_\_main\_\_":

main()

## 进程以及状态

### 1. 进程

程序：例如xxx.py这是程序，是一个静态的

进程：一个程序运行起来后，代码+用到的资源 称之为进程，它是操作系统分配资源的基本单元。

不仅可以通过线程完成多任务，进程也是可以的

### 2. 进程的状态

工作中，任务数往往大于cpu的核数，即一定有一些任务正在执行，而另外一些任务在等待cpu进行执行，因此导致了有了不同的状态

* 就绪态：运行的条件都已经慢去，正在等在cpu执行
* 执行态：cpu正在执行其功能
* 等待态：等待某些条件满足，例如一个程序sleep了，此时就处于等待态

## 进程的创建-multiprocessing

multiprocessing模块就是跨平台版本的多进程模块，提供了一个Process类来代表一个进程对象，这个对象可以理解为是一个独立的进程，可以执行另外的事情

### 1. 2个while循环一起执行

# -\*- coding:utf-8 -\*-

from multiprocessing import Process

import time

def run\_proc():

"""子进程要执行的代码"""

while True:

print("----2----")

time.sleep(1)

if \_\_name\_\_=='\_\_main\_\_':

p = Process(target=run\_proc)

p.start()

while True:

print("----1----")

time.sleep(1)

#### 说明

* 创建子进程时，只需要传入一个执行函数和函数的参数，创建一个Process实例，用start()方法启动

### 2. 进程pid

# -\*- coding:utf-8 -\*-

from multiprocessing import Process

import os

import time

def run\_proc():

"""子进程要执行的代码"""

print('子进程运行中，pid=%d...' % os.getpid()) # os.getpid获取当前进程的进程号

print('子进程将要结束...')

if \_\_name\_\_ == '\_\_main\_\_':

print('父进程pid: %d' % os.getpid()) # os.getpid获取当前进程的进程号

p = Process(target=run\_proc)

p.start()

### 3. Process语法结构如下：

Process([group [, target [, name [, args [, kwargs]]]]])

* target：如果传递了函数的引用，可以任务这个子进程就执行这里的代码
* args：给target指定的函数传递的参数，以元组的方式传递
* kwargs：给target指定的函数传递命名参数
* name：给进程设定一个名字，可以不设定
* group：指定进程组，大多数情况下用不到

Process创建的实例对象的常用方法：

* start()：启动子进程实例（创建子进程）
* is\_alive()：判断进程子进程是否还在活着
* join([timeout])：是否等待子进程执行结束，或等待多少秒
* terminate()：不管任务是否完成，立即终止子进程

Process创建的实例对象的常用属性：

* name：当前进程的别名，默认为Process-N，N为从1开始递增的整数
* pid：当前进程的pid（进程号）

### 4. 给子进程指定的函数传递参数

# -\*- coding:utf-8 -\*-

from multiprocessing import Process

import os

from time import sleep

def run\_proc(name, age, \*\*kwargs):

for i in range(10):

print('子进程运行中，name= %s,age=%d ,pid=%d...' % (name, age, os.getpid()))

print(kwargs)

sleep(0.2)

if \_\_name\_\_=='\_\_main\_\_':

p = Process(target=run\_proc, args=('test',18), kwargs={"m":20})

p.start()

sleep(1) # 1秒中之后，立即结束子进程

p.terminate()

p.join()

运行结果:

子进程运行中，name= test,age=18 ,pid=45097...

{'m': 20}

子进程运行中，name= test,age=18 ,pid=45097...

{'m': 20}

子进程运行中，name= test,age=18 ,pid=45097...

{'m': 20}

子进程运行中，name= test,age=18 ,pid=45097...

{'m': 20}

子进程运行中，name= test,age=18 ,pid=45097...

{'m': 20}

### 5. 进程间不同享全局变量

# -\*- coding:utf-8 -\*-

from multiprocessing import Process

import os

import time

nums = [11, 22]

def work1():

"""子进程要执行的代码"""

print("in process1 pid=%d ,nums=%s" % (os.getpid(), nums))

for i in range(3):

nums.append(i)

time.sleep(1)

print("in process1 pid=%d ,nums=%s" % (os.getpid(), nums))

def work2():

"""子进程要执行的代码"""

print("in process2 pid=%d ,nums=%s" % (os.getpid(), nums))

if \_\_name\_\_ == '\_\_main\_\_':

p1 = Process(target=work1)

p1.start()

p1.join()

p2 = Process(target=work2)

p2.start()

#### 运行结果:

in process1 pid=11349 ,nums=[11, 22]

in process1 pid=11349 ,nums=[11, 22, 0]

in process1 pid=11349 ,nums=[11, 22, 0, 1]

in process1 pid=11349 ,nums=[11, 22, 0, 1, 2]

in process2 pid=11350 ,nums=[11, 22]

## 进程、线程对比

### 功能

* 进程，能够完成多任务，比如 在一台电脑上能够同时运行多个QQ
* 线程，能够完成多任务，比如 一个QQ中的多个聊天窗口

### 定义的不同

* 进程是系统进行资源分配和调度的一个独立单位.
* 线程是进程的一个实体,是CPU调度和分派的基本单位,它是比进程更小的能独立运行的基本单位.线程自己基本上不拥有系统资源,只拥有一点在运行中必不可少的资源(如程序计数器,一组寄存器和栈),但是它可与同属一个进程的其他的线程共享进程所拥有的全部资源.

### 区别

* 一个程序至少有一个进程,一个进程至少有一个线程.
* 线程的划分尺度小于进程(资源比进程少)，使得多线程程序的并发性高。
* 进程在执行过程中拥有独立的内存单元，而多个线程共享内存，从而极大地提高了程序的运行效率
* 线线程不能够独立执行，必须依存在进程中
* 可以将进程理解为工厂中的一条流水线，而其中的线程就是这个流水线上的工人

### 优缺点

线程和进程在使用上各有优缺点：线程执行开销小，但不利于资源的管理和保护；而进程正相反。

## 进程间通信-Queue

Process之间有时需要通信，操作系统提供了很多机制来实现进程间的通信。

### 1. Queue的使用

可以使用multiprocessing模块的Queue实现多进程之间的数据传递，Queue本身是一个消息列队程序，首先用一个小实例来演示一下Queue的工作原理：

#coding=utf-8

from multiprocessing import Queue

q=Queue(3) #初始化一个Queue对象，最多可接收三条put消息

q.put("消息1")

q.put("消息2")

print(q.full()) #False

q.put("消息3")

print(q.full()) #True

#因为消息列队已满下面的try都会抛出异常，第一个try会等待2秒后再抛出异常，第二个Try会立刻抛出异常

try:

q.put("消息4",True,2)

except:

print("消息列队已满，现有消息数量:%s"%q.qsize())

try:

q.put\_nowait("消息4")

except:

print("消息列队已满，现有消息数量:%s"%q.qsize())

#推荐的方式，先判断消息列队是否已满，再写入

if not q.full():

q.put\_nowait("消息4")

#读取消息时，先判断消息列队是否为空，再读取

if not q.empty():

for i in range(q.qsize()):

print(q.get\_nowait())

运行结果:

False

True

消息列队已满，现有消息数量:3

消息列队已满，现有消息数量:3

消息1

消息2

消息3

##### 说明

初始化Queue()对象时（例如：q=Queue()），若括号中没有指定最大可接收的消息数量，或数量为负值，那么就代表可接受的消息数量没有上限（直到内存的尽头）；

* Queue.qsize()：返回当前队列包含的消息数量；
* Queue.empty()：如果队列为空，返回True，反之False ；
* Queue.full()：如果队列满了，返回True,反之False；
* Queue.get([block[, timeout]])：获取队列中的一条消息，然后将其从列队中移除，block默认值为True；

1）如果block使用默认值，且没有设置timeout（单位秒），消息列队如果为空，此时程序将被阻塞（停在读取状态），直到从消息列队读到消息为止，如果设置了timeout，则会等待timeout秒，若还没读取到任何消息，则抛出"Queue.Empty"异常；

2）如果block值为False，消息列队如果为空，则会立刻抛出"Queue.Empty"异常；

* Queue.get\_nowait()：相当Queue.get(False)；
* Queue.put(item,[block[, timeout]])：将item消息写入队列，block默认值为True；

1）如果block使用默认值，且没有设置timeout（单位秒），消息列队如果已经没有空间可写入，此时程序将被阻塞（停在写入状态），直到从消息列队腾出空间为止，如果设置了timeout，则会等待timeout秒，若还没空间，则抛出"Queue.Full"异常；

2）如果block值为False，消息列队如果没有空间可写入，则会立刻抛出"Queue.Full"异常；

* Queue.put\_nowait(item)：相当Queue.put(item, False)；

### 2. Queue实例

我们以Queue为例，在父进程中创建两个子进程，一个往Queue里写数据，一个从Queue里读数据：

from multiprocessing import Process, Queue

import os, time, random

# 写数据进程执行的代码:

def write(q):

for value in ['A', 'B', 'C']:

print('Put %s to queue...' % value)

q.put(value)

time.sleep(random.random())

# 读数据进程执行的代码:

def read(q):

while True:

if not q.empty():

value = q.get(True)

print('Get %s from queue.' % value)

time.sleep(random.random())

else:

break

if \_\_name\_\_=='\_\_main\_\_':

# 父进程创建Queue，并传给各个子进程：

q = Queue()

pw = Process(target=write, args=(q,))

pr = Process(target=read, args=(q,))

# 启动子进程pw，写入:

pw.start()

# 等待pw结束:

pw.join()

# 启动子进程pr，读取:

pr.start()

pr.join()

# pr进程里是死循环，无法等待其结束，只能强行终止:

print('')

print('所有数据都写入并且读完')

运行结果：

![](data:image/png;base64,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)

## 进程池Pool

当需要创建的子进程数量不多时，可以直接利用multiprocessing中的Process动态成生多个进程，但如果是上百甚至上千个目标，手动的去创建进程的工作量巨大，此时就可以用到multiprocessing模块提供的Pool方法。

初始化Pool时，可以指定一个最大进程数，当有新的请求提交到Pool中时，如果池还没有满，那么就会创建一个新的进程用来执行该请求；但如果池中的进程数已经达到指定的最大值，那么该请求就会等待，直到池中有进程结束，才会用之前的进程来执行新的任务，请看下面的实例：

# -\*- coding:utf-8 -\*-

from multiprocessing import Pool

import os, time, random

def worker(msg):

t\_start = time.time()

print("%s开始执行,进程号为%d" % (msg,os.getpid()))

# random.random()随机生成0~1之间的浮点数

time.sleep(random.random()\*2)

t\_stop = time.time()

print(msg,"执行完毕，耗时%0.2f" % (t\_stop-t\_start))

po = Pool(3) # 定义一个进程池，最大进程数3

for i in range(0,10):

# Pool().apply\_async(要调用的目标,(传递给目标的参数元祖,))

# 每次循环将会用空闲出来的子进程去调用目标

po.apply\_async(worker,(i,))

print("----start----")

po.close() # 关闭进程池，关闭后po不再接收新的请求

po.join() # 等待po中所有子进程执行完成，必须放在close语句之后

print("-----end-----")

运行结果:

----start----

0开始执行,进程号为21466

1开始执行,进程号为21468

2开始执行,进程号为21467

0 执行完毕，耗时1.01

3开始执行,进程号为21466

2 执行完毕，耗时1.24

4开始执行,进程号为21467

3 执行完毕，耗时0.56

5开始执行,进程号为21466

1 执行完毕，耗时1.68

6开始执行,进程号为21468

4 执行完毕，耗时0.67

7开始执行,进程号为21467

5 执行完毕，耗时0.83

8开始执行,进程号为21466

6 执行完毕，耗时0.75

9开始执行,进程号为21468

7 执行完毕，耗时1.03

8 执行完毕，耗时1.05

9 执行完毕，耗时1.69

-----end-----

multiprocessing.Pool常用函数解析：

* apply\_async(func[, args[, kwds]]) ：使用非阻塞方式调用func（并行执行，堵塞方式必须等待上一个进程退出才能执行下一个进程），args为传递给func的参数列表，kwds为传递给func的关键字参数列表；
* close()：关闭Pool，使其不再接受新的任务；
* terminate()：不管任务是否完成，立即终止；
* join()：主进程阻塞，等待子进程的退出， 必须在close或terminate之后使用；

## 进程池中的Queue

如果要使用Pool创建进程，就需要使用multiprocessing.Manager()中的Queue()，而不是multiprocessing.Queue()，否则会得到一条如下的错误信息：

RuntimeError: Queue objects should only be shared between processes through inheritance.

下面的实例演示了进程池中的进程如何通信：

# -\*- coding:utf-8 -\*-

# 修改import中的Queue为Manager

from multiprocessing import Manager,Pool

import os,time,random

def reader(q):

print("reader启动(%s),父进程为(%s)" % (os.getpid(), os.getppid()))

for i in range(q.qsize()):

print("reader从Queue获取到消息：%s" % q.get(True))

def writer(q):

print("writer启动(%s),父进程为(%s)" % (os.getpid(), os.getppid()))

for i in "itcast":

q.put(i)

if \_\_name\_\_=="\_\_main\_\_":

print("(%s) start" % os.getpid())

q = Manager().Queue() # 使用Manager中的Queue

po = Pool()

po.apply\_async(writer, (q,))

time.sleep(1) # 先让上面的任务向Queue存入数据，然后再让下面的任务开始从中取数据

po.apply\_async(reader, (q,))

po.close()

po.join()

print("(%s) End" % os.getpid())

运行结果:

(11095) start

writer启动(11097),父进程为(11095)

reader启动(11098),父进程为(11095)

reader从Queue获取到消息：i

reader从Queue获取到消息：t

reader从Queue获取到消息：c

reader从Queue获取到消息：a

reader从Queue获取到消息：s

reader从Queue获取到消息：t

(11095) End

## 应用：文件夹copy器（多进程版）

import multiprocessing

import os

import time

import random

def copy\_file(queue, file\_name,source\_folder\_name, dest\_folder\_name):

"""copy文件到指定的路径"""

f\_read = open(source\_folder\_name + "/" + file\_name, "rb")

f\_write = open(dest\_folder\_name + "/" + file\_name, "wb")

while True:

time.sleep(random.random())

content = f\_read.read(1024)

if content:

f\_write.write(content)

else:

break

f\_read.close()

f\_write.close()

# 发送已经拷贝完毕的文件名字

queue.put(file\_name)

def main():

# 获取要复制的文件夹

source\_folder\_name = input("请输入要复制文件夹名字:")

# 整理目标文件夹

dest\_folder\_name = source\_folder\_name + "[副本]"

# 创建目标文件夹

try:

os.mkdir(dest\_folder\_name)

except:

pass # 如果文件夹已经存在，那么创建会失败

# 获取这个文件夹中所有的普通文件名

file\_names = os.listdir(source\_folder\_name)

# 创建Queue

queue = multiprocessing.Manager().Queue()

# 创建进程池

pool = multiprocessing.Pool(3)

for file\_name in file\_names:

# 向进程池中添加任务

pool.apply\_async(copy\_file, args=(queue, file\_name, source\_folder\_name, dest\_folder\_name))

# 主进程显示进度

pool.close()

all\_file\_num = len(file\_names)

while True:

file\_name = queue.get()

if file\_name in file\_names:

file\_names.remove(file\_name)

copy\_rate = (all\_file\_num-len(file\_names))\*100/all\_file\_num

print("\r%.2f...(%s)" % (copy\_rate, file\_name) + " "\*50, end="")

if copy\_rate >= 100:

break

print()

if \_\_name\_\_ == "\_\_main\_\_":

main()

**协程**

# 迭代器

迭代是访问集合元素的一种方式。迭代器是一个可以记住遍历的位置的对象。迭代器对象从集合的第一个元素开始访问，直到所有的元素被访问完结束。迭代器只能往前不会后退。

## 1. 可迭代对象

我们已经知道可以对list、tuple、str等类型的数据使用for...in...的循环语法从其中依次拿到数据进行使用，我们把这样的过程称为遍历，也叫**迭代**。

**但是，是否所有的数据类型都可以放到for...in...的语句中，然后让for...in...每次从中取出一条数据供我们使用，即供我们迭代吗？**

>>> for i in 100:

... print(i)

...

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: 'int' object is not iterable

>>>

# int整型不是iterable，即int整型不是可以迭代的

# 我们自定义一个容器MyList用来存放数据，可以通过add方法向其中添加数据

>>> class MyList(object):

... def \_\_init\_\_(self):

... self.container = []

... def add(self, item):

... self.container.append(item)

...

>>> mylist = MyList()

>>> mylist.add(1)

>>> mylist.add(2)

>>> mylist.add(3)

>>> for num in mylist:

... print(num)

...

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: 'MyList' object is not iterable

>>>

# MyList容器的对象也是不能迭代的

我们自定义了一个容器类型MyList，在将一个存放了多个数据的MyList对象放到for...in...的语句中，发现for...in...并不能从中依次取出一条数据返回给我们，也就说我们随便封装了一个可以存放多条数据的类型却并不能被迭代使用。

我们把可以通过for...in...这类语句迭代读取一条数据供我们使用的对象称之为可迭代对象（Iterable）\*\*。

## 2. 如何判断一个对象是否可以迭代

可以使用 isinstance() 判断一个对象是否是 Iterable 对象：

In [50]: from collections import Iterable

In [51]: isinstance([], Iterable)

Out[51]: True

In [52]: isinstance({}, Iterable)

Out[52]: True

In [53]: isinstance('abc', Iterable)

Out[53]: True

In [54]: isinstance(mylist, Iterable)

Out[54]: False

In [55]: isinstance(100, Iterable)

Out[55]: False

## 3. 可迭代对象的本质

我们分析对可迭代对象进行迭代使用的过程，发现每迭代一次（即在for...in...中每循环一次）都会返回对象中的下一条数据，一直向后读取数据直到迭代了所有数据后结束。那么，在这个过程中就应该有一个“人”去记录每次访问到了第几条数据，以便每次迭代都可以返回下一条数据。我们把这个能帮助我们进行数据迭代的“人”称为**迭代器(Iterator)**。

可迭代对象的本质就是可以向我们提供一个这样的中间“人”即迭代器帮助我们对其进行迭代遍历使用。

可迭代对象通过\_\_iter\_\_方法向我们提供一个迭代器，我们在迭代一个可迭代对象的时候，实际上就是先获取该对象提供的一个迭代器，然后通过这个迭代器来依次获取对象中的每一个数据.

那么也就是说，一个具备了\_\_iter\_\_方法的对象，就是一个可迭代对象。

>>> class MyList(object):

... def \_\_init\_\_(self):

... self.container = []

... def add(self, item):

... self.container.append(item)

... def \_\_iter\_\_(self):

... """返回一个迭代器"""

... # 我们暂时忽略如何构造一个迭代器对象

... pass

...

>>> mylist = MyList()

>>> from collections import Iterable

>>> isinstance(mylist, Iterable)

True

>>>

# 这回测试发现添加了\_\_iter\_\_方法的mylist对象已经是一个可迭代对象了

## 4. iter()函数与next()函数

**list、tuple等都是可迭代对象，我们可以通过iter()函数获取这些可迭代对象的迭代器。然后我们可以对获取到的迭代器不断使用next()函数来获取下一条数据。**iter()函数实际上就是调用了可迭代对象的\_\_iter\_\_方法。

>>> li = [11, 22, 33, 44, 55]

>>> li\_iter = iter(li)

>>> next(li\_iter)

11

>>> next(li\_iter)

22

>>> next(li\_iter)

33

>>> next(li\_iter)

44

>>> next(li\_iter)

55

>>> next(li\_iter)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

StopIteration

>>>

**注意，当我们已经迭代完最后一个数据之后，再次调用next()函数会抛出StopIteration的异常，来告诉我们所有数据都已迭代完成，不用再执行next()函数了。**

## 5. 如何判断一个对象是否是迭代器

可以使用 isinstance() 判断一个对象是否是 Iterator 对象：

In [56]: from collections import Iterator

In [57]: isinstance([], Iterator)

Out[57]: False

In [58]: isinstance(iter([]), Iterator)

Out[58]: True

In [59]: isinstance(iter("abc"), Iterator)

Out[59]: True

## 6. 迭代器Iterator

通过上面的分析，我们已经知道，迭代器是用来帮助我们记录每次迭代访问到的位置，当我们对迭代器使用next()函数的时候，迭代器会向我们返回它所记录位置的下一个位置的数据。实际上，在使用next()函数的时候，调用的就是迭代器对象的\_\_next\_\_方法（Python3中是对象的\_\_next\_\_方法，Python2中是对象的next()方法）。**所以，我们要想构造一个迭代器，就要实现它的\_\_next\_\_方法**。但这还不够，python要求迭代器本身也是可迭代的，所以我们还要为迭代器实现\_\_iter\_\_方法，而\_\_iter\_\_方法要返回一个迭代器，迭代器自身正是一个迭代器，所以迭代器的\_\_iter\_\_方法返回自身即可。

**一个实现了\_\_iter\_\_方法和\_\_next\_\_方法的对象，就是迭代器。**

class MyList(object):

"""自定义的一个可迭代对象"""

def \_\_init\_\_(self):

self.items = []

def add(self, val):

self.items.append(val)

def \_\_iter\_\_(self):

myiterator = MyIterator(self)

return myiterator

class MyIterator(object):

"""自定义的供上面可迭代对象使用的一个迭代器"""

def \_\_init\_\_(self, mylist):

self.mylist = mylist

# current用来记录当前访问到的位置

self.current = 0

def \_\_next\_\_(self):

if self.current < len(self.mylist.items):

item = self.mylist.items[self.current]

self.current += 1

return item

else:

raise StopIteration

def \_\_iter\_\_(self):

return self

if \_\_name\_\_ == '\_\_main\_\_':

mylist = MyList()

mylist.add(1)

mylist.add(2)

mylist.add(3)

mylist.add(4)

mylist.add(5)

for num in mylist:

print(num)

## 7. for...in...循环的本质

for **item** in **Iterable** 循环的本质就是先通过iter()函数获取可迭代对象Iterable的迭代器，然后对获取到的迭代器不断调用next()方法来获取下一个值并将其赋值给item，当遇到StopIteration的异常后循环结束。

## 8. 迭代器的应用场景

我们发现迭代器最核心的功能就是可以通过next()函数的调用来返回下一个数据值。如果每次返回的数据值不是在一个已有的数据集合中读取的，而是通过程序按照一定的规律计算生成的，那么也就意味着可以不用再依赖一个已有的数据集合，也就是说不用再将所有要迭代的数据都一次性缓存下来供后续依次读取，这样可以节省大量的存储（内存）空间。

举个例子，比如，数学中有个著名的斐波拉契数列（Fibonacci），数列中第一个数为0，第二个数为1，其后的每一个数都可由前两个数相加得到：

0, 1, 1, 2, 3, 5, 8, 13, 21, 34, ...

现在我们想要通过for...in...循环来遍历迭代斐波那契数列中的前n个数。那么这个斐波那契数列我们就可以用迭代器来实现，每次迭代都通过数学计算来生成下一个数。

class FibIterator(object):

"""斐波那契数列迭代器"""

def \_\_init\_\_(self, n):

"""

:param n: int, 指明生成数列的前n个数

"""

self.n = n

# current用来保存当前生成到数列中的第几个数了

self.current = 0

# num1用来保存前前一个数，初始值为数列中的第一个数0

self.num1 = 0

# num2用来保存前一个数，初始值为数列中的第二个数1

self.num2 = 1

def \_\_next\_\_(self):

"""被next()函数调用来获取下一个数"""

if self.current < self.n:

num = self.num1

self.num1, self.num2 = self.num2, self.num1+self.num2

self.current += 1

return num

else:

raise StopIteration

def \_\_iter\_\_(self):

"""迭代器的\_\_iter\_\_返回自身即可"""

return self

if \_\_name\_\_ == '\_\_main\_\_':

fib = FibIterator(10)

for num in fib:

print(num, end=" ")

## 9. 并不是只有for循环能接收可迭代对象

除了for循环能接收可迭代对象，list、tuple等也能接收。

li = list(FibIterator(15))

print(li)

tp = tuple(FibIterator(6))

print(tp)

# 生成器

## 1. 生成器

利用迭代器，我们可以在每次迭代获取数据（通过next()方法）时按照特定的规律进行生成。但是我们在实现一个迭代器时，关于当前迭代到的状态需要我们自己记录，进而才能根据当前状态生成下一个数据。为了达到记录当前状态，并配合next()函数进行迭代使用，我们可以采用更简便的语法，即**生成器(generator)。生成器是一类特殊的迭代器**。

## 2. 创建生成器方法1

要创建一个生成器，有很多种方法。第一种方法很简单，只要把一个列表生成式的 [ ] 改成 ( )

In [15]: L = [ x\*2 for x in range(5)]

In [16]: L

Out[16]: [0, 2, 4, 6, 8]

In [17]: G = ( x\*2 for x in range(5))

In [18]: G

Out[18]: <generator object <genexpr> at 0x7f626c132db0>

In [19]:

创建 L 和 G 的区别仅在于最外层的 [ ] 和 ( ) ， L 是一个列表，而 G 是一个生成器。我们可以直接打印出列表L的每一个元素，而对于生成器G，我们可以按照迭代器的使用方法来使用，即可以通过next()函数、for循环、list()等方法使用。

In [19]: next(G)

Out[19]: 0

In [20]: next(G)

Out[20]: 2

In [21]: next(G)

Out[21]: 4

In [22]: next(G)

Out[22]: 6

In [23]: next(G)

Out[23]: 8

In [24]: next(G)

---------------------------------------------------------------------------

StopIteration Traceback (most recent call last)

<ipython-input-24-380e167d6934> in <module>()

----> 1 next(G)

StopIteration:

In [25]:

In [26]: G = ( x\*2 for x in range(5))

In [27]: for x in G:

....: print(x)

....:

0

2

4

6

8

In [28]:

## 3. 创建生成器方法2

generator非常强大。如果推算的算法比较复杂，用类似列表生成式的 for 循环无法实现的时候，还可以用函数来实现。

我们仍然用上一节提到的斐波那契数列来举例，回想我们在上一节用迭代器的实现方式：

class FibIterator(object):

"""斐波那契数列迭代器"""

def \_\_init\_\_(self, n):

"""

:param n: int, 指明生成数列的前n个数

"""

self.n = n

# current用来保存当前生成到数列中的第几个数了

self.current = 0

# num1用来保存前前一个数，初始值为数列中的第一个数0

self.num1 = 0

# num2用来保存前一个数，初始值为数列中的第二个数1

self.num2 = 1

def \_\_next\_\_(self):

"""被next()函数调用来获取下一个数"""

if self.current < self.n:

num = self.num1

self.num1, self.num2 = self.num2, self.num1+self.num2

self.current += 1

return num

else:

raise StopIteration

def \_\_iter\_\_(self):

"""迭代器的\_\_iter\_\_返回自身即可"""

return self

注意，在用迭代器实现的方式中，我们要借助几个变量(n、current、num1、num2)来保存迭代的状态。现在我们用生成器来实现一下。

In [30]: def fib(n):

....: current = 0

....: num1, num2 = 0, 1

....: while current < n:

....: num = num1

....: num1, num2 = num2, num1+num2

....: current += 1

....: yield num

....: return 'done'

....:

In [31]: F = fib(5)

In [32]: next(F)

Out[32]: 1

In [33]: next(F)

Out[33]: 1

In [34]: next(F)

Out[34]: 2

In [35]: next(F)

Out[35]: 3

In [36]: next(F)

Out[36]: 5

In [37]: next(F)

---------------------------------------------------------------------------

StopIteration Traceback (most recent call last)

<ipython-input-37-8c2b02b4361a> in <module>()

----> 1 next(F)

StopIteration: done

在使用生成器实现的方式中，我们将原本在迭代器\_\_next\_\_方法中实现的基本逻辑放到一个函数中来实现，但是将每次迭代返回数值的return换成了yield，此时新定义的函数便不再是函数，而是一个**生成器**了。简单来说：只要在def中有yield关键字的 就称为 生成器

此时按照调用函数的方式( 案例中为F = fib(5) )使用生成器就不再是执行函数体了，而是会返回一个生成器对象（ 案例中为F ），然后就可以按照使用迭代器的方式来使用生成器了。

In [38]: for n in fib(5):

....: print(n)

....:

1

1

2

3

5

In [39]:

但是用for循环调用generator时，发现拿不到generator的return语句的返回值。如果想要拿到返回值，必须捕获StopIteration错误，返回值包含在StopIteration的value中：

In [39]: g = fib(5)

In [40]: while True:

....: try:

....: x = next(g)

....: print("value:%d"%x)

....: except StopIteration as e:

....: print("生成器返回值:%s"%e.value)

....: break

....:

value:1

value:1

value:2

value:3

value:5

生成器返回值:done

In [41]:

## 总结

* 使用了yield关键字的函数不再是函数，而是生成器。（使用了yield的函数就是生成器）
* yield关键字有两点作用：
  + 保存当前运行状态（断点），然后暂停执行，即将生成器（函数）挂起
  + 将yield关键字后面表达式的值作为返回值返回，此时可以理解为起到了return的作用
* 可以使用next()函数让生成器从断点处继续执行，即唤醒生成器（函数）
* Python3中的生成器可以使用return返回最终运行的返回值，而Python2中的生成器不允许使用return返回一个返回值（即可以使用return从生成器中退出，但return后不能有任何表达式）。

## 4. 使用send唤醒

我们除了可以使用next()函数来唤醒生成器继续执行外，还可以使用send()函数来唤醒执行。使用send()函数的一个好处是可以在唤醒的同时向断点处传入一个附加数据。

例子：执行到yield时，gen函数作用暂时保存，返回i的值; temp接收下次c.send("python")，send发送过来的值，c.next()等价c.send(None)

In [10]: def gen():

....: i = 0

....: while i<5:

....: temp = yield i

....: print(temp)

....: i+=1

....:

#### 使用send

In [43]: f = gen()

In [44]: next(f)

Out[44]: 0

In [45]: f.send('haha')

haha

Out[45]: 1

In [46]: next(f)

None

Out[46]: 2

In [47]: f.send('haha')

haha

Out[47]: 3

In [48]:

#### 使用next函数

In [11]: f = gen()

In [12]: next(f)

Out[12]: 0

In [13]: next(f)

None

Out[13]: 1

In [14]: next(f)

None

Out[14]: 2

In [15]: next(f)

None

Out[15]: 3

In [16]: next(f)

None

Out[16]: 4

In [17]: next(f)

None

---------------------------------------------------------------------------

StopIteration Traceback (most recent call last)

<ipython-input-17-468f0afdf1b9> in <module>()

----> 1 next(f)

StopIteration:

#### 使用\_\_next\_\_()方法（不常使用）

In [18]: f = gen()

In [19]: f.\_\_next\_\_()

Out[19]: 0

In [20]: f.\_\_next\_\_()

None

Out[20]: 1

In [21]: f.\_\_next\_\_()

None

Out[21]: 2

In [22]: f.\_\_next\_\_()

None

Out[22]: 3

In [23]: f.\_\_next\_\_()

None

Out[23]: 4

In [24]: f.\_\_next\_\_()

None

---------------------------------------------------------------------------

StopIteration Traceback (most recent call last)

<ipython-input-24-39ec527346a9> in <module>()

----> 1 f.\_\_next\_\_()

StopIteration:

# 协程

协程，又称微线程，纤程。英文名Coroutine。

### 协程是啥

协程是python个中另外一种实现多任务的方式，只不过比线程更小占用更小执行单元（理解为需要的资源）。 为啥说它是一个执行单元，因为它自带CPU上下文。这样只要在合适的时机， 我们可以把一个协程 切换到另一个协程。 只要这个过程中保存或恢复 CPU上下文那么程序还是可以运行的。

通俗的理解：在一个线程中的某个函数，可以在任何地方保存当前函数的一些临时变量等信息，然后切换到另外一个函数中执行，注意不是通过调用函数的方式做到的，并且切换的次数以及什么时候再切换到原来的函数都由开发者自己确定

### 协程和线程差异

在实现多任务时, 线程切换从系统层面远不止保存和恢复 CPU上下文这么简单。 操作系统为了程序运行的高效性每个线程都有自己缓存Cache等等数据，操作系统还会帮你做这些数据的恢复操作。 所以线程的切换非常耗性能。但是协程的切换只是单纯的操作CPU的上下文，所以一秒钟切换个上百万次系统都抗的住。

### 简单实现协程

import time

def work1():

while True:

print("----work1---")

yield

time.sleep(0.5)

def work2():

while True:

print("----work2---")

yield

time.sleep(0.5)

def main():

w1 = work1()

w2 = work2()

while True:

next(w1)

next(w2)

if \_\_name\_\_ == "\_\_main\_\_":

main()

运行结果：

----work1---

----work2---

----work1---

----work2---

----work1---

----work2---

----work1---

----work2---

----work1---

----work2---

----work1---

----work2---

...省略...

# greenlet

为了更好使用协程来完成多任务，python中的greenlet模块对其封装，从而使得切换任务变的更加简单

### 安装方式

使用如下命令安装greenlet模块:

sudo pip3 install greenlet

#coding=utf-8

from greenlet import greenlet

import time

def test1():

while True:

print "---A--"

gr2.switch()

time.sleep(0.5)

def test2():

while True:

print "---B--"

gr1.switch()

time.sleep(0.5)

gr1 = greenlet(test1)

gr2 = greenlet(test2)

#切换到gr1中运行

gr1.switch()

## 运行效果

---A--

---B--

---A--

---B--

---A--

---B--

---A--

---B--

...省略...

# gevent

greenlet已经实现了协程，但是这个还的人工切换，是不是觉得太麻烦了，不要捉急，python还有一个比greenlet更强大的并且能够自动切换任务的模块gevent

其原理是当一个greenlet遇到IO(指的是input output 输入输出，比如网络、文件操作等)操作时，比如访问网络，就自动切换到其他的greenlet，等到IO操作完成，再在适当的时候切换回来继续执行。

由于IO操作非常耗时，经常使程序处于等待状态，有了gevent为我们自动切换协程，就保证总有greenlet在运行，而不是等待IO

### 安装

pip3 install gevent

### 1. gevent的使用

import gevent

def f(n):

for i in range(n):

print(gevent.getcurrent(), i)

g1 = gevent.spawn(f, 5)

g2 = gevent.spawn(f, 5)

g3 = gevent.spawn(f, 5)

g1.join()

g2.join()

g3.join()

运行结果

<Greenlet at 0x10e49f550: f(5)> 0

<Greenlet at 0x10e49f550: f(5)> 1

<Greenlet at 0x10e49f550: f(5)> 2

<Greenlet at 0x10e49f550: f(5)> 3

<Greenlet at 0x10e49f550: f(5)> 4

<Greenlet at 0x10e49f910: f(5)> 0

<Greenlet at 0x10e49f910: f(5)> 1

<Greenlet at 0x10e49f910: f(5)> 2

<Greenlet at 0x10e49f910: f(5)> 3

<Greenlet at 0x10e49f910: f(5)> 4

<Greenlet at 0x10e49f4b0: f(5)> 0

<Greenlet at 0x10e49f4b0: f(5)> 1

<Greenlet at 0x10e49f4b0: f(5)> 2

<Greenlet at 0x10e49f4b0: f(5)> 3

<Greenlet at 0x10e49f4b0: f(5)> 4

可以看到，3个greenlet是依次运行而不是交替运行

### 2. gevent切换执行

import gevent

def f(n):

for i in range(n):

print(gevent.getcurrent(), i)

#用来模拟一个耗时操作，注意不是time模块中的sleep

gevent.sleep(1)

g1 = gevent.spawn(f, 5)

g2 = gevent.spawn(f, 5)

g3 = gevent.spawn(f, 5)

g1.join()

g2.join()

g3.join()

运行结果

<Greenlet at 0x7fa70ffa1c30: f(5)> 0

<Greenlet at 0x7fa70ffa1870: f(5)> 0

<Greenlet at 0x7fa70ffa1eb0: f(5)> 0

<Greenlet at 0x7fa70ffa1c30: f(5)> 1

<Greenlet at 0x7fa70ffa1870: f(5)> 1

<Greenlet at 0x7fa70ffa1eb0: f(5)> 1

<Greenlet at 0x7fa70ffa1c30: f(5)> 2

<Greenlet at 0x7fa70ffa1870: f(5)> 2

<Greenlet at 0x7fa70ffa1eb0: f(5)> 2

<Greenlet at 0x7fa70ffa1c30: f(5)> 3

<Greenlet at 0x7fa70ffa1870: f(5)> 3

<Greenlet at 0x7fa70ffa1eb0: f(5)> 3

<Greenlet at 0x7fa70ffa1c30: f(5)> 4

<Greenlet at 0x7fa70ffa1870: f(5)> 4

<Greenlet at 0x7fa70ffa1eb0: f(5)> 4

### 3. 给程序打补丁

from gevent import monkey

import gevent

import random

import time

def coroutine\_work(coroutine\_name):

for i in range(10):

print(coroutine\_name, i)

time.sleep(random.random())

gevent.joinall([

gevent.spawn(coroutine\_work, "work1"),

gevent.spawn(coroutine\_work, "work2")

])

运行结果

work1 0

work1 1

work1 2

work1 3

work1 4

work1 5

work1 6

work1 7

work1 8

work1 9

work2 0

work2 1

work2 2

work2 3

work2 4

work2 5

work2 6

work2 7

work2 8

work2 9

from gevent import monkey

import gevent

import random

import time

# 有耗时操作时需要

monkey.patch\_all() # 将程序中用到的耗时操作的代码，换为gevent中自己实现的模块

def coroutine\_work(coroutine\_name):

for i in range(10):

print(coroutine\_name, i)

time.sleep(random.random())

gevent.joinall([

gevent.spawn(coroutine\_work, "work1"),

gevent.spawn(coroutine\_work, "work2")

])

运行结果

work1 0

work2 0

work1 1

work1 2

work1 3

work2 1

work1 4

work2 2

work1 5

work2 3

work1 6

work1 7

work1 8

work2 4

work2 5

work1 9

work2 6

work2 7

work2 8

work2 9

## 进程、线程、协程对比

#### 请仔细理解如下的通俗描述

* 有一个老板想要开个工厂进行生产某件商品（例如剪子）
* 他需要花一些财力物力制作一条生产线，这个生产线上有很多的器件以及材料这些所有的 为了能够生产剪子而准备的资源称之为：进程
* 只有生产线是不能够进行生产的，所以老板的找个工人来进行生产，这个工人能够利用这些材料最终一步步的将剪子做出来，这个来做事情的工人称之为：线程
* 这个老板为了提高生产率，想到3种办法：
  1. 在这条生产线上多招些工人，一起来做剪子，这样效率是成倍増长，即单进程 多线程方式
  2. 老板发现这条生产线上的工人不是越多越好，因为一条生产线的资源以及材料毕竟有限，所以老板又花了些财力物力购置了另外一条生产线，然后再招些工人这样效率又再一步提高了，即多进程 多线程方式
  3. 老板发现，现在已经有了很多条生产线，并且每条生产线上已经有很多工人了（即程序是多进程的，每个进程中又有多个线程），为了再次提高效率，老板想了个损招，规定：如果某个员工在上班时临时没事或者再等待某些条件（比如等待另一个工人生产完谋道工序 之后他才能再次工作） ，那么这个员工就利用这个时间去做其它的事情，那么也就是说：如果一个线程等待某些条件，可以充分利用这个时间去做其它事情，其实这就是：协程方式

#### 简单总结

1. 进程是资源分配的单位
2. 线程是操作系统调度的单位
3. 进程切换需要的资源很最大，效率很低
4. 线程切换需要的资源一般，效率一般（当然了在不考虑GIL的情况下）
5. 协程切换任务资源很小，效率高
6. 多进程、多线程根据cpu核数不一样可能是并行的，但是协程是在一个线程中 所以是并发

## 并发下载器

### 并发下载原理

from gevent import monkey

import gevent

import urllib.request

# 有耗时操作时需要

monkey.patch\_all()

def my\_downLoad(url):

print('GET: %s' % url)

resp = urllib.request.urlopen(url)

data = resp.read()

print('%d bytes received from %s.' % (len(data), url))

gevent.joinall([

gevent.spawn(my\_downLoad, 'http://www.baidu.com/'),

gevent.spawn(my\_downLoad, 'http://www.itcast.cn/'),

gevent.spawn(my\_downLoad, 'http://www.itheima.com/'),

])

运行结果

GET: http://www.baidu.com/

GET: http://www.itcast.cn/

GET: http://www.itheima.com/

111327 bytes received from http://www.baidu.com/.

172054 bytes received from http://www.itheima.com/.

215035 bytes received from http://www.itcast.cn/.

从上能够看到是先发送的获取baidu的相关信息，然后依次是itcast、itheima，但是收到数据的先后顺序不一定与发送顺序相同，这也就体现出了异步，即不确定什么时候会收到数据，顺序不一定

### 实现多个视频下载

from gevent import monkey

import gevent

import urllib.request

#有IO才做时需要这一句

monkey.patch\_all()

def my\_downLoad(file\_name, url):

print('GET: %s' % url)

resp = urllib.request.urlopen(url)

data = resp.read()

with open(file\_name, "wb") as f:

f.write(data)

print('%d bytes received from %s.' % (len(data), url))

gevent.joinall([

gevent.spawn(my\_downLoad, "1.mp4", 'http://oo52bgdsl.bkt.clouddn.com/05day-08-%E3%80%90%E7%90%86%E8%A7%A3%E3%80%91%E5%87%BD%E6%95%B0%E4%BD%BF%E7%94%A8%E6%80%BB%E7%BB%93%EF%BC%88%E4%B8%80%EF%BC%89.mp4'),

gevent.spawn(my\_downLoad, "2.mp4", 'http://oo52bgdsl.bkt.clouddn.com/05day-03-%E3%80%90%E6%8E%8C%E6%8F%A1%E3%80%91%E6%97%A0%E5%8F%82%E6%95%B0%E6%97%A0%E8%BF%94%E5%9B%9E%E5%80%BC%E5%87%BD%E6%95%B0%E7%9A%84%E5%AE%9A%E4%B9%89%E3%80%81%E8%B0%83%E7%94%A8%28%E4%B8%8B%29.mp4'),

])