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# Введение

В современном мире информационных технологий большую роль играют арифметические операции. Одной из важных операций является эффективная работа с полиномами.

Знание и понимание структуры и принципов хранения помогают оптимизировать использование памяти и увеличивать эффективность вычислений.

Таким образом, данная лабораторная работа является актуальной и полезной для студентов и специалистов в области информационных технологий, которые имеют необходимость эффективно работать с битами и битовыми множествами.

# Постановка задачи

Целью данной лабораторной работы является создание структуры хранения и перевода полинома в структуру данных на языке программирования C++. В рамках работы необходимо разработать классы TNode, TList, TRingList, TMonom и TPolynom, которые будут предоставлять функциональность для работы с полиномами. Основной задачей является реализация основных операций с полиномами.

# Руководство пользователя

## Приложение для демонстрации работы списка

1. Запустите приложение с названием sample\_tringlist.exe. В результате появится окно, показанное ниже (рис. 1).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMMAAAAaCAYAAAAKTuhNAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAPpSURBVHhe7Zo9TypBFIZf7p8wZgMUFvAXNlgApfQUYnLbhX4LTaxuAgU9bGsiFvRYCoWE1hISLYTs7+DO2Z39QPlY2AH8OE8yEXbCWedw3jnvrCZOT0/nJycneHl5AcP8ZnwxvL6+yksM8zv5I38yzK+HxcAwkh8lhmytg8Fg4I5GSV79GiQSWdQ6AzRKCXllfySyNXS8PIjRqWXlzHqi5M9bx6BTQzax/7UcEuViKDWiJ18141YF+XweRteWVw7PMddPJBIl1K0yps2CkwsaldZYzq7nEPk7dn7WwTbpp5FJI4URnh/le8XM52O0KkJklRbG87m8+jP4JAZSrt8qQ60waPMlNLz5QQe1rDvvtVhTB7SyFcT40G5XxScoBu0a4XatehfZdX2EbxH8eXeQ9Ym6flGtoRiL8Tfx+f4NlA5oVTbZqGX58Wxh9PwcjwUxUKGYaPrttTktw6pfyFkX3bzEzHBbsNEFyn/dea/FNkeA3TX8GPnrnjNPRIlPibJyQxiFAgrODW63Kph1xFkfcVG3UJ66ny8UDJCboLVe9+aR1k/opoXkw/L466BCq95byA2D2EY3BfO+6gjaK7a+sEgadJj9viw4dYLZZKMy1Vs/P96g3BBR83NMfDGQ1zzXbXTvgv76eNeFrZ8vJHPUvEJr7C5w8j4FUulIB6mo8UWmYFy13RY8eYe4gxLiro+KMZ0S89J/kF14GtrQkmfO+6iMhJf3CmSb/CFTRE4b4aE9kRfE59sPGGk5FDNBsdEGYgub1BSbiVtw1+gd0s58/D4VQd9f0LFDQ+FBPugMjtfUULa8HcXbZVJIi2THJmr86bvvRefzHq7zFb84YxFzfVT8VLv6ubuTkziKOQ327M15v3fOktDsGRbv9oaZrWFLPe4NEqTTrbyupNACubUQdBx/KDy7BGJwdmGxc0qLEAxFxbjv+JtQdX/ddIXUdy1T1Cc1sXmbwdaSWKz7MyQ1G4fSYxT8DkU2MiVypUgQB+0MpLznkdg5I3rYVbzNhHXIFT/9gqri70rc+7s2K2w/xFjid1etPzaTJwxtHZfVoI1d1E3o9hBPgXP6Mng28iO75uewnUHweCPVHFbelsqetP+hC3EwXdIqVcRfRfhJhlXW/B1c1f3py7gLW4AVn1+3/jhQcbWvmpiGnsSYqdD5Kiab8rfNvDecByE3i89495UfFfA/6kWE/qp7b+UwNIIDNnWLet+EaBf+oZj5vix0BmYNdICVL32cQ/nX8uzM7nBn2AJ6lu9YBB86kAedgvnesBgYRsI2iWEkLAaGkbAYGEbCYmAYCYuBYSQsBoaRsBgYRsJiYBgH4D+jNP+FQlHKdQAAAABJRU5ErkJggg==)

1. Основное окно программы
2. Введите длину кольцевого списка. Далее введите значения для каждого звена (рис. 2).
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1. Основное окно программы
2. В результате выведутся основные операции для работы с кольцевым списком(вставка, удаление, сортировка, проверка на пустоту и полноту)

## Приложение для демонстрации работы полинома

1. Запустите приложение с названием sample\_tpolynom.exe. В результате появится окно, показанное ниже (рис. 3).
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1. Основное окно программы
2. Ведите пример. Это окно покажет основные функции класса TPolynom (дифференциал, разность, присваивание, подсчет) (рис. 4).
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1. Основное окно программы

# Руководство программиста

## Описание алгоритмов

### Линейный односвязный список

Список – это динамическая структура данных, состоящая из звеньев, содержащие данные и указатель на следующее звено. Данная структура поддерживает такие операции как: вставка (в начало, конец, до, после), поиск, удаление, проверка на пустоту и полноту.

Для реализации некоторых операций, текущий элемент должен изменяться, поэтому он является отдельным полем в структуре.

**Операция добавления в начало:**

Операция добавления элемента реализуется при помощи указателя на первый элемент. Если структура хранения пуста, то создаем новый элемент (Рис. 5рис. 6), иначе создаём новый элемент и переопределяем указатель на начало (рис. 6) он будет указывать на вставленный элемент. Новый элемент будет указывать на следующий, который раньше был первым.
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1. Добавление в начало, если список пустой
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1. Добавление в начало, если список не пустой

**Операция добавления в конец:**

Операция добавления элемента реализуется при помощи указателя на последний элемент.

Если структура хранения пуста, то создаем новый элемент с помощью вставки в начало (рис. 5).

Если список не пуст, то создаем новый элемент, c указателем на pStop. У последнего элемента в списке, на который указывает pLast, меняем указатель на следующий элемент, чтобы он указывал на новый. Переопределяем указатель pLast на вставленный элемент (рис. 7).
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1. Операция добавления элемента в конец

**Операция поиска:**

Операция поиска ищет элемент в списке. Проходимся от начала списка, сравнивая data звеньев с указанными пользователем. Если data не равна, идем к следующему звену, меняя указатель на текущий pCur, найдя нужное звено, возвращаем указатель на найденный элемент (рис. 8).
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1. Операция поиска элемента (3) в списке

**Операция добавления после:**

Операция добавления элемента реализуется при помощи указателя на текущий элемент.

Находим элемент, после которого хотим вставить, создаем новое звено и сдвигаем указатели (рис. 9):

1. Находим элемент, после которого хотим выполнить операцию вставки с помощью операции поиска (рис. 8).
2. Указатель нового звена на следующее равен указателю текущего.
3. Указатель текущего звена на следующее равен новому.
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1. Операция добавления элемента после текущего.

**Операция добавления перед:**

Операция добавления элемента реализуется при помощи указателя на текущий элемент.

Находим элемент, перед которым хотим вставить, создаем новое звено и сдвигаем указатели (рис. 10):

1. Находим элемент, перед которым хотим выполнить операцию вставки с помощью операции поиска (рис. 8).
2. Указатель на следующее звено предыдущего элемента равен новому элементу.
3. Указатель нового элемента на следующее звено равен текущему.
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1. Операция вставки нового звена перед текущим.

**Операция удаления первого элемента:**

Операция удаления элемента реализуется при помощи указателя на первый элемент. Удалив первый элемент, указатель на первое звено переопределяется на следующее звено (рис. 11).
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1. Операция удаления первого элемента

**Операция удаления текущего элемента:**

Операция удаления элемента реализуется при помощи указателя на текущий элемент (рис. 12рис. 9):

1. Находим элемент, который хотим удалить с помощью операции поиска (рис. 8).
2. Указателю предыдущего звена на следующее присваивается значение указателя на следующее звено текущего.
3. Освобождается выделенная память под текущее звено.

![](data:image/png;base64,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)

1. Операция удаления текущего элемента

**Операция удаления элемента по его данным:**

Выполняется поиск элемента по его значению (рис. 8). Если элемент найден, выполняется операция удаления текущего элемента (рис. 12), иначе ничего не происходит.

**Операция получения текущего элемента:**

Операция получения текущего элемента реализуется при помощи указателя на текущий элемент. Возвращает указатель на текущий.

**Операция проверки на пустоту:**

Операция проверки на полноту проверяет, есть ли хотя бы один элемент в списке. Если первый элемент существует, возвращает true, иначе false.

**Операция сортировки:**

Операция сортировки позволяет сортировать список, используется оптимизированная сортировка пузырьком (рис. 13):

1. Начиная с первого элемента, текущий сравнивается с последующими элементами, до последнего.
2. Если найден элемент, значение которого меньше текущего, они меняются местами.
3. Алгоритм повторяется до тех пор, пока текущий элемент не будет равен последнему.
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1. Сортировка

### Кольцевой односвязный список

Кольцевой список – линейный односвязный список, последний элемент которого всегда указывает на фиктивную голову, которая в свою очередь указывает на первое звено.

Все операции для линейного односвязного списка применимы к кольцевому, за исключением вставки в начало и удаления первого элемента, так как они меняют указатель на следующей элемент для фиктивной головы.

**Операция добавления в начало:**

Добавляет новое звено в начало списка, указатель на следующее звено которого присваивает значение старого звена, указатель на следующее звено фиктивной головы присваивает значение нового элемента.

Если текущий список не содержит элементов, указатель на следующее звено фиктивной головы присваивает значение нового элемента. Указатель на следующее звено нового элемента присваивает значение головы (рис. 14).
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1. Операция добавления элемента в начало

**Операция удаления первого элемента:**

Первому звену присваивается значение указателя на следующий элемент старого первого звена, указатель на следующий элемент фиктивной головы присваивает значение нового первого элемента, после чего освобождается выделенная память под старое звено, если список содержал один элемент, голова замыкается (рис. 15). Если список пустой, ничего не происходит.
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1. Удаление первого элемента.

### Моном

Моном – структура данных, содержащая два поля: коэффициент и степень. Степень представляет собой число от 0 до 999, каждый разряд которого является степенью для X, Y и Z. Структура данных поддерживает операции сравнения, сложения, вычитания, умножения, дифференцирования и вычисления.

**Операция сравнения на равенство:**

Функция сравнивает степень. Если степень совпадает, сравнивает коэффициент.

Пример: 2\*x\*z^3 = 2\*x\*z^2

Функция вернет false, так как степень слева равна 103, а справа 102.

**Операция сравнения на неравенство:**

Возвращает обратное значение от сравнения на равенство.

Пример: 2\*x\*z^3 = 2\*x\*z^2

Функция вернет true, так как степень слева равна 103, а справа 102.

**Операция сравнения больше:**

Функция первоочередно сравнивает степени мономов. Если они совпадают, сравнивает коэффициенты.

Пример: 3\*x\*z^3 > 2\*x\*z^3

Функция вернет true, так как степени совпадают, но коэффициент монома слева больше.

**Операция сравнение меньше:**

Функция первоочередно сравнивает степени мономов. Если они совпадают, сравнивает коэффициенты.

Пример: 3\*x\*z^3 > 2\*x\*z^3

Функция вернет false, так как степени совпадают, но коэффициент монома слева больше.

**Операция сложения:**

Функция складывает коэффициенты мономов, если их степень совпадает.

Пример: 3\*x\*z^3 + 2\*x\*z^3

Функция вернет 5\*x\*z^3, так как степени мономов совпадают.

**Операция вычитания:**

Функция вычитает коэффициенты мономов, если их степень совпадает.

Пример: 3\*x\*z^3 - 2\*x\*z^2

Функция ничего не вернет, так как степени мономов не совпадают.

**Операция умножения:**

Функция перемножает коэффициенты и складывает степени. Если степень любого разряда становится больше 9, возвращает 0.

Пример: 3\*x\*z^3 \* 2\*x\*z^2

Функция вернет 6\*x^2\*z^5.

**Операция дифференцирования:**

Функция вычисляет полный дифференциал от монома. Коэффициент умножается на каждый разряд степени. Каждый разряд степени уменьшается на единицу.

Пример: 3\*x^5\*y\*z^3

Функция вернет 45\*x^4\*z^2.

**Операция вычисления:**

Функция вычисляет значение монома от заданных пользователем параметров.

Пример: 3\*x^5\*y\*z^3, x = 2, y = 1, z = 3

Функция вернет 2592.

### Полином

Полином – структура данных, поля которой: кольцевой односвязный список мономов, имя. Имя – строка полинома. Данная структура данных поддерживает такие операции как: сложение, вычитание, произведение, умножение на константу, полный дифференциал, вычисление.

**Операция сложения:**

Данная функция складывает два полинома. Проходясь по первому полиному, выполняет вставку во второй полином. Если во втором полиноме есть моном с такой же степенью, складывает их коэффициенты.

Пример: (3\*x^5\*y\*z^3+2\*x\*z^2) + (6\*x^5\*y\*z^3 – x\*y\*z)

Функция вернет 9\*x^5\*y\*z^3+2\*x\*z^2– x\*y\*z

**Операция умножения на константу:**

Данная функция умножает коэффициенты всех мономов на заданную константу.

Пример: (3\*x^5\*y\*z^3+2\*x\*z^2) \* (2)

Функция вернет 6\*x^5\*y\*z^3+4\*x\*z^2.

**Операция вычитания:**

Данная функция вызывает операцию сложения, умножая операнд на константу равную -1.

Пример: (3\*x^5\*y\*z^3+2\*x\*z^2) - (6\*x^5\*y\*z^3 – x\*y\*z)

Функция вернет -3\*x^5\*y\*z^3+2\*x\*z^2+x\*y\*z

**Операция произведения:**

Данная функция перемножает все мономы обоих полиномов.

Пример: (3\*x^5\*y\*z^3+2\*x\*z^2) \* (6\*x^4\*y\*z^3 – x\*y\*z)

Функция вернет 18\*x^9\*y^2\*z^6 – 3\*x^6\*y^2\*z^4 +12\*x^5\*y\*z^5 – 2\*x^2\*y\*z^3

**Операция дифференцирования:**

Данная функция вычисляет полный дифференциал всех мономов.

Пример: 3\*x^5\*y\*z^3+2\*x\*z^2

Функция вернет 45\*x^4\*z^2

**Операция вычисления:**

Данная функция вычисляет все мономы по заданным значениям параметров.

Пример: 3\*x^5\*y\*z^3+2\*x\*z^2, x = 2, y = 1, z =3

Функция вернет 2628.

## Описание программной реализации

### Описание структуры TNode

struct TNode

{

T data;

TNode<T>\* pNext;

TNode()

TNode(const T& dat);

bool operator<(const TNode<T>& nd)const;

bool operator>(const TNode<T>& nd)const;

bool operator==(const TNode<T>& nd)const;

bool operator!=(const TNode<T>& nd)const;

};

Назначение: представление звена.

Поля:

data – данные ячейки.

pNext – указатель на следующее звено.

Методы:

TNode();

Назначение: конструктор по умолчанию.

TNode(const T& dat);

Назначение: конструктор с параметром.

Входные параметры:

dat – данные.

bool operator<(const TNode<T>& nd)const;

Назначение: перегрузка оператора меньше.

Входные параметры:

nd - константный указатель на звено.

Выходные параметры:

Результат сравнения.

bool operator>(const TNode<T>& nd)const;

Назначение: перегрузка оператора больше.

Входные параметры:

nd - константный указатель на звено.

Выходные параметры:

Результат сравнения.

bool operator==(const TNode<T>& nd)const;

Назначение: перегрузка оператора сравнения на равенство.

Входные параметры:

nd - константный указатель на звено.

Выходные параметры:

Результат сравнения.

bool operator!=(const TNode<T>& nd)const;

Назначение: перегрузка оператора сравнения на неравенство.

Входные параметры:

nd - константный указатель на звено.

Выходные параметры:

Результат сравнения.

### Описание класса TList

class TList

{

protected:

TNode<T>\* pFirst;

TNode<T>\* pLast;

TNode<T>\* pCurr;

TNode<T>\* pPrev;

TNode<T>\* pStop;

public:

TList();

TList(const TNode<T>\* pFirst);

TList(const TList<T>& TList);

TNode<T>\* search(const T& data);

TNode<T>\* search(const TNode<T>\* node);

virtual ~TList();

virtual void clear();

void Next();

void Reset();

bool IsEmpty()const;

bool IsFull()const;

bool IsEnd()const;

void Sort();

TNode<T>\* getpF()const;

TNode<T>\* getpS()const;

TNode<T>\* getpC()const;

T get\_pFirst()const;

T get\_pLast()const;

T get\_pCurr()const;

T get\_pPrev()const;

virtual void InsertFirst(const T& data);

void InsertLast(const T& data);

void InsertBefore(const T& data, const TNode<T>\* before\_node);

void InsertAfter(const T& data, const TNode<T>\* after\_node);

void InsertBeforeCurrent(const T& data);

void InsertAfterCurrent(const T& data);

virtual void DeleteFirst();

void DeleteLast();

void DeleteBefore(const TNode<T>\* before\_node);

void DeleteAfter(const TNode<T>\* after\_node);

void DeleteData(const T& data);

void DeleteCurrent();

virtual const TList<T>& operator=(const TList<T>& pList);

friend std::ostream& operator<<(std::ostream& out, TList<T>& list);

friend std::istream& operator>>(std::istream& in, TList<T>& list);

};

Назначение: предоставление структуры данных линейный односвязный список.

Поля:

pFirst – указатель на первое звено.

pLast – указатель на последнее звено.

pCurr – указатель на текущее звено.

pPrev – указатель на предыдущее звено.

pStop – указатель на границу списка.

Методы:

TList();

Назначение: конструктор по умолчанию.

TList(const TNode<T>\* pFirst);

Назначение: конструктор с параметром.

Входные параметры:

pFirst – указатель на звено.

TList(const TList<T>& TList);

Назначение: конструктор копирования.

Входные параметры:

TList – ссылка на список.

TNode<T>\* search(const T& data);

Назначение: поиск звена.

Входные параметры:

data – ссылка на данные.

Выходные параметры:

Указатель на звено.

TNode<T>\* search(const TNode<T>\* node);

Назначение: поиск звена.

Входные параметры:

node – указатель на звено.

Выходные параметры:

Указатель на звено.

virtual ~TList();

Назначение: деструктор.

virtual void clear();

Назначение: удаление всех элементов списка.

void Next();

Назначение: переход к следующему элементу.

void Reset();

Назначение: присвоение текущему звену указатель на первое.

bool IsEmpty()const;

Назначение: проверка на пустоту.

Выходные параметры:

Результат проверки.

bool IsFull()const;

Назначение: проверка на полноту.

Выходные параметры:

Результат проверки.

bool IsEnd()const;

Назначение: проверка находится ли текущее звено конец списка.

Выходные параметры:

Результат проверки.

void Sort();

Назначение: сортировка списка.

TNode<T>\* getpF()const;

Назначение: получение указателя на первое звено

Выходные параметры:

Указатель на первое звено.

TNode<T>\* getpS()const;

Назначение: получение указателя на границу списка.

Выходные параметры:

Указатель на границу списка.

TNode<T>\* getpC()const;

Назначение: получение указателя на текущее звено.

Выходные параметры:

Указатель на текущее звено.

T get\_pFirst()const;

Назначение: получение данных первого звена.

Выходные параметры:

Данные первого звена.

T get\_pLast()const;

Назначение: получение данных последнего звена.

Выходные параметры:

Получение данных последнего звена.

T get\_pCurr()const;

Назначение: получение данных текущего звена.

Выходные параметры:

Данные текущего звена.

T get\_pPrev()const;

Назначение: получение данных предыдущего звена.

Выходные параметры:

Данные предыдущего звена.

virtual void InsertFirst(const T& data);

Назначение: вставка в начало.

Входные параметры:

data – данные для нового звена.

void InsertLast(const T& data);

Назначение: вставка в конец

data – данные для нового звена.

void InsertBefore(const T& data, const TNode<T>\* before\_node);

Назначение: вставка до.

data – данные для нового звена.

before\_node – указатель на звено.

void InsertAfter(const T& data, const TNode<T>\* after\_node);

Назначение: вставка после

Входные параметры:

data – данные для нового звена.

after\_node – указатель на звено.

void InsertBeforeCurrent(const T& data);

Назначение: вставка до текущего

data – данные для нового звена.

void InsertAfterCurrent(const T& data);

Назначение: вставка после текущего.

data – данные для нового звена.

virtual void DeleteFirst();

Назначение: удаление первого звена

void DeleteLast();

Назначение: удаление последнего звена.

void DeleteBefore(const TNode<T>\* before\_node);

Назначение: удаление звена до.

Входные параметры:

before\_node – указатель на звено.

void DeleteAfter(const TNode<T>\* after\_node);

Назначение: удаление звена после.

Входные параметры:

after\_node – указатель на звено.

void DeleteData(const T& data);

Назначение: удаление по данным.

Входные параметры:

data – данные удаляемого звена.

void DeleteCurrent();

Назначение: удаление текущего звена.

virtual const TList<T>& operator=(const TList<T>& pList);

Назначение: перегрузка оператора присваивания.

Входные параметры:

pList – указатель на список.

Выходные параметры:

Ссылка на список.

friend std::ostream& operator<<(std::ostream& out, TList<T>& list);

Назначение: перегрузка оператора потокового вывода.

Входные параметры:

out – поток вывода.

list – ссылка на список.

Выходные параметры:

Ссылка на поток.

### Описание класса TRingList

class TRingList : public TList<T>

{

private:

TNode<T>\* pHead;

public:

TRingList();

TRingList(const T& data);

TRingList(const TNode<T>\* pF);

TRingList(const TRingList<T>& ringList);

~TRingList();

void clear();

void InsertFirst(const T& data);

void DeleteFirst();

const TRingList<T>& operator=(const TRingList<T>& pRingList);

};

Назначение: предоставление структуры данных кольцевой односвязный список.

Поля:

pHead – указатель на фиктивную голову.

Методы:

TRingList();

Назначение: конструктор по умолчанию.

TRingList(const T& data);

Назначение: конструктор с параметром.

Входные параметры:

data – данные для нового звена.

TRingList(const TNode<T>\* pF);

Назначение: конструктор с параметром

Входные параметры:

pF – указатель на звено.

TRingList(const TRingList<T>& ringList);

Назначение: конструктор копирования.

Входные параметры:

ringList – ссылка на список.

~TRingList();

Назначение: деструктор.

void clear();

Назначение: удаление всех элементов.

void InsertFirst(const T& data);

Назначение: вставка в начало.

Входные параметры:

data – данные для нового звена.

void DeleteFirst();

Назначение: удаление первого элемента.

const TRingList<T>& operator=(const TRingList<T>& pRingList);

Назначение: перегрузка оператора присваивания.

Входные параметры:

pRingList – ссылка на список.

Выходные параметры:

Ссылка на список.

### Описание класса TMonom

class TMonom {

private:

double coeff;

int degree;

public:

TMonom();

TMonom(const TMonom& monom);

TMonom(double coeff, int degree);

TMonom(const string& monom);

void SetCoeff(const double cf);

void SetDegree(const int dgr);

double GetCoeff()const { return coeff; }

int GetDegree()const { return degree; }

bool operator<(const TMonom& data) const;

bool operator>(const TMonom& data) const;

bool operator==(const TMonom& data) const;

bool operator!=(const TMonom& data) const;

TMonom operator+(const TMonom& data);

TMonom operator-(const TMonom& data);

TMonom operator\*(const TMonom& data);

const TMonom& operator=(const TMonom& monom);

TMonom def\_X()const;

TMonom def\_Y()const;

TMonom def\_Z()const;

double operator()(double x, double y, double z)const;

friend std::ostream& operator<<(std::ostream& out, TMonom& monom);

friend std::istream& operator>>(std::istream in, TMonom& monom);

};

Назначение: предоставление структуры данных моном.

Поля:

coeff – коэффициент.

degree – степень переменных.

Методы:

TMonom();

Назначение: конструктор по умолчанию.

TMonom(const TMonom& monom);

Назначение: конструктор копирования.

Входные параметры:

monom – ссылка на моном.

TMonom(double coeff, int degree);

Назначение: конструктор с параметром.

Входные параметры:

coeff – коэффициент.

degree – степень переменных.

TMonom(const string& monom);

Назначение: конструктор с параметром.

Входные параметры:

Monom – строка монома.

void SetCoeff(const double cf);

Назначение: изменение коэффициента

Входные параметры:

cf – коэффициент.

void SetDegree(const int dgr);

Назначение: изменение степени.

Входные параметры:

degree – степень переменных.

double GetCoeff()const

Назначение: получение коэффициента

Выходные параметры:

Коэффициент.

int GetDegree()const

Назначение: получение степени.

Выходные параметры:

Степень.

bool operator<(const TMonom& data) const;

Назначение: перегрузка оператора меньше.

Входные параметры:

data – моном.

Выходные параметры:

Результат сравнения.

bool operator>(const TMonom& data) const;

Назначение: перегрузка оператора больше.

Входные параметры:

data – моном.

Выходные параметры:

Результат сравнения.

bool operator==(const TMonom& data) const;

Назначение: перегрузка оператора сравнения на равенство.

Входные параметры:

data – моном.

Выходные параметры:

Результат сравнения

bool operator!=(const TMonom& data) const;

Назначение: перегрузка оператора сравнения на неравенство.

Входные параметры:

data – моном.

Выходные параметры:

Результат сравнения

TMonom operator+(const TMonom& data);

Назначение: перегрузка оператора сложения

Входные параметры:

data – моном.

Выходные параметры:

Моном.

TMonom operator-(const TMonom& data);

Назначение: перегрузка оператора вычитания.

Входные параметры:

data – моном.

Выходные параметры:

Результат вычитания.

TMonom operator\*(const TMonom& data);

Назначение: перегрузка оператора умножения.

Входные параметры:

data – моном.

Выходные параметры:

Моном.

const TMonom& operator=(const TMonom& monom);

Назначение: перегрузка оператора присваивания.

Входные параметры:

data – моном.

Выходные параметры:

Моном.

TMonom def\_X()const;

Назначение: дифференцирование по икс.

Выходные параметры:

Моном.

TMonom def\_Y()const;

Назначение: дифференцирование по игрек.

Выходные параметры:

Моном.

TMonom def\_Z()const;

Назначение: дифференцирование по зет.

Выходные параметры:

Моном.

double operator()(double x, double y, double z)const;

Назначение: вычисление монома.

Входные параметры:

x – значение икса.

y – значение игрека.

z – значение зет.

Выходные параметры:

Результат вычисления.

friend std::ostream& operator<<(std::ostream& out, TMonom& monom);

Назначение: перегрузка оператора потокового вывода.

Входные параметры:

out – поток вывода.

monom – ссылка на моном.

Выходные параметры:

Ссылка на поток.

friend std::istream& operator>>(std::istream in, TMonom& monom);

Назначение: перегрузка оператора потокового ввода.

Входные параметры:

in – поток ввода.

monom – ссылка на моном.

Выходные параметры:

Ссылка на поток.

### Описание класса TPolynom

class TPolynom

{

private:

TRingList<TMonom> monoms;

string name;

void update();

void updatename();

void updatenull();

public:

TPolynom();

TPolynom(const string& name);

TPolynom(const TRingList<TMonom> monoms);

TPolynom(const TPolynom& p);

TPolynom operator+(const TPolynom& polynom);

TPolynom operator-(const TPolynom& polynom);

TPolynom operator\*(const TPolynom& polynom);

TPolynom operator\*(const double c);

const TPolynom& operator=(const TPolynom& polynom);

TPolynom dif()const;

TPolynom dif\_x()const;

TPolynom dif\_y()const;

TPolynom dif\_z()const;

string get\_name()const;

void InsertSort(const TMonom& m);

double operator()(double x, double y, double z)const;

friend ostream& operator<< (ostream& out, const TPolynom& polynom);

friend istream& operator>> (istream& in, TPolynom& polynom);

};

Назначение: предоставление структуры данных полином.

Поля:

monoms – кольцевой список мономов.

name – строка полинома.

Методы:

TPolynom();

Назначение: конструктор по умолчанию.

TPolynom(const string& name);

Назначение: конструктор с параметром.

Входные параметры:

name – строка полинома.

TPolynom(const TRingList<TMonom> monoms);

Назначение: конструктор с параметром.

Входные параметры:

monoms – кольцевой список мономов.

TPolynom(const TPolynom& p);

Назначение: конструктор копирования.

Входные параметры:

p – полином.

TPolynom operator+(const TPolynom& polynom);

Назначение: перегрузка оператора сложения.

Входные параметры:

polynom – полином.

Выходные параметры:

Полином.

TPolynom operator-(const TPolynom& polynom);

Назначение: перегрузка оператора вычитания.

Входные параметры:

polynom – полином.

Выходные параметры:

Полином.

TPolynom operator\*(const TPolynom& polynom);

Назначение: перегрузка оператора произведения полиномов.

Входные параметры:

polynom – полином.

Выходные параметры:

Полином.

TPolynom operator\*(const double c);

Назначение: перегрузка оператора умножения на константу.

Входные параметры:

с – константа.

Выходные параметры:

Полином.

const TPolynom& operator=(const TPolynom& polynom);

Назначение: перегрузка оператора присваивания.

Входные параметры:

polynom – полином.

Выходные параметры:

Полином.

TPolynom dif()const;

Назначение: полный дифференциал.

Выходные параметры:

Полином.

TPolynom dif\_x()const;

Назначение: дифференцирование по икс.

Выходные параметры:

Полином.

TPolynom dif\_y()const;

Назначение: дифференцирование по игрек.

Выходные параметры:

Полином.

TPolynom dif\_z()const;

Назначение: дифференцирование по зет.

Выходные параметры:

Полином.

string get\_name()const;

Назначение: получение строки полинома.

Выходные параметры:

Строка полинома.

void InsertSort(const TMonom& m);

Назначение: вставка монома в отсортированный полином.

Входные параметры:

m – моном.

double operator()(double x, double y, double z)const;

Назначение: вычисление полинома.

Входные параметры:

х – значение икс.

у – значение игрек.

z – значение зет.

Выходные параметры:

Результат вычисления.

friend ostream& operator<< (ostream& out, const TPolynom& polynom);

Назначение: перегрузка оператора потокового вывода.

Входные параметры:

out – поток вывода.

polynom – ссылка на полином.

Выходные параметры:

Ссылка на поток.

friend istream& operator>> (istream& in, TPolynom& polynom);

Назначение: перегрузка потокового ввода.

Входные параметры:

in – поток ввода.

polunom – ссылка на полином.

Выходные параметры:

Ссылка на поток.

# Заключение

В ходе выполнения работы "Полином" были изучены и практически применены концепции кольцевого односвязного списка и предоставление структуры данный полином.

Были достигнуты следующие результаты:

1. Были изучены теоретические основы линейного односвязного списка и алгоритмы с полиномом.

2. Была разработана программа, реализующая необходимые операции. В ходе экспериментов была оценена эффективность работы этих операций и сравнена с другими подходами.

3. Были проанализированы полученные результаты и сделаны выводы о преимуществах и ограничениях использования кольцевого односвязного списка. Оказалось, что эта структура данных особенно полезна при работе с большими объемами данных, где компактность представления и эффективность операций являются ключевыми факторами.
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# Приложения

## Приложение А. Реализация класса TNode

template <typename T>

bool TNode<T>::operator<(const TNode<T>& nd) const

{

return this->data < nd.data;

}

template <typename T>

bool TNode<T>::operator>(const TNode<T>& nd) const

{

return this->data > nd.data;

}

template <typename T>

bool TNode<T>::operator==(const TNode<T>& nd) const

{

return this->data == nd.data;

}

template <typename T>

bool TNode<T>::operator!=(const TNode<T>& nd) const{

return this->data != nd.data;

}

## Приложение В. Реализация класса TList

template <typename T>

TList<T>::TList()

{

pFirst = nullptr;

pLast = nullptr;

pCurr = nullptr;

pPrev = nullptr;

pStop = nullptr;

}

template <typename T>

TList<T>::TList(const TNode<T>\* pFirst)

{

if (pFirst == nullptr)

{

pFirst = nullptr;

pLast = nullptr;

pCurr = nullptr;

pPrev = nullptr;

pStop = nullptr;

return;

}

TNode<T>\* tmp = pFirst->pNext;

this->pFirst = new TNode<T>(pFirst->data);

this->pLast = this->pFirst;

pCurr = this->pFirst;

while (tmp != nullptr) {

pLast->pNext = new TNode<T>(tmp->data);

pLast = pLast->pNext;

tmp = tmp->pNext;

}

pStop = nullptr;

pPrev = pStop;

}

template <typename T>

TList<T>::TList(const TList<T>& TList)

{

if (TList.pFirst == nullptr)

{

pFirst = nullptr;

pLast = nullptr;

pCurr = nullptr;

pPrev = nullptr;

pStop = nullptr;

return;

}

pFirst = new TNode<T>(TList.pFirst->data);

TNode<T>\* tmp1 = TList.pFirst;

TNode<T>\* tmp2 = pFirst;

pCurr = tmp2;

while (tmp1 ->pNext != TList.pStop) {

tmp1 = tmp1->pNext;

tmp2->pNext = new TNode<T>(tmp1->data);

pPrev = tmp2;

tmp2 = tmp2->pNext;

}

pStop = nullptr;

pLast = tmp2;

pLast->pNext = pStop;

}

template <typename T>

TList<T>::~TList()

{

clear();

}

template <typename T>

void TList<T>::clear()

{

while (!IsEmpty()) {

TNode<T>\* tmp = pFirst;

pFirst = pFirst->pNext;

delete tmp;

}

pCurr = nullptr;

pPrev = nullptr;

pLast = nullptr;

}

template <typename T>

void TList<T>::Next()

{

if (pCurr == pStop)

return;

pPrev = pCurr;

pCurr = pCurr->pNext;

}

template <typename T>

bool TList<T>::IsEmpty()const

{

return pFirst == pStop;

}

template <typename T>

bool TList<T>::IsFull()const

{

TNode<T>\* tmp = new (std::nothrow) TNode<T>();

if (tmp)

return false;

else

return true;

}

template <typename T>

bool TList<T>::IsEnd()const

{

if (pCurr == pStop)

return true;

return false;

}

template <typename T>

TNode<T>\* TList<T>::search(const T& data)

{

Reset();

while (pCurr->pNext != pStop && pCurr->data != data)

{

Next();

}

if (pCurr->pNext == pStop && pCurr->data != data)

throw std::exception("data not found(Search)");

return pCurr;

}

template <typename T>

TNode<T>\* TList<T>::search(const TNode<T>\* node)

{

Reset();

while (pCurr->pNext != pStop && pCurr->data != node->data)

{

Next();

}

if (pCurr->pNext == pStop && pCurr->data != node->data)

throw std::exception("data not found(Search)");

return pCurr;

}

template <typename T>

void TList<T>::InsertFirst(const T& data)

{

if (IsFull())

throw std::exception("out of memory(InsF)");

if (IsEmpty())

{

TNode<T>\* node = new TNode<T>(data);

pFirst = node;

pLast = pFirst;

pCurr = pFirst;

pLast->pNext = pStop;

}

else

{

TNode<T>\* node = new TNode<T>(data);

TNode<T>\* tmp = pFirst;

pFirst = node;

pFirst->pNext = tmp;

Reset();

}

}

template <typename T>

void TList<T>::InsertLast(const T& data)

{

if (IsFull())

throw std::exception("out of memory(InsL)");

if (IsEmpty())

{

InsertFirst(data);

return;

}

pLast->pNext = new TNode<T>(data);

pLast = pLast->pNext;

pLast->pNext = pStop;

}

template <typename T>

void TList<T>::InsertBefore(const T& data, const TNode<T>\* before\_node)

{

if (IsFull())

throw std::exception("out of memor(InsB)");

TNode<T>\* new\_node = new TNode<T>(data);

pCurr = pFirst;

search(before\_node);

if ((pCurr->pNext == pStop) && (pCurr != before\_node))

throw std::exception("node not found(InsB)");

InsertBeforeCurrent(data);

Reset();

}

template <typename T>

void TList<T>::InsertAfter(const T& data, const TNode<T>\* after\_node)

{

if (IsFull())

throw std::exception("out of memory(InsA)");

Reset();

search(after\_node);

InsertAfterCurrent(data);

Reset();

}

template <typename T>

void TList<T>::InsertBeforeCurrent(const T& data)

{

if (IsEmpty()) {

InsertFirst(data);

return;

}

if (IsEnd()) {

InsertLast(data);

return;

}

if (IsFull()) {

throw std::exception("out of memory(InsBC)");

}

TNode<T>\* new\_node = new TNode<T>(data);

pPrev->pNext = new\_node;

pPrev = pPrev->pNext;

pPrev->pNext = pCurr;

pCurr = pFirst;

pPrev = pStop;

}

template <typename T>

void TList<T>::InsertAfterCurrent(const T& data)

{

if (IsEmpty()) {

InsertFirst(data);

return;

}

if (IsEnd()) {

InsertLast(data);

return;

}

TNode<T>\* new\_node = new TNode<T>(data);

if (new\_node == NULL) {

throw std::exception("out of memory(InsAC)");

}

Next();

pPrev->pNext = new\_node;

pPrev = pPrev->pNext;

pPrev->pNext = pCurr;

pCurr = pFirst;

pPrev = pStop;

}

template <typename T>

void TList<T>::DeleteFirst()

{

if (IsEmpty())

throw std::exception("empty list(DelF)");

if (pFirst == pLast)

{

pFirst = pStop;

return;

}

TNode<T>\* tmp = pFirst->pNext;

delete pFirst;

pFirst = tmp;

pCurr = pFirst;

}

template <typename T>

void TList<T>::DeleteLast()

{

if(IsEmpty())

throw std::exception("empty list(DelL)");

if (pLast == pFirst)

{

delete pFirst;

return;

}

pCurr = pFirst;

while (pCurr->pNext != pStop)

Next();

delete pCurr;

pPrev->pNext = pStop;

pLast = pPrev;

pCurr = pFirst;

pPrev = pStop;

}

template <typename T>

void TList<T>::DeleteCurrent()

{

if (IsEmpty())

throw std::exception("empty list(DelC)");

if (!IsEnd())

{

if (pCurr == pFirst) {

DeleteFirst();

}

else {

TNode<T>\* tmp = pCurr;

pPrev->pNext = pCurr->pNext;

pCurr = pCurr->pNext;

if (pPrev->pNext == pStop)

pLast = pPrev;

delete tmp;

}

}

else {

DeleteLast();

}

}

template <typename T>

void TList<T>::DeleteBefore(const TNode<T>\* before\_node)

{

if (IsEmpty())

throw std::exception("empty list(DelB)");

Reset();

search(before\_node);

if (pCurr->pNext == pStop && pCurr != before\_node)

throw std::exception("node not found(DelB)");

if (pCurr == pFirst)

{

DeleteFirst();

pCurr = pFirst;

return;

}

else

{

pPrev->pNext = pCurr->pNext;

delete pCurr;

pCurr = pFirst;

pPrev = pStop;

}

Reset();

}

template <typename T>

void TList<T>::DeleteAfter(const TNode<T>\* after\_node)

{

if (IsEmpty())

throw std::exception("empty list(DelA)");

if (pLast == after\_node)

return;

Reset();

search(after\_node);

if (pCurr->pNext == pStop && pCurr != after\_node)

throw std::exception("node not found(DelB)");

Next();

pPrev->pNext = pCurr->pNext;

delete pCurr;

pPrev = pStop;

pCurr = pFirst;

Reset();

}

template <typename T>

void TList<T>::DeleteData(const T& data)

{

if (IsEmpty())

throw std::exception("empty list(DelD)");

Reset();

search(data);

if (pCurr->pNext != pStop && pCurr->data != data)

throw std::exception("data not found(DelD)");

if (pPrev == pStop)

DeleteFirst();

else

{

pPrev->pNext = pCurr->pNext;

delete pCurr;

pCurr = pFirst;

pPrev = pStop;

}

Reset();

}

template <typename T>

void TList<T>::Sort()

{

TNode<T>\* elem1 = pFirst;

while (elem1->pNext != pStop)

{

TNode<T>\* elem2 = elem1->pNext;

while (elem2 != pStop)

{

if (elem1->data > elem2->data)

{

T tmp = elem1->data;

elem1->data = elem2->data;

elem2->data = tmp;

}

elem2 = elem2->pNext;

}

elem1 = elem1->pNext;

}

}

template <typename T>

const TList<T>& TList<T>::operator=(const TList<T>& pList)

{

if (pList.pFirst == pList.pStop)

throw std::exception("Invalid pList (=)");

if (this == &pList)

return \*this;

clear();

TNode<T>\* pNode = pList.pFirst;

while (pNode != pList.pStop)

{

InsertLast(pNode->data);

pNode = pNode->pNext;

}

return \*this;

}

template <typename T>

void TList<T>::Reset()

{

if (IsEmpty()) {

pCurr = pStop;

}

else {

pCurr = pFirst;

pPrev = pStop;

}

return;

}

## Приложение C. Реализация класса TRingList

template <typename T>

TRingList<T>::TRingList() {

pHead = new TNode<T>(T());

this->pStop = pHead;

pHead->pNext = this->pFirst;

this->pFirst = pHead;

this->pLast = pHead;

this->pCurr = pHead;

this->pPrev = pHead;

}

template <typename T>

TRingList<T>::TRingList(const T& data)

{

pHead = new TNode<T>(T());

this->pStop = pHead;

pHead->pNext = this->pFirst;

this->pFirst = new TNode<T>(data);

this->pLast = pHead;

this->pFirst->pNext = pLast;

this->pCurr = pFirst;

this->pPrev = pHead;

}

template <typename T>

TRingList<T>::TRingList(const TNode<T>\* pF)

{

pHead = new TNode<T>(T());

pCurr = nullptr;

if (pF != nullptr) {

pFirst = new TNode<T>(pF->data);

pHead->pNext = pFirst;

pCurr = pFirst;

pPrev = pHead;

pStop = pHead;

TNode<T>\* tmp = pFirst;

while (tmp->pNext != nullptr && tmp->pNext != pFirst) {

tmp = new TNode<T>(tmp->pNext->data);

pCurr->pNext = tmp;

pCurr = tmp;

}

if (tmp->pNext == nullptr) {

tmp->pNext = pHead;

pLast = tmp;

}

}

}

template <typename T>

TRingList<T>::TRingList(const TRingList<T>& obj)

{

pHead = new TNode<T>(T());

pHead->pNext = this->pFirst;

this->pStop = pHead;

if (obj.pFirst == obj.pStop)

{

this->pFirst = pHead;

this->pLast = pHead;

this->pCurr = pHead;

}

else

{

this->pFirst = new TNode<T>(obj.pFirst->data);

TNode<T>\* tmp = obj.pFirst;

TNode<T>\* tmp\_1 = this->pFirst;

while (tmp->pNext != obj.pStop)

{

tmp\_1->pNext = new TNode<T>(tmp->pNext->data);

tmp\_1 = tmp\_1->pNext;

tmp = tmp->pNext;

}

this->pLast = tmp\_1;

this->pLast->pNext = this->pStop;

this->pCurr = this->pFirst;

}

}

template <typename T>

void TRingList<T>::clear()

{

TList<T>::clear();

pHead->pNext = pHead;

}

template <typename T>

TRingList<T>::~TRingList() {

clear();

delete pHead;

}

template<typename T>

void TRingList<T>::InsertFirst(const T& data)

{

TList<T>::InsertFirst(data);

pHead->pNext = pFirst;

}

template <typename T>

void TRingList<T>::DeleteFirst()

{

TList<T>::DeleteFirst();

pHead->pNext = pFirst;

}

template <typename T>

const TRingList<T>& TRingList<T>::operator=(const TRingList<T>& pRingList)

{

TList<T>::operator=(pRingList);

pHead = new TNode<T>(T());

pHead->pNext = this->pFirst;

return \*this;

}

## Приложение D. Реализация класса TMonom

TMonom::TMonom()

{

degree = -1;

coeff = 0;

}

TMonom::TMonom(double coeff, int degree)

{

this->coeff = coeff;

this->degree = degree;

}

TMonom::TMonom(const TMonom& monom)

{

coeff = monom.coeff;

degree = monom.degree;

}

TMonom::TMonom(const string& monom)

{

string str = monom;

string strcoeff = "";

degree = 0;

coeff = 1;

int tmpdegree = 0;

int i = 0;

while (isdigit(str[i]))

{

strcoeff += str[i];

i++;

}

while (i < str.length())

{

if (str[i] == 'x')

{

if (i == str.length() - 1)

{

tmpdegree += 100;

break;

}

if (str[i + 1] == '\*')

{

tmpdegree += 100;

i++;

continue;

}

if (str[i + 1] == '^')

{

i++;

continue;

}

i++;

continue;

}

if (str[i] == 'y')

{

if (i == str.length() - 1)

{

tmpdegree += 10;

break;

}

if (str[i + 1] == '\*')

{

tmpdegree += 10;

i++;

continue;

}

if (str[i + 1] == '^')

{

i++;

continue;

}

i++;

continue;

}

if (str[i] == 'z')

{

if (i == str.length() - 1)

{

tmpdegree += 1;

break;

}

if (str[i + 1] == '\*')

{

tmpdegree += 1;

i++;

continue;

}

if (str[i + 1] == '^')

{

i++;

continue;

}

i++;

continue;

}

else if (str[i] == '^')

{

i++;

continue;

}

else if (str[i] == '\*')

{

i++;

continue;

}

else if (isdigit(str[i]))

{

if (str[i - 2] == 'x' && str[i - 1] == '^')

tmpdegree += (str[i] -48) \* 100;

if (str[i - 2] == 'y' && str[i - 1] == '^')

tmpdegree += (str[i]-48) \* 10;

if (str[i - 2] == 'z' && str[i - 1] == '^')

tmpdegree += (str[i]-48);

i++;

}

else

throw std::exception("invalid string");

}

if (strcoeff.length() != 0)

coeff = stod(strcoeff);

else

coeff = 1;

if (tmpdegree > 999)

throw std::exception("invalid string");

degree = tmpdegree;

}

bool TMonom::operator==(const TMonom& data)const

{

if (degree == data.degree && coeff == data.coeff)

return true;

return false;

}

bool TMonom::operator!=(const TMonom& data)const

{

return !(\*this == data);

}

bool TMonom::operator<(const TMonom& data) const

{

if (degree < data.degree)

return true;

if (degree == data.degree)

if (coeff < data.coeff)

return true;

return false;

}

bool TMonom::operator>(const TMonom& data) const

{

if (degree > data.degree)

return true;

if (degree == data.degree)

if (coeff > data.coeff)

return true;

return false;

}

TMonom TMonom::operator+(const TMonom& data)

{

if (degree != data.degree)

throw std::exception("Invalid monoms(op+)");

return TMonom(coeff + data.coeff, degree);

}

TMonom TMonom::operator-(const TMonom& data)

{

if (degree != data.degree)

throw std::exception("Invalid monoms(op-)");

return TMonom(coeff - data.coeff, degree);

}

TMonom TMonom::operator\*(const TMonom& data)

{

int newdegree = degree + data.degree;

if ((degree / 100 + data.degree / 100) > 9

|| ((degree % 100) / 10 + (data.degree % 100) / 10) > 9

|| (degree % 10 + data.degree % 10) > 9)

return TMonom();

return TMonom(coeff \* data.coeff, newdegree);

}

TMonom TMonom::def\_X()const

{

if ((int)(degree/100) == 0)

return TMonom(0, 0);

return TMonom(coeff \* (degree / 100), degree - 100);

}

TMonom TMonom::def\_Y()const

{

if ((int)(degree % 100) / 10 == 0)

return TMonom(0,0);

return TMonom(coeff \* ((degree % 100) / 10), degree - 10);

}

TMonom TMonom::def\_Z()const

{

if((int)(degree%10) == 0)

return TMonom(0, 0);

return TMonom(coeff \* (degree % 10), degree - 1);

}

double TMonom::operator()(double x, double y, double z)const

{

double res = coeff;

if (degree / 100 != 0)

for (int i = 0; i < degree / 100; i++)

res \*= x;

if ((degree % 100) / 10 != 0)

for (int i = 0; i < (degree % 100) / 10; i++)

res \*= y;

if (degree % 10 != 0)

for (int i = 0; i < degree % 10; i++)

res \*= z;

return res;

}

const TMonom& TMonom::operator=(const TMonom& monom)

{

if (\*this == monom)

return \*this;

coeff = monom.coeff;

degree = monom.degree;

return \*this;

}

std::istream& operator>>(std::istream in, TMonom& monom)

{

int x, y, z;

std::cout << "coeff = ";

std::cin >> monom.coeff;

std::cout << std::endl;

if (monom.coeff == 0)

return in;

do {

std::cout << "x = ";

std::cin >> x;

std::cout << std::endl;

} while (x > 9 || x < 0);

do {

std::cout << "y = ";

std::cin >> y;

std::cout << std::endl;

} while (y > 9 || y < 0);

do {

std::cout << "z = ";

std::cin >> z;

std::cout << std::endl;

} while (z > 9 || z < 0);

monom.degree = x \* 100 + y \* 10 + z;

return in;

}

void TMonom::SetCoeff(const double cf)

{

coeff = cf;

}

void TMonom::SetDegree(const int dgr)

{

degree = dgr;

}

## Приложение E. Реализация класса TPolynom

TPolynom::TPolynom()

{

;

}

TPolynom::TPolynom(const string& name)

{

if (name[0] == '\0')

throw std::exception("invalid string");

string tmpstr = name;

std::string::iterator end\_pos =

std::remove(tmpstr.begin(), tmpstr.end(), ' ');

tmpstr.erase(end\_pos, tmpstr.end());

string strmonom = "";

TMonom tmpmonom;

int flag = 0;

double tmpcoeff = 1;

int tmpdegree = 0;

for (int i = 0; i < tmpstr.length(); i++)

{

if (i == 0 && tmpstr[i] == '+')

continue;

if (strmonom == "" && tmpstr[i] == '-')

{

flag++;

continue;

}

if(i != 0)

if (tmpstr[i-1] == '-')

flag++;

if (tmpstr[i] != '+' && tmpstr[i] != '-' )

{

strmonom += tmpstr[i];

if(i != tmpstr.length()-1)

continue;

}

tmpmonom = TMonom(strmonom);

if (flag > 0)

{

tmpmonom.SetCoeff((-1) \* tmpmonom.GetCoeff());

}

strmonom = "";

flag = 0;

monoms.InsertLast(tmpmonom);

}

update();

}

TPolynom::TPolynom(const TRingList<TMonom> monoms)

{

this->monoms = monoms;

update();

}

TPolynom::TPolynom(const TPolynom& p)

{

\*this = p;

}

void TPolynom::update()

{

monoms.Sort();

monoms.Reset();

while (!monoms.IsEmpty() && !monoms.IsEnd())

{

TNode<TMonom>\* i = monoms.getpC();

TNode<TMonom>\* j = i->pNext;

if (j != monoms.getpS() &&

i->data.GetDegree() == j->data.GetDegree())

{

i->data = i->data + j->data;

i->pNext = j->pNext;

delete j;

}

else

{

monoms.Next();

}

}

updatenull();

updatename();

}

void TPolynom::updatenull()

{

monoms.Reset();

int flag = 0;

while (!monoms.IsEmpty() && !monoms.IsEnd())

{

flag = 0;

if (monoms.get\_pCurr().GetCoeff() == 0.0)

{

monoms.DeleteCurrent();

flag++;

}

if (flag == 0)

monoms.Next();

}

monoms.Reset();

}

void TPolynom::updatename()

{

string tmpname = "";

TMonom tmpmonom;

int flag = 0;

while (!monoms.IsEnd())

{

tmpmonom = monoms.get\_pCurr();

if (tmpmonom.GetDegree() == 0)

{

name = to\_string(tmpmonom.GetCoeff());

return;

}

if (tmpmonom.GetCoeff() > 0 && flag != 0)

tmpname += "+";

tmpname += to\_string(tmpmonom.GetCoeff());

if (tmpmonom.GetDegree() / 100 > 0)

{

tmpname+= "\*x^" + to\_string(tmpmonom.GetDegree() / 100);

}

if ((tmpmonom.GetDegree() % 100) / 10 > 0)

{

tmpname += "\*y^" + to\_string(

(tmpmonom.GetDegree() % 100) / 10);

}

if (tmpmonom.GetDegree() % 10 > 0)

{

tmpname += "\*z^" + to\_string(tmpmonom.GetDegree() % 10);

}

flag++;

monoms.Next();

}

name = tmpname;

monoms.Reset();

}

const TPolynom& TPolynom::operator=(const TPolynom& polynom)

{

this->monoms = polynom.monoms;

this->name = polynom.name;

return \*this;

}

void TPolynom::InsertSort(const TMonom& m)

{

monoms.Reset();

while (monoms.get\_pCurr() < m && !monoms.IsEnd())

monoms.Next();

if (monoms.get\_pCurr().GetDegree() == m.GetDegree())

{

monoms.getpC()->data.SetCoeff(monoms.get\_pCurr().GetCoeff()

+ m.GetCoeff());

return;

}

monoms.InsertBeforeCurrent(m);

monoms.Reset();

}

TPolynom TPolynom::operator+(const TPolynom& polynom)

{

TPolynom tmp(polynom);

while (!tmp.monoms.IsEnd() && !tmp.monoms.IsEmpty())

{

if(tmp.monoms.get\_pCurr().GetCoeff() != 0)

InsertSort(tmp.monoms.get\_pCurr());

tmp.monoms.Next();

}

monoms.Reset();

updatenull();

return \*this;

}

TPolynom TPolynom::operator-(const TPolynom& polynom)

{

TPolynom tmp(polynom);

\*this = \*this + tmp \* (-1);

return \*this;

}

TPolynom TPolynom::operator\*(const double c)

{

if (c == 0)

{

return TPolynom();

}

monoms.Reset();

while (!monoms.IsEnd())

{

monoms.getpC()->data.SetCoeff(monoms.getpC()->data.GetCoeff()

\* c);

monoms.Next();

}

monoms.Reset();

updatename();

return \*this;

}

TPolynom TPolynom::operator\*(const TPolynom& polynom)

{

if (polynom.monoms.IsEmpty())

return polynom;

TPolynom tmp(polynom);

TRingList<TMonom> tmplist;

monoms.Reset();

while (!monoms.IsEnd())

{

tmp.monoms.Reset();

while (!tmp.monoms.IsEnd())

{

tmplist.InsertLast(monoms.getpC()->data

\* tmp.monoms.getpC()->data);

tmp.monoms.Next();

}

monoms.Next();

}

monoms = tmplist;

updatename();

return \*this;

}

TPolynom TPolynom::dif()const

{

TPolynom tmp(\*this);

tmp = tmp.dif\_x();

tmp = tmp.dif\_y();

tmp =tmp.dif\_z();

tmp.updatenull();

tmp.updatename();

return tmp;

}

TPolynom TPolynom::dif\_x()const

{

TPolynom tmp(monoms);

TPolynom newp;

TMonom tp;

while (!tmp.monoms.IsEnd())

{

tp = tmp.monoms.getpC()->data.def\_X();

newp.monoms.InsertLast(tp);

tmp.monoms.Next();

}

return newp;

}

TPolynom TPolynom::dif\_y()const

{

TPolynom tmp(monoms);

TPolynom newp;

TMonom tp;

while (!tmp.monoms.IsEnd())

{

tp = tmp.monoms.getpC()->data.def\_Y();

newp.monoms.InsertLast(tp);

tmp.monoms.Next();

}

return newp;

}

TPolynom TPolynom::dif\_z()const

{

TPolynom tmp(monoms);

TPolynom newp;

TMonom tp;

while (!tmp.monoms.IsEnd())

{

tp = tmp.monoms.getpC()->data.def\_Z();

newp.monoms.InsertLast(tp);

tmp.monoms.Next();

}

return newp;

}

double TPolynom::operator()(double x, double y, double z)const

{

TPolynom tmp(\*this);

double res = 0;

while (!tmp.monoms.IsEnd())

{

res += tmp.monoms.getpC()->data(x, y, z);

tmp.monoms.Next();

}

return res;

}