Клас ScoreManager

Метод Load() –да чете от даден текстов файл в същата директория. Ако файла е невалиден да го ресетва, да връща списък от ScoreEntry

Метод Save() – приема списък от ScoreEntry и ги записва в текстов файл в същата директория

Метод Reset() – ресетва файла.

Пробвай да направиш кодиране на текстовия файл – преди да запишеш стринга към файла направи XOR на всеки символ с поредица от други символи. Имахме такава задача за домашно Текстови файлове, задача 7

**Write a program that encodes and decodes a string using given encryption key (cipher). The key consists of a sequence of characters. The encoding/decoding is done by performing XOR (exclusive or) operation over the first letter of the string with the first of the key, the second – with the second, etc. When the last key character is reached, the next is the first.**

ScoreEntry – да съдържа име и точки, в последствие може да добавим и още нещо, но засетга това е достатъчно.

## General Requirements

Please define and implement the following object-oriented assets in your project:

* At least **3 interfaces** (with one or more implementations) – имаме ги...
* At least **10 classes** (implementing the application logic) - 9-10 налични, могат да станат 16-17
* At least **1 abstract class** (with inheritors) – нямаме абстрактен клас, виждам шейпа да стане такъв
* At least **1 exception class** (with usage in your code) – нямам представа къде може да се приложи
* At least **1 structure – ScoreEntry може да стане структура, освен име, точки, може да се вкара дата, брой унищожени редове(при положение че имаме комбо бонус за 2 и повече унищожени наведнъж реда)**
* At least **1 enumeration – в момента имаме една неизползвана енумерация за различните форми, нямам представа къде може да се приложи...**
* At least **2 events** (with subscribers) – имаме ги, но не сме ги писали ние, само се абонираме за тях
* At least **1 design pattern** (e.g. Composite, Singleton, Factory, Wrapper, Bridge, Command, Iterator, …) – като изключим името на ShapeFactory нямаме нищо по тази точка. Ако тделните форми станат класове ще се доближим с една идея до Factory pattern-а  
    
  Утре мисля към 12 часа да съм в академията, ще вляза в лайт и ще пробвам лаптопа ми дали се връзва към проектора и дали вади картина.

Остава да нахвърляме какво ще говорим по време на презентацията...

Функционалността на класа за записване на точките на харда трябва да се преработи из основи, мога да се заема с това, имам идея как трябва да изглежда крайният вариант.

Когато седнеш да правиш точкуването в самата игра могат да се добавят още неща към потребителския интерфейс – най-вече една рамка, която да огражда грида – в момента не можеш да познаеш къде свършва; да се визуализират текущите точки; оставащи животи(?); брой съборени редове (ако ще ги пазим за общите точки). Всички тези неща са в сферата на пожеланията, можем да ги оставим като бъдещи насоки за развитие на приложението.

Да решим какво ще се прави и кой ще го прави, защото време не остана.
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Project goal: To implement a Tetris clone. We base our solution on Windows Forms technology, aiming better user experience and studying something new during development.

Project URL: https://georgiivanov.visualstudio.com/

Used Interfaces:  
 - IDrawable – every part of the visualization have to have .Draw(Graphics surface) method and to know how to draw itself in the context of Windows Forms.

- IMovable – a set of methods, allowing Shape and Block to move to left, right and down direction.

- IGrid – describes the functionality of the holder of the grid – we have used simple array of blocks. The grid has to know its dimensions and to know if given cell is empty or not. All three interfaces are grouped in a separate folder.

The grid represents the game field and holds the building blocks of the immobilized shapes. When given shape can’t go down any more its blocks are placed in the grid. Then a check for full rows is performed – if found any the rows above them are moved one step down. Every demolished rows increases players’ score.

ShapeFactory.cs is used to produce random Shapes, which are then added in the ShapeQueue – a place, where they can be shown to the player.

Shape.cs is an abstract class which holds all the needed functionality of a shape. It is inherited by seven different classes, representing the seven basic shapes in Tetris game – I, O, J, L, T, S and Z shape. Every class knows how to initialize itself. These classes are grouped in ShapeStore folder. Another interesting property of the Shape is its ability to rotate – first we check if the new place of every block of the shape is empty and then we rotate all blocks around a pivot point, stored in the shape instance.

Every shape consists of few blocks. They are described in Block.cs. IDrawable and IMovable are implemented. The block holds instances of System.Drawing.Brush and Rectangle. They are needed for the actual drawing of the block. The block also knows it’s position in the grid (row and col) and is it possible to go to the left, right, bottom or any other specific place – it uses the grid to check if the new place is empty or not.

ScoreEntry.cs is the place where the current score of the player is stored, along with his name and the quantity of demolished rows.

ScoreManager.cs is used to save, load and reset the file with the high scores – score.dnt. Dnt comes from DoNotTouch. And because users tend to dig everywhere and a file called “score.dnt” is kind of interesting thing we have decided to encrypt it. The high scores are stored in plain text, then a hash code is calculated and appended to the text. The next step is XOR with a hardcoded string. Finally the string is written to a file. When retrieving the high scores from the store device the process goes in reversed direction. If the check sum doesn’t match we assumed that score.dnt has been changed and we reset it.

For user input we listen to the Windows Forms event KeyDown. Depending on the actual key pressed we perform the needed actions. We use the internal timer of the Form to move the active shape down.

This was a quick review of our Tetris implementation. Thank you for reading the article.