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**Основные понятия тестирования**

**Аннотация:**Рассмотрены подходы к обоснованию истинности формул и программ и их связь с тестированием. Представлены на конкретных примерах понятия отладки и тестирования. Рассмотрены вопросы организации тестирования. На примерах пояснены методы поиска ошибок и процедура тестирования. Рассмотрены фазы тестирования, основные проблемы тестирования и поставлена задача выбора конечного набора тестов.
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**Концепция тестирования**

*Программа* – это аналог формулы в обычной математике.

Формула для функции f, полученной *суперпозицией* функций f1, f2, ... fn – *выражение*, описывающее эту *суперпозицию*.

**f = f1\* f2\* f3\*... \* fn**

Если аналог f1,f2,... fn – *операторы* языка программирования, то их формула – *программа*.

Существует два метода обоснования *истинности формул*:

1. **Формальный подход** или **доказательство** применяется, когда из исходных формул-аксиом с помощью формальных процедур (правил вывода) выводятся искомые формулы и утверждения (теоремы). Вывод осуществляется путем перехода от одних формул к другим по строгим правилам, которые позволяют свести процедуру перехода от формулы к формуле к последовательности текстовых подстановок:

**A\*\*3 = A\*A\*A**

**A\*A\*A = A -> R, A\*R -> R, A\*R -> R**

Преимущество формального подхода заключается в том, что с его помощью удается избегать обращений к бесконечной области значений и на каждом шаге доказательства оперировать только конечным множеством символов.

1. **Интерпретационный подход** применяется, когда осуществляется подстановка констант в формулы, а затем интерпретация формул как осмысленных утверждений в элементах множеств конкретных значений. *Истинность* интерпретируемых формул проверяется на конечных множествах возможных значений. Сложность подхода состоит в том, что на конечных множествах комбинации возможных значений для реализации исчерпывающей проверки могут оказаться достаточно велики.

Интерпретационный подход используется при экспериментальной проверке соответствия программы своей спецификации.

Применение интерпретационного подхода в форме экспериментов над исполняемой программой составляет суть *отладки* и *тестирования*.

**Основная терминология**

***Отладка (debug, debugging)*** – процесс поиска, локализации и исправления ошибок в программе [ 9 ] [IEEE Std.610-12.1990].

Термин " *отладка* " в отечественной литературе используется двояко: для обозначения активности по поиску ошибок (собственно *тестирование*), по нахождению причин их появления и исправлению, или активности по локализации и исправлению ошибок.

***Тестирование*** обеспечивает выявление (констатацию наличия) фактов расхождений с требованиями (ошибок).

Как правило, на ***фазе тестирования*** осуществляется и исправление идентифицированных ошибок, включающее локализацию ошибок, нахождение причин ошибок и соответствующую корректировку программы тестируемого приложения (Application Under Testing (AUT) или Implementation Under Testing (IUT)).

Если *программа* не содержит синтаксических ошибок (прошла трансляцию) и может быть выполнена на компьютере, она обязательно вычисляет какую-либо функцию, осуществляющую *отображение* входных данных в выходные. Это означает, что *компьютер* на своих ресурсах доопределяет частично определенную программой функцию до тотальной определенности. Следовательно, судить о правильности или неправильности результатов выполнения программы можно, только сравнивая спецификацию желаемой функции с результатами ее вычисления, что и осуществляется в процессе *тестирования*.

**Пример поиска и исправления ошибки**

***Отладка*** обеспечивает локализацию ошибок, поиск причин ошибок и соответствующую корректировку программы (Пример 2.1, Пример 2.2).

**// Метод вычисляет неотрицательную**

**// степень n числа x**

**static public double Power(double x, int n)**

**{**

**double z=1;**

**for (int i=1;n>=i;i++)**

**{**

**z = z\*x;**

**}**

**return z;**

**}**

**2.1. Исходный текст метода Power**

**double Power(double x,int n)**

**{**

**double z=1;**

**int i;**

**for(i=1;n>=i;i++)**

**{**

**z=z\*x;**

**}**

**return z;**

**}**

**2.1.1. Исходный текст метода Power**

Если вызвать метод Power с отрицательным значением степени n Power(2,-1), то получим некорректный результат 1. Исправим метод так, чтобы ошибочное значение параметра (недопустимое по спецификации значение) идентифицировалось специальным сообщением, а возвращаемый результат был равен 1 (Пример 2.2).

**// Метод вычисляет неотрицательную**

**// степень n числа x**

**static public double PowerNonNeg(double x, int n)**

**{**

**double z=1;**

**if (n>0)**

**{**

**for (int i=1;n>=i;i++)**

**{**

**z = z\*x;**

**}**

**}**

**else Console.WriteLine(**

**"Ошибка ! Степень числа n" +**

**" должна быть больше 0.");**

**return z;**

**}**

**2.2. Скорректированный исходный текст**

**double PowerNonNeg(double x, int n)**

**{**

**double z=1;**

**int i;**

**if (n>0)**

**{**

**for (i=1;n>=i;i++)**

**{**

**z = z\*x;**

**}**

**}**

**else printf("Ошибка! Степень числа n должна быть больше 0.\n");**

**return z;**

**}**

**2.2.1. Скорректированный исходный текст**

Если вызвать скорректированный метод PowerNonNeg(2,-1) с отрицательным значением параметра степени, то сообщение об ошибке будет выдано автоматически.

*Тестирование* разделяют на статическое и динамическое:

Статическое *тестирование* выявляет формальными методами анализа без выполнения тестируемой программы неверные конструкции или неверные отношения объектов программы (ошибки формального задания) с помощью специальных инструментов контроля кода – CodeChecker.

Динамическое *тестирование* (собственно *тестирование*) осуществляет выявление ошибок только на выполняющейся программе с помощью специальных инструментов автоматизации *тестирования* – *Testbed*  [ 9 ] или Testbench.

**Организация тестирования**

Тестирование осуществляется на заданном заранее множестве входных данных X и множестве предполагаемых результатов Y – (X,Y), которые задают график желаемой функции. Кроме того, зафиксирована процедура Оракул (oracle), которая определяет, соответствуют ли выходные данные – Yв (вычисленные по входным данным – X) желаемым результатам – Y, т.е. принадлежит ли каждая вычисленная точка (X,YВ) графику желаемой функции (X,Y).

Оракул дает заключение о факте появления неправильной пары (X,Yв) и ничего не говорит о том, каким образом она была вычислена или каков правильный алгоритм – он только сравнивает вычисленные и желаемые результаты. Оракулом может быть даже Заказчик или программист, производящий соответствующие вычисления в уме, поскольку Оракулу нужен какой-либо альтернативный способ получения функции (X,Y) для вычисления эталонных значений Y.

**Пример сравнения словесного описания пункта спецификации с результатом выполнения фрагмента кода**

Пункт спецификации: "Метод Power должен принимать входные параметры: x – целое число, возводимое в степень, и n – неотрицательный порядок степени. Метод должен возвращать вычисленное значение xn ".

Выполняем метод со следующими параметрами: Power(2,2)

Проверка результата выполнения возможна, когда результат вычисления заранее известен – 4. Если результат выполнения 22 = 4, то он соответствует спецификации.

В процессе тестирования Оракул последовательно получает элементы множества (X,Y) и соответствующие им результаты вычислений (X,Yв) для идентификации фактов несовпадений (test incident).

При выявлении ![(X,Yв)\notin (X,Y)](data:image/png;base64,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) запускается процедура исправления ошибки, которая заключается во внимательном анализе (просмотре) протокола промежуточных вычислений, приведших к (X,Yв), с помощью следующих методов:

1. "Выполнение программы в уме" (deskchecking).
2. Вставка операторов протоколирования (печати) промежуточных результатов (logging).

**Пример вставки операторов протоколирования промежуточных результатов**

Можно выводить промежуточные значения переменных при выполнении программы. Код, осуществляющий вывод, расположен ниже ([Пример 2.3](http://www.intuit.ru/studies/courses/48/48/lecture/1426?page=2#example.2.3)). Этот метод относится к наиболее популярным средствам автоматизации отладки программистов прошлых десятилетий. В настоящее время он известен как метод внедрения "агентов" в текст отлаживаемой программы.

**// Метод вычисляет неотрицательную**

**// степень n числа x**

**static public double Power(double x, int n)**

**{**

**double z=1;**

**for (int i=1;n>=i;i++)**

**{**

**z = z\*x;**

**Console.WriteLine("i = {0} z = {1}", i, z);**

**}**

**return z;**

**}**

2.3. Исходный текст метода Power со вставкой оператора протоколирования

**double Power(double x, int n)**

**{**

**double z=1;**

**int i;**

**for (i=1;n>=i;i++)**

**{**

**z = z\*x;**

**printf("i = %d z = %f\n",i,z);**

**}**

**return z;**

**}**

2.3.1. Исходный текст метода Power со вставкой оператора протоколирования

1. Пошаговое выполнение программы (single-step running).

**Пример пошагового выполнения программы**

При пошаговом выполнении программы код выполняется строчка за строчкой. В среде Microsoft Visual Studio.NET возможны следующие команды пошагового выполнения:

Step Into – если выполняемая строчка кода содержит вызов функции, процедуры или метода, то происходит вызов, и программа останавливается на первой строчке вызываемой функции, процедуры или метода.

Step Over - если выполняемая строчка кода содержит вызов функции, процедуры или метода, то происходит вызов и выполнение всей функции и программа останавливается на первой строчке после вызываемой функции.

Step Out – предназначена для выхода из функции в вызывающую функцию. Эта команда продолжит выполнение функции и остановит выполнение на первой строчке после вызываемой функции.

Пошаговое выполнение до сих пор является мощным методом автономного тестирования и отладки небольших программ.

Выполнение с заказанными остановками (breakpoints), анализом трасс (traces) или состояний памяти - дампов (dump).

Пример выполнения программы с заказанными контрольными точками и анализом трасс и дампов

Контрольная точка (breakpoint) – точка программы, которая при ее достижении посылает отладчику сигнал. По этому сигналу либо временно приостанавливается выполнение отлаживаемой программы, либо запускается программа "агент", фиксирующая состояние заранее определенных переменных или областей в данный момент.

Когда выполнение в контрольной точке приостанавливается, отлаживаемая программа переходит в режим останова (break mode). Вход в режим останова не прерывает и не заканчивает выполнение программы и позволяет анализировать состояние отдельных переменных или структур данных. Возврат из режима break mode в режим выполнения может произойти в любой момент по желанию пользователя.

Когда в контрольной точке вызывается программа "агент", она тоже приостанавливает выполнение отлаживаемой программы, но только на время, необходимое для фиксации состояния выбранных переменных или структур данных в специальном электронном журнале - Log-файле, после чего происходит автоматический возврат в режим исполнения.

Трасса - это "сохраненный путь " на управляющем графе программы, т.е. зафиксированные в журнале записи о состояниях переменных в заданных точках в ходе выполнения программы.

Например: на [рисунке 2.1](http://www.intuit.ru/studies/courses/48/48/lecture/1426?page=2#image.2.1) условно изображен управляющий граф некоторой программы. Трасса, проходящая через вершины 0-1-3-4-5 зафиксирована в [таблице 2.1](http://www.intuit.ru/studies/courses/48/48/lecture/1426?page=2#table.2.1). Строки таблицы отображают вершины управляющего графа программы, или breakpoints, в которых фиксировались текущие значения заказанных пользователем переменных.

![Управляющий граф программы](data:image/gif;base64,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)

Рисунок 2.1 - Управляющий граф программы

Таблица 2.1 - Трасса, проходящая через вершины 0-1-3-4-5

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | | | | |
| № вершины-оператора | Значение переменной x | Значение переменной z | Значение переменной n | Значение переменной i |
| 0 | 3 | 1 | 2 | не зафиксировано |
| 1 | 3 | 1 | 2 | не зафиксировано |
| 3 | 3 | 1 | 2 | 1 |
| 4 | 3 | 3 | 2 | 2 |
| 5 | 3 | 3 | 2 | не зафиксировано |

Дамп – область памяти, состояние которой фиксируется в контрольной точке в виде единого массива или нескольких связанных массивов. При анализе, который осуществляется после выполнения трассы в режиме off-line, состояния дампа структурируются, и выделенные области или поля сравниваются с состояниями, предусмотренными спецификацией. Например, при моделировании поведения управляющих программ контроллеров в виде дампа фиксируются области общих и специальных регистров, или целые области оперативной памяти, состояния которой определяет алгоритм управления внешней средой.

**Реверсивное (обратное) выполнение (reversible execution)**

Обратное выполнение программы возможно при условии сохранения на каждом шаге программы всех значений переменных или состояний программы для соответствующей трассы. Тогда поднимаясь от конечной точки трассы к любой другой, можно по шагам произвести вычисления состояний, двигаясь от следствия к причине, от состояний на выходе преобразователя данных к состояниям на его входе. Естественно, такие возможности мы получаем в режиме off-line анализа при фиксации в Log – файле всей истории выполнения трассы.

**Пример обратного выполнения для программы вычисления степени числа x**

В программе на Пример 2.4 фиксируются значения всех переменных после выполнения каждого оператора.

**// Метод вычисляет неотрицательную**

**// степень n числа x**

**static public double PowerNonNeg(double x,**

**int n)**

**{**

**double z=1;**

**Console.WriteLine("x={0} z={1} n={2}",**

**x,z,n);**

**if (n>0)**

**{**

**Console.WriteLine("x={0} z={1} n={2}",**

**x,z,n);**

**for (int i=1;n>=i;i++)**

**{**

**z = z\*x;**

**Console.WriteLine(**

**"x={0} z={1} n={2}" +**

**" i={3}",x,z,n,i);**

**}**

**}**

**else Console.WriteLine(**

**"Ошибка ! Степень" +**

**" числа n должна быть больше 0.");**

**return z;**

**}**

2.4. Исходный код с фиксацией результатов выполнения операторов

**double PowerNonNeg(double x, int n)**

**{**

**double z=1;**

**int i;**

**printf("x=%f z=%f n=%d\n",x,z,n);**

**if (n>0)**

**{**

**printf("x=%f z=%f n=%d\n",x,z,n);**

**for (i=1;n>=i;i++)**

**{**

**z = z\*x;**

**printf("x=%f z=%f n=%d i=%d\n",**

**x,z,n,i);**

**}**

**}**

**else printf(**

**"Ошибка ! Степень "**

**"числа n должна быть больше 0.\n");**

**return z;**

**}**

2.4.1. Исходный код с фиксацией результатов выполнения операторов

Зная структуру *управляющего графа* программы и имея значения всех переменных после выполнения каждого оператора, можно осуществить обратное выполнение (например, в уме), подставляя значения переменных в операторы и двигаясь снизу вверх, начиная с последнего.

Итак, в процессе *тестирования* сравнение промежуточных результатов с полученными независимо эталонными результатами позволяет найти причины и место ошибки, исправить текст программы, провести повторную трансляцию и настройку на выполнение и продолжить *тестирование*.

*Тестирование* заканчивается, когда выполнилось или "прошло" (pass) успешно достаточное количество тестов в соответствии с выбранным критерием *тестирования*.

***Тестирование*** – это:

* Процесс выполнения ПО системы или компонента в условиях анализа или записи получаемых результатов с целью проверки (оценки) некоторых свойств тестируемого объекта.

The process of operating a system or component under specified conditions, *observing* or recording the results, and making an evaluation of some *aspect* of the system or component [ 9 ] .

* Процесс анализа пункта требований к ПО с целью фиксации различий между существующим состоянием ПО и требуемым (что свидетельствует о проявлении ошибки) при экспериментальной проверке соответствующего пункта требований.

The process of analyzing a software item to detect the differences between existing and required conditions (that is, bugs) and to evaluate features of software items [[IEEE Std.610-12.1990], [ 9 ] .

* Контролируемое выполнение программы на конечном множестве тестовых данных и анализ результатов этого выполнения для поиска ошибок [IEEE Std 829-1983].

**Сквозной пример тестирования**

Возьмем несколько отличающуюся от Пример 2.4 программу:

**// Метод вычисляет степень n числа x**

**static public double Power(int x, int n)**

**{**

**int z=1;**

**for (int i=1;n>=i;i++)**

**{**

**z = z\*x;**

**}**

**return z;**

**}**

**[STAThread]**

**static void Main(string[] args)**

**{**

**int x;**

**int n;**

**try**

**{**

**Console.WriteLine("Enter x:");**

**x=Convert.ToInt32(Console.ReadLine());**

**if ((x>=0) & (x<=999))**

**{**

**Console.WriteLine("Enter n:");**

**n=Convert.ToInt32(Console.ReadLine());**

**if ((n>=1) & (n<=100))**

**{**

**Console.WriteLine("The power n" + " of x is {0}", Power(x,n));**

**Console.ReadLine();**

**}**

**else**

**{**

**Console.WriteLine("Error : n " + "must be in [1..100]");**

**Console.ReadLine();**

**}**

**}**

**else**

**{**

**Console.WriteLine("Error : x " + "must be in [0..999]");**

**Console.ReadLine();**

**}**

**}**

**catch (Exception e)**

**{**

**Console.WriteLine("Error : Please enter " + "a numeric argument.");**

**Console.ReadLine();**

**}**

**}**

Пример 2.5. Другой пример вычисления степени числа

**#include <stdio.h>**

**double Power(int x, int n)**

**{**

**int z=1;**

**int i;**

**for (i=1;n>=i;i++)**

**{**

**z = z\*x;**

**}**

**return z;**

**}**

**void main(void)**

**{**

**int x;**

**int n;**

**printf("Enter x:");**

**if(scanf("%d",&x))**

**{**

**if ((x>=0) & (x<=999))**

**{**

**printf("Enter n:");**

**if(scanf("%d",&n)) {**

**if ((n>=1) & (n<=100))**

**{**

**printf("The power n of x is %f\n", Power(x,n));**

**}**

**else**

**{**

**printf("Error : n must be in [1..100]\n");**

**}**

**}**

**else**

**{**

**printf("Error : Please enter a numeric argument\n");**

**}**

**}**

**else**

**{**

**printf("Error : x must be in [0..999]\n");**

**}**

**}**

**else**

**{**

**printf("Error : Please enter a numeric argument\n");**

**}**

**}**

2.5.1. Другой пример вычисления степени числа

Для приведенной программы, вычисляющей степень числа (Пример 2.5), воспроизведем последовательность действий, необходимых для *тестирования*.

**Спецификация программы**

На вход программа принимает два параметра: x - число, n – степень. Результат вычисления выводится на консоль.

Значения числа и степени должны быть целыми.

Значения числа, возводимого в степень, должны лежать в диапазоне – [0..999].

Значения степени должны лежать в диапазоне – [1..100].

Если числа, подаваемые на вход, лежат за пределами указанных диапазонов, то должно выдаваться сообщение об ошибке.

**Разработка тестов**

Определим области эквивалентности входных параметров.

Для x – числа, возводимого в степень, определим классы возможных значений:

1. x < 0 (ошибочное)
2. x > 999 (ошибочное)
3. x - не число (ошибочное)
4. 0 <= x <= 999 (корректное)

Для n – степени числа:

1. n < 1 (ошибочное)
2. n > 100 (ошибочное)
3. n - не число (ошибочное)
4. 1 <= n <= 100 (корректное)

**Анализ тестовых случаев**

1. Входные значения: (x = 2, n = 3) (покрывают классы 4, 8).

Ожидаемый результат: The power n of x is 8.

1. Входные значения: {(x = -1, n = 2),(x = 1000, n = 5)} (покрывают классы 1, 2).

Ожидаемый результат: Error : x must be in [0..999].

1. Входные значения: {(x = 100, n = 0),(x = 100, n = 200)} (покрывают классы 5,6).

Ожидаемый результат: Error : n must be in [1..100].

1. Входные значения: (x = *ADS* n = ASD) (покрывают классы эквивалентности 3, 7).

Ожидаемый результат: Error : Please enter a numeric argument.

1. Проверка на граничные значения:
   1. Входные значения: (x = 999, n = 1).

Ожидаемый результат: The power n of x is 999.

* 1. Входные значения: (x = 0, n = 100).

Ожидаемый результат: The power n of x is 0.

**Выполнение тестовых случаев**

Запустим программу с заданными значениями аргументов.

**Оценка результатов выполнения программы на тестах**

В процессе *тестирования* *Оракул* последовательно получает элементы множества (X,Y) и соответствующие им результаты вычислений YВ. В процессе *тестирования* производится оценка результатов выполнения путем сравнения получаемого результата с ожидаемым.

**Три фазы тестирования**

Реализация *тестирования* разделяется на три этапа:

* Создание *тестового набора (test suite)* путем ручной разработки или автоматической генерации для конкретной среды *тестирования* (*testing environment*).
* *Прогон программы на тестах*, управляемый тестовым монитором (*test monitor*, *test driver* [IEEE Std 829-1983], [[ 9 ]](http://www.intuit.ru/studies/courses/48/48/literature#literature.9)) с получением протокола результатов *тестирования* (*test log*).
* Оценка результатов выполнения программы на *наборе тестов* с целью принятия решения о продолжении или остановке *тестирования*.

Основная *проблема тестирования* - *определение* достаточности *множества* тестов для истинности вывода о правильности реализации программы, а также нахождения *множества* тестов, обладающего этим свойством.

**Простой пример**

Рассмотрим вопросы *тестирования* на примере простой программы (Пример 2.6) на языке С#. Текст этой программы и некоторых других несколько видоизменен с целью сделать иллюстрацию описываемых фактов более прозрачной.

**/\* Функция вычисляет неотрицательную**

**степень n числа x \*/**

**1 double Power(double x, int n){**

**2 double z=1; int i;**

**3 for (i=1;**

**4 n>=i;**

**5 i++)**

**6 {z = z\*x;} /\* Возврат в п.4 \*/**

**7 return z;}**

2.6. Пример простой программы на языке С#

**/\* Функция вычисляет неотрицательную**

**степень n числа x \*/**

**1 double Power(double x, int n){**

**2 double z=1; int i;**

**3 for (i=1;**

**4 n>=i;**

**5 i++)**

**6 {z = z\*x;} /\* Возврат в п.4 \*/**

**7 return z;}**

2.6.1. Пример простой программы на языке С

![Управляющий граф программы](data:image/gif;base64,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)

**Рисунок 2.2 -**Управляющий граф программы

*Управляющий граф программы (УГП)* на рисунке 2.2 отображает *поток* управления программы. *Нумерация* узлов графа совпадает с нумерацией строк программы. Узлы 1 и 2 не включаются в *УГП*, поскольку отображают строки описаний, т.е. не содержат управляющих операторов.

**Управляющий граф программы**

***Управляющий граф программы (УГП)*** – граф G(V,A), где V(V1,… Vm) – множество вершин (операторов), A(A1,… An) – множество дуг (управлений), соединяющих операторы-вершины.

***Путь*** – последовательность вершин и дуг УГП, в которой любая дуга выходит из вершины Vi и приходит в вершину Vj, например:(3,4,7), (3,4,5,6,4,5,6), (3,4), (3,4,5,6)

***Ветвь*** – *путь* (V1, V2, … Vk), где V1 - либо первый, либо условный оператор программы, Vk - либо условный оператор, либо оператор выхода из программы, а все остальные операторы – безусловные, например: (3,4) (4,5,6,4) (4,7). *Пути*, различающиеся хотя бы числом прохождений цикла – разные *пути*, поэтому число *путей* в программе может быть не ограничено. *Ветви* - линейные участки программы, их конечноe число.

Существуют реализуемые и нереализуемые *пути* в программе, в нереализуемые *пути* в обычных условиях попасть нельзя.

**float H(float x,float y)**

**{**

**float H;**

**1 if (x\*x+y\*y+2<=0)**

**2 H = 17;**

**3 else H = 64;**

**4 return H\*H+x\*x;**

**}**

2.7. Пример описания функции с реализуемыми и нереализуемыми путями

**float H(float x,float y)**

**{**

**float H;**

**1 if (x\*x+y\*y+2<=0)**

**2 H = 17;**

**3 else H = 64;**

**4 return H\*H+x\*x;**

**}**

2.7.1. Пример описания функции с реализуемыми и нереализуемыми путями

Например, для функции Пример 2.7 *путь* (1,3,4) реализуем, *путь* (1,2,4) нереализуем в условиях нормальной работы. Но при сбоях даже нереализуемый *путь* может реализоваться.

**Основные проблемы тестирования**

Рассмотрим два примера *тестирования*:

1. Пусть программа H(x:int, y:int) реализована в машине с 64 разрядными словами, тогда мощность множества тестов ||(X,Y)||=2\*\*128

Это означает, что компьютеру, работающему на частоте 1Ггц, для *прогона* этого *набора тестов* (при условии, что один тест выполняется за 100 команд) потребуется ~ 3K лет.

1. На Рис. 2.3 приведен фрагмент схемы программы управления схватом робота, где интервал между моментами срабатывания схвата не определен.

Этот тривиальный пример требует *прогона* бесконечного множества последовательностей входных значений с разными интервалами срабатывания схвата (Пример 2.8).

**// Прочитать значения датчика**

**static public bool ReadSensor(bool Sensor)**

**{**

**//...чтение значения датчика**

**Console.WriteLine("...reading sensor value");**

**return Sensor;**

**}**

**// Открыть схват**

**static public void OpenHand()**

**{**

**//...открываем схват**

**Console.WriteLine("...opening hand");**

**}**

**// Закрыть схват**

**static public void CloseHand()**

**{**

**//...закрываем схват**

**Console.WriteLine("...closing hand");**

**}**

**[STAThread]**

**static void Main(string[] args)**

**{**

**while (true)**

**{**

**Console.WriteLine("Enter Sensor value (true/false)");**

**if (ReadSensor(Convert.ToBoolean(Console.ReadLine())))**

**{**

**OpenHand();**

**CloseHand();**

**}**

**}**

**}**

**2.8. Фрагмент программы срабатывания схвата**

**#include <stdio.h>**

**/\* Прочитать значения датчика \*/**

**int ReadSensor(int Sensor)**

**{**

**/\* ...чтение значения датчика \*/**

**printf("...reading sensor value\n");**

**return Sensor;**

**}**

**/\* Открыть схват \*/**

**void OpenHand()**

**{**

**/\* ...открываем схват \*/**

**printf("...opening hand\n");**

**}**

**/\* Закрыть схват \*/**

**void CloseHand()**

**{**

**/\* ...закрываем схват \*/**

**printf("...closing hand\n");**

**}**

**void main(void)**

**{**

**int s;**

**while (1)**

**{**

**printf("Enter Sensor value (0/1)");**

**scanf("%d",&s);**

**if (ReadSensor(s))**

**{**

**OpenHand();**

**CloseHand();**

**}**

**}**

**}**

2.8.1. Фрагмент программы срабатывания схвата (рисунок 2.3)

![Тестовая последовательность сигналов датчика схвата](data:image/gif;base64,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)

**Рисунок 2.3 -**Тестовая последовательность сигналов датчика схвата

Отсюда *вывод*:

* *Тестирование* программы на всех входных значениях невозможно.
* Невозможно *тестирование* и на всех *путях*.
* Следовательно, надо отбирать конечный *набор тестов*, позволяющий проверить программу **на основе наших интуитивных представлений**

**Требование к тестам** - программа на любом из них должна останавливаться, т.е. **не зацикливаться**. Можно ли заранее гарантировать *останов* на любом тесте?

* В теории алгоритмов доказано, что не существует общего метода для решения этого вопроса, а также вопроса, достигнет ли программа на данном тесте заранее фиксированного оператора.

Задача о *выборе конечного набора тестов* (X,Y) для проверки программы в общем случае неразрешима.

Поэтому для решения практических задач остается искать частные случаи решения этой задачи.

## **Контрольные вопросы**

1. Как можно рассматривать программу с точки зрения математики?
2. Какие два метода обоснования истинности формул существуют?
3. Что такое отладка?
4. Что такое тестирование?
5. Что собой представляет процедура тестирование?
6. В чём назначение Оракула?
7. Что такое статическое тестирование?
8. Что такое динамическое тестирование?
9. Что такое deskchecking?
10. Что такое logging?
11. Что такое УПГ?
12. Что такое путь?
13. Что такое ветвь?
14. Назовите три фазы тестирования?
15. В чём состоит проблема тестирования?
16. В чём состоит требование к тестам?