**Завдання (Варіант 16)**

**2. Проаналізувати таблицю 4.**

| **Linguistic Object** | **Maps From** | **Maps To** |
| --- | --- | --- |
| Document Index | Word | List of pages (where word is found) |
| Thesaurus | Word sense | List of synonyms |
| Dictionary | Headword | Entry (part-of-speech, sense definitions, etymology) |
| Comparative Wordlist | Gloss term | Cognates (list of words, one per language) |
| Morph Analyzer | Surface form | Morphological analysis (list of component morphemes) |

У даній таблиці представлено лінгвістичні об’єкти та відповідності, яких вони потребують. До основних лінгвістичних даних належать індексовані документи, тезаурус, словник, порівняльний список слів та морфологічний аналізатор.

|  |  |  |
| --- | --- | --- |
| **Лінгвістичний об'єкт** | **Позначуване** | **Позначене** |
| Картка платника податків | Номер картки | Дані про особу |
| Словник антонімів | Слово | Антоніми до слова |
| Словник термінів | Слово | Визначення терміну |
| Список неправильних дієслів | Дієслово | Форми past tense та past participle. |

**3. Опрацювати приклади з методичних вказівок по роботі зі словниками. Що станеться, якщо доступитися до неіснуючого запису звичайного словника та словника по замовчуванню?**

*Звичайний словник*

>>> pos = {'colorless': 'ADJ', 'ideas': 'N', 'sleep': 'V', 'furiously': 'ADV'}

>>> pos

{'furiously': 'ADV', 'sleep': 'V', 'ideas': 'N', 'colorless': 'ADJ'}

>>> pos['night']

Traceback (most recent call last):

File "<pyshell#5>", line 1, in <module>

pos['night']

KeyError: 'night'

Якщо доступатися до неіснуючого запису звичайного словника, то вибиває помилку.
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![](data:image/png;base64,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)

Функція keys() виводить значення ключів, values() - значень, items() - елементів

**Словник за замовчуванням**

>>> pos = nltk.defaultdict(list)

>>> pos['blog']

[] #пуста множина, бо не вказано ніяких параметрів для значення

>>> pos = nltk.defaultdict(lambda: 'V') #доступаюся до неіснуючого запису словника

>>> pos['google'] #автоматично додається

'V'

У випадку зі словником за замовчуванням слово автоматично додається до словника.

**7. Використовуючи sorted() та set()отримайте відсортований список всіх тегів корпуса Brown без їх дублювання.**

>>> import nltk

>>> text=nltk.corpus.brown.tagged\_words()

>>> tags=sorted(set(tag for (word,tag) in text))

>>> tags[:30]

["'", "''", '(', '(-HL', ')', ')-HL', '\*', '\*-HL', '\*-NC', '\*-TL', ',', ',-HL', ',-NC', ',-TL', '--', '---HL', '.', '.-HL', '.-NC', '.-TL', ':', ':-HL', ':-TL', 'ABL', 'ABN', 'ABN-HL', 'ABN-NC', 'ABN-TL', 'ABX', 'AP']

**10. Напишіть програму, яка обробить *Brown Corpus* і допоможе відповісти на наступне запитання: які теги найчастіше зустрічаються (створити список 20 тегів, які мають максимальну частоту);**

>>> import nltk

>>> text=nltk.corpus.brown.tagged\_words()

>>> tags=[t for (w,t) in text]

>>> fd = nltk.FreqDist(tags)

>>> fd.keys()[:20]

['NN', 'IN', 'AT', 'JJ', '.', ',', 'NNS', 'CC', 'RB', 'NP', 'VB', 'VBN', 'VBD', 'CS', 'PPS', 'VBG', 'PP$', 'TO', 'PPSS', 'CD']

>>> nltk.help.brown\_tagset('IN')

IN: preposition

of in for by considering to on among at through with under into

regarding than since despite according per before toward against as

after during including between without except upon out over ...

**12.Напишіть програму для збору статистичних даних по розмічених корпусах і відповіді на наступне запитання: який відсоток типів слів (types) завжди маркуються тими самими тегами.**

import nltk

from nltk.corpus import brown

brown\_fiction\_tags=brown.tagged\_words(categories='fiction',simplify\_tags=True)

data=nltk.ConditionalFreqDist((word.lower(),tag) for (word,tag) in brown\_fiction\_tags)

result=[]

for word in data.conditions():

if len(data[word])==1:

tags=data[word].keys()

result.append(word)

print len(result)

print len (brown\_fiction\_tags)

print len(result)\*100/len(brown\_fiction\_tags)

>>>

7914

68488

11

>>>

**20. Напишіть програму для знаходження всіх слів, які маркуються як QL в корпусі Brown і зустрічаються перед наступними дієсловами adore, love, like, prefer.**

>>> def process(sentence):

for (w1, t1), (w2, t2) in nltk.bigrams(sentence):

if (t1 =='QL' and w2 == 'like') or (t1 =='QL' and w2 == 'adore') or (t1 =='QL' and w2 == 'love') or (t1 =='QL' and w2=='prefer'):

print w1, w2

>>> for tagged\_sent in brown.tagged\_sents():

process(tagged\_sent)

quite like

much like

much like

so like

quite like

quite like

**21. Написати програму побудови словника, записами якого будуть набори словників. Використовуючи створений словник, збережіть у ньому набори можливих тегів, які зустрічаються після заданого слова з певним тегом, наприклад wordi → tagi → tagi+1.**

>>> import nltk

>>> from nltk.corpus import brown

>>> pos = nltk.defaultdict(lambda: nltk.defaultdict(int))

>>> btags = brown.tagged\_words(simplify\_tags=True)

>>> for ((w1, t1), (w2, t2)) in nltk.ibigrams(btags):

pos[(w1, t1)][t2] += 1

>>> pos [('curly', 'ADJ')]

defaultdict(<type 'int'>, {'ADJ': 2, 'N': 2})\_

>>> pos [('spring', 'N')]

defaultdict(<type 'int'>, {'ADV': 2, 'ADJ': 1, 'VD': 3, 'WH': 5, '(': 1, 'PRO': 2, ',': 10, 'VN': 1, '.': 16, "''": 1, 'P': 25, 'UH': 1, 'V': 1, 'N': 21, 'CNJ': 11})