**第 1 章 绪论**

智能计算系统是智能时代的核心物质载体。要理解智能计算系统软硬件技术栈， 需要 融会贯通地掌握智能算法、编程框架、智能编程语言、芯片架构等四个方面的知识。读者 要真正理解智能计算系统、掌握相应的能力， 在学习了《智能计算系统》教材中的理论知 识之后，还必须通过实际动手编程点亮智能计算系统知识树。这就是本实践教程的目标。

延续《智能计算系统》教材， 本书仍以风格迁移作为驱动范例， 针对智能算法、编程 框架、智能编程语言、芯片架构中的知识点设计了相应的实验及拓展思考（分阶段实验）。 读者通过实验点亮相应的知识点， 进而将软硬件技术栈贯通起来， 最终就能开发出一个实 际的完成图像风格迁移任务的智能计算系统。在此基础上， 读者还可以开发出来更多其他 的智能计算系统（综合实验），巩固系统能力。

本章首先简单介绍智能计算系统的概念及发展， 然后介绍本书的实验设计， 最后介绍 本书的实验平台。

1.1 智能计算系统简介

人工智能是人制造出来的机器所表现出来的智能。人工智能通常分为两大类： 弱人工 智能和强人工智能。弱人工智能是能够完成某种特定具体任务的人工智能， 而强人工智能 是具备与人类同等智慧或超越人类的人工智能。目前广泛应用于图像识别、语音识别、自 然语言处理、博奕游戏等应用上的深度学习技术， 就属于弱人工智能。本实践教程重点关 注面向弱人工智能的智能计算系统。

一个完整的智能体需要能够从外界获取输入， 并将智能处理结果输出给外界。而人工 智能算法或代码本身并不能构成一个完整的智能体， 必须要在一个具体的物质载体上运行 起来才能作为一个完整的智能体作用于物质世界， 展现出智能。因此， 智能计算系统是人 工智能的物质载体。

传统以通用 CPU 为中心的计算系统的速度和能效难以满足智能应用的需求， 因此现阶 段智能计算系统通常是集成通用 CPU 和深度学习处理器（DLP，Deep Learning Processor） 的硬件异构系统， 同时包括一套面向开发者的智能计算编程环境（包括编程框架和编程语 言），该编程环境可以方便程序员快速便捷地开发高能效的智能应用程序。因此， 智能计算 系统覆盖深度学习算法、编程框架、智能编程语言、深度学习处理器等软硬件技术栈， 如 [图1.1](#bookmark1)所示。

深度学习（多层大规模神经网络） 算法是当前智能计算系统的核心人工智能算法。自 2012 年深度卷积神经网络（Convolutional Neural Network，CNN）——AlexNet 获得 ImageNet 大规模视觉识别比赛冠军， 深度学习得到业界广泛关注。随着数据集和模型规模的快速发 展， 深度学习的识别精度越来越高， 已经广泛用于语音识别、人脸识别、机器翻译等领域， 甚至在围棋和《星际争霸》等游戏中战胜了人类顶级高手， 并形成了图像风格迁移等有意 思的应用。面向不同应用领域， 已经演化出并不断送代出不同种类的新的深度学习算法， 例
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智能编程语言
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**图 1.1 智能计算系统的软硬件技术栈及实验内容**

如用于图像分类的 CNN 网络（如 VGG 、ResNet 等)、用于图像目标检测的 CNN 网络（如 R-CNN 系列、 YOLO 等) 、用于序列信息处理的循环神经网络（Recurrent Neural Network， RNN ) 及长短期记忆网络（Long Short-Term Memory，LSTM)、生成对抗网络（Generative Adversarial Net ，GAN)等。

将种类繁多且快速送代的深度学习算法高效地在多种智能芯片上运行起来， 需要编程 框架的支持。编程框架是智能计算系统中非常关键的核心枢纽， 发挥承上启下的作用。对 于程序员， 编程框架将智能算法中的常用操作（如卷积、池化等) 封装成算子可以被直接 调用， 降低智能应用的开发难度， 提高应用的开发效率； 对于智能芯片， 编程框架将智能 算法拆分出的一系列具体算子分配到智能芯片（或 CPU ) 上运行， 以达到更优的运行性能。 2014 年加州大学伯克利分校发布的深度学习编程框架 Caffe，是出现最早的框架之一， 由 于其易用、稳健、高效的特点， 被广泛用于深度学习的训练和预测。 2015 年底谷歌发布的 编程框架 TensorFlow，支持自动求导、训练好的模型可以部署到不同的硬件/操作系统平台 上， 是目前最受欢迎的框架之一。此后， 出现了 MXNet 、PyTorch 、PaddlePaddle 等编程框 架。今天编程框架的易用性极大地推动了深度学习算法的发展。

智能编程语言是智能计算系统中连接智能编程框架和智能计算硬件的桥梁。由于深度 学习处理器架构与传统通用 CPU 在控制、存储及计算等逻辑上都有较大区别， 传统编程语 言（如 C/C++、Java、Python、汇编语言等) 在面向智能计算系统编程时难以同时满足高开 发效率、高性能和高可移植性的需求， 因此需要有新的高级智能编程语言。为适应人工智 能算法和深度学习处理器的快速演进， 智能编程语言需要对不同规模、不同尺度及不同形 态的智能计算系统进行层次化的硬件架构抽象， 并在此基础上为用户提供简洁统一的编程 接口。例如， 中科院计算所提出了智能编程语言 BANG C Language（BCL)，不仅可以提升 智能算法的开发效率， 还可以利用深度学习处理器的结构特点来有效应对不断演进的深度 学习算法。此外， 面向图像处理的 Halide、面向深度学习的 RELAY/TVM 等领域专用语言， 也对特定领域的应用和硬件进行了一定程序的抽象。

深度学习处理器是智能计算系统的核心， 近年来得到了快速发展。 2013 年， 中科院计 算所和法国的 Inria 共同设计了国际上首个深度学习处理器架构——DianNao，可以灵活、 高效地处理上百层、千万神经元、上亿突触的各种深度学习神经网络(甚至更大） ；且相 对传统通用 CPU，可以取得两个数量级(甚至更高） 的能效优势。随后中科院计算所和法 国 Inria 又设计了国际上首个多核深度学习处理器架构 DaDianNao 和首个机器学习处理器 架构 PUDianNao。进一步， 中科院计算所提出了国际上首个深度学习指令集 Cambricon。中 科院计算所还研制了国际上首款深度学习处理器芯片“寒武纪 1 号”。目前寒武纪系列处理 器已实用近亿台智能手机和服务器中， 推动了深度学习处理器从理论走向实际， 普惠大众。 此外， 近年来， Google、NVIDIA、Intel、IBM、MIT 、Stanford 等公司和研究机构都在引用 计算所的 DianNao 系列论文，开展深度学习处理器方面的研制工作。

得益于深度学习算法、编程框架、智能编程语言、深度学习处理器等方面的技术进步， 智能计算系统已成为计算机的一类主流形态。今天， 大量的超级计算机、数据中心计算机、 智能手机、智能物端等都是以深度学习类应用为核心负载， 因此都在朝智能计算系统方向 演进。例如， IBM 将其研制的 2018 年世界上最快的超级计算机 SUMMIT 称为智能超算。在 SUMMIT 上利用深度学习方法做天气分析的工作甚至获得了 2018 年超算应用最高奖—— Gorden Bell 奖。数据中心计算机利用深度学习做广告推荐、自动翻译、智能在线教育、智慧 医疗等应用， 是典型的智能计算系统。手机更是因其要用深度学习处理大量图像识别、语 音识别、自动翻译等任务， 被广泛看作一种典型的小型智能计算系统。仅集成寒武纪深度 学习处理器的手机就已有近亿台。智能物端包括机器人、自动驾驶、手表、监控等也广泛 使用深度学习进行相关任务的处理。因此， 未来如果人类社会真的进入智能时代， 可能绝 大部分计算机都是智能计算系统。

本实践教程主要面向深度学习的智能计算系统。

1.2 实验设计

结合智能计算系统的软硬件技术栈， 本书设计了如图[1.1](#bookmark2)所示的分阶段实验和综合实 验。其中， 分阶段实验以图像风格迁移作为驱动范例， 通过逐步完成算法实验(第 2-3 章）、 编程框架实验(第 4 章）、智能编程语言实验(第 5 章）、 DLP 运算部件实验(第 6 章） 等， 点亮知识树(如图[1.2](#bookmark3)所示） ，开发出实现图像风格迁移的智能计算系统； 综合实验包括目 标检测、文本检测、自然语言处理等不同应用领域的实验， 巩固对相关知识的系统理解和 掌握， 了解不同应用对智能计算系统的需求， 并开发出相应的智能计算系统， 进阶为智能 计算系统全栈工程师。

针对上述实验， 我们首先介绍实验目标和相关背景知识； 之后介绍相关实验环境(为 了由浅入深地增进读者对智能计算系统地了解， 实验环境包括通用 CPU 平台和深度学习处 理器平台）；接下来通过详细实验步骤引导读者进行实验并给出评估标准； 最后， 在实验思 考部分引导读者进行进阶设计，以加深对智能计算系统的全面理解。

第 2 章介绍如何利用三层全连接神经网络实现手写数字分类的两个实验， 包括在 CPU 平台和 DLP平台上实现手写数字分类， 以帮助读者深入理解神经网络训练及预测原理。其 中， 实验一采用 Python 语言实现神经网络的基本单元， 包括全连接层、激活函数、损失函
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知识点: (图[1.2](#bookmark4)中黄色部分) 全连接神经网络的正向传播、随机梯度下降法、反向传播, 以及设 计优化方法包括网络结构(隐层个数、神经元个数)、激活函数、损失函数等。

数（涉及知识可参考《智能计算系统》教材第 2.3 节)，该实验有助于理解神经网络中正向 传播和基于随机梯度下降法的反向传播的原理及计算复杂度（涉及知识可参考《智能计算 系统》教材第 2.2 节)。此外， 通过训练一个简单完整的神经网络， 以帮助读者理解隐层个 数、神经元数、激活函数、损失函数和学习率等对网络训练及分类精度的影响。通过对网 络层的作用及层间关系的深入理解， 为后续更复杂的综合实验（如风格迁移等) 奠定基础。 实验二调用 DLP 上 Python 语言封装的深度学习编程库 pycnml，将实验一中神经网络前向 相关的模块移植到 DLP 平台上， 最终在 DLP 平台上实现手写数字分类。通过该实验， 读 者可以对 DLP 编程和处理效率有初步了解。
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\*第六章DLP运算 器设计知识点

第三章深度学 习应用知识点

第七章综合实 验额外知识点

第二章神经网 络设计知识点

第五章智能编 程语言知识点

第四章编程框 架实践知识点

**图 1.2 智能计算系统知识树**

知识点： (图[1.2](#bookmark5)中棕色部分) 卷积神经网络的网络层(包括卷积层、池化层、全连接层、 softmax 层等)及构建,基于 VGG 的图像分类,基于 VGG 的非实时风格迁移算法。

知识点： (图[1.2](#bookmark6)中绿色部分) 编程框架 TensorFlow 的编程模型的基本用法, 基于 TensorFlow 的 图像分类以及实时图像风格迁移预测(即 VGG 网络的前向传播, 包括定义模型计算单元(如卷积 层、池化层)、创建网络模型), 基于 TensorFlow 的实时深度风格迁移训练(即模型训练, 包括定 义损失函数、创建优化器、定义模型训练方法、保存模型),自定义 TensorFlow 算子。

第 3 章介绍深度学习算法相关的三个实验， 包括 CPU 平台、 DLP 平台上的 VGG 图像 分类以及非实时风格迁移等。其中， VGG 是风格迁移应用中用到的深度学习算法， 涉及到 卷积层、池化层、全连接层、softmax 损失函数等(涉及知识可参考《智能计算系统》教材 第 3.1 节)。其中， 实验一是 VGG 图像分类实验， 主要面向如何用 Python 实现 VGG 网络 结构、加载模型参数、模型分类测试， 并分析 VGG 网络的计算量及性能瓶颈， 为风格迁 移实验中使用 VGG 网络计算风格特征相似度做准备。实验二是 DLP平台的图像分类实验， 需要调用 pycnml 库中的相关接口将实验一中的相关模块移植到 DLP 平台上， 最终在 DLP 平台上实现图像分类。实验三是非实时风格迁移实验(对应《智能计算系统》教材第 3.6.1 节) ，利用 VGG 对输入图像进行训练来获得风格化后的图像， 包括如何用 VGG 网络提取 图像特征，如何计算内容/风格损失，如何送代训练来求解风格化图像等。

第 4 章介绍深度学习编程框架相关的四个实验， 包括利用编程框架实现图像分类、利 用图像转换网络预测实现实时风格迁移、图像转换网络的训练、编程框架的 CPU 自定义算 子。其中， 实验一是图像分类实验， 介绍如何利用 TensorFlow 框架实现 CPU 和 DLP两种 平台上的图像分类， 帮助读者熟悉 TensorFlow 的编程模型及基本用法。实验二是实时风格 迁移预测实验， 在实验一的基础上基于 TensorFlow 实现实时风格迁移中图像转换网络的预 测。其中涉及多种网络层的定义、神经网络模型的创建、模型参数的加载、神经网络模型 的计算及输出等。实验三是实时风格迁移训练实验， 基于 TensorFlow 实现图像转换网络的 训练， 包括加载数据并进行预处理、对模型送代训练、实时保存模型结果等。通过与第 3 章使用 Python 语言实现深度学习算法对比， 读者可以体会采用编程框架开发的便利性和高 效性。实验四是 CPU 自定义算子实验， 介绍如何在 TensorFlow 中新增自定义算子， 以解决 原生编程框架不支持特定算子的问题。

第 5 章介绍智能编程语言方面的两个实验， 包括 BCL 算子开发与集成、 BCL 性能优 化。其中， 实验一是 BCL算法开发与集成实验， 介绍如何使用智能编程语言 BCL 定义新 的算子以扩展高性能库算子， 并将其集成到编程框架中， 从而加速实时图像风格迁移。通 过该实验， 可以掌握对高性能库及编程框架进行扩展的能力， 并可以根据特定应用场景需 求自主定义 DLP 算子， 以满足快速演进的智能算法的需求。实验二是 BCL 性能优化实验， 以矩阵乘为例， 介绍如何利用智能编程语言 BCL 来充分利用 DLP 上的计算和存储资源实 现性能优化。通过该实验， 掌握 DLP 平台算法性能瓶颈分析方法、多核流水优化技术， 从 而加深对智能计算系统和智能编程语言的理解和应用。

知识点:(图[1.2](#bookmark8)中橙色部分) 智能计算系统抽象架构(包括计算模型、控制模型、存储模型), 智 能编程模型(包括 kernel 函数、编译器支持和运行时支持), 智能编程语言基础, 面向智能计算设 备的高层接口——智能应用编程接口,功能调试接口及工具,性能调优接口及工具。

知识点: 第 2-6 章实验相关知识点, 以及(图[1.2](#bookmark9)中深蓝色部分) 目标检测(基于 YOLO 网络) , 文本检测(基于 EAST 网络的),自然语言处理(基于 BERT 网络)。

第 6 章\* 以深度学习算法中时间最核心的卷积运算和矩阵运算为例， 介绍如何设计深度 学习处理器运算器， 包括串行内积运算器、并行内积运算器、以及矩阵运算子单元等。其中， 串行、并行内积运算器实验，分别介绍如何使用 verilog HDL(Hardware Description Language， 硬件描述语言) 编写实现深度学习卷积和全连接层中的内积运算， 然后在 Modelsim 仿真环 境下进行仿真。为保证该内积运算器是真正通过具体物理电路实现的， 不仅其内部各模块 是可仿真且可综合成门级网表， 还需要评估内积运算器的性能。在前两个实验基础上， 矩 阵内积运算子单元实验， 介绍如何设计运算单元的整体架构， 如何设计各子模块的功能、接 口和结构， 实现具体的 verilog 代码， 并通过仿真评估矩阵运算单元的性能。第 6 章实验供 有芯片设计基础的同学选做。

知识点: (图[1.2](#bookmark7)中蓝色部分) 算法计算特征和访存特征分析、深度学习运算器设计、编译调试仿 真。

第 7 章综合实验中介绍了目标检测、文本识别和自然语言处理三个不同领域的人工智 能应用。通过将智能算法、编程框架、智能编程语言和深度学习处理器的相关知识点串联 起来， 在智能计算平台上实现应用部署及优化， 从而使读者具备融会贯通的智能计算系统 设计开发能力。其中， 实验一是目标检测实验， 介绍面向 DLP 平台如何实现经典的目标检 测算法——YOLOv3 网络， 并进行性能优化和离线部署， 最终完成在 DLP 平台上的目标检 测应用。实验二是文本检测实验， 介绍面向 DLP平台如何实现文本检测的代表性算法—— EAST 网络，并进行性能优化和离线部署， 最终完成在 DLP 平台上的目标检测应用。实验 三是自然语言处理实验， 介绍如何实现自然语言处理的代表性算法——BERT 网络， 并进 行性能优化和离线部署，最终完成在 DLP 平台上的自然语言处理应用。

标\* 部分属于拓展内容，供读者选做。

1.3 实验平台

为配合相关实验的开展， 我们采用的实验平台包括通用 cPU 平台和智能计算系统平 台。其中智能计算系统平台集成了深度学习处理器硬件，并提供了配套软件开发环境。

1.3.1 硬件平台

本书实验所采用的 DLP 芯片内部集成了 4 个深度学习处理器簇(cluster) ，其中每个 cluster 包括4 个智能处理器核及 1 个存储核。每个智能处理器核包括并行的向量和矩阵运 算单元、神经元存储单元(Neuron RAM，NRAM ) 和权值存储单元(Weight RAM，WRAM )，
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而存储核中则包括共享的片上存储(Shared RAM ，SRAM)。其具体结构如图[6.1](#bookmark10)所示。该 DLP 硬件以 PCIe 加速卡的形式提供给用户使用， 其峰值算力为 128T ，支持包括 INT16、 INT8 、INT4 、FP32 及 FP16 等多种不同的数据类型， 满足多样化的智能处理需要， 兼具通 用性和高性能。
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| **cluster-0 cluster-1 cluster-2**  **cluster-N**   |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **DLP** 板卡   |  | | --- | | **Global Memory** |   **Last Level cache**   |  |  |  |  |  | | --- | --- | --- | --- | --- | |  |  |  |  |  | |  |  | | --- | | **……** |   **SRAM**  **SRAM**  **SRAM**   |  |  |  | | --- | --- | --- | | Level 2   |  |  | | --- | --- | | Level 3   |  | | --- | | Level 4 | | |  |  |  | | --- | --- | | **core-1** | | | **Registers** | | | **NRAM** | **WRAM** | | **NFUs** | |  |  |  | | --- | --- | | **core-0** | | | **Registers** | | | **NRAM** | **WRAM** | | **NFUs** | |  |  |  | | --- | --- | | **core-2** | | | **Registers** | | | **NRAM** | **WRAM** | | **NFUs** | |  |  |  | | --- | --- | | **core-3** | | | **Registers** | | | **NRAM** | **WRAM** | | **NFUs** | |  |  | | --- | | **SRAM** |   Level 1  **… …**  **… …**  **… …** |

**图 1.3 实验所采用的 DLP 硬件架构**

除了直接在 PC 或者服务器中使用 DLP 硬件进行编程外， 我们同时提供了云平台环 境方便用户使用 DLP 硬件。云平台的基本功能和使用方法参见附录章节 [B](#bookmark11) 或课程网址 <http://novel.ict.ac.cn/aics/>。

1.3.2 软件环境

DLP 硬件的整体软件环境如图[1.4](#bookmark12)所示，大致包括 6 个部分：编程框架、高性能库 CNML、 智能编程语言 BCL 及编译器、运行时库 CNRT 及驱动、开发工具包及领域专用开发包等。 其中， 编程框架包括 TensorFlow 、PYTorch 和 Caffe 等。 DLP 上的高性能库 CNML 提供了 一套高效、通用、可扩展的编程接口， 用于在 DLP 上加速各种智能算法。用户可以直接调 用 CNML 中大量已优化好的算子接口来实现其应用， 也可以根据需求扩展算子。智能编程 语言 BCL 可以用于实现编程框架和高性能库 CNML 中的算子。 DLP 的运行时库 CNRT 提 供了面向设备的用户接口， 用于完成设备管理、内存管理、任务管理等功能。运行时库作 为 DLP软件环境的底层支撑， 其他应用层软件的运行都需要调用 CNRT 接口。除了上述基 本软件模块外， 还提供了多种工具方便用户进行状态监测及性能调优， 如应用级性能剖析 工具、系统级性能监控工具和调试器等。上述具体内容将在后续实验的背景部分介绍。

上层智能应用可以通过两种方式来运行： 在线方式和离线方式。其中， 在线方式直接 用各种编程框架(如 TensorFlow、PYTorch、MXNet 和 Caffe 等) 间接调用高性能库 CNML 及运行时库 CNRT 来运行。离线方式通过直接调用运行时库 CNRT，运行前述过程生成的 特定格式网络模型，减少软件环境的中间开销，提升运行效率。

此外， 为配合相关实验开展， 我们还提供了配套的自动评分实验教学系统。该系统可 以自动对读者完成的各项实验进行评分。
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实验教程

**图 1.4 实验所采用的 DLP 硬件的软件环境**

1.4 本章小结

本章首先简单介绍了智能计算系统的概念。为了帮助读者拥有实际开发智能计算系统 的能力， 本书仍以风格迁移为例， 介绍了深度学习算法、编程框架、智能处理器和智能编 程语言等方面的分阶段实验， 逐步实现风格迁移的智能计算系统开发。最后， 以不同应用 领域的综合实验巩固对智能计算系统软硬件栈的相关知识的系统理解和掌握。

**第 2 章 神经网络设计实验**

神经网络设计是设计复杂深度学习算法/应用的基础， 本章将介绍如何设计一个三层神 经网络模型来实现手写数字分类。首先介绍在 CpU 平台上如何利用高级编程语言 python 搭建神经网络训练和推断框架来实现手写数字分类， 随后介绍如何将前述算法移植到深度 学习处理器 DLp上。由于当前教学使用的 DLp 仅支持推断功能， 因此本书中 DLp 相关实验 [仅实现神经网络的推断功能。完成本章实验， 读者就可以点亮智能计算系统知识树（图1.2](#bookmark13)） 中神经网络算法部分的知识点。

2.1 基于三层神经网络实现手写数字分类

2.1.1 实验目的

掌握神经网络的设计原理， 熟练掌握神经网络的训练和推断方法， 能够使用 python 语 言实现一个三层全连接神经网络模型对手写数字分类的训练和使用。具体包括：

1) 实现三层神经网络模型进行手写数字分类， 建立一个简单而完整的神经网络工程。 通过本实验理解神经网络中基本模块的作用和模块间的关系， 为后续建立更复杂的神经网 络（如风格迁移）奠定基础。

2) 利用高级编程语言 python 实现神经网络基本单元的前向传播（正向传播） 和反向传 播计算， 加深对神经网络中基本单元的理解， 包括全连接层、激活函数、损失函数等基本 单元。

3) 利用高级编程语言 python 实现神经网络训练所使用的梯度下降算法， 加深对神经 网络训练过程的理解。

实验工作量：约 20 行代码，约需 2 个小时。

2.1.2 背景知识

<2.1.2.1> 神经网络的组成

一个完整的神经网络通常由多个基本的网络层堆叠而成。本实验中的三层神经网络由 三个全连接层构成， 在每两个全连接层之间会插入 ReLU 激活函数引入非线性变换， 最后 使用 softmax 层计算交叉嫡损失，如图[2.1](#bookmark14)所示。因此本实验中使用的基本单元包括全连接 层、ReLU 激活函数、 softmax 损失函数， 在本节中将分别进行介绍。更多关于神经网络中 基本单元的介绍详见《智能计算系统》教材 [[1](#bookmark15)] 第 2.3 节。

**全连接层**

全连接层以一维向量作为输入， 输入与权重相乘后再与偏置相加得到输出向量。假设 全连接层的输入为一维向量 **x** ，维度为 *m*；输出为一维向量 **y**，维度为 *n*；权重 **w** 是二维 矩阵， 维度为 *m* \* *n*，偏置 **b** 是一维向量① ,维度为 *n*。前向传播时， 全连接层的输出的计

①偏置可以是一维向量， 计算每个输出使用不同的偏置值； 偏置也可以是一个标量， 计算同一层的输出使用同一个偏置值。

输入图像

交叉嫡损失

**图 2.1 用于手写数字分类的三层全连接神经网络**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAUAAAAJCAYAAAD6reaeAAAASklEQVQImWNggABmBgYGLQY0wMXAwDAbxmFCl8UrKMDAwCCBhFkZGBgYohkYGP5D8RMGBgYOmM03oYLZyMZEI6uCAWYGBgYvGAcAOFoIVWauqM0AAAAASUVORK5CYII=)

|  |
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|  |
| --- |
| ReLU激活函数层 |
|  |
| 全连接层 |
|  |
| ReLU激活函数层 |
|  |
| 全连接层 |
|  |
| softmax损失层 |
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算公式为

**y** = **W** T**x** + **b** (2.1)

在计算全连接层的反向传播时， 给定神经网络损失函数 *L* 对当前全连接层的输出 **y** 的偏导

Δ**Y***L* = ，其维度与全连接层的输出 **y** 相同， 均为 *n*。根据链式法则， 全连接层的权重和

偏置的梯度 Δ**W** *L* = 、Δ**b***L* = 以及损失函数对输入的偏导 Δ**x** *L* = 计算公式分别为：

Δ**W** *L* = **x**Δ**Y** *L*T Δ**b***L* = Δ**Y***L*

Δ**x** *L* = **W**T Δ**Y***L*

L对y的偏导然后转置

此处”不需要加转置

(2.2)

实际应用中通常使用批量随机梯度下降算法进行反向传播计算， 即选择若干个样本同 时计算。假设选择的样本量为 *p*，此时输入变为二维矩阵 **X**，维度为 *p*根*m*，每行代表一个样 本。输出也变为二维矩阵 **Y**，维度为 *p*根*n*。此时全连接层的前向传播计算公式由公式([2.1](#bookmark16))变 为

**Y** = **XW** + **b** (2.3)

其中的 + 代表广播运算，表示偏置 **b** 中的元素会被加到**XW** 的乘积矩阵对应的一行元素中。 权重和偏置的梯度 Δ**W** *L*、Δ**b***L* 以及损失函数对输入的偏导 Δ**x** [*L* 的计算公式由公式(2.2](#bookmark17))变为

Δ**W** *L* = **X**T Δ**Y***L*

Δ**b***L* = **1**Δ**Y***L*

Δ**X***L* = Δ**Y***L* **W**T

(2.4)

其中计算偏置的梯度 Δ**b***L* 时， 为确保维度正确， 用 Δ**Y***L* 与维度为 1 根 *p* 的全 1 向量 **1** 相乘。 **ReLU 激活函数层**

ReLU 激活函数是按元素运算操作， 输出向量 **y** 的维度与输入向量 **x** 的维度相同① 。在 前向传播中， 如果输入 **x** 中的元素小于 0，输出为 0，否则输出等于输入。因此 ReLU 的计

①输入和输出也可以是矩阵，处理方式类似。

算公式为

**y**（*i*) = max（0, **x**（*i*)) (2.5)

其中 **x**（*i*) 和 **y**（*i*) 分别代表 **x** 和 **y** 在位置 *i* 的值。

由于 ReLU 激活函数不包含参数， 在反向传播计算过程中仅需根据损失函数对输出的 偏导 Δ**Y***L* 计算损失函数对输入的偏导 Δ**x** *L*。设 *i* 代表输入 **x** 的某个位置，则损失函数对本 层的第 *i* 个输入的偏导 Δ**x**（i)*L* 的计算公式为

Δ**x**（i) *L* = **{**

**softmax 损失层**

Δ**Y**（i)*L*,

0,

**x**（*i*) > 0

**x**（*i*) < 0

(2.6)
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(2.7)

在前向计算时， 对 softmax 分类概率![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAUCAYAAABf2RdVAAAAuklEQVQokdXQv0rCYRjF8Y8pQlmbRmtLg2PpFA6ubi7dQ9QVeA3dR5DgHbi1uUhCegkKLuIo/hl8fiAv/qamHnh54XCe7zk8/NMp5ugvqOM3b7GFfbznc4YrfKKGW3ylcWU8YoURLrHG9JRSCcouYt6wwX0a18QWvSB9w0VimkRcA9cYpp1EVAcPKKCPZUraYRw9bjA7cwHwjgXuMiElcbzVK+aZUIq/izZ+InJwupWRqngKw0dej7/PAT7sH14UbQGfAAAAAElFTkSuQmCC) 取最大概率对应的类别作为预测的分类类别。 损失层在计算前向传播时还需要根据给定的标记（label，也称为真实值或实际值） **y** 计算 总的损失函数值。在分类任务中， 标记 **y** 通常表示为一个维度为 *k* 的one-hot 向量， 该向量 中对应真实类别的分量值为 1，其他值为 0 。softmax 损失层使用交叉嫡计算损失值， 其损 失值 *L* 的计算公式为

*L* = - ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAhCAYAAAA74pBqAAABaUlEQVRIic3WQUsVURTA8d/ke4WJkRKPFlEgSFDQRgO3QrhwacsWEbgT3EXfIL+AfoDERejOwHBRqDtpVaCCgunCQBfRSpEn6uKOqDXzvI8ZyP9qmHPmf++5d+7hJs55hUkcYBkn8qniMWo4ROvfCQmmcITBBqIzKhhLB69lJdzDT2ylz1dxE9/wIC9hAHV8iJDBW3RBS0ZwEx0YxgrWrpDVsY8/eQlt+I4d3I+cYUN60xGnYz/IKvOMXzjGiFD6j0JTE3ZrAbt4WFQG3fiNT2XIYFTYrUdFRa1YxOuiogQTGC8qgjdYKkP0HOtKWKcaVvEiMr8nL1DFHN41Mfj7rJdJGphpQlTF16zAS+HYdDQhGxKO2yWeCI3xWaQkQT/2hFalkgbu4qOw8LORsnahggTbF2V9+CKn9gj+KfN60ag5XmQMncKPXJhbZUgIrWcjJvFGRM4dzJclG8TnsmRPhUtKKdwuS/T/OAXvyDm8vVPWwAAAAABJRU5ErkJggg==)**y**（*i*)ln![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAUCAYAAACwG3xrAAAAt0lEQVQokdXQsUqCURjG8Z8nCTLdrFxdHFrLRWlodYug3VH0CryG7iMw6A7auoBQiC5BwaVZ+mw5H5w+DkJjLxw4PM//fZ/3HP5BHWW0B1ziI9dwg308w6rZwBPOcI7Fn3Y5xgDjeL/AfQqcxvFFzJ5ih24K9fGNOU7wBiEBVvjCNZp45fc/FBihhxqesQ0V4D3mtvCZe80MG3RKIVSABiZYl0Idd7jFMsa8pB0BbVxF8zGXe7B+AFP4HKWkzk78AAAAAElFTkSuQmCC)（*i*) (2.8)

在反向传播的计算过程中， 可直接利用标记数据和损失层的输出计算本层输入的损失。 对于 softmax 损失层，损失函数对输入的偏导 Δ**x** *L* 的计算公式为

Δ**x** *L* = = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAVCAYAAAB7R6/OAAAAtUlEQVQokd3QP07CQRDF8Q8LMeGPnRJaGgpKxcpY2NrZcAeiJ+AM3IMEE29AZ0dDJEGOgImNsTQizf6SzWY7OyeZ5s17880M/6HqBW2MIbalwA1+Y1/nwxbmOEcXixRxggt8YoUmvvBWpdsxfYirH/CNfoq4wg+mccMLhMSwiYgROljmZx5whwFqeMJHyAzryD3FrvSHR7yjVwkhM7Qwwb4SGrjHLV4j5jlNBJzhMg5nJe7f6ghIyR9eSjtKLgAAAABJRU5ErkJggg==) - **y** (2.9)

由于工程实现中使用批量随机梯度下降算法， 假设选择的样本量为 *p*，softmax 损失层 的输入变为二维矩阵 **X**，维度为 *p* x *k*，**X** 的每个行向量代表一个样本， 则对每个输入计算

e 指数并进行行归一化得到
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(2.10)

其中 **X**（*i*, *j*) 代表 **X** 中对应第 *i* 样本 *j* 位置的值。当**X**（*i*, *j*) 数值较大时，求 e 指数可能会出 现数值上溢的问题。因此在实际工程实现时， 为确保数值稳定性， 会在求 e 指数前先进行 减最大值处理，此时 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAVCAYAAAB/sn/zAAAAxElEQVQokeXPvUpDQRAF4M8ERSzSRK0i6YykUgsRxJAqRfrkSSzsbX2CvIBgZ53GKuQJ1E4rSZ9CUPPTzMIlsLeyc2DYmTln9pzhP0Y1Mx+ijZey5WusIq9ypD084ACHeEzAFo7QiRo+MMUgrM3xlHzeYYln7MbCBd5xWpRs4AuzwuwG3dRU4v3EBPsBnmMnFCRZcWENffzgDLe5i1v4DvMnm2ClUB+HwhRvZcRe9OOcJGzjFb+4zJGaGGEReY962a9/E2vLRx/92CIlHQAAAABJRU5ErkJggg==)（*i*, *j*) 的计算公式变为
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAYAAABzenr0AAADdUlEQVRYhb2XT2gcVRzHv2/27W42k50mu8XqwRisibUYKNM21GmYxSpKIUqk4KElFz34j0K9FEXEU6UexIt/8NTSky0SUIMttZIitojaAYkESf+oNQRqJMluZmY3u2/n62GzaV3bZjbZ3c9xZnif7/v9Zt57I7AGpEkB4F4A7QACAAvKEfNrGUvUIe2Nx/CCnsATfgGPRiVEIo5yEABuHjEZQS4eg5N1MaYUTihHLDQkgDSZ6UziSDnA9heHEdkzgKj5CLApffOZIACuTgOXJoHRb5E/fQEiFsWpnIt3lCP+CDvJWnFHyubxTXvoH/+CzBcYmpm/ybc/pDIsevouvrLcsrrkD27YzZmRt5ifz4UX1zJxmezfRy9t86w0GQ8tNyzOfnyS5bWrb1IsksOHmE/ZHF81hDSZMize+ORUY+S1IdI2x+7ajpTN0YNHudRIeZXCEtn3LL3EAEduK4/v5HM9e+l5fjP0FX6eJA2LrjR5X23pRcrm1dPfN09e5eBRFjsH+X5tgMGevXTLDe387Zn6kzQsLkqTbQCgAUBnEq8fOoB2TQvxmayT3m5gx1YIAMMrAcoBBp+ywi/L62UoA93owJMAoEmT6ZJC18MPtEoPbN8KyAgGgUoF+vu64bei/FW29QGLHjZXA3R0Gq2TA0BSB0oKUpqMaACEEK3rfxVRMQoNgLuQA1sp9/JAJAKlHKE0AL9OXUciCFoX4JcpwNDxOwBoyhGzEQ2LV/5qXYBLk0C5jIvA8joQlbhw7ofWBRj7Dl7WxbmVC9Lk4w8N0Q2C5i/F16bJpEVPmmxfqQCA83M5zI3/1PzZf/QZlIzgmHKE/58biQHu732GXj1nv3qZuEwaldnf/79k0qRI2zxz+AMWmyEvFsn+ffT1XXzpjuWRJu8xLM6d+KqxcqXIA2+ysDHD8VVPyNLkFsPifKNCVOVpmz9WX7xVWQ7xz2vvcsldxxHtynXysRF6aZsXQ8tvCdG1McPR7qfpf/4NWSqFF89lyfeOMdiwm75h8bA0GbmTZ9VNKL6TQ4aOI5qG3lefRzyzA5q5pbKj3crMbGWF+/I8iifPgm0xnJnP4Q3liN/uNn49P6fbkjpejkpkFj1s7jJQ1BMIggDIuogulRDobZjwC/jaL+BT5YgbYcZd0zYsTUYB9KDye14GkAUwrRxR9676L72f7sKoxY5kAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAYAAABzenr0AAADbUlEQVRYhb2XT2gcVRzHv2/27Wb/zG72j9uqhyBCrY0I+qxC1t1pbKkWsQUvvfgH20sV1B5EBEsRqWi9BREtxSLEHMSDHiKKltpDURqhQ7FQbYMSIg1N2pg0uzszu/t2vx7SxBgbs7Ps7vc4w/w+n98M7/3eCLQYqZgB0AtAACgBmNG2oN86wgcwGwpinxnFLq+CBwlEzQhqQgCOB1lvQEfD+KXk4GSlihPaFpNtEZCKmxMm3qlp7H76MXD3NoQf6gfuuhMQK56eugacuwicPIva8CgaoSDOzC3gkLbFz802uRocMAf4RiJH570TrF+fY9MplsmPvyAzFt1knkNSMewXbqYtns09z/LvfzYPXp3pWXLPQTqpAv+Qirc3DU8VaO9/i1693jp8KY0GeeQ4dTLPyXUlpKKRtvhTu+Arc+Q4darACakYXVPAHOBrjzzDstbthS9l7+t0MxaPrdX9pt5H6YxPdgZOkrPzZHaQjlQs/EcgVeDI28fYod7/yfAomR3k2Oru0+YA3enZTuNJr7K4PKXiFgAwAMAw8OyTeXBDep0l0ob0hICX9iIYj+HlZYFkHE88ZSHSefxidg4gEJTYsSxQ09i69b5u4QF1L1As426pGDKkYsyrIH1PX/cEzCiwIY0KgE0GgHgkDB0IdE8AAHpNNADEDfgYyR2IMAAUXQ+y0eguuejAAFA0tC1K4R7Mjzd1fGhPyi5w9TrCAMYNAAgFYZ+72D2B85eAeAwT2hYVAwBulPDdtz/C65bAqTFQ13F6+YJUzMZz9PycelpNtbo8kO4Hbm5E2hbXeoIY/eQr+D7V+s2XPwBC4JK2xYV/3ZCK/ck83YmpznU/v0DesYNuz8PceUu7RI6HrX0st/s0tJQXDrOSsTi85uuRijJt8fyrR1lpNNoLHxphPZnnlFSM/+83korJtMVfD77fPomhEdZTBU5LxeYmzk2JC4+/SOfKTOvguQXyuUP0knleaRq+QiKYKvDdVIHuh58v/mw0G69CfvY1uXE7ndu28VOpaPqCrxJ5IDvI7xM5eq8cZfWbM+TMX7fu9tQY+eYHrGcsuhu3c0wqDq5X38/PaV8kjANmBLsWyuiPRcBEDFoIoOQgcKMEGY/hcrWG08UyPtK2+K2Zui2NYqloAOgDEMfiZlYCMKFtUfdb628+CgqXcu+O6gAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAGCAYAAACIP21wAAAAVUlEQVQ4jd3RsRFAQBCG0YcbIgGRQAFXgVQfmtCIDjQrkCjgzM7cyzb7/lnqMX+PNqriBysudJCwYY8sKuhExpEwYIrtKabBiD46pKSMW2WjYPF+DDzCuwM8bHdQ5wAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAzCAYAAADciPtuAAAB40lEQVRogd3aTYvNYRiA8d85HRllKC+z0BjJYGwYJivTNFlpmmSnaWqyE3nJUkSyFUmWIqy9rgkred3Iy0Ior5+CxZ1vcO7ueq5PcD2d/zn3de7nD0NYrDG6OIaHWFrs0ne6uIrnWFHs0nc6OI93WFPsksIJfMZotUgGB/AdW4s9UtiH39hVLZLBbnG4PdUiGezET+yvFslgC77hYLVIBuvwCSfFaGiKIbzFBQ0ebjme4Rp6xS59Z4loyzsYKHbpO4twG48wWOzSd7q4ghdYWezSdzo4h/cYLnZJ4Ti+YGO1SAYL+IHxapEM9oq+nKwWyWBaHG6m2COFCfFYzlWLZDCGrzhc7JHCCD7itAb7cjVe45IY6k2xDE9wQ6PxfB/3NBjPPdzEY/EpNkUXl/FKfP+aooMz+IC1xS4pHBGzbnOxRwrzolJ2VItkMCv6cqpaJIMpcbjZapEMtovHcr5aJINN4t/40WqRDIbFHuWsBuN5FV6KYd5cPA+K3eUtsctsigHcxQMR0k3Rw3U8FfcHTdHFRbwRNz9N0cEpsW4YKXZJ4ZCI57FijxTmRKVMVItkMCP6crrYI4VJ/BLrddhQ6NJ3tom3iRbEnV1TI2EUf/AX46002KD4Mfn/Qun65spZVErnH0IfR2dBrQDMAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAyCAYAAAAX1CjLAAAB3ElEQVRogd3ay4tOARjH8c8YBnkRk2vjmsk9DSJpkihpElISSUlKJCtFSFlpGknZSErJQlKSBZKkJEmSiNyvG/8Di4f/4Kmnzmf37r6nczrnd04vzdDCcbzHb2yqzck1ET/wB0sGF8dkmYG7OIO5+FSbk2M+vmL3v98LClvSLMdPbK4OybQWv7CmOiTTFnGmllWHZNqDL5hXHZLpMN5hWnVIptN4gQnVIVkG4QIeYXRxS5oOXMNtDC9uSTMCd3AVQ4pb0ozBY5wXl2IjTMJLnKoOyTRTvHocqg7JtBDfsKs6JNMKMZE2VodkWifG7OrqkExbxVvv0uqQTHvxGXOKO1IdwVtMrQ7J1I/nGF8dkqUdF/EQo4pb0nTgOm5p0Jht4R6uoCmf+4zFE5xDW3FLmsl4hZPFHalm4QMOVodkWiTG7M7qkEwrxe7bUB2Sab04qFXVIZm2iTG7uDok0z4xZmcXd6Q6hjeYUh2SpQ0DeIZxxS1p2nEJDzCyuCXNUNzATQwrbknTwn1c1qAx24mnOKtBY7YLr8X/KBqjGx+xvzokUw++Y3t1SKZesfv6qkMy9YmD6q0OybRDXH491SGZDogbRXd1SKYT4pbeVR2S6ah4+HZWh2SbrkFj9r+/1B5Ja9YtH8AAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADMAAAAeCAYAAACBkybCAAABe0lEQVRYhd3Y32vPURzH8cf3a7OsaU0sQm1lq7ngAjdccLE1hSsu5spSazdS2o24oBQXXJGS1FLiyi7mai7MzXaxdoELiqJov/8EF1wc5Q/Yu959Po+/4HlzOq9zYDsOqIkTWMND7Exu2ZQm5jCA3/iM69iWGRWlF6/wE5ewJTcnxjG8xwcM5abEaOAcvmAGh3JzYrRgHEuYxL7cnBgduI0N3EVnak2QPXiKFVxBa25OjIN4g684r5yxyjuFReW+Op6bEqOJi/iB1+jLzYnRhgllHj3CrtycGDvwAOu4gfbcnBi9eKnMo1E1mUdHMYuPGE5uCdHAWWWZv8Xh3JwYLRhT5tFz7M/NidGBW8o8uqcm82g3nmAVV7E1NyfGAKbxDRfUZB6dxALmlf+JymtiBN8xhf7cnBhtuKbMo8fozs2J0YX7yjy6qSbzqAcv8AuX/Z9HlX56HME7fMJpPFN2YGU1cEb5PfqDO1VfsWsYVM7UcnLLpvVjr38X7F99iTxWqQYtZQAAAABJRU5ErkJggg==)![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAABKCAYAAAD0UHdaAAADj0lEQVRogd3bW4hVVRzH8c+ZM5Nm6ug0Y4aGRlbaRTEsfKgopDAGhDKwBGGeiojpgjFQFIUPURBERVEUBZJQFEV0L7tSWBBdiIgys7KpZHycl57q4T8QeBk75/zPWZ79hWFgZrP2d89Ze+3//7f2QC/mqBA34kXUSotkcRy+xJbSIpmchb+wpLRIJjfjQ/QU9kijBzuxtbRIJovF1Du3tEgm1+IbzCgtkslzuL+0RCYD+A0XlxbJ5DLsxdzSIpk8jGdKS2QyC9/jqtIimazBn1hYWiSTO/G6ChWwvdiF60uLZLIM+6e+V4brxCfVW1okixpeE/dUZViIP8TqVxmuFM+nWaVFMnlaVBKVYS5+xuWlRTK5SFTlA6VFMrkPz6tQFTEDX2NzaZFMzhFZxCmlRTLZivd0NgY7/uAf1BMH/xwjmIfPEsedjiV4VgSlkxhvxwn24+zsgY/AMryKf0Sw0xa24CuRmbeDGtaL/mwc94hHx/I2nU8NL+De5HHnYBQ/iCm9GX1Tv7sl+VyHcCL24cKEsc4QJdYEtuP8wxzTkVB0PfZobjOthmG8hd9xFxbkqTXPo3iygeP7xfTZjU+xyX/T6pjgBDHnNxzluBXi4idEDnhem71a4gKxGh08ZXrEhb4rVqk7MNhZtea5G6+Ie2OeqCr24GNcrQszij58K3YIJ/AUVpUUapa6aNffF9NuUpdmEQMYE7sXH4iLquMGsXpl1pBtZaWYTgfwhEO3Nmt4E7d32Ksh6uLG/khkDLdh/jTHnyzC/9XtV2uMQfGX/lXsnm/w/3uhjfjOYfqZEqwWD78DeEz0Is2wHQ9mSTVKryhDPsFPuFWUKa3Qj1+wrsVxGmKByLH34W1RMGa22JeIKTvdPZfCGjElJvAIzmzjuR7AjnYM3Ceapl34ETfpzA74TFFFXJM14KCotcbxBq7Q+dBwlYjBFmUMthIP4fSMwVpgDO+o0NtgdVF9j5YWyWSpiMFWFPZIZQRfOMZa71ao4SVsKy2SyZBIe9aWFslkWKQ/s0uLZPL41FdlmC0+peHSIpmsFffTUGmRTLbhZRXax+0Tz6aRwh6pLBdVxKmlRTIZFfVe18RgR6NHVORjpUUyWSR6p66Mko/EJtHlziwtkskOkUdUhvkiMbq0tEgm60S21y8WjKFuX/72ipc9NooMcbKsTg4n4W/xNsniwi4tc5p4h2G3uKBK/RPXUvgXTuySwOgqQF4AAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAfCAYAAACGVs+MAAADa0lEQVRIib2XT2gcZRiHn5n9djfZbJIdTWywUURBlNDEjFlNNtm2oq2VohSrVQ9KiifxH9KLF/FWqydBoRfBXiqSi3howIugLcZWs7WpJGhLaKK0VmvTNruTze50fh6SDTFosps/+5yGmWGe3/vNN9+8n0UFGFebgJ5ohO54jBSQACwLsl6eU16e74AhP2NNlvtMqwypBWxP1PN2oci2rjZmt7rUd9yL5TTO2aezMHIOTpxmemiEsAlxZuoGB4Fjfsa6WUmRS+V33bpVp+7ZrezhAWk6pxXJz0pHj0kP7NO0k9Z546pjVfK6br3ckFLugyPyfX9l8VKCQDrypZTo00yiT+/Oj2R5xHt0oHWnvJ/PVy5eyuQlqf0Z5Zy0DpcVorFXb7XulHfh4trlJa5elzqeVc5J6+Nl5cZVl5NeX/niEHc+Li+a1J7/k9c4aU18Nrj+8hLHM1JDSteMq6aS1y4dRMK83t1O8/O7yp4qFdPXCf1PEWuI897S6m0nrctDZzau+hKTl6R4jzzjqn7xCOza3Ezs4S0bV32JO1rg0YfAGPoXAtTX8fT+PcSt8r/UNfHSk9Qm4jy3EMCE6Eu2VUcOkGwDL0+HcWXZxlU463F3533VC9C6CcIGA7TaQCIaIYjHqhfAsqCliQLQYgPhkE1QPf0cYQNAxAZmiz6hageYLQCQt4GpmwG6MlU9eRDA739SC0zYfsYK4jFGh8eqF+DXCQgbrvsZ64oNMJPn2+9HULUCnDwLYcPwwgnjKnn7Y8qtpvFYDT0vKhvp0j6YX4j8jPVDocjk4ImNr37kHIyOUwwCvvjXhUiXXtiyV7lCYeMqDwJp92tzLVrJu/A7DgI+v/gXpw99yuq72BU4OghDI/yR9Tj0nzcYV60NKWW/GV7/6sfGJSetGeOqc9mU0aR2JPrkHc+sr/y2RzRT1639ZQ1VNKkdjb3KDXy1dvnXJ6Xm7fLKli96HUknrd/2HtDM5b8rF9/ISq8eVKGxV1ejST1RkXxRiFonrY/qU8r3v6P88OjcTF6OXy5Ib76vQmOv8k3bNGBcOcs5yuqBjKvmWA2v2DZvWBZ17v0UU+3EEw1YlgXTOTh5luzwGCEvjx+y+STr8WE5m9SKmrD5nc1moCtseLAmyi2AXShybbbAT8CPwLifscpe1v8BR2ZFqlam68EAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAfCAYAAACGVs+MAAADY0lEQVRIib2VW2hbdRzHP+fkn6RJmtiu3eYsZeDYwK0oOx2xTdvUCZWC+uIVUVf3og+CD0JhIvggCPrgHQRFBRGGihsyBkUYzuHGrG6xrrLNzcmcd2zXW3KaNifn60PN0M01TS/5vB44n8//wv9nUQHG0QagLRahIxKmVRAFfGBsMssXBY9B4KiXsUYX+k9rAdKgbXN3PMouYFPHVoqdW6lt2QCxKMiH0QnInMI//A3ZzGnC4SAD41O8AAx6GUuVLPJyeaquU7+2P6ypPQekQkFluTghvfS+/KYe5Rq79ZlxtG4x4kBdp15uSMvdc6C89P+YmZWefl2FREpTkaTurUhe36WPOvuU+3N0cfJ/Mzgsrb5FbqxNOxcit+q79GHXI8rl3KXLS5z8cS6itl075g2oSerRLXcpu5zyEt/9ICVSco2jTVdb/fpESrnhs8svL/Habvmr0jphHAWuCGhIa9+zb8pbOb1ULEptDykX2qa+y1e/Lp5SfmxyJfVz7D8kNXbrdMltA0RqePyBXqiLl72nS6a3A8Ihmo2j5KWAmhD3PHg74ZXXQyAAO+6gJhziTgDbOAplXa5vvaEa+jmSLdjxKNthbgdarltNPhapXkDrZnDz3FgKWNt8LX719NC0Btw8cePIsoFQ0JSfisuJbUMggICgDczkZ1j8yFwExSIUi1hAwQbOn/sFU82AsxcgUcuIl7FkA2cmspiRseoFHD8FIcNxANvLWH4swsnB4eoFHP2WwniWg/DPQzSZ49239uJWQz6dh90D+J7Hx5cCPI/3Dn6N9fMfKx/wwacQNHzlZaxz//nQkNYbO59RfiUHUc6V1vcqZxz1XFFmHCWu6dBfA4dXLuCJ5zXbkNYnV90e4+jWNdvl/vTb8sv3fS4lUhozjlbNe0aJlPqbb1veiP2HpERKWePo5gVdlERK/U09cr88sTSx70tv761QXiKS1P2JlCafelUFd7py+YXfpZ7H5DakdcY42lKRvIRxtLaxWwP1XZre9YoK58sci+9LR4ak+/o1Xduu6fouPWccBedzLGgKGkcb4zGeLHj0xaP4yRZo3UysNgq+Dxcn0JEhskPfEw4EGM3P8OJsgXe8jDVe7t8VjWHjyAY2AtsiNdwUMiR84eVnGCl4HAOOeRmroufsb9RQp1Ae8XkeAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAGCAYAAACIP21wAAAAXUlEQVQ4jd3PsQmEUBRE0fMRNlAw1u3BQEMrMrMC+7Ea0+1gOzA3EMECvjzwZJPd4T3SfRRRFQ8Y0eDP+bJEFVmUyQcbZqwJE5bQpHy+2NFFh+RU44c+OiS3Ae01Ds9eBsEyDbKJAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAAdCAYAAABSZrcyAAAA+UlEQVRIic3WPS/FUADH4ee6LvEWlwSDhYiIRcLgK4hYvSwmm5h9AjFb7GK3mInNKmxsIhFfgYQw9Dama+u/flPbNH1yTtOe05CrjS1MdI7PgzaYxQ2+sdIThBs4xBfu8JKCm4ppvsIgdlMwrOIC/Z3z5IznG8HBXzdUNfwxXGO+oud3bRIPOErDMI39OuBaWsSlGj6hZbxiMw0v4A3raZjit7mURkfTYNkOHtFKw3t4VrzraHN4wkwaLutLg2tpkGLbc4pbv5uASE2cKZbFoaqQ3i7Xp/CJDXxUhf+bhnGCgRRYLoFtxba2gfcUDuO4x3ESLWthuw74B0whHaCmxJTXAAAAAElFTkSuQmCC)在前向计算时， 对 softmax 分类概率 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAVCAYAAACUhcTwAAAAwUlEQVQokd3QMU5CURAF0AMGYyxsACuJnRoroTAkRGNFYY8roaCnZQVuwMQt2FgZVgB0WBl7ChIEoZlvfvF+Reckk8ybe9+dO8N/joNE7wnXmBR9usM2spMiHOMFdZziNQNKaOA+avjEGL2ws8h8DfGLdxwF+RZz3GSKZ1jiOze+jwcoR+MLH6gF0MJhKP+dYIsTPOIHTQxS211iFUav8kA5V1+E8hizIlI33m+pMVDBFGu0U4RzPGMTOUK1SG2/2AFEiB9MjpPlJwAAAABJRU5ErkJggg==)（*i*，*j*, 的每个样本(即每个行向量) 取最大概率 对应的类别作为预测的分类类别。此时标记 **Y** 通常表示为一组 one-hot 向量， 维度为 *p* 根*k*，
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其中每行是一个 one-hot 向量，对应一个样本的标记。则计算损失值的公式([2.8](#bookmark18))变为

*L* = - ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAmCAYAAAClI5npAAACaUlEQVRYhc3XS6iNURQH8N9xH1wiiutxvQtFkTwyII+kiIlnkjAyEAMlExMGTEiJAQNFBmLi/cgjkQEG8pbkkRAhGZCb12B/X53c75y7z3Huuf6Ts/daa6///3x7f3utj5aowdQMe1UwFifxuL0EwPJqCuiQYftRLfJCAqqK2n9YuwwH8Q038LtIbB1GoBHf0VAs8VJxZyCHQ8KWzYmIr8U2QXBjJQRATzzHi2TcGupxC/1TQ9YZKOVcfMBqNGFHRHwzjiRCMjEGx/EFCyNF5LBT2IoFEfETMCQydzS64A5eo0+lk8diPL4KjzgaNRUU8Aa/sAbPcLeCuaNRjyt4h4HtIQCG4ZNQ1FpFLvndjikFYj6Ku2jysQ5bhLfqZYyA4ehRIKYZt0sgb8A57MeBEtZVBDnswe5qE6dYhavtRT4BTzCoPcgb8RAzI+PHVZK8DmewsYQ1Wws5OqJ3Mu4XkSiXJDtaAnkdLqeT/I5oOI4JN9kLTMToxF4I8zFXaW38PAzOctTgETYl8574mQjJwkihGRkdSZzDdLzHg9SY/wT6CnV6fzLvJfR5bzOSdcdh4fCdiBTQVbjscvJux3wBk3FTqGqwGKfwKiPZJFySt5cl4lmWcR82J+Mm3MOAMgmikfZ/tZgm1PMZWC8UoKx/3yYYgs/CK9i1zBzbsKiIf1mxxStxvUziFB1b8XfKMnYQ9nmJ0EQMLpN8Be4X8U8UPkhaoFbY59llEqfohvNF/D9wLctRqY/TOThbxD8TF9tSwCjh4zPFaezNm8/ChQpxZaLzX/OhWJuMG/C0LcmzkLbkG7BLKED/J/4Aa99j/xKE2v4AAAAASUVORK5CYII=) **Y**（*i*，*j*, ln ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAUCAYAAABf2RdVAAAAwUlEQVQokdXQMU5CURAF0AMGYyxsACuJnRoroTAkRGNFYY8roaCnZQVuwMQt2FgZVgB0WBl7ChIEoZlvfvF+ReUkk8ybe9+dO8M/jYNE7wnXmBR9usM2spMiHOMFdZziNQNKaOA+avjEGL2ws8h8DfGLdxwF+RZz3GSKZ1jiOze+jwcoR+MLH6gF0MJhKP+dYIsTPOIHTQxS211iFUav8kA5V1+E8hizIlI33m+pMVDBFGu0U4RzPGMTOUK1SG2/2AFEYx9M++ZJOgAAAABJRU5ErkJggg==)（*i*，*j*, (2.12)

其中损失值是所有样本的平均损失，因此对样本数量 *p* 取平均。

在反向传播时，当选择的样本量为 *p* 时，损失函数对输入的偏导 Δ**X***L* 的计算公式([2.9](#bookmark19))变 为：

Δ**X***L* = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAhCAYAAAALboFLAAAA4ElEQVQ4jc3TsUoDQRCA4S/mwMouIGgC2ghpDGmshJgUFtYSq7yEtaUPpJje1PaSlEJAsBGxsohisXvJ5TjPFEL8q53lX2Zmd5ZlqugooY07TMokGBRJG7l4VnQyLxWyZunXQy3c4h3nq2T491Rwim6Jc53gQ2j7J77+sqq1sontuN5JNysZ4QA3GOEJRziM+3OqGOMqxjV8RnlOXbjYNE1T+D2N7CQe4wHPMe5jiGmSkXq4j+tdYTrPWMx0ghPhnXq4jMI0W88+3mL7W3Kk6Tp4xEteSNM1cIFX7BVJK/ENoCwgGiP07N8AAAAASUVORK5CYII=)（![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAUCAYAAABf2RdVAAAAwUlEQVQokd3QPU5CURAF4A8IxljY8FNp6NBYIYUhIRgrC3tYCQW9rStgAyRswcbKvBUInVaGnoLEP2zmmVfctwEnmWTunHPPnBn+c9QSvQku8FL2aYR95DBFOMICLbSxzIEKTnEdNbwhwzjsbHNf9/jBEw6DfIVX9HLFE+ywKYyf4gaq0XjHM5oB9HEQyn8n2OMYd/jEJWap7c7wEUbPi0C1UHdDOcO6jHQb78fUGKhjhS8MUoQO5viOfECjTK00fgG+QR9M6UwZrwAAAABJRU5ErkJggg==) - **Y**, (2.13)

类似地，损失 Δ**X***L* 是所有样本的平均损失，因此对样本数量 *p* 取平均。

<2.1.2.2> 神经网络训练

神经网络训练通过调整网络层的参数来使神经网络计算出来的结果与真实结果(标记) 尽量接近。神经网络训练通常使用随机梯度下降算法， 通过不断的送代计算每层参数的梯 度， 利用梯度对每层参数进行更新。具体而言， 给定当前送代的训练样本(包含输入数据 及标记信息)，首先进行神经网络的前向传播处理， 输入数据和权重相乘再经过激活函数计 算出隐层， 隐层与下一层的权重相乘再经过激活函数得到下一个隐层， 通过逐层送代计算 出神经网络的输出结果。随后利用输出结果和标记信息计算出损失函数值。然后进行神经 网络的反向传播处理， 从损失函数开始逆序逐层计算损失函数对权重和偏置的偏导(即梯 度)，最后利用梯度对相应的参数进行更新。更新参数 **w** 的计算公式为

**w** — **w** - ηΔ**W** *L* (2.14)

其中， Δ**W** *L* 为参数的梯度， η 是学习率。
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**图 2.2 两层神经网络示例**

下面以图[2.2](#bookmark20)[中的两层神经网络为例， 介绍神经网络训练的具体过程。图2.2](#bookmark21)中的网络由

两个全连接层及 softmax 损失层组成① ,其中第一个全连接层的权重为 **w**（1, ，偏置为 **b**（1,，

① 本实验中实现的三层神经网络与这个例子非常类似， 即在这个例子基础上再添加一层全连接层和一层 ReLU 层即可， 网 络训练的过程也与这个例子完全一致

第二个全连接层的权重为 **w**（2,，偏置为 **b**（2,。假设某次送代的网络输入为 **X**，对应的标记为 **y** 。该神经网络前向传播的逐层计算公式依次是

**h** = **w**（1,T**X** + **b**（1,

**z** = **w**（2,T**h** + **b**（2,

其中 **h**，**z** 分别是第一、第二层全连接层的输出。 softmax 损失层的损失值 *L* 为：

|  |  |
| --- | --- |
| （*i*, =  *L* = - | *e***z**（i,  **：***e***z**（i,  i  **：**i**y**（*i*, ln （*i*, |

反向传播的逐层计算公式为

Δ**z** *L* = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAVCAYAAACUhcTwAAAAuUlEQVQokd3QO2pCURSF4S9XEXx1SUhrk8LSRxUs0qZLkzkEMwLH4DwEA87Azs5GElCHkIBNSBlibHbgcrh2Vm7YzTprr39xOOcpFWhPaGN97GiAv9i7IkMNE1zhGtMUV0EHX1iiim9s8in1SNkHZogftFJcH78YRdLi/yHLmd4D10MD87STQD3gFhd4xS5N2mMVPZrYFn0BvOATN3kxS0w1POMjL5bxiHu8BXKWxme4RDcM42M9TjMHvDEfXuZjqdMAAAAASUVORK5CYII=) - **y**

Δ**w**（2, *L* = **h** Δ**z** *L*T

Δ**b**（2, *L* = Δ**z** *L*

Δ**h***L* = **w**（2,T Δ**z** *L*

Δ**w**（1, *L* = *x* Δ**h** *L*T

Δ**b**（1, *L* = Δ**h***L*

Δ**x** *L* = **w**（1,TΔ**h***L*

(2.15)

(2.16)

(2.17)

其中 Δ**z** *L*、Δ**h***L*、Δ**x** *L* 分别是损失函数对 softmax 层、第二层、第一层的偏导， Δ**w**（2, *L*、Δ**b**（2, *L*、 Δ**w**（1, *L* 、Δ**b**（1, *L* 分别是第二层和第一层的权重和偏置梯度， η 为学习率。更新两个全连接层

的权重和偏置的计算为

**w**（1, — **w**（1, - ηΔ**w**（1, *L*

(2.18)

**b**（1, — **b**（1, - ηΔ**b**（1, *L*

**w**（2, — **w**（2, - ηΔ**w**（2, *L*

**b**（2, — **b**（2, - ηΔ**b**（2, *L*

神经网络训练相关的详细介绍可以参见《智能计算系统》教材第 2.2 节。

<2.1.2.3> 精度评估

在图像分类任务中， 通常使用测试集的平均分类正确率来判断分类结果的精度。假设 共有 *N* 个图像样本（MNIsT手写数据集中共包含 10000 张测试图像， 此时 *N* = 10000），**p**i 为神经网络输出的第 *i* 张图像的推断结果， **p**i 为一个向量， 取其中最大分量对应的类别作 为推断类别。假设第 *i* 张图像的标记为 yi ，即第 *i* 张图像属于类别 yi ，则计算平均分类正确 率 *R* 的公式为

*R* = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAeCAYAAAAYa/93AAAA+UlEQVQ4jd3TvyuFURzH8dfjPt3FYrBIpptFSqRkuBmUkklZKWXzrxgMBmaTUVIUA9kspGSllEGKxUAyPPfW6bnn1HMNis9yOp9z3t/vp/ODuGqYSax1aBwHuKsKwHIK6EkAn6lKKSCpPwR0VWgM+3jDUrcJ/qUyjGKx4v6bXPH26xWB/CepflkNXOKq5E/jCVNlIMMuvtAsFdqi81X24hWHWA/8Jo5jkeawgnm8Y6jl77Q3lDvM4gwneMCq4o7yGJBjEPf4wDbWMInrWJxhbATzfsUnOsdIrMMCLoL5M/YwgNu2WWuNE9jEC04D6FFxckexSDFl6AuNbyuAJI67OIYSAAAAAElFTkSuQmCC) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAqCAYAAABRJWCpAAAB+klEQVRIidXWvWsUQRjH8c+anBhjQhIkWIgBXxBUbHzhGgtRU6SwiKVFEOwEO9F/wOQf0FoUC1FsFBWViIqFYqX4AgomFgpaBFFMNJFoMXuwubvd27s9RH8w7Lx+53l2Zp4Z0tWLG7ibqBvFubQByzJg3/AWG1BOTDDRCqwb33EK43HfIbxpBVbGY1zFIA5gPqN/pk4n8gfxFXtbAW3Da2yMyx242apV9dTVTtjfVRR/D+MC5vAEvzPGlLBZWOGf6rgf4SJ+YSSHEZ3C5p2LoTVajSlMx/lGWo6nWJvWYRgLOJ8DBiewvlLoqGp8h34cxUthr2VpAbP4ktahG8/wAWtyWpipnfGMl5sZVO1mRR+xiGOC688LmSas1n18wrqiMNiEGVxvBwyOC6s1VBTUhQcYKwqKcBZnioLgCB62A7RLuDgK/6dBvML+nP13pDWUhFh/sonJx+tVRnHDlSZAJdyr13BIODb9TcBGheO2RFuEwLg9JyQS7tDPQqhCCL99uCT8+Gs5YT2CBxHeJ2FlTErxPYdq3Pz3VB0cJzAgbNo09Qh37G5LH4I1sEcaR9V5YbH6qmHJ99kYXiTqJ4WbvZJmG0yiM5Hvxe04v4h9jQZXK2nZCG4l6u/gRyLNNAPbKjxIKpYNY0UiDcRtq7BHeBCmHr2VjWb+f/UHp09aXNqmoBEAAAAASUVORK5CYII=) **1**（argmax（**p**i, = yi, (2.19)

其中 **1**（argmax（*p*i, = yi, 表示当 **p**i 中的最大分量对应的类别编号与 yi 相等时值为 1，否则 值为 0。

2.1.3 实验环境

硬件环境： CpU。

软件环境： python 编译环境及相关的扩展库， 包括 python 2.7.12，pillow 6.0.0 ，Scipy 0.19.0，Numpy 1.16.0 (本实验不需使用 TensorFlow 等深度学习框架)。

数据集： MNIST 手写数字库 [[2](#bookmark22)] 。该数据集包含一个训练集和一个测试集， 其中训练集 有 60000 个样本， 测试集有 10000 个样本。每个样本都由灰度图像(即单通道图像) 及其 标记组成， 图像大小为 28 \* 28。MNIST 数据集包含 4 个文件， 分别是训练集图像、训练集 [标记、测试集图像、测试集标记。下载地址为http://yann.lecun.com/exdb/mnist/](http://yann.lecun.com/exdb/mnist/)。

2.1.4 实验内容

设计一个三层神经网络实现手写数字图像分类。该网络包含两个隐层和一个输出层， 其中输入神经元个数由输入数据维度决定， 输出层的神经元个数由数据集包含的类别决定， 两个隐层的神经元个数可以作为超参数自行设置。对于手写数字图像的分类问题， 输入数 据为手写数字图像， 原始图像一般可表示为二维矩阵(灰度图像) 或三维矩阵(彩色图像)， 在输入神经网络前会将图像矩阵调整为一维向量作为输入。待分类的类别数一般是提前预 设的，如手写数字包含 0 至 9 共 10 个类别，则神经网络的输出神经元个数为 10。

为了便于送代开发， 工程实现时采用模块化的方式来实现整个神经网络的处理。目前 绝大多数神经网络的工程实现通常划分为 5 大模块：

1) 数据加载模块： 从文件中读取数据， 并进行预处理， 其中预处理包括归一化、维度 变换等处理。如果需要人为对数据进行随机数据扩增， 则数据扩增处理也在数据加载模块 中实现。

2) 基本单元模块： 实现神经网络中不同类型的网络层的定义、前向传播计算、反向传 播计算等功能。

3) 网络结构模块：利用基本单元模块建立一个完整的神经网络。

4) 网络训练(training) 模块： 该模块实现用训练集进行神经网络训练的功能。在已建 立的神经网络结构基础上， 实现神经网络的前向传播、神经网络的反向传播、对神经网络 进行参数更新、保存神经网络参数等基本操作，以及训练函数主体。

5) 网络推断(inference) 模块： 该模块实现使用训练得到的网络模型， 对测试样本进行 预测的过程① 。具体实现的操作包括训练得到的模型参数的加载、神经网络的前向传播等。

本实验即采用上述较为细致的模块划分方式。需要说明的是， 目前有些开源的神经网 络工程可能采用较粗的模块划分方式， 例如将基本单元模块与网络结构模块合并， 或将网 络训练模块与网络推断模块合并。在某些特殊的应用场景下， 神经网络工程还可能不需要 包含所有模块， 例如仅实现推断过程的工程中通常不包含训练模块(如实验[3.1](#bookmark23)) ，非实时

风格迁移工程中不包含推断模块(如实验[3.3](#bookmark24))。

①在不同文献中可能被称为测试、推断或预测。

2.1.5 实验步骤

本节介绍如何实现本实验涉及的各个模块， 以及如何搭建和调用各个模块来实现手写 数字图像分类。

<2.1.5.1> 数据加载模块

本实验采用的数据集是 MNIST 手写数字库 [[2](#bookmark25)] 。该数据集中的图像数据和标记数据采 [用表2.1](#bookmark26)中的 IDX 文件格式存放。图像的像素值按行优先顺序存放， 取值范围为 [0,255]，其 中 0 表示黑色， 255 表示白色。

**表 2.1 MNIST 数据集 IDX 文件格式** [**[2**](#bookmark27)**]**

|  |  |  |  |
| --- | --- | --- | --- |
| 图像文件格式 | | | |
| 字节偏移 | 数据类型 | 值 | 描述 |
| 0000 | int32（32 位有符 号整型） | 0x00000803(2051) | magic number（魔数） ：表示像素的数据类型以及像 素数据的维度信息， MSB （大尾端） |
| 0004 | int32 | 60000 （训练集） 10000 （测试集） | 图像数量 |
| 0008 | int32 | 28 | 图像行数，即图像高度 |
| 0012 | int32 | 28 | 图像列数，即图像宽度 |
| 0016 | uint8（8 位无符号 整型） | ?? | 像素值 |
| 0017 | uint8 | ?? | 像素值 |
| ........ |  |  |  |
| xxxx | uint8 | ?? | 像素值 |
| 标记文件格式 | | | |
| 字节偏移 | 数据类型 | 值 | 描述 |
| 0000 | int32 | 0x00000801(2049) | magic number |
| 0004 | int32 | 60000 （训练集） 10000 （测试集） | 标记数量 |
| 0008 | uint8 | ?? | 像素值 |
| 0009 | uint8 | ?? | 像素值 |
| ........ |  |  |  |
| xxxx | uint8 | ?? | 像素值 |

首先编写读取 MNIST 数据集文件并预处理的子函数， 程序示例如图[2.3](#bookmark28)所示。然后调 用该子函数对 MNIST 数据集中的 4 个文件分别进行读取和预处理， 并将处理过的训练和 测试数据存储在 Numpy 矩阵中（训练模型时可以快速读取该矩阵中的数据），实现该功能 的程序示例如图[2.4](#bookmark29)所示。

<2.1.5.2> 基本单元模块

本实验采用图[2.1](#bookmark30)中的三层神经网络， 主体是三个全连接层。在前两个全连接层之后使 用 ReLU激活函数层引入非线性变换， 在神经网络的最后添加 Softmax 层计算交叉嫡损失。 因此， 本实验中需要实现的基本单元模块包括全连接层、 ReLU 激活函数层和 Softmax 损失 层。

在神经网络实现中， 通常同类型的层用一个类来定义， 多个同类型的层用类的实例来
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|  |
| --- |
| # file: mnist一mlp一cpu.py  def load一m n ist ( s e lf , fil e一 di r , i s一im a g e s = , True , ) :  bi n一 fil e = open ( fil e一 di r , , rb , )  bin一d at a = bi n一 fil e . r e a d ( )  bi n一 fil e . c l o s e ( )  if is一images : # 读 取 图 像 数 据  fm t一header = ,> iiii ,  magic , num一images , num一rows , num一cols = s t r u c t . unpack一from ( fm t一header , bin一d at a , 0)  else : # 读 取 标 记 数 据  fm t一header = ,> ii ,  magic , num一images = s t r u c t . unpack一from ( fm t一header , bin一d at a , 0)  num一rows , num一cols = 1 , 1  dat a一 s i z e = num一images \* num一rows \* num一cols  mat一data = s t r u c t . unpack一from ( ,> , + str ( d a t a一 s i z e ) + ,B , , bin一d at a , s t r u c t . c a l c s i z e (  fm t一header ) )  mat一data = np . r e sh ap e ( mat一data , [ num一images , num一rows \* num一cols ] )  return mat一data |

**图 2.3 MNIST 数据集文件的读取和预处理**

|  |
| --- |
| # file: mnist一mlp一cpu.py  def load一data ( s e lf ) :  # TODO: 调用函数 load一mnist 读取和预处理 MNIST 中训练数据和测试数据的图像和标记  train一imag es = s e lf . l o a d一m n i st ( os . p ath . j o i n (MNIST一DIR , TRAIN一DATA) , True )  tr a i n一 l a b e l s =  test一ima g es =  test一 labels =  self . t r a i n一 d a t a = np . append ( tr a in一im a g e s , t r a i n一 l a b e l s , a x i s = 1)  self . t e s t一 d a t a = np . append ( t e st一im a g e s , t e s t一 l a b e l s , a x i s = 1) |

**图 2.4 MNIST 子数据集的读取和预处理**

实现， 层中的计算用类的成员函数来定义。类的成员函数通常包括层的初始化、参数的初 始化、前向传播计算、反向传播计算、参数的更新、参数的加载和保存等。其中层的初始化 函数一般会根据实例化层时的输入系数确定该层的超参数， 例如该层的输入神经元数量和 输出神经元数量等。参数的初始化函数会对该层的参数（如全连接层中的权重和偏置） 分 配存储空间， 并填充初始值。前向传播函数利用前一层的输出作为本层的输入， 计算本层 的输出结果。反向传播函数根据链式法则逆序逐层计算损失函数对权重和偏置的梯度。参 数的更新函数利用反向传播函数计算的梯度对本层的参数进行更新。参数的加载函数从给 定的文件中加载参数的值， 参数的保存函数将当前层参数的值保存到指定的文件中。有些 层（如激活函数层） 可能没有参数， 就不需要定义参数的初始化、更新、加载和保存函数。 有些层（如激活函数层和损失函数层） 的输出维度由输入维度决定， 不需要人工设定， 因 此不需要层的初始化函数。

以下是全连接层、 ReLU 激活函数层和 softmax 损失层的具体实现步骤。

**全连接层**：程序示例如图[2.5](#bookmark31)所示，定义了以下成员函数：

. 层的初始化： 需要确定该全连接层的输入神经元个数（即输入二维矩阵中每个行向 量的维度）和输出神经元个数（即输出二维矩阵中每个行向量的维度）。

. 参数初始化： 全连接层的参数包括权重和偏置。根据输入向量的维度 *m* 和输出向量 的维度 *n* 可以确定权重 **w** 的维度为 *m* 根 *n*，偏置 **b** 的维度为 *n*。在对权重和偏置进行初始 化时，通常利用高斯随机数初始化权重的值，而将偏置的所有值初始化为 0。

. 前向传播计算： 全连接层的前向传播计算公式为([2.3](#bookmark32))，可以通过输入矩阵与权重矩 阵相乘再与偏置相加实现。

. 反向传播计算： 全连接层的反向传播计算公式为([2.4](#bookmark33))。给定损失函数对本层输出的 偏导 Δ**Y***L*，利用矩阵相乘计算权重和偏置的梯度 Δ**W** *L* 、Δ**b***L* 以及损失函数对本层输入的偏 导 Δ**x** *L* 。

. 参数更新：给定学习率 η ,利用反向传播计算得到的权重梯度 Δ**W** *L* 和偏置梯度 Δ**b***L* 对本层的权重 **w** 和偏置 **b** 进行更新：

**w** — **w** - ηΔ**W** *L*

**b** — **b** - ηΔ**b***L*

(2.20)

(2.21)

. 参数加载：从该函数的输入中读取本层的权重 **w** 和偏置 **b**。

. 参数保存：返回本层当前的权重 **w** 和偏置 **b**。

**ReLU 激活函数层**：不包含参数， 因此实现中没有参数初始化、参数更新、参数的加载 和保存相关的函数。 ReLU 层的程序示例如图[2.6](#bookmark34)所示，定义了以下成员函数：

. [前向传播计算： 根据公式(2.5](#bookmark35))可以计算 ReLU层前向传播的结果。在工程实现中， 可 以对整个输入矩阵使用 maximum 函数， maximum 函数会进行广播， 计算输入矩阵的每个 元素与 0 的最大值。

. 反向传播计算： 根据公式([2.6](#bookmark36))可以计算损失函数对输入的偏导。在工程实现中， 可以 获取 *x*（*i*, < 0 的位置索引，将 **y** 中对应位置的值置为 0。
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|  |
| --- |
| # file: layers一1.py  class FullyconnectedLayer ( object ) :  def 一一i n it一一 ( s e lf , num一input , num一output ) : # 全 连 接 层 初 始 化  self . num一input = num一input  self . num一output = num一output  def in it一par am ( s e lf , s td =0 .0 1) : # 参 数 初 始 化  self . weight = np . random . normal ( l o c =0 .0 , s c a l e =std , s i z e =( s elf . num一input , se lf . num一output ) )  self . bi a s = np . z er o s ( [ 1 , se lf . num一output ])  def forward ( s e lf , input ) : # 前 向 传 播 的 计 算  self . input = input  # TODO：全连接层的前向传播，计算输出结果  self . output =  return self . output  def backward ( s e lf , t o p一diff ) : # 反 向 传 播 的 计 算  # TODO：全连接层的反向传播，计算参数梯度和本层损失  self . d一weight =  self . d一bi a s =  bott om一diff =  return bott om一diff  def update一param ( s e lf , l r ) : # 参 数 更 新  # TODO：利用梯度对全连接层参数进行更新  self . weight =  self . bi a s =  def load一param ( s e lf , weight , bi a s ) : # 参 数 加 载  self . weight = weight  self . bi a s = bi a s  def save一param ( s e lf ) : # 参 数 保 存  return self . weight , se lf . bi a s |

**图 2.5 全连接层的实现示例**

|  |
| --- |
| # file: layers一1.py  class ReLULayer ( object ) :  def forward ( s e lf , input ) : # 前 向 传 播 的 计 算  self . input = input  # TODO：ReLU 层的前向传播，计算输出结果  output =  return output  def backward ( s e lf , t o p一diff ) : # 反 向 传 播 的 计 算  # TODO：ReLU 层的反向传播，计算本层损失  bott om一diff =  return bott om一diff |

**图 2.6 ReLU 激活函数层的实现示例**
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**softmax 损失层**：同样不包含参数， 因此实现中没有参数初始化、更新、加载和保存相 关的函数。但该层需要额外计算总的损失函数值， 作为训练时的中间输出结果， 帮助判断 模型的训练进程。 softmax 损失层的程序示例如图[2.7](#bookmark37)所示，定义了以下成员函数：

. [前向传播计算：可以使用公式(2.11](#bookmark38))计算，该公式为确保数值稳定， 会在求 e 指数前 先进行减最大值处理。

. 损失函数计算： 可以使用公式([2.12](#bookmark39))计算， 采用批量随机梯度下降法训练时损失值是 batch 内所有样本的损失值的均值。需要注意的是， MNIsT 手写数字库的标记数据读入的 是 0 至 9 的类别编号，在计算损失时需要先将类别编号转换为 one-hot 向量。

. 反向传播计算：可以使用公式([2.13](#bookmark40))计算，计算时同样需要对样本数量取平均。

|  |
| --- |
| # file: layers一1.py  class soft max Loss Layer ( object ) :  def forward ( s e lf , input ) : # 前 向 传 播 的 计 算  # TODO：softmax 损失层的前向传播，计算输出结果  input一max = np . max( input , a x i s = 1 , keep dims=True )  input一exp = np . exp ( input - input一max )  self . pro b =  return self . pro b  def get一loss ( s e lf , l a b e l ) : # 计 算 损 失  self . b a t c h一 s i z e = self . pro b . shape [0]  self . l ab e l一on e h ot = np . z e r o s一lik e ( self . pro b )  self . l ab e l一on e h ot [ np . a ran g e ( s elf . b a t c h一 s i z e ) , l a b e l ] = 1 .0  lo s s = -np . sum (np . log ( s e lf . pro b ) \* self . l ab e l一on e h ot ) / self . b a t c h一 s i z e return lo s s  def backward ( s e lf ) : # 反 向 传 播 的 计 算  # TODO：softmax 损失层的反向传播，计算本层损失  bott om一diff =  return bott om一diff |

**图 2.7 softmax 损失层的实现示例**

<2.1.5.3> 网络结构模块

网络结构模块利用已经实现的神经网络的基本单元来建立一个完整的神经网络。在工 程实现中通常用一个类来定义一个神经网络， 用类的成员函数来定义神经网络的初始化、 建立神经网络结构、对神经网络进行参数初始化等基本操作。本实验中三层神经网络的网 络结构模块的程序示例如图[2.8](#bookmark41)所示，定义了以下成员函数：

. 神经网络初始化： 确定神经网络相关的超参数， 例如网络中每个隐层的神经元个数。

. 建立网络结构： 定义整个神经网络的拓扑结构， 实例化基本单元模块中定义的层并 将这些层进行堆叠。例如本实验使用的三层神经网络包含三个全连接层， 并且在前两个全 连接层后跟随有 ReLU 层，神经网络的最后使用了 softmax 损失层。

. 神经网络参数初始化： 对于神经网络中包含参数的层， 依次调用这些层的参数初始 化函数， 从而完成整个神经网络的参数初始化。本实验使用的三层神经网络中， 只有三个 全连接层包含参数，依次调用其参数初始化函数即可。
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|  |
| --- |
| # file: mnist一mlp一cpu.py  class MNIST一MLP( object ) :  def 一一i n it一一 ( s e lf , batch一 siz e = 100 , i n p u t一 s i z e =784 , hidden 1 =32 , hidden2 = 16 , out一c la ss es = 10 , l r =0.0 1 , max一epoch=2 , p r i n t一 i t e r = 100) :  # 神 经 网 络 初 始 化  self . b a t c h一 s i z e = b a t ch一 s i z e  self . i n p u t一 s i z e = i n p u t一 s i z e  self . hidden 1 = hidden 1  self . hidden2 = hidden2  self . o u t一c l a s s e s = o u t一c l a s s e s  self . l r = l r  self . max一epoch = max一epoch  self . p r i n t 一 i t e r = p r i n t一 i t e r  def build一model ( s e lf ) : # 建 立 网 络 结 构  # TODO：建立三层神经网络结构  self . fc 1 = Fu lly conn ect ed L ay er ( s elf . inpu t一s i z e , s elf . hidden 1 )  self . r e lu 1 = ReLULayer ( )  self . fc3 = Fu lly conn ect ed L ay er ( s elf . hidden2 , self . o u t一c l a s s e s )  self . soft max = Soft max Loss Layer ()  self . u pd a t e一 l a y e r一 li s t = [ se lf . fc 1 , self . fc2 , self . fc3 ]  def in it一m od e l ( s e lf ) : # 神 经 网 络 参 数 初 始 化  fo r lay e r in self . u pd a t e一 l a y e r一 li s t :  lay e r . in it一p ar am ( ) |

**图 2.8 三层神经网络的网络结构模块实现示例**
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**图 2.9 神经网络训练流程**

<2.1.5.4> 网络训练模块

神经网络训练流程如图[2.9](#bookmark42)所示。在完成数据加载模块和网络结构模块实现之后， 需要 实现训练模块。本实验中三层神经网络的网络训练模块程序示例如图[2.10](#bookmark43)所示。神经网络 的训练模块通常拆解为若干步骤， 包括神经网络的前向传播、神经网络的反向传播、神经 网络参数更新、神经网络参数保存等基本操作。这些网络训练模块的基本操作以及训练主 体用神经网络类的成员函数来定义：

. 神经网络的前向传播： 根据神经网络的拓扑结构， 顺序调用每层的前向传播函数。以 输入数据作为第一层的输入， 之后每层的输出作为其后一层的输入， 顺序计算每一层的输 出，最后得到损失函数层的输出。

. 神经网络的反向传播： 根据神经网络的拓扑结构， 逆序调用每层的反向传播函数。采 用链式法则逆序逐层计算损失函数对每层参数的偏导， 最后得到神经网络所有层的参数梯 度。

. 神经网络参数更新： 对神经网络中包含参数的层， 依次调用各层的参数更新函数， 来 对整个神经网络的参数进行更新。本实验中的三层神经网络仅其中的三个全连接层包含参 数，因此依次更新三个全连接层的参数即可。

. 神经网络参数保存： 对神经网络中包含参数的层， 依次收集这些层的参数并存储到 文件中。

. 神经网络训练主体： 在该函数中，（ 1 ）确定训练的一些超参数， 如使用批量梯度下 降算法时的批量大小、学习率大小、送代次数（或训练周期次数）、可视化训练过程时每送 代多少次屏幕输出一次当前的损失值等等。（ 2 ）开始送代训练过程。每次送代训练开始前， 可以根据需要对数据进行随机打乱， 一般是一个训练周期（即当整个数据集的数据都参与 一次训练过程） 后对数据集进行随机打乱。每次送代训练过程中， 先选取当前送代所使用 的数据和对应的标记， 再进行整个网络的前向传播， 随后计算当前送代的损失值， 然后进 行整个网络的反向传播来获得整个网络的参数梯度， 最后对整个网络的参数进行更新。完 成一次送代后可以根据需要在屏幕上输出当前的损失值， 以供实际应用中修改模型作参考。 完成神经网络的训练过程后，通常会将训练得到的神经网络模型参数保存到文件中。

<2.1.5.5> 网络推断模块

整个神经网络推断流程如图[2.11](#bookmark44)所示。完成神经网络的训练之后， 可以用训练得到的 模型对测试数据进行预测， 以评估模型的精度。本实验中三层神经网络的网络推断模块程 序示例如图[2.12](#bookmark45)所示。工程实现中同样常将一个神经网络的推断模块拆解为若干步骤， 包 括神经网络模型参数加载、前向传播、精度计算等基本操作。这些网络推断模块的基本操 作以及推断主体用神经网络类的成员函数来定义：

. 神经网络的前向传播： 网络推断模块中的神经网络前向传播操作与网络训练模块中 的前向传播操作完全一致，因此可以直接调用网络训练模块中的神经网络前向传播函数。

. 神经网络参数加载： 读取神经网络训练模块保存的模型参数文件， 并加载有参数的 网络层的参数值。

. 神经网络推断函数主体： 在进行神经网络推断前， 需要从模型参数文件中加载神经
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|  |
| --- |
| # file: mnist一mlp一cpu.py  def forward ( s e lf , input ) : # 神 经 网 络 的 前 向 传 播  # TODO：神经网络的前向传播  h1 = s e lf . fc 1 . forw ard ( input )  h1 = s e lf . r e lu 1 . forw ard ( h1 )  pro b = s e lf . soft max . forw ard ( h3 )  return pro b  def backward ( s e lf ) : # 神 经 网 络 的 反 向 传 播  # TODO：神经网络的反向传播  dlos s = s e lf . soft max . backward ( )  dh1 = s e lf . r e lu 1 . backward ( dh2 )  dh1 = s e lf . fc 1 . backward ( dh1 )  def updat e ( s e lf , l r ) : # 神 经 网 络 参 数 更 新  fo r lay e r in self . u pd a t e一 l a y e r一 li s t :  lay e r . update一param ( l r )  def save一model ( s e lf , param一dir ) : # 保 存 神 经 网 络 参 数  params = {}  params [ ,w1 , ] , params [ ,b1 , ] = s e lf . fc 1 . save一param ()  params [ ,w2 , ] , params [ ,b2 , ] = s e lf . fc2 . save一param ()  params [ ,w3 , ] , params [ ,b3 , ] = s e lf . fc3 . save一param ()  np . save ( param一dir , params )  def tr ai n ( s e lf ) : # 训 练 函 数 主 体  max一batch = s e lf . t r a i n一 d a t a . shape [0] / s e lf . b a t c h一 s i z e  fo r idx一epoch in range ( s e lf . max一epoch ) :  mlp . s h u ffl e一d a t a ( )  fo r idx一b atch in range ( max一batch ) :  batch一im age s = s e lf . t r a i n一 d a t a [ i dx一b at ch \* self . b a t ch一 s i z e : ( i dx一b at ch + 1)\* self . batch一s ize , : - 1]  batch一label s = s e lf . t r a i n一 d a t a [ i dx一b at ch \* self . b a t ch一 s i z e : ( i dx一b at ch + 1)\* self . batch一s ize , - 1]  pro b = s e lf . forw ard ( b atch一im age s )  lo s s = s e lf . soft max . g e t一l o s s ( b a t c h一l a b e l s )  self . backward ( )  self . upd at e ( se lf . l r )  if idx一b atch % s e lf . p r i n t一 i t e r == 0 :  print ( ,Epoch %d , it e r %d , lo s s : %.6 f , % ( i dx一epoch , i dx一b atch , l o s s ) ) |

**图 2.10 三层神经网络的网络训练模块实现示例**

**图 2.11 神经网络推断流程**

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

网络的参数。在神经网络推断过程中， 循环每次读取一定批量的测试数据， 随后进行整个 神经网络的前向传播计算得到神经网络的输出结果， 再与测试数据集的标记进行比对， 利 用相关的评价函数计算模型的精度， 如手写数字分类问题使用分类平均正确率作为模型的 评价函数。

|  |
| --- |
| # file: mnist一mlp一cpu.py  def load一model ( s e lf , param一dir ) : # 加 载 神 经 网 络 参 数  params = np . l o a d ( param一dir ) . item ( )  self . fc 1 . load一param ( params [ ,w1 , ] , params [ ,b1 , ])  self . fc2 . load一param ( params [ ,w2 , ] , params [ ,b2 , ])  self . fc3 . load一param ( params [ ,w3 , ] , params [ ,b3 , ])  def evaluate ( s e lf ) : # 推 断 函 数 主 体  p r e d一r e s ult s = np . z er o s ( [ s e lf . t e s t一 d a t a . shape [ 0 ] ] )  fo r idx in range ( s e lf . t e s t一 d a t a . shape [ 0 ]/ s e lf . b a t c h一 s i z e ) :  batch一im age s = s e lf . t e s t一 d a t a [ i dx \* self . b a t c h一 s i z e : ( i dx + 1)\* self . b at ch一s i z e , : - 1] pro b = s e lf . forw ard ( b atch一im age s )  p r e d一l ab e ls = np . argmax ( pro b , a x i s = 1)  p r e d一r e s ult s [ i dx \* self . b a t ch一 s i z e : ( i dx + 1)\* self . b a t c h一 s i z e ] = p r e d一l ab e l s ac cur acy = np . mean ( p r e d一r e s u lt s == s e lf . t e s t一 d a t a [ : , - 1])  print ( , Accuracy in test set : %f , % a c cur a cy ) |

**图 2.12 三层神经网络的网络推断模块实现示例**

<2.1.5.6> 完整实验流程

完成神经网络的各个模块之后， 调用这些模块就可以实现用三层神经网络进行手写数 字图像分类的完整流程。本实验中三层神经网络的完整流程的程序示例如图[2.13](#bookmark46)所示。首 先实例化三层神经网络对应的类， 指定神经网络的超参数， 如每层的神经元个数。其次进 行数据的加载和预处理。再调用网络结构模块建立神经网络， 随后进行网络初始化， 在该 过程中网络结构模块会自动调用基本单元模块实例化神经网络中的每个层。然后调用网络 训练模块训练整个网络， 之后将训练得到的模型参数保存到文件中。最后从文件中读取训 练得到的模型参数，之后调用网络推断模块测试网络的精度。

|  |
| --- |
| # file: mnist一mlp一cpu.py  def build一m n ist一m lp ( param一dir= , weight . npy , ) :  h1 , h2 , e = 32 , 16 , 10  mlp = MNIST一MLP( hidden 1=h1 , hidden2=h2 , max一epoch=e )  mlp . l o a d一d at a ()  mlp . build一model ()  mlp . in it一m o d e l ( )  mlp . t r a i n ( )  mlp . save一model ( ,mlp-%d-%d-%d epoch . npy , % (h1 , h2 , e ) )  # mlp . load一model ( ,mlp-%d-%d-%d epoch . npy , % (h1 , h2 , e ) )  return mlp  if name == , main , :  mlp = bu ild一m n i st一m lp ( )  mlp . e v a l u a t e ( ) |

**图 2.13 三层神经网络的完整流程实现示例**
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实验教程

<2.1.5.7> 实验运行

根据第[2.1.5.1](#bookmark47)节 ~ 第[2.1.5.6](#bookmark48)节的描述补全 layer— 1.py 、mnist—mlu—cpu.py 代码， 并通过 python 运行.py 代码。具体可以参考以下步骤。

1. **环境申请**

按照附录[B](#bookmark49)说明申请实验环境并登录云平台，本实验的代码存放在云平台/opt/code—chap 2 3/code—c 目录下。

|  |
| --- |
| # 登录云平台  ssh root@xxx . xxx . xxx . xxx -p xxxxx  # 进入 cod e — chap 2 3 stud ent 目录  cd / opt / code — chap 2 3 / cod e — ch ap 2 3 stu dent  # 初始化环境  sourc e env . sh |

2. **代码实现**

补全 stu—upload 中的 evaluate—cpu.py 、evaluate—mlu.py 文件。

|  |
| --- |
| # 进入实验目录  cd exp 2 1 m nist — m lp  # 补全 lay er s — 1 . py , m nist — m lp — cpu . py  vim stu — upl o a d / l ay er s — 1 . py  vim stu — upl o a d / m nist — m lp — cpu . py |

3. **运行实验**

|  |
| --- |
| # 运行完整实验  python main — exp 2 1 . py |

2.1.6 实验评估

本实验的评估标准设定如下：

. 60 分标准： 给定全连接层、 ReLU 层、Softmax 损失层的前向传播的输入矩阵、参数 值、反向传播的输入， 可以得到正确的前向传播的输出矩阵、反向传播的输出和参数梯度。

. 80 分标准： 实现正确的三层神经网络， 并进行训练和推断， 使最后训练得到的模型 在 MNIST 测试数据集上的平均分类正确率高于 92%。

. 90 分标准： 实现正确的三层神经网络， 并进行训练和推断， 调整和训练相关的超参 数，使最后训练得到的模型在 MNIST 测试数据集上的平均分类正确率高于 95%。

. 100 分标准： 在三层神经网络基础上设计自己的神经网络结构， 并进行训练和推断， 使最后训练得到的模型在 MNIST 测试数据集上的平均分类正确率高于 98%。

2.1.7 实验思考

1) 在实现神经网络基本单元时，如何确保一个层的实现是正确的?

2) 在实现神经网络后，如何在不改变网络结构的条件下提高精度?

3) 如何通过修改网络结构提高精度?可以从哪些方面修改网络结构?

2.2 基于 DLP 平台实现手写数字分类

2.2.1 实验目的

熟悉深度学习处理器 DLP 平台的使用， 能使用已封装好的 Python 接口的机器学习编 程库 pycnml 将第[2.1](#bookmark50)节的神经网络推断部分移植到 DLP 平台，实现手写数字分类。具体包 括：

1) 利用提供 pycnml 库中的 Python 接口搭建手写数字分类的三层神经网络。

2) 熟悉在 DLP 上运行神经网络的流程， 为在后续章节详细学习 DLP 高性能库以及智 能编程语言打下基础。

3) 与第[2.1](#bookmark51)节的实验进行比较，了解 DLP 相对于 CPU 的优势和劣势。

实验工作量：约 10 行代码，约需 1 个小时。

2.2.2 背景知识

<2.2.2.1> 量化

在通用处理器上实现时， 神经网络的权重、偏置、激活值等信息通常会用浮点数 float32 来表示。当神经网络规模较大时， 网络参数随之增多， 对深度学习处理器的计算能力、存 储空间及访存带宽都会带来巨大的压力。工作 [[3](#bookmark52)] 表明， 对权重、偏置等参数用低精度的数 据表示， 即模型量化， 对神经网络的精度不会产生很大的影响， 同时可以显著加速神经网 络的推理和训练速度。

深度学习处理器 DLP上的模型量化通常采用定点量化， 即将浮点数映射到定点数来表 示， 如图[2.14](#bookmark53)所示， 通常用一组共享指数位的定点数来表示一组浮点数。其中， 共享指数 position 确定了二进制小数的小数点位置。通过定点量化可以大幅降低数据的存储空间， 例 如， 将 float32 量化成 int8 后， 存储空间可以减少为原来的 1/4。为了高能效地支持神经网 络运算， DLP 支持低位宽的定点数据类型， 如 int8 、int16。因此， 在 DLP 上运行神经网络 之前，需要对神经网络模型的参数（包括权重、偏置等）进行定点量化。

目前 DLP上支持在线量化和离线量化两种方式。其中， 离线量化是 DLP 上最常用的量 [化方式。离线量化时， 用户通过调用相应的接口、设置表2.2](#bookmark54)中量化参数值（*positionscale*） 就可以完成量化。

DLP 上的离线量化有两种，包括对称定点表示和有缩放系数的对称定点表示

. 对称定点表示： 对实数数据 *r*x 直接用整型数据 *q*x 左移 *position* 位。其量化和反量化

过程如下

*q*x = *round*（![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACwAAAAfCAYAAACcai8CAAACGElEQVRYhe3XT4jMYRzH8dfM7thZy0bYpZZohZUQilIoLZI47EFk0x6UJNKWIpdV8v9PDlwowsHBnfyJInsgihxdyJ+9yY0yDs+zdlrzW9M2a0zmffk9z/P7/j7PZ56/36FKlSpVqhSgGSdxDO14NFId1ZZI5zPqUI8sLpVId8RI4znOlttIsTQhh3nlNlIsW/BiUNsiPMVCnPrrjv7ANRwo0H4fh0rZUak2XWeC9gcVsky24SBa8BWryuqmCOoSyv8fKUyPz0qgL4W3KsfwvnIbqFIKevx+FmdwHTXDFa3DcbzHa2warlABZsdnK3bGckq4sofNLmzEJGFEvginB+zADWzHvdjehr1Yj6MGNu1inMGJPN27QtrZiyuYiDvoijGFtJqE3KQL54Rc+xdprMyrj8I7rI71w0JiDg/QgU8YK8xMzsDlsCL+2JZY78H5aOIJpsVyH+ZgcoJWBt+xAftx2hBkhaNuShTvxQw04g3G42qMXYPbMS4T313Ezfj+pXAtN+KVkF+MicYy6E7Qmo9vMf4h1vWbSxcwvDZ2+jGKt2EcdmNrFKvHsmhmczQwE5fxOI5gLRZgLpbEEWvFrBi/HM8StDqEUc1hKaZK2KDNwprppx230DAoLh07yicjLKfReW3ZhPhsXrmQVj6JuUhWmKJ+aoTE+8gQYmUjgz2YIExlg/Av4p8khQv4IayZXCx3D/VRufgJBMpZbZymvQAAAAAASUVORK5CYII=),
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**表 2.2 量化数据及参数**

|  |  |
| --- | --- |
| 数学符号 | 含义 |
| rx | 需要定点量化的实数 |
| qx | 定点量化后的整数 |
| position | 小数点的位置 |
| scale | 缩放系数 |
| o∫ ∫ set | 偏移量 |
| round | 四舍五入取整 |
| n | 量化位宽（例如 int8，n=8 ) |

*r*x 必 *q*x 根 2position

. 有缩放系数的对称定点表示： 先对实数数据做缩放， 然后做对称定点表示处理。其

量化和反量化过程如下

*q*x = *round*（*re*）

*r*x 根 *scale* 必 *q*x 根 2position

通过公式可以发现有缩放系数的对称定点表示是对称定点表示的改进版， 如图 [2.14](#bookmark55)所 示， 设 Z 为需要量化表示的数域中所有数的绝对值最大值 *max*（*r*x），则 A需要包含 Z，且 Z 要大于 *A*\2；*position* 的计算和对称定点表示相同， 其中 n 表示量化类型的位宽， 例如 int8 的位宽为 8 ，int16 的位宽为 16。*position* 计算表示如下：

*position* = *ceil*（*lo*g2（![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAhCAYAAABJLfLcAAADUUlEQVRYhe3Ye4jmYxQH8M/7zruXsTOzM2ZosciuQrnMukTKyooiobUlZLP8YZMSueQfJWFJqZUilyh/yEa5/CEk2k27Iiy5tsto5bJLbGLb3Xb8cZ63ed7f/OY+70zq/dav9/md8zvn933OOc/zO89LCy200GwchmsmYXctFk0zlwlhIR6dpG1tCrZTRgXPoH8KPpbhqTJFG3rS+OAR5Dm60W54KmsF+/r4WHxb4qeCQ9O4byTWme9tOAaqSXg2fsbqdL2NF3ECnscvBdKP4VyswdZMtxh34zt04SE8m3SX4usCmUNEJF/BKgyMQX6/CMBlOfmtIoq7sBkbsQcnizrbnZ5rTxN7Dq/iJ3yTOd+BRzAH9+IuXJ50/fijQGanCNou/IUlY5CXfPTn5E8TKRkQaVmRyG8QEd6YnrsT2/Fxuj8P7xac78GHiVSOzqTLUcFy/COC8us4yP8rsqqWBOfjU3wg6u9EXI0DaSKvp+duNrTN9YoSW1lw3iUydGpB/hsWFGTdOCu9P8d8MdG52FvQdUqTrKbrAlGbB0QkPsdXyfhMfCTqvw8/JJsV6XeHoQVXxZW4B2egA0uT7v3suTqWiwxtymT9SXahKL3jCzZ9eK9+04u/De0aT+O+NF6UJnRHuv8SW5LTfpHuG5JuPd7E0SLyO/Fk9tIOfFYg8oTyvXs9XiqRz8UXJfIR0VEwPjK7X5iNF2gsi64SX7eJiI6GKh7QuBHUcTFuHcO+aajhfo2TzrFGZLUXv+PGTNeNdU1lNw7MM3yR1zE/Gx9U0K1qDp0WJo4KXhNb5f8N1882gRamEzUcMRMvqmbjHtG3rNbYj08EnXgBt0yRVxnaRJM4DEvwhmh1t+NHjV/S9vQ7bxwvuQkPT5piOZaJ5rDhPFCP/EpcgutEN7gXa8VutE7sSFfgexw1zcTGg0+U9DpVQXBDJvtTHEhqGBRfvW14C/tEVmYD+4uCqiA4UJAtFmmq4iLRHR4u+o22ptMcJ6olstPFoWSTOGMOilb2JNEeHzeKvw6cIw4zZYf2pqLL6J3bnJkiUoKrjLBgiZ1kLR4cxcG+JpCaNOrka7gdL4sF3CN2l6Uj2M0GykpcBY+Leh7MrndmjteYOEX81bJb1tf/B0UclhT+Khw4AAAAAElFTkSuQmCC)））

*A* = 2ceil（log2（ ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAUAAAAMCAYAAACqYHctAAAARklEQVQIma3OsQmAMBhE4U8kmUCQFBnALexdyAXc1D2SJoG/16sexzs4PmUNfOFBiUJGw76M4sSGA3VaKSwi/5qEd9xpuDu5ywYN7mRDYQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAQAAAANCAYAAACO/s+2AAAAUUlEQVQImW3NzQ1AYBAG4cdPJC604OquFCUqSAEaEBVwwOVLbDC3d3aTyTy0GMI2xVFjgzyJCk38KDFDkcSJHZcXXUyO78sSKyuOKD70fwVwA02xCk5dAeOEAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAUAAAAOCAYAAADnqNYmAAAAN0lEQVQYlWNgoAgwMjAwtDEwMCgyMDB8ZWBgSIFJbGRgYChEV/2WMsvoBlgZGBieMDAw/IfiCgBojgdwm7ohUgAAAABJRU5ErkJggg==)）））（2n- 1 - 1）

**图 2.14 int8 量化**

同时， *position* 取值需要满足: 如果 *position* 减小 1，就不能够覆盖需要量化的实数集 合的最大值 *max*（*r*x），即 :

（2n- 1 - 1）根 2position- 1 < *max*（*r*x）

由此在求得 position 之后就可以比较简单的求得 scale 的值。

*scale* =（2n1*mx*![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAeCAYAAAD+QjQzAAAA2ElEQVQ4je3TrUqEQRTG8d+7CuIXgkGwr33vwK6gYNkg3oJehSAYhO0ms1hkYaPdokkEi9FgFoMYZgaGg74TrD5p5sz/fMycM/ysTRz+cgbWcNEHdLjEqA8a4jkaB2G/h6cWNMJ7C1rFRwt6w3ILusNGhKJW8BCNc2H/iaVc20tftHmcSi/fqwUctKB//UGLUs+iOqyXUdnGjdTYogHOcVx7HWEmjUuXgQmp40VX2fta+gxdjFKnuMVrLKxen+VL3GOM3TpdDZQUX5hip4zvPrZwUkV+zM7jb/ouG2OZQkZNAAAAAElFTkSuQmCC)*r*
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目前 DLp200 系列支持量化到 int4、int8、int16 三种类型。量化后数据位宽越低， 则吞 吐量越大， 计算越快， 对结果的精度影响也会增大。建议只用在带 filter(例如 conv 、mlp 等复杂算子） 的计算过程中， 对于简单算子 (如 add)，设置之后对速度提升不大， 反而会降 低精度。

量化中常见的两种处理方法：

1. 对普通权重量化，即整个权重或输入内的所有数据都用相同的量化参数。

2. 按通道对权重或者输入进行量化， 即整个张量内的数据按照不同的通道， 每个通道 内的数据用相同的参数，不同通道使用的参数可能不同。

本实验使用对普通权重量化的方式， 为简化实验流程， 此处提供了针对所有数据的量 化参数， 可以直接使用该参数进行实验。理论上修改了网络结构重新训练新的模型是需要 重新计算量化参数的， 但是经过测试， 在本实验中如果仅修改网络隐藏层数量， 采用旧的 量化参数对结果精度的影响非常的小，因此本实验中不需要重新进行量化参数的计算。

<2.2.2.2> python 接口的深度学习编程库 pycnml

深度学习编程库 pycnml 通过调用 DLp 上 cNML库中的高性能算子实现了全连接层、 卷积层、池化层、ReLU 激活层、softmax 损失层等常用的网络层的基本功能， 并提供了常用 网络层的 python 接口。pycnml 提供的编程接口可以用于在 DLp 上加速神经网络算法， 具 体接口说明如表[2.3](#bookmark56)所示。pycnml 用 python 封装了一个 c++类 cnmlNet，该类的成员函数 定义了神经网络中层的创建、网络前向传播、参数加载等操作。

[下面以图2.15](#bookmark57)为例， 介绍如何调用 pycnml 提供的编程接口来创建网络层。首先实例化 pycnml.cnmlNet()，然后调用 cnmlNet 中的 createxxxLayer 成员函数就可以创建相应的网 络层， 例如创建全连接层时只需调用 pycml.cnmlNet().createMlpLayer。所有创建好的层对 象的指针会按顺序以数组的形式保存在 cnmlNet 中， 数组的下标作为层的 id 使用， 当调 用 pycnml.cnmlNet().loadparams 函数时， 便可以通过此 id 来指定需要加载参数的层。 py- cml.cnmlNet().forward 函数会遍历层数组中的对象， 依次调用每个层的前向传播函数， 最 终返回最后一层的前向传播结果。

|  |
| --- |
| # 实 例 化 cnmlNet  net = pycnml . cnmlNet ( )  # 设 定 网 络 输 入 维 度  net . s et Input sh ap e (1 , 3 , 2 2 4 , 2 2 4 )  # conv 1 — 1  # 创 建 卷 积 和 全 连 接 层 时 需 要 输 入 量 化 参 数  net . cre ate con v L ay er ( , conv 1 — 1 , , 6 4 , 3 , 1 , 1 , 1 , input — qu ant — p ar am s [ 0 ] )  # re lu1 — 1  net . create Re Lu Layer ( , re lu1 — 1 , ) |

**图 2.15 pycnml 创建层程序示例**

在使用 pycnml 之前， 首先需要安装 pycnml 库： 先执行 source env.sh 命令初始化环境， 然后解压 pycnml.tar.gz，再进入 pycnml 目录， 执行 build—pycnml.sh 脚本进行编译和安装。 安装完成后便可以在 python 程序中调用 pycnml 库， 编译运行方式与 cpU 上的方式一致。 如果实验中采用的是云平台环境， 由于云平台中已经集成了 pycnml 库， 则不需要再手动安

**表 2.3 pycnml 接口说明**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 接口 | | | 功能描述 | 参数/返回值 |
| **setInputshape**：  pycml.cnmlNet().setInputshape(dim- 1, dim-2, dim-3, dim-4) | | | 设定网络第一层 输入数据的形状 | dim- 1 (int) : 维度 1  dim-2 (int) : 维度 2  dim-3 (int) : 维度 3  dim-4 (int) : 维度 4 |
| **createconvLayer**:  pycml.cnmlNet().createconvLayer(input-shape,  out-channel, kernel-size, stride, dilation, pad, quant-param) | | | 创建卷积层 | input-shape (list) : 输入数据的形状， [N, input channel, input height, input width]  output-channel (int) : 输出 channel 的大小  kernel-size (int) : 卷积核的大小  stride (int) : 卷积步长  dilation (int) : 膨胀系数  pad (int) : 填充大小  quant-param (Quantparam) : 量化参数 |
| **createMlpLayer**:  pycml.cnmlNet().createMlpLayer(input-shape, put-num, quant-param) | | out- | 创建全连接层 | input-shape (list) : 输入数据的形状， [N, input channel, input height, input width]  output-num (int) : 输出数据的 channel 大小  quant-param (Quantparam) : 量化参数 |
| **createReLuLayer**:  pycml.cnmlNet().createReLuLayer(input-shape) | | | 创建 ReLu 激活函 数层 | input-shape (list) : 输入数据的形状 |
| **createsoftmaxLayer**:  pycml.cnmlNet().createsoftmaxLayer(input-shape, axis) | | | 创建 softmax 损 失层 | input-shape (list) : 输入数据的形状  axis (int) : 进行 softmax 计算的维度 |
| **createpoolingLayer**:  pycml.cnmlNet().createpoolingLayer(input-shape, ker- nel-size, stride) | | | 创建最大池化层 | input-shape (list) : 输入数据的形状  kernel-size (int) : pool 窗口的大小  stride (int) : 窗口滑动步长 |
| **createFlattenLayer**:  pycml.cnmlNet().createFlattenLayer(input-shape, out- put-shape) | | | 创建扁平化层 | input-shape (list) : 输入数据的形状  output-shape (list) : 输出数据的形状 |
| **loadparams**:  pycnml.cnmlNet().loadparams(layer-id, bias-data, quant-param) | filter-data, | | 为指定的层加载 参数 | layer-id (int) : 需要加载权重的层的 id。cnmlNet 中将 创建的层存储在一个数组中， id 即为当前层在该数组 中的下标， 比如第一个层的 id 为 0，第二个层的 id 则 为 1  filter-data (list) : 权重数据。必须是一维数组 bias-data(list) : 参数偏置  quant-param (Quantparam) : 量化参数 |
| **setInputData**:  pycml.cnmlNet().setInputData(input-data) | | | 加载输入数据 | input-data (list) : 输入数据。必须是一维数组， 数据布 局为 NcHW |
| **forward**: pycml.cnmlNet().forward() | | | 进行前向传播计 算 |  |
| **getoutputData**: pycnml.cnmlNet().getoutputData() | | | 获取网络的计算 结果 | 返回值 output-data : 网络最后一层的计算结果 |
| **size**: pycnml.cnmlNet().size() | | | 获取神经网络当 前的层数 | 返回值 layers-num (int) : 当前层的数量 |
| **Quantparam**: pycnml.Quantparam | | | 结构体，用于存放 量化参数 position 和 scale。 | 该结构体可以通过构造函数来初始化， 可以使用 py- cnml.Quantparam(position:int, scale:float) 来创建一个 Quantparam 对象。  结构体成员：  pycnml.Quantparam.position ：获取当前 Quantparam 里存放的 position 参数。可以直接对其进行赋值。  pycnml.Quantparam.scale ：获取当前 Quantparam 里存 放的 scale 参数。可以直接对其进行赋值。 |
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装 pycnml。

感兴趣的同学， 可以进一步阅读 pycnml 源码中层的实现， 了解如何调用 CNML 库中 的高性能算子实现全连接层的基本功能。 ReLU 层和 Softmax 层的底层实现与之类似， 具体 每一层的 C++ 代码可以在 pycnml/src/layers 中查看。

2.2.3 实验环境

硬件环境： DLp。

软件环境： pycnml 库、python 编译环境及相关的扩展库， 包括 python 2.7.12，pillow 6.0.0，Scipy 0.19.0，Numpy 1.16.0、CNML 高性能算子库、 CNRT 运行时库

数据集： MNIST 手写数字库。

模型文件：量化参数文件、量化后的网络模型文件。

2.2.4 实验内容

使用 python 封装的深度学习编程库 pycnml 搭建一个三层全连接神经网络， 利用训练 好的模型实现手写数字图像分类，并在 DLp 上正确运行。

[与2.1.4](#bookmark58)节类似，本实验的神经网络工程实现大致分为以下 4 个模块：

1) 数据加载模块：读取测试数据并进行预处理。

2) 基本单元模块：不同网络层的定义，以及前向传播计算等基本功能。

3) 网络结构模块：利用基本单元模块搭建完整的网络。

4) 网络推断模块：使用已有的网络模型，对测试数据进行预测。

2.2.5 实验步骤

<2.2.5.1> 数据加载模块

本实验采用的数据集依然是 MNIST [手写数字库， 数据读取的函数与第2.1.5.1](#bookmark59)节的实现 相同。因为本实验只需完成推断功能， 因此只用读取测试数据， 进行预处理后存储在 Numpy [矩阵中，方便后续推断时快速读取数据，该部分代码如图2.16](#bookmark60)所示。

|  |
| --- |
| # file: mnist一mlp一demo.py  def load一data ( s e lf , d at a一p ath , l ab e l一p a th ) :  # TODO: 调用函数 load一mnist 读取和预处理 MNIST 中训练数据和测试数据的图像和标记  test一ima g es =  test一 labels =  self . t e s t一 d a t a = np . append ( t e st一im a g e s , t e s t一 l a b e l s , a x i s = 1) |

**图 2.16 MNIST 子数据集的读取和预处理**

<2.2.5.2> 基本单元模块

pycnml 库中已经将常用网络层的实现用 python 语言封装起来， 因此可以直接调用 pyc- [nml 中的相关 python接口来实现神经网络的基本单元模块。具体调用方式可以参照图2.15](#bookmark61)中 的示例。
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<2.2.5.3> 网络结构模块

网络结构模块可以直接使用 pycnml 封装好的基本单元接口来搭建一个完整的神经网

络。在工程实现中， 首先用一个类来定义一个神经网络， 然后用类的成员函数来定义神经 网络的初始化、建立神经网络结构等基本操作。 DLP 上实现的网络结构模块的程序示例如 以下代码所示：

|  |
| --- |
| # file: mnist一mlp一demo.py  class MNIST一MLP( object ) :  def 一一init一一 ( s e lf ) :  # 初 始 化 网 络， 创 建 pycnml . cnmlNet () 实 例  self . n et = pycnml . cnmlNet ( )  self . input一qu ant一p ar am s = [ ] #输 入 数 据 的 量 化 参 数  self . filt e r一q u a n t一p a r a m s = [ ] #模 型 参 数 的 量 化 参 数  def build一model ( s e lf , b a t ch一 s i z e = 100 , i n p u t一 s i z e =784 ,  hidden1 =32 , hidden2 = 16 , o u t一c l a s s e s = 10 ,  quant一param一path= , . . / dat a / m nist一m lp一data / m nist一m lp一quant一param . npz , ) :  # 使 用 pycnml 的 接 口 建 立 三 层 神 经 网 络 结 构  self . b a t c h一 s i z e = b a t ch一 s i z e  self . o u t一c l a s s e s = o u t一c l a s s e s  # 读 取 量 化 参 数  params = np . l o a d ( quant一param一path )  input一params = params [ , input , ]  filter一pa ram s = params [ , fil t e r , ]  fo r i in range (0 , len ( input一p ar am s ) , 2) :  self . input一qu ant一p ar am s . append ( pycnml . QuantParam ( in t ( input一p ar am s [ i ]) , fl oa t ( input一params [ i + 1]) ) )  fo r i in range (0 , len ( filt e r一p a r a m s ) , 2) :  self . filt e r一q u a n t一p a r a m s . append ( pycnml . QuantParam ( in t ( filt e r一p a r a m s [ i ]) , fl oa t ( filter一pa ram s [ i + 1]) ) )  # 创 建 神 经 网 络 的 层  self . n et . s et Input Sh ap e ( b at ch一s i z e , inpu t一s i z e , 1 , 1)  # TODO：使用 pycnml 搭建三层神经网络结构  # fc 1  self . n et . cr e at e Ml pL ay er ( ，fc 1 ， , hidden 1 , s e lf . input一qu ant一p ar am s [0] ) |

上述示例程序中定义了以下成员函数：

. 网络初始化： 创建 pycnml.cnmlNet() 的实例 net，后续神经网络层的创建、参数的加 载、前向传播计算等操作都通过该对象来调用。

. 建立网络结构： DLP 上只支持定点量化后的输入数据和权重， 并且在创建全连接层 时需要输入数据的量化参数。因此首先加载输入数据和权重的量化参数文件（量化参数包 括指数因子 position 和缩放因子 scale），然后定义整个神经网络的拓扑结构。定义网络结构 时，使用 net 中的 createxxxLayer 函数来实例化每一层。

<2.2.5.4> 网络推断模块

搭建好网络后， 就可以加载训练好的模型、输入数据进行预测。网络推断模块的 DLP 实现程序示例如以下代码所示：
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|  |
| --- |
| # file: mnist一mlp一demo.py  def load一model ( s e lf , param一dir ) :  # TODO: 分别为三层全连接层加载参数  params = np . l o a d ( param一dir ) . item ( )  weigh1 = np . t r a n sp o s e ( params [ ,w1 , ] , [ 1 , 0]) . fl a t t e n () . a s typ e ( np . fl oa t )  bias1 = params [ ,b1 , ] . fl a tt e n () . a s typ e ( np . fl oa t )  self . n et . load param s (0 , weigh1 , bia s 1 , se lf . filt e r一q u a n t一p a r a m s [0] )  weigh2 = np . t r a n sp o s e ( params [ ,w2 , ] , [ 1 , 0]) . fl a t t e n () . a s typ e ( np . fl oa t )  bias2 = params [ ,b2 , ] . fl a tt e n () . a s typ e ( np . fl oa t )  weigh3 = np . t r a n sp o s e ( params [ ,w3 , ] , [ 1 , 0]) . fl a t t e n () . a s typ e ( np . fl oa t )  bias3 = params [ ,b3 , ] . fl a tt e n () . a s typ e ( np . fl oa t )  def forward ( s e lf ) : # 前 向 传 播  return self . n et . forw ard ( )  def evaluate ( s e lf ) :  p r e d一r e s ult s = np . z er o s ( [ s e lf . t e s t一 d a t a . shape [ 0 ] ] )  # 读 取 一 定 批 量 的 测 试 数 据 进 行 前 向 传 播  fo r idx in range ( s e lf . t e s t一 d a t a . shape [ 0 ]/ s e lf . b a t c h一 s i z e ) :  batch一im age s = s e lf . t e s t一 d a t a [ i dx \* self . b a t c h一 s i z e : ( i dx + 1)\* self . b at ch一s i z e , : - 1] dat a = b atch一im age s . fl a t t e n () . t o li s t ( )  # 加 载 输 入 数 据  self . n et . s e t I npu t D a t a ( d at a )  # 打 印 推 理 的 时 间  start = time . time ( )  self . forw ard ( )  end = time . time ( )  print ( , in fe re n c ing time : %f ,%(end - start ) )  pro b = s e lf . n et . g et Output D at a ( )  pro b = np . a rr ay ( prob ) . r e sh ap e ( ( s e lf . b at ch一s i z e , s e lf . o u t一c l a s s e s ) )  p r e d一l ab e l s = np . argmax ( pro b , a x i s = 1)  p r e d一r e s ult s [ i dx \* self . b a t ch一 s i z e : ( i dx + 1)\* self . b a t ch一 s i z e ] = p r e d一l ab e l s  ac cur acy = np . mean ( p r e d一r e s u lt s == s e lf . t e s t一 d a t a [ : , - 1])  print ( , Accuracy in test set : %f , % a c cur a cy ) |

上述示例程序中， 神经网络推断模块的参数加载、前向传播、精度计算等基本操作拆 分为神经网络类的成员函数来定义：

. 神经网络的参数加载： 读取模型参数文件， 并使用 net 中的 loadparams 接口加载参 [数。可以使用第2.1](#bookmark62)节实验中训练得到的模型参数用于本实验， 但使用前需要使用量化工具 对模型参数(如权重等） 进行量化。为了便于使用， 本实验提供了模型参数量化后的文件。 将模型参数量化文件读入内存后， 需要做两方面的处理： 一方面， 训练得到的模型中全连 接层的权重的存放维度为 *c*in 根 *c*out ，而 DLp 处理全连接层时权重的处理维度为 *c*out 根 *c*in ， 因此需要对读取的权重做一次转置； 另一方面， 由于 python 中的浮点数类型 float 是双精度 浮点， pycnml 接口内部实现的 C++ 函数接收的权重也只能是双精度浮点数类型， 而 Numpy 存储的数据包括权重都是 np.float32 类型， 因此需要手动将 Numpy 数据类型转为np.float64 类型，否则在调用 pycml 库的接口过程中会报错。

. 神经网络的前向传播： net.forward 函数会自动遍历调用 net 中的每一层的前向传播函 数，并将最后一层前向传播的计算结果返回。

. [神经网络推断函数主体： 与第2.1](#bookmark63)节中的 CpU 实现类似， 循环读取一定批量的测试数
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据， 随后调用网络的前向传播函数计算得到神经网络的输出结果， 然后与测试数据集的标 记进行比对计算得到模型的精度。

<2.2.5.5> 完整实验流程

完成所有模块的实现后， 就可以在 DLP 上运行神经网络实现手写数字图像分类。网络 运行的流程与 CPU 上的执行流程基本一致。首先实例化三层神经网络对应的类； 其次调用 网络结构模块 build一model 建立神经网络， 指定神经网络的超参数（如每层的神经元个数）；

随后调用 load一data 函数进行数据的加载和预处理； 然后调用 load一model 函数从文件中读 取训练好的模型参数； 最后调用 evaluate 函数执行网络推断模块获得预测结果， 并测试网 络精度。其中， 用 load一data 和 load一model 加载数据和参数时， 首先会在 DLP 上分配内存 空间， 然后将数据或参数从主存拷贝到 DLP 的存储。本实验完整流程的程序示例如下代码 所示：

|  |
| --- |
| # file: mnist一mlp一demo.py  # 神 经 元 数 量  HIDDEN1 = [32](#bookmark64)  HIDDEN2 = [16](#bookmark65)  OUT = [10](#bookmark66)  def run一m nist ( ) :  bat c h一 s i z e = 10000  h1 , h2 , c = HIDDEN1, HIDDEN2, OUT  mlp = MNIST一MLP()  mlp . build一model ( b a t ch一 s i z e=b at ch一s i z e , hidden 1=h1 , hidden2=h2 , o u t一c l a s s e s =c ) model一path = , weight . npy ,  te st一 d a ta = , . . / . . / m n ist一data / t10k -images -idx3 -ubyte ,  test一 label = , . . / . . / m n ist一data / t10k -label s -idx 1 -ubyte ,  mlp . l o a d一d at a ( t e s t一d a t a , t e s t一 l a b e l )  mlp . load一model ( model一path )  fo r i in range (10) :  mlp . e v a l u a t e ( )  if name == , main , :  run一m nist ( ) |

在上一节的 CPU 实验中， 我们设置的默认 batch size 为 100，为了使读者对 DLP 的计 算能力有更直观的比较和认识， 本实验中将 batch size 改为 10000，即一次传入 10000 张图 片， 比较 DLP 和 CPU计算的时间。因为 DLP 平台上 CNML在第一次运行的时候会有一个 指令生成的过程， 导致运行时间会长一些， 所以我们多次执行 evaluate 函数， 排除第一次 计算的时间，其它的每次计算时间就和真实的硬件时间很接近了。

<2.2.5.6> 实验运行

根据第[2.2.5.1](#bookmark67)节 ~ 第[2.2.5.5](#bookmark68)节的描述补全 mnist一mlp一demo.py 代码， 并通过 Python 运 行.py 代码。具体可以参考以下步骤。

1. **环境申请**
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按照附录[B](#bookmark69)说明申请实验环境并登录云平台，本实验的代码存放在云平台/opt/code一chap 2 3/code一c 目录下。

|  |
| --- |
| # 登录云平台  ssh root@xxx . xxx . xxx . xxx -p xxxxx  # 进入 cod e一chap 2 3 stud ent 目录  cd / opt / code一chap 2 3 / cod e一ch ap 2 3 stu dent  # 初始化环境  sourc e env . sh |

2. **代码实现**

补全 stu一upload 中的 layers一1.py，mnist一mlp一cpu.py，mnist一mlp一demo.py 文件。对 mnist一mlp一cpu.py 文件，将 build一mnist一mlp() 函数修改为以下内容：

|  |
| --- |
| def bu ild一m n i st一m lp ( param一dir = , weight . npy ,) :  h1 , h2 , e = 32 , 16 , 10  mlp = MNIST一MLP( hidden 1=h1 , hidden2=h2 , max一epoch=e )  mlp . l o a d一d at a ()  mlp . build一model ()  mlp . in it一m o d e l ( )  # mlp . t r a i n ( )  # mlp . save一model ( ,mlp-%d-%d-%d epoch . npy , % (h1 , h2 , e ) )  mlp . load一model ( param一dir )  return mlp |

|  |
| --- |
| # 进入实验目录  cd exp 2 2 m ni st一m lp一d lp  # 补全实验代码  vim stu一upl o a d / l ay er s一 1 . py  vim stu一upl o a d / m nist一m lp一cpu . py  vim stu一upl o a d / mnist一m lp一demo . py |

3. **运行实验**

复制实验 [2.1](#bookmark70)中训练得到的参数复制到 stu一upload 目录下，并将参数文件重命名为 weight.npy。

|  |
| --- |
| # 运行完整实验  python main一exp 2 2 . py |

2.2.6 实验评估

[本实验中， 精度评判标准与第2.1](#bookmark71)节实验一样， 使用测试集的平均分类正确率判断分类 结果的精度。性能评判标准为设置 batch size 为 10000 时， 进行一次前向传播的时间。本实 验的评分标准设定如下：

. 60 分标准： 完善本节实验代码， 用 pycnml 搭建出的三层神经网络能够在 DLP 上进 行推断，并且在测试集上的平均分类正确率高于 90%。

. 80 分标准： 修改网络隐藏层神经元的数量， 运行实验 2.1 重新训练模型， 使训练得 到的模型在 DLP 上运行的推断(forward）耗时为 CPU 推断耗时的 1/20 或更低， 并且在测 试集上的平均分类正确率高于 95%。

. 100 分标准： 修改网络隐藏层神经元的数量， 使用第 2.1 实验的代码重新训练模型， 使训练得到的模型在 DLP 上运行的推断耗时为 CPU 推断耗时的 1/50 或更低，并且在测试 集上的平均分类正确率高于 98%。

2.2.7 实验思考

1) DLP 在进行神经网络推断时相对于 CPU 有什么优势和劣势?

2) 在什么样的神经网络结构下， DLP 能够最大发挥它的性能优势?
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