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**Chapter 1 Principal of OOP**

**Layer of Computer Software**

Machine -> Assembly -> Procedure -> Object-oriented

Organizing instruction in group is known as **function**

**Procedure** oriented programming there is **no relation between function and data** so if there are multiple function so which function change which global data its hard to troubleshoot. and it also does not model the real world. function is action oriented

**OOP** treat **data as critical** element and does **not allow** data to move **freely** around the system.

|  |  |
| --- | --- |
| **POP** | **OOP** |
| Top-Down approach | Bottom-up approach |
|  |  |

**Concept of OOP**

**Object:**

Run time entity of system. object is created from class and its has data and member function.

so object are variable of type class.

**Class**

Class is user-defined data-type and behave like built-in type of programming language.

**Encapsulation**

the wrapping up of data and function into a single unit(called class) is known as encapsulation.

**Abstraction**

Representing essential feature without including the background details of explanations.

**Inheritance**

Object of one class can acquire property of another class. this is the idea of re-usability.

**Polymorphism**

ability to take more than one form.

the behaviour depends upon the type of data used in operation.

**opration of (add) :** if **int** var **10 20** to addition will **30**. if **string hello world** become **helloworld**

**operator overloading :** operator to exhibit different behaviour in different instance.

**function overloading :** single function name to perform different type of tasks.

**Chapter 2 : Beginning with CPP**

C plus plus is object oriented programming language is designed by **Bjarne Strostrup** at AT&T bell laboratories in New Jersey USA **early 1980’**s.

Cpp is superset of C.

**Namespace :** new concept introduced in ANSI C++ standard committee.define scope of a identifier used in program.

**cout** and **cin** is object iostream class. cin can read only one word.

**Structure of CPP program**

include files

class declaration

member function declaration

main function

Data-type Feature added in cpp

**Array:** char string[3] = “xyz”; // valid in c

char string[4] =”xyz”; // valid in cpp \*have to add null character \0

**Pointer:** Two new feature added in pointer

1. char \* const ptr1 = “GOOG”; // constant pointer
2. int const \*ptr = &m; // pointer to constant

const int size = 10;

char name[size]; // valid in cpp.

const size = 10; // replacement of #define

const int size = 10; // its eqal to const size = 10;

in C sizeof(‘X’) = = sizeof(int)

but in cpp sizeof(‘x’) == sizeof(char)

can declare define variable anywhere in program.

**Reference Variable**

alias name to existing variable.

data-type & reference-name = variable-names

**Limitation of Reference Variable**

1. Must initialize
2. cant refer to constant
3. cant not re-refer . means once reference variable created it cant refer to another variable

int main()

{

int x = 10, y = 20;

// int &r; // error "r declare as refrence but not initialized"

// int &r = 10; //error non const ref type to int &

// int &r = (const int)10; //error non const ref type to int &

int &r = x; // ok

// int &r = y; // error redeclaration of 'int &r'

cout << "x = " << x << endl;

cout << "y = " << y << endl;

cout << "r = " << r << endl;

return 0;

}

**Scope Resolution Operator**

:: variable name

its **always refer to global variable**. Highest priority to global than local blocks variable:

example:

int m = 10;

/\* Main Program \*/

int main()

{

int m = 20;

{

int m = 30;

cout << "inside block m = "<< m << endl;

cout << "inside block ::m = "<< ::m << endl;

}

cout << "main block m = "<< m << endl;

cout << "main block ::m = "<< ::m << endl;

return 0;

}

**Output**

inside block m = 30

inside block ::m = 10

main block m = 20

main block ::m = 10
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**Free Store Operator :**

**new** and **delete** two unary operator that perform task of allocation of dynamic memory and freeing memory in better and easy way

pointer-variable = **new** data-type;

pointer-variable = **new** data-type(value);

pointer-variable = **new** data-type[size];

delete pointer-variable;

Example:

int main()

{

    int \*i = new int;                // allocating dynamic memory

    float \*f = new float(3.5);       // allocating dynamic memory with initialize

    char \*ch = new char[20];       // allocating dynamic memory to array

    strcpy(ch,"hello");

    cout << "i = " << \*i << " f = " << \*f << " char = " << ch << endl;

    delete i;                      // free memory

    delete f;                      // free memory

    delete [] ch;                    // free array memory

}

**output**

i = 0 f = 3.5 char = hello

**memory leak check with valgrind tool**

valgrind --leak-check=yes ./a.out

**output**

i = 0 f = 3.5 char = hello

==664==

==664== HEAP SUMMARY:

==664== in use at exit: 0 bytes in 0 blocks

==664== total heap usage: 5 allocs, 5 frees, 76,828 bytes allocated

==664==

==664== All heap blocks were freed -- no leaks are possible

**new** operator advantage over **malloc()**

1. no need to sizeof operator
2. no need of typecast
3. possible to initialize variable while creating memory space
4. it can be overloaded

**Chapter 4 Function in cpp**

**Function overloading:**

same function name to create function that perform a variety of different tasks known as function polymorphism in oop. **same function** name with **different argument** lists.

int add(int,int);

**//float add(int,int);     // error function overloading is not differ by return type**

float add(float,float);

float add(int,float);

float add(float,int);

float add(int,int,float);

int main(){

    cout << add(10,20) <<endl

         << add(1.1f,1.2f) <<endl

         << add(10,1.1f) <<endl

         << add(1.1f,20) <<endl

         << add(10,20,1.1f) <<endl;

    return 0;

}

int add(int ix,int iy){

return (ix+iy);

}

float add(float fx,float fy){

return (fx+fy);

}

float add(int ix,float fy){

return (ix+fy);

}

float add(float fx,int iy){

return (fx+iy);

}

float add(int ix,int iy,float fz){

return (ix+iy+fz);

}

**Function Overloading Notes**

1. function overload should be done with caution.
2. we should not overload unrelated functions and should reserve function overloading for function that perform closely related tasks.
3. default argument may be used instead of overloading that reduce function to be defined.

**Chapter 5 Class and Object**

most important feature of cpp is class. extension of idea of structure used in c.

|  |  |
| --- | --- |
| **c structure** | **cpp structure** |
| cannot add two structure element directly  c = a+b; | can add structure elements |
| no data hiding . element of structure can be access by any function and it can be modify by it. | data hiding is possible. |
| no functions | can add functions |
| struct keyword must use while in the declaration of structure variable | struct keywotd can be omited while in the declaration of structure variable |

only difference between structure in cpp and class is by default **member of structure are public** and **member of class are private**

**example :**

class person

{

    private: int pwd;

    public:int id;

           string name;

           int get\_data();

           int set\_pwd(int);

};

int person :: get\_data()

{

    cout << "name : " <<name << endl

          << "id :" << id << endl

          << "pwd :" << pwd << endl;

}

int person :: set\_pwd(int a\_pwd)

{

    pwd = a\_pwd;

}

int main()

{

    persion praful;

    praful.id = 2154;

    praful.name = "Praful Vanker";

    // praful.pwd  = 1234; // error private within context

    praful.set\_pwd(1234);

    praful.get\_data();

    return 0;

}

**note:** we can define member function inside of class , it is treated as inline function so all limitation of inline function apply to member function. so it is re commanded if member function body is small we can define inside of class.

**Memory Allocation to Class object and member function**

memory space for object is allocated when they are declared and not when class is specified. statement is partly true.

**member function memory allocation only once** when they are defined in class.

member variable memory allocation each of time when new object is created. it is essential because it holds different data.

**Static Member Variable :**

1. It is initialize to zero when first object of class is created. No other initialization is permitted.
2. Only one copy of that member is created for entire class and shared with all objects of class. no matter how many objects are created.
3. its scope is within class only but lifetime is entire program.
4. static member variable must defined outside of class. cause it store separately rather than part of object. so static member is class variable.
5. static member variable can be private public

**example:**

class Author{

    private:

            int x;

            static int private\_static\_z;

    public:

            static int z;

            void get\_data();

            void set\_data(int,int);

};

int Author :: z;                        // static member defination

int Author :: private\_static\_z;         // static member defination

void Author ::get\_data()                // member function defination

{

    cout << " static member z = " << z <<endl;

    cout << " private static member z = " << private\_static\_z <<endl;

    cout << " member x = " << x << endl;

}

void Author ::set\_data(int a\_z,int a\_x)

{

    private\_static\_z = a\_z;

    x = a\_x;

}

int main()

{

    Author a,b;

    a.set\_data(10,100);         // set data and initialze z

    a.get\_data();

    a.z = 500;                   // static member can access with object

    a.get\_data();

    Author:: z = 999;            // public static member can access outside of class

    cout << "public\_static\_z = " << Author:: z << endl;

**// Author:: private\_static\_z = 1000;   // error private can not access outside of class**

    b.set\_data(20,200);

    b.get\_data();

    return 0;

}

**output:**

static member z = 0

private static member z = 10

member x = 100

static member z = 500

private static member z = 10

member x = 100

public\_static\_z = 999

static member z = 999

private static member z = 20

member x = 200

**static member function :**

1. A static member function can have access to only static members declared in same class.
2. A static member function can called using the class name (instead of objects) class-name :: function-name;
3. static member function deal with static member variable only. means not static variable can not used in static member function.

**example:**

class student{

    public:

            int id;

            static int count;

            static void show\_count()

            {

                cout << "count = " << count << endl;    // static member

             // cout << "id = " << id << endl;          // error not static member

            }

            void show\_id()

            {

                cout << "id = " << id << endl;

            }

};

int student:: count;

int main()

{

    student s;

    s.id = 0;

    s.count = 0;

    s.show\_count();

    s.show\_id();

    return 0;

}

**Friend Function**
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Non Member Function can not access private data of class. there is any situation where classes want to share there function there friend function works. to make any function friend of a class simply declare this function as a friend of a class

Friend Function characteristics

1. any function can declare as friend of a class
2. friend function can not call with object it can call as normal function
3. we should pass class object in argument to access the data.
4. it can be declare in public or private no meaning change
5. used in operator overloading

**example:**

class A; // class declare

class B;

int sum(class A, class B); // function declare

class A // class define

{

    int x;

    friend int sum(class A, class B); // friend function declare

public:

    void get\_data()

    {

        cout << "x = " << x << endl;

    }

    void set\_data(int ax)

    {

        x = ax;

    }

};

class B

{

    int y;

    friend int sum(class A, class B); // friend function declared

public:

    void get\_data()

    {

        cout << "y = " << y << endl;

    }

    void set\_data(int ay)

    {

        y = ay;

    }

};

int sum(A ax, B by)

{

    return (ax.x + by.y);

}

int main()

{

    A a;

    B b;

    a.set\_data(10);

    b.set\_data(20);

    cout << "sum of a + b = " << sum(a, b) << endl; // calling friend function

}

**output**

sum of a + b = 30

**const MEMBER FUNCTION :**

if member function does not alter any member variable data in the class. then we may declare it is a const member function

void get\_data() const;

the **qualifier** const is appending to the function prototype (in both declaration and definition).

**Local class:**

classes can be defined inside of function or block such classes are called local classes.

**note**

1. local class can use global variable (declare above function) and static variable declared inside the function but **can not use automatic local variables.**
2. global variable should used with scope operator(::).
3. local class can not have static data member
4. member function must defined inside of class only.
5. enclosed function can not access private data member of local class it can be achieved if function is friend.

**example:**

int global\_z = 10;

int main()

{

    int local\_x = 20;

    static int static\_y = 30;

**class local\_class**

**{**

        int private\_x;

        public:

            int public\_x;

            void set\_data(int pri\_a,int pub\_b)

            {

                private\_x = pri\_a;

                public\_x = pub\_b;

            }

            void get\_data()

            {

                cout << "private x  =" << private\_x << endl

                     << "public\_x   =" << public\_x << endl

                     << "staic\_y    =" << static\_y << endl      // class can access static member of function

                     << "::global\_z =" << ::global\_z << endl;   // class can access global member with scope operator

            // cout << "local\_x = " << local\_x << endl;

/\* error  use of local variable with automatic storage from containing function \*/

             }

**};**

    local\_class obj;

    obj.set\_data(100,200);

    obj.get\_data();

}

**output:**

private x =100

public\_x =200

staic\_y =30

::global\_z =10

**Chapter 6 Constructor and Destructors**

cpp provide special member function called constructor which enable an object to initialize itself when created. this known as automatic initialization of object. it also provide another member function called destructor that destroy the object when they no longer require.

**constructor :** constructor is a special member function whose task to **initialize the object of its class**. it is **special because its name is the same as class name.** its invoke automatic whenever object is created.

**notes**

1. should declare in **public** section
2. it invoked automatic when the object created
3. do not have **return** type (not even void)
4. can not inherited, though derived class can call the base class constructor.
5. can have default argument.
6. can not be **virtual**
7. we can not refer address
8. may implicitly call **new** and **delete** when memory allocation required.
9. if we declare implicitly constructor it is mandatory to initialize all member variable.

**Type of Constructor**

1. Default constructor
2. Parameterized constructor
3. copy constructor
4. dynamic constructor

**Default constructor :** A constructor that accept no argument called default constructor. it is implicitly added by compiler if not added explicitly that's why its called default constructor.

class-name :: class-name(void)

**Parameterized constructor:**

the constructor that can take arguments are called parameterized constructor.

class-name :: class-name (arguments…);

**Copy constructor :** constructor can accept a reference of its own class as a parameter that type of constructor called as copy constructor.

class-name :: class-name(class-name &);

**notes:**

it is important to distinguish between default constructor **A::A()** and default argument constructor **A::A(int =0).** the default argument constructor can be called with either one argument or no argument. when called with no argument, its become a default constructor.when both these forms are used in class it **causes ambiguity** .

**Default Constructor example:**

class A{

    int x;

    public:

        // A(){}                       // default constructor that may compiler provide if we didn’t provide explicitly

**A():x(0){};**                  // default constructor explicitly provided that initialize x with 0

        void get\_data()

        {

            cout << "x = " << x << endl;

        }

};

int main()

{

    A obj;

    obj.get\_data();

    return 0;

}

**output:**

x = 0

**Parameterized constructor example:**

class A

{

    int x;

    public:

**A(int a):x(a){};** // parameterized constructor

        void get\_data()

        {

            cout << "x = " << x << endl;

        }

};

int main()

{

    A a(20);

    a.get\_data();

}

**Copy constructor example**

class A{

    int x;

    public:

        A():x(10){cout << "default constructor called" << endl;}

**A(A &a){**

**cout << "copy constructor called " << endl;**

**x = a.x;**

**}**

        void set\_data(int a)

        {

            x = a;

        }

        void get\_data()

        {

            cout << "x = " << x << endl;

        }

};

int main()

{

    A a;                  // a object created

    a.get\_data();

    a.set\_data(100);

    a.get\_data();

    A b(a);               // b object created with help of copy constructor

    b.get\_data();

}

**output:**

default constructor called

x = 10

x = 100

copy constructor called

x = 100

**Destructor :** destroy the object that have been created by a constructor.

distructor name same as class name only with tilde symbol **~**.

**~A(){}**

* never take any argument nor does it return any value.
* it invoke illicitly by compiler upon exit from program

**example:**

class A{

    int x;

    public:

        A():x(10){

            cout << "construtor called" << endl;

        }

**~A(){**

**cout << "distructor called" << endl;**

**}**

};

int main()

{

    cout << "a object created " << endl;

    A a;

    {

        cout << "b object created" << endl;

        A b;

    }

    cout << "b object scope done" << endl;

}

**output:**

a object created

construtor called

b object created

construtor called

distructor called

b object scope done

distructor called

**Chapter 7 Operator Overloading and Type Conversions**

* mechanism to give special meaning to operator known as operator overloading
* built in data-type we can apply any operator and do operation but if we want to use operator on user-defined data-type like class we need to overload the operator.

following **operator can** **not be overloaded**

1. Class member access operator (**..,.\***).
2. scope resolution operator (::).
3. Size operator (**sizeof**).
4. Conditional operator (**?:**).

we can not overload this operator may be attributed to the fact that these operaotr takes names (class name) as their operand instead of value.

some of grammatical rules govern its use such as number of operands.
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**unary (-) operator overloading:**

overloading minus sign operator

if class A object a member **x = 10** after apply **-a** it will become **x = -10**;

**example:**

class A{

    int x;

    public:

        A():x(10){} // default constructor

        void get\_data()

        {

            cout << " x = " << x << endl;

        }

**void operator -()**   // unary - operator overloading (it just change sign of data-member)

**{**

**x = -x;**

**}**

};

int main()

{

    A a;

    a.get\_data();

    -a;

    a.get\_data();

}

**output:**

x = 10

x = -10

**Overloading + operator:**

with overload the + operator we can add tho complex data-type like C = A+B;

**example:**

class A{

    int x;

    public:

    A():x(10){}

**A operator+(A a)**

**{**

**A temp;**

**temp.x = x + a.x;**

**return temp;**

**}**

 void get\_data()

    {

        cout << "x = " << x << endl;

    }

};

int main()

{

    A a,b,c;

    a.get\_data();

    b.get\_data();

    c = a + b;      // c = a.operator+(b) usual function call syntax

    c.get\_data();

}

**output:**

x = 10

x = 10

x = 20

**some notes on operator +() overloading function**

1. it received only one **A** type argument explicitly
2. it returns a **A** type value
3. it is a member function of **A**.

**c = a + b**; // this invoke operator + () function

we know that member function can called only by object of the same class. here the **a** object takes the responsibility of invoking the function and **b** plays the role of the argument that is passed in function.

so now syntax will equivalent to **c = a.operator+(b);**

**without temp variable**

A(int a):x(a){}     // parameterized constructor

A operator+(A a)

{

**return A(x + a.x);** // due to parameterized constructor we can avoid use of temp variable

}

there is a **limitation of member function** while overloading operator + ().

**a = b + 2;**

where **a** and **b** are object of same class this will run fine **but**

**a = 2 + b;**

will not work, this is because left hand operand which is responsible for invoking member-function should be an object of the same class. with **friend function** we can allow both approach. **how ?**

no need of object to invoke friend function but can be passed as an argument.

**friend** A operator+(A a,A b); // define as friend in class

A operator+(A a, A b) // as friend function operator + overloading

{

    return A(a.x + b.x);

}

We **can not overload** following operator using **friend function**

1. **=** Assignment.
2. **()** function call.
3. **[]** Subscript.
4. **->** class member access

**ALL Opeator overloaded single example:**

class A

{

    int x;

    int a[5];

public:

    A(int obj) : x(obj) {

        for(int i=0 ; i< 5; i++)

        {

            a[i] = 0;

        }

    } // parameterized constructor

    friend A operator+(A a, A b);                   // overload + operator

    friend ostream &operator<<(ostream &out, A &obj)

    {

        cout << "x = " << obj.x << endl;

        return out;

    }

    void operator-()                                // overload unary - operator

    {

        x = -x;

    }

    void operator = (A obj)                          // overload = assignment

    {

        x = obj.x;

    }

    int operator[] (int index)                       // overload [] subscipt

    {

        return a[index];

    }

    void operator()(int obj)                        // oberload function()

    {

        x = obj;

    }

    void get\_data()

    {

        cout << "x = " << x << endl;

    }

    void set\_array(int \*p)

    {

        for(int i =0; i<5 ; i++)

        {

            a[i] = p[i];

        }

    }

};

A operator+(A a, A b)

{

    return A(a.x + b.x);

}

int main()

{

    A a(10), b(20), c(0);

    a(50);                                              // using function operator overload

    a.get\_data();

    int x[5] = {1,2,3,4,5};

    a.set\_array(x);

    for(int i = 0; i < 5 ; i++)

    {

        cout << "a[" << i << "] = " << a[i] << endl;    // using object with subscipt operator

    }

    a.get\_data();

    b.get\_data();

    c = a + b;                                          // c = a.operator+(b) usual function call syntax

    c.get\_data();

    cout << a << b << c << endl;                        // overload insersion operaotr using friend function

}
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the mechanism to deriving a new class from an old one is called **inheritance**. or we can say acquiring the property of one class to another class. new class called **derived class** and the exiting class is known as **base class**

**example:**

class person // Base Class

{

    string dob;

    string name;

public:

    void get\_person\_data()

    {

        cout << "name = " << name << endl

             << "dob  = " << dob << endl;

    }

    void set\_person\_data(string s\_dob, string s\_name)

    {

        dob = s\_dob;

        name = s\_name;

    }

};

class employee : public person // Derived Class

{

    int id;

public:

    void set\_employee\_data(int a\_id)

    {

        id = a\_id;

    }

    void get\_employee\_data()

    {

        cout << "employee id = " << id << endl;

    }

};

int main()

{

    cout << "person Base Class" << endl;

    person praful;

    praful.set\_person\_data("16/10/1990", "praful");

    praful.get\_person\_data();

    cout << "employee Derived class" << endl;

    employee e\_praful;

    e\_praful.set\_person\_data("16/10/1990", "Praful");

    e\_praful.set\_employee\_data(2154);

    e\_praful.get\_person\_data();

    e\_praful.get\_employee\_data();

    return 0;

}

above example is on single inheritance. person is a base class where data member are private and member function are public.when we derived a employee class from person the private member is derived as private member and member function as public as it is.

private section of base class can not be public even if we derived it public

public section of base class can be be derived as private.

|  |  |  |  |
| --- | --- | --- | --- |
| **Base Class Visibility** | **Derived Public** | **Derived Protected** | **Derived Private** |
| **public** | public | protected | private |
| **protected** | protected | protected | private |
| **private** | cant inherited | cant inherited | cant inherited |

cant inherited means can not access in derived class.

**example:**

class A

{

    int x;

    public:

    int y;

    A():x(10),y(20){

        cout << "Class A Constructor" << endl;

        cout << "x = " << x << " y = " << y << endl;

    }

};

class B : public A

{

    int z;

    public:

    B():z(40){

        cout << "class B Constructor" << endl;

**y = 30;**

        cout << "y = " << y << " z = " << z << endl;

    }

};

int main()

{

    A a;

    B b;

    return 0;

}

**output:**

Class A Constructor

x = 10 y = 20

Class A Constructor

x = 10 y = 20

class B Constructor

y = 30 z = 40

**note:**

1. constructor of class B is implicitly call constructor of class A.
2. once constructor called finished we can access the public member variable of base class in derived class

**Type of inheritance**

1. Single Inheritance
2. Multilevel Inheritance
3. Multiple Inheritance
4. Hierarchical Inheritance
5. Hybrid Inheritance
6. Multipath inheritance

![types_of_inheritance_in_cpp](data:image/png;base64,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)’

* Derivation of class from only one base class is **Single inheritance**
* Derivation of class from another derived class is **Multilevel inheritance**
* Derivation of class from several base class is **Multiple inheritance**.
* Derivation of several class from single class is **Hierarchical inheritance.**
* Derivation of class from other derived class which is from same base class is **multipath inheritance.**

**virtual base class:**

Consider situation where all three type of inheritance apply namely **multilevel, multiple and hierarchical**. in this case child would have duplicate sets of member from grand base class this introduces ambiguity and should be avoided.

When class is made a virtual base class it take care that **only one copy of that class is inherited**, regardless of how many inheritance path exists between the virtual base class and derived classes.
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**Abstract Class:**

class that is not use to create objects. only design to be used as a base class.

class can only be consider as an abstract class if it has **at least one pure virtual function**.

An abstract class can not be initiated. however with abstract class we can do

Have data member, have non virtual member function, provide implementation for pure virtual function. do everything except instantiate it.

**example:**

class Vehicle                       // Abstract Class

{

    private:

        int id;

    public:

        virtual void show\_id() = 0; // pure virtual fun

};

class Lmw: public Vehicle           // Derived Class

{

    public:

        void show\_id(){}            // have to override

};

**Chapter 9 Virtual Function and Polymorphism**

**virtual function:** to archive run time polymorphism.

1. when it is known what class objects are under consideration, the appropriate version of the function invoked.
2. when we use same function name in both the base class and derived class, the function in base class is declare as virtual using virtual keyword preceding its normal declaration.
3. When function made virtual, Cpp determined which function to use at run time based on **type of object pointed to by base pointer , rather than type of pointer**

**example:**

class base

{

    int x;

    public:

        base():x(10){}

        virtual void v\_show()

        {

            cout << "base x = " << x << endl;

        }

        void show()

        {

            cout << "base x = " << x << endl;

        }

};

class derived: public base

{

    int y;

    public:

        derived():y(20){}

        void v\_show()

        {

            cout << "Derived y = " << y << endl;

        }

        void show()

        {

            cout << "Derived y = " << y << endl;

        }

};

int main()

{

    base b;

    derived d;

    base \*bptr;

    cout << "pointing to Base calling v\_show" << endl;

    bptr = &b;

    bptr->v\_show();

    cout << "pointing to Derived calling v\_show" << endl;

    bptr = &d;

    bptr->v\_show();

    cout << "pointing to Base calling show" << endl;

    bptr = &b;

    bptr->show();

    cout << "pointing to Derived calling show" << endl;

    bptr = &d;

    bptr->show();

    return 0;

}

**output:**

pointing to Base calling v\_show

base x = 10

pointing to Derived calling v\_show

Derived y = 20

pointing to Base calling show

base x = 10

pointing to Derived calling show

base x = 10

run time polymorphism archived only when virtual function accessed by base class pointer.

**Rules of Virtual Function**

1. virtual function must be member of class
2. they can not be static
3. they are access with object pointer
4. virtual function can be a friend of another class
5. virtual function in base class must be defined, even it may not use.
6. derived class must be use same name and argument of base class virtual fun
7. base class pointer can be point to any derived class object but reverse in not possible
8. not be necessarily redefined in the derived class. in such case will invoke the base function.

**Pure virtual function**

the function inside base class not perform any task but may be used in derived class. this function are called “do-nothing” function may defined as follow:

virtual void v\_show() = 0;

such function called pure virtual function. A pure virtual function is a function declared in base class that has no definition to base class.

**derived class must** to either **redefined the function or re-declare as virtual function**.

**Chapter 10 Managing Console I/O Operations**

**Stream** is a sequence of byte. it act as either as a source from which the input data can be obtained or as a destination to which the output data can be sent.

source stream that provide data to program called **input stream.**

destination stream that receives output from the program called **output stream.**

**put():** ostream member function used to opration on single character.

cout.put(‘x’);

**get():** istream member function used to operation on single character.

cin.get(c);

**getline():**the getline function reads a whole line of text data that ends with newline character.

cin.getline(line, size);

**write():** displays entire line

cout.write(line, size)

**width():** set width of a field necessary for output of an item.

cout.width(5); // 5 byte space

**get() put() example**

char c;

cin.get(c);

while (c != '\n')

{

cout.put(c);

cin.get(c);

}

**width() example**

enum{

    EMPLOYEE\_NAME\_WIDTH = 10,

    EMPLOYEE\_ID\_WIDTH = 5

};

class employee

{

    public:

        string employee\_name[3];

        int employee\_id[3];

        void set\_data(string ptr[3],int \*id)

        {

            for(int i = 0; i < 3 ; i++)

            {

                employee\_id[i] = id[i];

                employee\_name[i] = ptr[i];

            }

        }

        void get\_data()

        {

            for(int i = 0; i < 3 ; i++)

            {

                cout.width(EMPLOYEE\_ID\_WIDTH);

                cout << employee\_id[i] ;

                cout.width(EMPLOYEE\_NAME\_WIDTH);

                cout << employee\_name[i] << endl;

            }

        }

};

int main()

{

    employee e;

    string s\_e[3] = {"tushar","praful","rakesh"};

    int i\_e[3] = {1234,5678,9101};

    e.set\_data(s\_e,i\_e);

    cout.width(EMPLOYEE\_ID\_WIDTH);

    cout<<"Width";

    cout.width(EMPLOYEE\_NAME\_WIDTH);

    cout<<"Name"<<endl;

    e.get\_data();

}

**output**

Width Name

1234 tushar

5678 praful

9101 rakesh

**Chapter 11 Working With Files**

C++ contains set of class that defined file handling methods. this include **ifstream**, **ofstream** and **fstream**.

**Opening closing file**

for opening file we must first creat a file stream and then link with filename.

1. using constructor of class
2. using member function open() of the class

first method used when we use only one file in thre stream. second method we can use if we want to manage multiple files using one stream.

obj.open(“file-path”,mode)

**opening file in different modes**

|  |  |
| --- | --- |
| **mode** | **Meaning** |
| ios::app | appending |
| ios::ate | go to end of file on opening |
| ios::binary | binary file |
| ios::in | read only |
| ios::nocreate | open fail if file not exist |
| ios::noreplace | open fail if file exist |
| ios::out | write only |
| ios::trunc | delete content and open |

**opening file using constructor:**

1. Create a file stream object to mange the stream using appropriate class. class **ofstream** used to create **output stream.** and class **ifstream** used to create **input stream.**
2. Initialize the file object with desired file-name.

ofstream logfile(“logfile”); // logfile is file name

this create logfile as an ofstream object that manages output stream.

similarly the following statement declares infile as **ifstream** object and attaches it to the file data for reading.

ifstream infile(“data”); // data is filename

for **closing**

infile.close()

logfile.close()

disconnect file from stream.

**example**

#include <iostream>

#include <fstream>

using namespace std;

int main()

{

    ofstream w\_f;               // output stream object

    ifstream r\_f;               // input stream object

    char data[20] = {0};

    char data1[20] = {0};

    w\_f.open("file");           // connect file to output stream

    cin.getline(data,20);

    w\_f << data;

    w\_f.close();                // disconnect the file to input stream

    r\_f.open("file");           // connect the file to input stream

    r\_f.getline(data1,20);

    cout.write(data1,20);

    r\_f.close();                // disconnect the file from input stream

    return 0;

}

**output:**

Hello World <press Enter>

Hello World

**eof(): end of file** is a member function of **ios** class. it return non-zero value if EOF condition is encounter.

if(fin1.eof() != 0)

{

exit (1);

}

above statement terminates the program on reaching end of file.

**File Pointers**

**seekg()** Moves get pointer (input) to a specified location.

**seekp()** Moves put pointer (output) to specified location

**tellg()** Give current position of get pointer.

**tellp()** Gives the current position of the put pointer.

**ios::beg** start of the file.

**ios::cur** current position of file.

**ios::end** end of file

|  |  |
| --- | --- |
| **Seek Call** | **Action** |
| fin.seekg(o, ios::beg); | Go to start |
| fin.seekg(o , ios::cur); | Stay at current position |
| fin.seekg(o, ios::end); | Go to end of file |
| fin.seekg(m , ios::beg); | Go to (m + 1)th byte in the file |
| fin.seekg(m, ios::cur); | Go forward by m byte from current position |
| fin.seekg(-m, ios::cur); | Go Backward m byte from current position |
| fin.seekg(-m, ios::end); | Go to Backward by m bytes from end of file |

**error Handling in file operation**

w\_f.open("file"); // connect file to output stream

    if (!w\_f.fail())  // do file operation if it successfully open

    {

        w\_f << data;

        w\_f.close();

    }

    r\_f.open("file"); // connect the file to input stream

    if (!r\_f.fail())

    {

        r\_f.getline(data1, 20);

        cout.write(data1, 20);

        r\_f.close(); // disconnect the file from input stream

    }

**Chapter 12 Templates**
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Concept that enable us to **define generic class and function** support generic programming.

for example a class template for an **array class** would enable us to create array of various data-type such as int,char, float.

we can define template for function **mul()**, that would help us to create various version of mul() for multiplying int, float and double type value.

**General format of class template:**

template<class T>

class class-name

{

// …..

// class member

// class anonymous type T

// …..

};

**example:**

template<class T>

class array

{

    T\* a;

    int size;

    public:

        array(int m)

        {

            a = new T[size = m];

            for(int i = 0 ; i<size; i++)

            {

                a[i] = 0.5;

            }

        }

};

int main()

{

    array<int> obj\_int\_array(10);

    array<float> obj\_float\_array(10);

return (0);

}

A class created form a class template is called **template class.**

classname<type> objectname(arglist);

this process of creating class from a class template is called **instantiation**.

**class template with multiple parameter**

template<class T1, class T2, …>

class class-name

{// body of class

};

**example:**

template <class T1, class T2>

class test

{

    T1 a;

    T2 b;

    public:

        test(T1 x,T2 y)

        {

            a = x;

            b = y;

        }

        void get\_data()

        {

            cout << "a = " << a << " b = " << b << endl;

        }

};

int main()

{

    test <int,float> i\_f(10,3.5);

    test <float,int> f\_i(4.8,20);

    i\_f.get\_data();

    f\_i.get\_data();

}

**output:**

a = 10 b = 3.5

a = 4.8 b = 20

**Default data-type of class**

template <class T1 = int, class T2 = int>

**Function Template:**

the function template syntax is similar to that of the class template except that er are defining function instead of classes. we must use template parameter T as and when necessary in the function body and in its arguments.

we can invoke function like ordinary function but it can operate on any type of data. like below example we can use **swap()** function to swap any type of data-type data.

**example**

template<class T>

void swap(T &x, T &y)

{

T temp = x;

x = y;

y = temp;

}

**bubble sort template function example:**

template <class T>          // bubble sort template function can sort any type

void bubble(T a[], int s)

{

    for(int i = 0; i < s-1 ; i++)

    {

        for(int j = s-1; i<j; j--)

        {

            if(a[j] < a[j-1])

            {

                T temp = a[j];

                a[j] = a[j-1];

                a[j-1] = temp;

            }

        }

    }

}

template <class X>          // print function can print any type of array

void print(X \*ptr,int m)

{

    cout << "data :";

    for(int i =0; i < m;i++)

    {

        cout << ptr[i];

    }

    cout << endl;

}

int main()

{

    int i[5] = {1,3,2,6,0};

    char c[9] = "adcbADCB";

    cout << "before Swap ..."<<endl;

    print(i,5);

    print(c,9);

    bubble(i,5);

    bubble(c,9);

    cout << "After Swap ..."<<endl;

    print(i,5);

    print(c,10);

}

**Chapter 13 Exception Handling**

We know that that is very rare that program works correctly first time. it might be a bug or error. two type of most common bug are  **logical and syntactical errors**.

C++ provide built-in language features to detect and handle exception which are basically run time error.

exception handling is not part of C++, it is a new feature that added by **ANSI C++**. today almost all compiler support this feature. there is two type of exceptions.

**synchronous exception:** error such as “out-of-range index” and “over-flow

**asynchronous exception:** error that beyond control of program (keyboard interrupt)

1. Find the problem (**hit** exception)
2. Inform that an error has occurred ( **Throw** the exception).
3. Received the error information (**catch** the exception).
4. Take corrective actions (**handle** the exception).

exception

**try** block

detects and throws an exception

object

**try**

**catch** block

Catches and Handle the exception

{

…

**throw** exception; // detect and throw an exception

…

}

**catch**(type arg) // catch the exception

{

…

}

**try** us used to preface a block of statement which may generate exceptions.

**throw** is used to throw an exception if detected.

**catch** ‘catches’ the exception ‘thrown’ by the throw statement in try block.

exception are objects that used to transmit information about problem. if the type of object matches the **arg** type in **catch** statement, then catch block is executed for handling the exception.

if do not match program can be aborted using **abort().**

**example: Divide by Zero exception**

int main()

{

    int a,b,c;

    cout << "enter values :" ;

    cin >> a >> b;

       try             /\* Try block \*/

    {

        if(b == 0)  /\* detecting exception \*/

        {

            throw(b);   /\* throwing exception \*/

        }

        cout << "a/b = "<< (c = a/b) << endl;

    }

    catch(int m)    /\* catching exception \*/

    {

        cout << "exception Divide by Zero\n";

    }

    return 0;

}

**Catching all Exceptions**

  catch(...) /\* accept or catch all throw, that is not explicitly catch \*/

    {

        cout << "default exception...\n";

}

**Restrictions on Throw**

void test(int x) throw (int,double)

{

    try

    {

        if(x == 0)

            throw 'x';

        else

        {

            if(x == 1)

                throw x;

            else

                throw 1.1;

        }

    }

    cout << "end of test\_fun()\n";

}

here test function will not throw any exception of int and double type.

**note:** A function can only be restricted in what types of exception it throw back to the try block that called it. the restriction applies only when throwing an exception out of the function(not within a function).

**Chapter 14 Introduction to the Standard Template Library ( S T L )**

Alexander Stepanov anf meng lee of Hewlett-Packard developed a set of general purpose templatized classes (data-structure) and function(algorithm) that could be used as standard approach for storing and processing data. the collection of these generic classes and function called the Standard Template Library. no STL is part of ANSI standard c++ class library.

**STL component** are defined in the namespace **std.** there for we use usinge namespace directive.
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A **container** is an object that actually store data. it is a way data in organized in memory. the STL **container** are implemented by template classes and therefore can be easily customized to hold different type of data.

An **algorithm** is a procedure that used to process the data in the containers. The STL includes many different kinds of algorithms to provide support to tasks such as **initializing, searching, copying merging** etc.

An Iterator is an object (like pointer) that points to an element in a container. We can use iterator to move through the contents of containers. iterators are handles just like pointer.

![IMG_256](data:image/png;base64,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)

**Sequence Containers:**

Sequence containers store elements in linear sequence. like a line. each element is related to other elements by its position along the line. they all expand themselves to allow insertion of the elements and all of them support a number of operation on them.

Comparison of sequence containers

|  |  |  |  |
| --- | --- | --- | --- |
| **Container** | **Random access** | **insertion/deletion in the middle** | **insertion or deletion at the end** |
| vector | Fast | Slow | Fast at Back |
| List | Slow | Fast | Fast at front |
| deque | Fast | Slow | Fast at both the ends |

**Associative Containers**

1. Associative containers are designed to support direct access to element using keys. they are not sequential.
2. all container store data in **tree,** which facilitates fast searching, deletion, and insertion.
3. the main difference between a **set** and **multiset** is that multiset allows duplicate items while a set does not.
4. container **map** and **multimap** are used to store pairs of item. one call **key** and other called **value**.
5. Difference between map and multimap is that map allows only one key for given value to be store while multimap permits multiple keys.

**Derived Containers**

1. its also known as container adaptors.
2. stack, queue and priority queues can be created from different sequence containers.
3. the derived containers **do not support iterator.**
4. support two member function **pop() and push()** for implementing deletion and insertion.

**Algorithms**

1. Algorithms of each container provides functions for its basic operations
2. STL provide **60+** algorithms to support more extended or complex operation.
3. STL algorithms are not **member function** or **friend function** of containers. they are standalone template function
4. to access STL algorithms we must include **<algorithm>** in program.
5. algorithms categorized as **retrieve or nonmutating, mutating , sorting, set, relation.**

**Iterators**

1. iterator behave like pointers and used to access container elements.
2. Different types of iterator used with different type of containers.
3. forward iterator supports all operation of input and output iterators and also retains its position in the container.
4. A bidirectional iterator, while supporting all forward iterator operation. provide the ability to move in backward direction in the container.
5. A random access iterator combine the functionality of a bidirectional iterator with ability to jump to any arbitrary location.

**Vectors:**

1. vector is most widely used container.it store elements in contiguous memory locations and enable direct access to any element using subscript operator [].
2. vector can change its size dynamically and therefor allocation memory as needed run time.
3. vector class contain number of constructor to create vector object.
4. vector class contain several member function.

**Using Vectors**

#include <iostream>

#include <vector>

using namespace std;

void display(vector<int> &v)

{

    cout << "display container data :";

    for(int i=0; i < v.size(); i++)

    {

        cout << v[i] << " ";

    }

    cout << endl;

}

int main()

{

    vector<int> v;

    int x;

    cout << "pushing 5 element before size = " << v.size() << endl;

    for(int i=0; i<5; i++)

    {

        cin >> x;

        v.push\_back(x);

    }

    cout << "After push 5 element size = " << v.size() << endl;

    display(v);

    cout << "add one element" << endl;

    v.push\_back(6.6);

    cout << "After 6th element size = " << v.size() << endl;

    display(v);

    cout << "changing 1st element" <<endl;

    vector<int>::iterator itr = v.begin();  // iterator point to begin

    v.insert(itr,1,10);

    display(v);

    cout << "changing 4th element" <<endl;

    itr = itr +3;

    v.insert(itr,1,40);

    display(v);

    cout << "removing element 1st and 4th" <<endl;

    v.erase(v.begin(),v.begin()+4);

    cout << "After removing element size = " << v.size() << endl;

    display(v);

}

**output:**

pushing 5 element before size = 0

1 2 3 4 5

After push 5 element size = 5

display container data :1 2 3 4 5

add one element

After 6th element size = 6

display container data :1 2 3 4 5 6

changing 1st element

display container data :10 1 2 3 4 5 6

changing 4th element

display container data :10 1 2 40 3 4 5 6

removing element 1st and 4th

After removing element size = 4

display container data :3 4 5 6
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**List :** list is container that support bi-directional, linear list and provide an efficient implementation

list can access sequentially only.list class provide many manipulated function.

**example:**

#include <iostream>

#include <list>

#include <cstdlib>

using namespace std;

void display(list<int> &lst)

{

    list<int>::iterator p;

    for(p=lst.begin(); p!= lst.end(); ++p)

    {

        cout << "\*p = " << \*p << " ";

    }

    cout << endl;

}

int main()

{

    list<int> list1;

    list<int> list2(5);

    for(int i= 0; i<3;i++)

    {

        list1.push\_back((rand()/100)%100);

    }

    list<int>::iterator p;

    for(p= list2.begin(); p != list2.end(); ++p)

    {

        \*p = (rand()/100)%100;

    }

    cout << "list1" <<endl;

    display(list1);

    cout << "list2" <<endl;

    display(list2);

    cout << "Adding font and back list 1\n";

    display(list1);

    list1.push\_back(1000);

    list1.push\_front(2000);

    display(list1);

    cout << "Removing font and back of list 1\n";

    display(list2);

    list2.pop\_back();

    list2.pop\_front();

    display(list2);

    list<int> listA = list1;

    list<int> listB = list2;

    cout << "copting list and sorting \n";

    cout << "before sort\n";

    display(listA);

    display(listB);

    listA.sort();

    listB.sort();

    cout << "after sort....\n";

    display(listA);

    display(listB);

    cout << "merging list A AND B\n";

    listA.merge(listB);

    display(listA);

    cout << "reverse list\n";

    listA.reverse();

    display(listA);

    return 0;

}

**output:**

list1

\*p = 93 \*p = 8 \*p = 27

list2

\*p = 69 \*p = 77 \*p = 83 \*p = 53 \*p = 4

Adding font and back list 1

\*p = 93 \*p = 8 \*p = 27

\*p = 2000 \*p = 93 \*p = 8 \*p = 27 \*p = 1000

Removing font and back of list 1

\*p = 69 \*p = 77 \*p = 83 \*p = 53 \*p = 4

\*p = 77 \*p = 83 \*p = 53

copting list and sorting

before sort

\*p = 2000 \*p = 93 \*p = 8 \*p = 27 \*p = 1000

\*p = 77 \*p = 83 \*p = 53

after sort....

\*p = 8 \*p = 27 \*p = 93 \*p = 1000 \*p = 2000

\*p = 53 \*p = 77 \*p = 83

merging list A AND B

\*p = 8 \*p = 27 \*p = 53 \*p = 77 \*p = 83 \*p = 93 \*p = 1000 \*p = 2000

reverse list

\*p = 2000 \*p = 1000 \*p = 93 \*p = 83 \*p = 77 \*p = 53 \*p = 27 \*p = 8

if sorted list are merged the element are inserted in appropriate locations and there for the merged list also sorted one.

**maps:**

A map is sequential of (**key , value)** pairs where a single value is associated with each **unique key**.

key can not change. and **key always in sorted order**.

|  |  |
| --- | --- |
| **KEY** | **VALUE** |
| key 1 | value 1 |
| key n | value n |

A **map** iscalled associated array. key use subscript operator

phone[“praful”] = 9408492091;

**phone** is object of map. “praful” is key “9408492091” is value.

**example using map:**

#include<iostream>

#include<map>

#include<string>

using namespace std;

typedef map<string,int> phoneMap;

int main()

{

    string name;

    int number;

    phoneMap phone;

    cout << "enter three name and number" << endl;

    for(int i=0; i<3; i++)

    {

        cin >> name >> number;

        phone[name]=number;

    }

    phone["vvdn"]=2151;

    cout << "size of phonemap : " << phone.size() << endl;

    cout << "phone data" <<endl;

    phoneMap::iterator p;

    for(p = phone.begin(); p != phone.end(); ++p)

    {

        cout <<"name : "<<(\*p).first <<"\tnumber : "<<(\*p).second<<endl;

    }

    return 0;

}

**output:**

enter three name and number

praful 1

rahul 2

rakes 3

size of phonemap : 4

phone data

name : praful number : 1

name : rahul number : 2

name : rakes number : 3

name : vvdn number : 2151

**array:**

* linear collection of similar elements. static array of generic type.
* some important member function for operation on array like **at, [] operator, front(), back(), fill(), swap(), size(), begin(), end().**

**example:**

#include<array>

using namespace std;

int main()

{

    int a[10] = {8 , 3, 5, 6, 2, 1, 9, 4, 7, 0};

    cout << "a[0] = " << a[0] << endl;

    cout << "a[10] = " << a[10] << endl;            // no error while compiling runnig

    array <int,10> arr\_int\_obj = {8 , 3, 5, 6, 2, 1, 9, 4, 7, 0};

    cout << "arr\_int\_obj[0] = "<< arr\_int\_obj[0]<<endl;

    cout << "arr\_int\_obj[10] = "<< arr\_int\_obj[10]<<endl;   // no error while compiling and running

    cout << "arr\_int\_obj.at(1) = "<< arr\_int\_obj.at(1)<<endl;

    // cout << "arr\_int\_obj.at(10) = "<< arr\_int\_obj.at(10)<<endl; // no error while compiling but run time error.

    /\*throwing an instance of 'std::out\_of\_range\*/

}

**pair :** pair is template class in STL but not container. it pair two data-type. object is initialize by **make\_pair()**.

**example:**

#include<iostream>

using namespace std;

class test

{

    int id;

    public:

        void get\_data()

        {

            cout << "id : " << id << endl;

        }

        void set\_data(int a)

        {

            id=a;

        }

};

void print\_pair(pair<string,int> p)

{

    cout << "string : " << p.first << " int : " << p.second << endl;

}

void print\_pair(pair<int,test> p)

{

    cout << "int : " << p.first <<  endl;

    p.second.get\_data();

}

int main()

{

    pair <string,int> e1,e2,e3;

    e1 = make\_pair("praful",2154);

    e2 = make\_pair("tushar",2156);

    e3 = make\_pair("rakesh",1954);

    print\_pair(e1);

    print\_pair(e2);

    print\_pair(e3);

    test t1;                            // user define class pair

    t1.set\_data(100);

    pair <int,test> pt;

    pt = make\_pair(200,t1);

    print\_pair(pt);

}

**tuple:** we can pair multiple data type in one object. object is initialize by **make\_tuple()**.

**example:**

#include<tuple>

using namespace std;

int main()

{

    tuple<string,int,float> e1;

    e1 = make\_tuple("praful",2151,42.70);

    cout << get<0>(e1) << endl;

    cout << get<1>(e1) << endl;

    cout << get<2>(e1) << endl;

return 0;

}

**chapter 15 Strings**

string is sequence of characters. it is not built-in type. c++ provide class called **string.**although string is not consider as part of **STL.** for using the string class we must include <string>. it include many character, member function and operators.

**example:**

#include <iostream>

#include <string>

using namespace std;

void string\_property(string &s)

{

    cout << "----------------------------------------------\n";

    cout << "string\t:" << s << endl;

    cout << "s.size\t:" <<s.size()<<endl;

    cout << "s.length\t:" <<s.length()<<endl;

    cout << "s.capacity\t:" <<s.capacity()<<endl;

    cout << "s.maximum\_size\t:" <<s.max\_size()<<endl;

    cout << "s.Empty\t:" <<(s.empty() ? "yes" : "no")<<endl;

    cout << "----------------------------------------------\n";

}

int main()

{

    string s1;              //empty string

    string s2("First");     // initiaze string

    string s3("Second");

    string\_property(s1);

    string\_property(s2);

    string\_property(s3);

    string s4;

    cout << s2 << "+" << s3 << "=" << (s4 = s2 + s3) << endl; // concating string

    string\_property(s4);

    string s5("hi hello how r you praful");

    cout << s5 << endl;

    cout << "find ""praful"":"<< s5.find("praful")<< endl;

    cout << "find ""rakesh"":" << s5.find("rakesh")<< endl;

    cout << "accessing as charector\n";

    for(int i=0; i < s5.length(); i++)

        cout << s5[i] ;

    cout << endl;

    s1 = "one";

    s2 = "one";

    s3 = "ONE";

    if(s1 == s2){/\* comparing \*/

        cout << s1 << "=" << s2 << endl;

    }

    if(s1 == s3){

        cout << s1 << "=" << s3 << endl;

    }

    else

    {

        cout << s1 << "!=" << s3 << endl;

    }

    s1 = "hi";

    s2 = "hello";

    cout << "s1 = "<<s1<<" s2 = "<<s2<<endl;

    cout << "swaping operation"<<endl;

    s1.swap(s2);    /\* swaping \*/

    cout << "s1 = "<<s1<<" s2 = "<<s2<<endl;

    s1.swap(s3);

    return 0;

}

**String Important points**

The biggest difference between calling reserve and specifying the size at construction is that reserve doesn’t initialize the slots in the buffer with anything. Specifically, this means that you shouldn’t reference indexes where you haven’t already put something:

vector<string> vec(100);

string s = vec[50]; // No problem: s is now an empty string

vector<string> vec2;

vec2.reserve(100);

s = vec2[50]; // Undefined

**Chapter 16 CPP best coding practice**

1. **Make sure Header file include only once:**

#ifndef MYCLASS\_H\_ \_ // #include guards

#define MYCLASS\_H\_ \_

// Put everything here...

#endif // MYCLASS\_H\_ \_

preprocessor #ifndef directive and the symbol that follows. #ifndef tells the preprocessor to

continue processing on the next line only if the symbol MYCLASS\_H\_ \_ is not already

defined. If it is already defined, then the preprocessor should skip to the closing

#endif.

1. **Ensuring You Have Only One Instance of a Variable Across Multiple Source Files**

declare all global data in single cpp source file, and define all global data in single header file.

**example:** global.h // header file

extern int wifi\_flag

extern string software\_version

global.cpp // gobal source file

#include “global.h”

int wifi\_flag = 0;

string software\_version = “version\_1”;

so whenever you wanna deal with global data you have 2 specific location to look-after. so if your project having 20 source file still you only need to look 2 file for anything related to global data.

1. **Preventing Name collisions with Namespaces**

use namespace to modularize code. large group of code in saparate file into single namespace.

namespace hardware {

class Device {

// ...

};

class DeviceMgr {

// ...

};

}// hardware namespace

The mechanism is simple: wrap everything you want to put in your namespace in a namespace.

You can also nest namespaces to divide the contents of a namespace into smaller groups.

namespace hardware {

namespace net {

// network stuff

}

namespace devices {

// device stuff

}

}

include header file of namespace and you can use it by **using** directive.

using namespace hardware to access all.or

using hardware::net for only net namepspace.

**important guidelines of namespace**

1. Use **using** namespace xxx sparingly (carefully). if you add entire namespace it increase probability of name collision.
2. don’t use **using** statement in **header** files. header file is included by many file. so not good practice.

**4 . Number Coversion string -> (int, doube, hex)**

#include <iostream>

#include <string>

#include <boost/lexical\_cast.hpp>

using namespace std;

int main( ) {

string str1 = "750";

string str2 = "2.71";

string str3 = "0x7FFF";

try {

cout << boost::lexical\_cast<int>(str1) << endl;

cout << boost::lexical\_cast<double>(str2) << endl;

cout << boost::lexical\_cast<int>(str3) << endl;

}

catch (boost::bad\_lexical\_cast& e) {

cerr << "Bad cast: " << e.what( ) << endl;

}

}

Testing valid number by using **isValid<type>(string)**

void test(const string& s) {

if (isValid<int>(s))

cout << s << " is a valid integer." << endl;

else

cout << s << " is NOT a valid integer." << endl;

if (isValid<double>(s))

cout << s << " is a valid double." << endl;

else

cout << s << " is NOT a valid double." << endl;

if (isValid<float>(s))

cout << s << " is a valid float." << endl;

else

cout << s << " is NOT a valid float." << endl;

}

**Creating a class object in heap.**

template<typename T>

T\* createObject( ) {

return(new T( ));

}

MyClass\* p1 = createObject( );

MyOtherClass\* p2 = createObject( );

This approach is handy if you want a single factory function to be able to create objects of any number of classes (or a group of related classes) in the same way, with out having to write a redundant factory function multiple times.

**Singletone Class**

if only one instance is possible of a class it is singletone class.

1. Create Static member that is pointer of current class.
2. Restrict constructor to create by making private.
3. Provide public static function to access single instance.

**example:**

class Singletone

{

    private:

        Singletone(): value(0){}        // default constructor

        Singletone(const Singletone&);  // copy constructor

        Singletone& operator=(const Singletone&); // assignment operator ovrload

        static Singletone\* instant;

    protected:

        int value;

    public:

        static Singletone\* getInstance();   // client can get instance

        void setValue(int val){value = val;}

        int getValue(){return (value);}

};

Singletone\* Singletone:: instant = NULL;  // static instance pointer declare

Singletone\* Singletone::getInstance()   // static function to get instance only once

{

    if(instant == NULL)

    {

        instant = new Singletone();

    }

    return instant;

}

int main()

{

    Singletone \*p = Singletone::getInstance();

    p->setValue(10);

    cout << "address : "<< p << "p value = " << p->getValue()<< endl;

    Singletone \*p1 = Singletone::getInstance();

    p1->setValue(20);

    cout << "address : "<< p1 << "p1 value = " << p1->getValue()<< endl;

    Singletone \*p2 = Singletone::getInstance();

    cout << "address : "<< p2 <<"p2 value = " << p2->getValue()<< endl;

    return (0);

}

**threads**

threads are basic unit of execution. threads are sub part of a process. with treads we can do multiple work at same time.
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threads share code section and data section and open file descriptor.

**Install and use of boost library**

sudo apt-get install libboost-all-dev

g++ sample.cpp -lboost\_system

Three basic problem in multi-threaded application

**deadlock , racecondition, starvation.**

**Deadlock** is a situation that involves at least two threads and two resources. Consider two threads, A and B, and two resources, X and Y, where A has a lock on X and B has a lock on Y. A deadlock occurs when A tries to lock Y and B tries to lock X. If threads are not designed to break the deadlock somehow, then they will wait forever.

everybody gets a chance to use the resource. But if you let some consumers cut in line, it is possible that those at the back of the line never get their turn. This is **starvation**.

s