**PRACTICAL-2**

**AIM:**

The Playfair cipher was predominantly used by British forces during the Second Boer War (1899-1902) and World War I (1914-1918). Soldier from field wants to send message to base. Implement the cipher to encrypt and decrypt the message.

**THEORY:**

* The **Playfair cipher** was the first practical digraph substitution cipher.
* The scheme was invented in **1854** by **Charles Wheatstone** but was named after Lord Playfair who promoted the use of the cipher.
* The Playfair Cipher Algorithm consists basically consists of 3 steps:

1. Convert Plain Text into Diagraphs
2. Generate the cipher Matrix
3. Encrypt the Diagraph with the help of cipher matrix

* Before encrypting the text, you need to divide the Playfair cipher plaintext into digraphs – pairs of two letters. In the case of plaintext with an odd number of letters, add the letter ‘X’ to the last letter. If there are any double letters in the plain text, replace the second occurrence of the letter with ‘X’
* Eg: jogger -> jo gx ge rx

**NOTE: we can use other alphabet like ‘Z’**

**Rules for Playfair Cipher Encryption:**

* **Case I** – Both the letters in the digraph are in the same row – Consider the letters right of each alphabet. Thus, if one of the digraph letters is the rightmost alphabet in the grid, consider the leftmost alphabet in the same row.
* **Case II** – Both the letters in the digraph are in the same column – Consider the letters below each alphabet. Thus, if one of the digraph letters is the grid’s bottommost letter, consider the topmost alphabet in the same column.
* **Case III** – Neither Case I or II is true – Form a rectangle with the two letters in the digraph and consider the rectangle’s horizontal opposite corners.

**Rules for Playfair Cipher Decryption**

* **Case I** – Both the letters in the digraph are in the same row – Consider the letters left of each alphabet. Thus, if one of the digraph letters is the leftmost letter in the grid, consider the rightmost alphabet in the same row.
* **Case II** – Both the letters in the digraph are in the same column – Consider the letters above each alphabet. Thus, if one of the digraph letters is the topmost letter in the grid, consider the bottommost alphabet in the same column.
* **Case III** – Neither Case I or II is true – Form a rectangle with the two letters in the digraph and consider the rectangle’s horizontal opposite corners.

**ADVANTAGES:**

* The algorithm is relatively difficult to crack compare to Caeser Cipher and additive cipher.
* Crpytanalyze is almost not possible.

**DISADVANTAGES:**

* It only supports alphabets and not numbers.
* It is only limited to English Language
* There is high probability that we won’t be getting the real plain text, i.e. The extra added characters like ‘X’ and replacing ‘J’ with ‘I’ will be visible once cipher text is converted to plain text.

**PROGRAM CODE:**

**LANGUAGE OF CODE:** PYTHON

#NAME: PARTH N PATEL

#ID: 19DCS098

#------------------------------------------------#

#LAGUAGE OF CODE: PYTHON

#------------------------------------------------#

# FUNCTION TO CREATE AND INITIALIZE 5x5 MATRIX

def initialize\_Matrix():

return [[0 for x in range(0,5)] for y in range(0,5)]

# FUNCTION TO REMOVE J FROM THE KEY AND REPLACE IT WITH I

def process\_Key(key):

#CREATING LIST TO STORE THE NEW KEY

processed\_Key=list()

#MAIN LOGIC OF FUNCTION

key=key.replace("J","I")

for letter in key:

if letter not in processed\_Key:

processed\_Key.append(letter)

else:

continue

return processed\_Key

#FUNCTION TO GENERATE THE CIPER MATRIX

def generate\_Cipher\_Matrix(key):

key=process\_Key(key)

#CALLING THE FUNCTION FOR CREATING THE NEW 5x5 MATRIX

cipher\_Matrix=initialize\_Matrix()

#CREATING A LIST WHICH SERVES AS TEMPORARY MATRIX

temp\_Matrix=list()

for letter in key:

temp\_Matrix.append(letter)

# APPENDING THE REMAINIG THE LETTERS IN THE LIST

for letter in range(65,91):

if letter== 74:

continue

if chr(letter) not in key:

temp\_Matrix.append(chr(letter))

# ARRANGING THE LIST IN THE FORM OF THE MATRIX

index=0

for i in range(0,5):

for j in range(0,5):

cipher\_Matrix[i][j]=temp\_Matrix[index]

index+=1

return cipher\_Matrix

# FUNCTION TO LOCATE THE POSITION OF THE CHARACTER IN THE MATRIX

def index\_Locator(letter)

#LIST TO STORE THE LOCATION

location=list()

if letter=='J':

letter='I'

for i,j in enumerate(cipher\_Matrix):

for k,l in enumerate(j):

if letter==l:

location.append(i)

location.append(k)

return location

#FUNCTION FOR THE ENCRYPTING THE PLAIN TEXT TO CIPHER TEXT WITH THE HELP OF THE KEY

#PARAMETERS: PLAIN TEXT AND KEY

def encryption(plain\_Text,key)

cipher\_Text="" #STRING TO STORE THE CIPHER TEXT

i=0

#MAIN LOGIC

for letter in range(0,len(plain\_Text)+1,2):

if letter<len(plain\_Text)-1:

if plain\_Text[letter]==plain\_Text[letter+1]:

plain\_Text=plain\_Text[:letter+1]+'X'+plain\_Text[letter+1:]

if len(plain\_Text)%2!=0:

plain\_Text+='X'

print("PROCESSED PLAIN TEXT FOR THE ENCRYPTION : "+plain\_Text)

print()

while(i<len(plain\_Text)):

location\_1=list()

location\_2=list()

location\_1=index\_Locator(plain\_Text[i])

location\_2=index\_Locator(plain\_Text[i+1])

#RULES FOR THE ENCRYPTION:

# 1. If both the letters are in the same column: Take the letter below each one

# 2. If both the letters are in the same row: Take the letter to the right of each one

# 3. If neither of the above rules is true: Form a rectangle with the two letters and

# take the letters on the horizontal opposite corner of the rectangle.

if location\_1[1]==location\_2[1]:

cipher\_Text+=cipher\_Matrix[(location\_1[0]+1)%5][location\_1[1]]

cipher\_Text+=cipher\_Matrix[(location\_2[0]+1)%5][location\_2[1]]

elif location\_1[0]==location\_2[0]:

cipher\_Text+=cipher\_Matrix[location\_1[0]][(location\_2[1]+1)%5]

cipher\_Text+=cipher\_Matrix[location\_2[0]][(location\_2[1]+1)%5]

else:

cipher\_Text+=cipher\_Matrix[location\_1[0]][location\_2[1]]

cipher\_Text+=cipher\_Matrix[location\_2[0]][location\_1[1]

i=i+2

return cipher\_Text

#FUNCTION FOR THE DECRYPTION OF THE CIPER TEXT WITH THE HELP

# OF THE SAME KEY

#INPUT: CIPHER TEXT AND THE KEY

def decryption(cipher\_Text,key):

decrypted\_Text="" #STRING TO STORE THE DECRYPTED TEXT

i=0

#MAIN LOGIC

while i<len(cipher\_Text):

loc=list()

loc=index\_Locator(cipher\_Text[i])

loc1=list()

loc1=index\_Locator(cipher\_Text[i+1])

if loc[1]==loc1[1]:

decrypted\_Text+=cipher\_Matrix[(loc[0]-1)%5][loc[1]]

decrypted\_Text+=cipher\_Matrix[(loc1[0]-1)%5][loc1[1]]

elif loc[0]==loc1[0]:

decrypted\_Text+=cipher\_Matrix[loc[0]][(loc[1]-1)%5]

decrypted\_Text+=cipher\_Matrix[loc1[0]][(loc1[1]-1)%5]

else:

decrypted\_Text+=cipher\_Matrix[loc[0]][loc1[1]]

decrypted\_Text+=cipher\_Matrix[loc1[0]][loc[1]]

i=i+2

return decrypted\_Text

plain\_Text=input("ENTER THE PLAIN TEXT: ")

key=input("ENTER THE KEY: ")

cipher\_Matrix=generate\_Cipher\_Matrix(key)

cipher\_Text=encryption(plain\_Text,key)

print("GENERATED CIPHER TEXT: "+cipher\_Text)

print()

generated\_Plain\_Text=decryption(cipher\_Text,key)

print("GENERATED PLAIN TEXT : "+generated\_Plain\_Text)

print()

print("PARTH PATEL\n19DCS098")

**OUTPUT:**

![](data:image/png;base64,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)

**CONCLUSION:**

* By performing the above practical, I learned how to implement the PLAYFAIR CIPHER Algorithm, along with its history.
* I also learned about its pros and cons and how it overcomes the limitations of the Caeser Cipher and the Additive Cipher.