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**Вариант 12**

*Задача:* Разложить каждое из чисел n1 и n2 на нетривиальные сомножители.

*Первое число:*

313230894596513941163065516500542159481861849753982064716706926040955753912601

*Второе число:*

1960344000673448010109966123798259138788312223000110285444138984687043682091918437726564873652655959337927213942829283843615252926281789196372471730892422452230531118265385923148587364956392045025267762404119597838874471039017253236308306374541274375355671500991196394524509192278487473429022067848460150114918996838415401644820324493941862061208584686840594025223786924079444262714095490301772077126395790235999836003971290616988894725373002042174148527448991721

*Решение:* Для начала я попробовал реализовать алгоритм Ро-алгоритм Полларда. Реализовав его на Python я обнаружил, что факторизация даже первого числа занимает продолжительное время. Поэтому, я воспользовался msieve – библиотекой на C, где реализованы алгоритмы факторизации длинных чисел. Для второго числа, из-за его длины, этот метод был неэффективен. Узнав, что можно найти один из множителей путем поиска НОД с другими числами, я реализовал программу на Python, автоматизирующую этот процесс. Второй множитель я нашел путем деления второго числа на НОД.

***Реализация алгоритма Полларда:***

|  |
| --- |
|  |
|  | from math import gcd, pi |
|  | from functools import reduce |
|  | from datetime import datetime  From random import randint |
|  |  |
|  | CHECK\_NUM = 313230894596513941163065516500542159481861849753982064716706926040955753912601 |
|  |  |
|  |  |
|  | def f(x, a, b): |
|  | return a \* x \*\* 2 + b |
|  |  |
|  |  |
|  | def is\_prime(N): |
|  | if N in (0, 1): |
|  | return False |
|  | if N == 2: |
|  | return True |
|  | if N % 2 == 0: |
|  | return False |
|  | s = N - 1 |
|  | while s % 2 == 0: |
|  | s //= 2 |
|  | for i in range(50): |
|  | a = randint(1, N - 1) |
|  | exp = s |
|  | mod = pow(a, exp, N) |
|  | while exp != N - 1 and mod != 1 and mod != N - 1: |
|  | mod = mod \* mod % N |
|  | exp \*= 2 |
|  | if mod != N - 1 and exp % 2 == 0: |
|  | return False |
|  | return True |
|  |  |
|  |  |
|  | def find\_factor(n): |
|  | maxiterssq = pi / 4 \* n |
|  | x = randint(1, n - 1) |
|  | y = x |
|  | d = 1 |
|  | iters = 0 |
|  | a = randint(1, n - 1) |
|  | b = randint(1, n - 1) |
|  | while d in (1, n): |
|  | if iters \*\* 2 > maxiterssq: |
|  | a = randint(1, n - 1) |
|  | b = randint(1, n - 1) |
|  | x = randint(1, n - 1) |
|  | y = x |
|  | iters = 0 |
|  | x = f(x, a, b) % n |
|  | y = f(f(y, a, b), a, b) % n |
|  | d = gcd(abs(x - y), n) |
|  | iters += 1 |
|  | return d |
|  |  |
|  |  |
|  | def find\_prime\_factor(n, factors): |
|  | if is\_prime(n): |
|  | factors.append(n) |
|  | else: |
|  | tmp = n // find\_factor(n) |
|  | find\_prime\_factor(tmp, factors) |
|  |  |
|  |  |
|  | def factor(n, factors): |
|  | while n % 2 == 0: |
|  | factors.append(2) |
|  | n //= 2 |
|  | while n % 3 == 0: |
|  | factors.append(3) |
|  | n //= 3 |
|  | while n > 1: |
|  | find\_prime\_factor(n, factors) |
|  | n //= factors[-1] |
|  |  |
|  |  |
|  | def find\_all\_factors(prime\_factors, all\_factors): |
|  | all\_factors.append(1) |
|  | all\_factors.append(prime\_factors[0]) |
|  | for i in range(1, len(prime\_factors)): |
|  | tmp = [] |
|  | for f in all\_factors: |
|  | if f \* prime\_factors[i] not in all\_factors: |
|  | tmp.append(f \* prime\_factors[i]) |
|  | all\_factors += tmp |
|  | all\_factors.sort() |
|  |  |
|  |  |
|  | def pollard\_rho(n): |
|  | factors = [] |
|  | factor(n, factors) |
|  | factors.sort() |
|  | all\_factors = [] |
|  | find\_all\_factors(factors, all\_factors) |
|  | return all\_factors |
|  |  |
|  |  |
|  | def get\_info(num, factors, start\_time): |
|  | print("Original number: {0}".format(num)) |
|  | print("Factors:") |
|  | print(\*factors, sep='\n') |
|  | print("Time: {0}".format(datetime.now() - start\_time)) |
|  |  |
|  |  |
|  | if \_\_name\_\_ == '\_\_main\_\_': |
|  | n = 0 |
|  | with open('test1', 'r') as file: |
|  | n = int(file.read()) |
|  | start\_time = datetime.now() |
|  | factors = pollard\_rho(n) |
|  | factors = factors[1:len(factors) - 2] |
|  | get\_info(n, factors, start\_time) |
|  |  |
|  | factors.clear() |
|  | with open('test2', 'r') as file: |
|  | n = int(file.read()) |
|  | start\_time = datetime.now() |
|  | factors.append(gcd(n, CHECK\_NUM)) |
|  | factors.append(n / factors[0]) |
|  | get\_info(n, factors, start\_time) |

***Первое число***

Math/msieve -v 313230894596513941163065516500542159481861849753982064716706926040955753912601

Msieve v. 1.54 (SVN 1038)

Wed Mar 3 11:45:40 2021

random seeds: b1b6e29f 5923d566

factoring 313230894596513941163065516500542159481861849753982064716706926040955753912601 (78 digits)

searching for 15-digit factors

commencing quadratic sieve (78-digit input)

using multiplier of 1

using generic 32kb sieve core

sieve interval: 12 blocks of size 32768

processing polynomials in batches of 17

using a sieve bound of 999269 (39162 primes)

using large prime bound of 99926900 (26 bits)

using trial factoring cutoff of 27 bits

polynomial 'A' values have 10 factors

sieving in progress (press Ctrl-C to pause)

39466 relations (20704 full + 18762 combined from 211699 partial), need 39258

39466 relations (20704 full + 18762 combined from 211699 partial), need 39258

sieving complete, commencing postprocessing

begin with 232403 relations

reduce to 55904 relations in 2 passes

attempting to read 55904 relations

recovered 55904 relations

recovered 42055 polynomials

attempting to build 39466 cycles

found 39466 cycles in 1 passes

distribution of cycle lengths:

length 1 : 20704

length 2 : 18762

largest cycle: 2 relations

matrix is 39162 x 39466 (5.7 MB) with weight 1173705 (29.74/col)

sparse part has weight 1173705 (29.74/col)

filtering completed in 4 passes

matrix is 26858 x 26922 (4.2 MB) with weight 893440 (33.19/col)

sparse part has weight 893440 (33.19/col)

saving the first 48 matrix rows for later

matrix includes 64 packed rows

matrix is 26810 x 26922 (2.8 MB) with weight 656264 (24.38/col)

sparse part has weight 473134 (17.57/col)

commencing Lanczos iteration

memory use: 4.1 MB

lanczos halted after 425 iterations (dim = 26805)

recovered 14 nontrivial dependencies

p39 factor: 537228079155448813380781027030896715807

p39 factor: 583050117352260532679885280778162124743

elapsed time 00:01:54

***Второе число:***

НОД с числом из второго варианта: 12005050537354869952542707216030708034761696483404288665224767062611726745827679450604286487348791751968882757832424035304109174967669353401659221530772827

**Ответы:**

Факторизация первого числа:

1) 537228079155448813380781027030896715807

2) 583050117352260532679885280778162124743

Факторизация второго числа:

1)

163293273491323423813718250415724354506272599158350870439971669103635652659935643004482831489242678221800658262859359551639300440700014162773951243513304159307962059110327063693116472159225989885945735405828148563381462677904094802373237140070461921154426170136349806758308479922324825981244249788766867642123

2) 12005050537354869952542707216030708034761696483404288665224767062611726745827679450604286487348791751968882757832424035304109174967669353401659221530772827

**Выводы**

Выполнив первую лабораторную работу по криптографии, я получил свой первый опыт факторизации больших чисел. Я узнал об алгоритмах и библиотеках, облегчающих этот процесс. Я рад, что в начале лабораторной работы, не сразу узнав про msieve, мне пришлось реализовывать алгоритм Полларда. В дальнейшем я бы хотел подробно изучить реализацию msieve.