I implemented both Monte Carlo Descent algorithm (whose function name is assign\_table\_monte\_carlo(initial\_tables\_guests)) and A star searching algorithm (whose function name is assign\_table\_a\_star(initial\_tables\_guests))to solve task 3. By default, the program will use Monte Carlo Descent when you directly running it. If you want to use A star searching algorithm (I do not recommend so, especially when there are many guests and the relationships are complex… but if you insist…), you should delete the first ‘#’ in the last but four line of my code and comment out the statement above which runs assign\_table\_monte\_carlo(initial\_tables\_guests).

A star searching algorithm is complete and optimal so it’s guaranteed to get the best result. However, I will strongly suggest you use my Monte Carlo function since it not only runs much faster than A star searching algorithm, especially when the total number of guests is quite large, but also it can get the best result most of the time. Even when the total number of guests is quite small, A star searching still has no significant advantages than Monte Carlo Descent.

Generally speaking, there are two reasons why you can always get the best result by using Monte Carlo Descent function: 1st, the problem usually has many local optimizations and they are as good as the best result; 2nd, I runs Monte Carlo Descent several times and choose the best result of them as the final result.

Therefore, I here again strongly suggest that you **Always** use Monte Carlo Descent!

And in the following is a general description of my work.

1. Monte Carlo Descent
2. The problem abstraction is as following:

**State space**: Represented by an M-element vector, where the index of each element corresponds to a certain guest, and each element has a non-negative integer as its value corresponding to the index of the table where the guest are seated. M is the total number of the guests.

**Initial state:** No guests have been seated in any table, represented by an m-element vector where each element is set to 0, which means that the corresponding guest has not been seated in any table yet.

**Goal state:** Every guest has been seated in a table and the number of the tables is as least as possible, represented by an m-element vector where no elements are 0 and the maximum element is as least as possible.

**Cost function:** It equals to the number of the tables.

**Successor function:** Assign a table to a guest who has not been seated yet, given the condition that 1) this new state is never visited before, 2) after assigning, the number of guests in the assigned table will not exceed a given number N, and 3) guests in that table do not know each other before. It is represented by assigning a positive integer P to an element which is currently 0, and making sure that after assigning, 1) the new state is not in our visited state records, 2) the number of P in the vector will not exceed N, and 3) guests with the index that has an element of P do not know each other.

**Edge weights:** It will equal 0 or 1. If after assigning, there will be one more table, then edge weight equals to 1. Otherwise, if the number of tables do not change, the edge weight equals to 0.

**Heuristic function:** It equals to the number of the tables,. Since we directly take the cost function as the heuristic function, it must be admissible.
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1. Repeat L times (in my code, L = 10 \* the number of the guests):
2. s = initial state
3. Repeat K times (in my code, K = 10 \* the number of the guests):

* If s is our goal, then return s
* Pick s’ from the successors of s at random
* If h(s’)<=h(s) (we want to find the s’ that makes h(s’) as least as possible!), then s = s’

Else with probability of exp(-(h(s’)-h(s))/T), s = s’

In my code, because h(s’) is either equal to h(s) or 1 greater than h(s), so in this case I can directly replace h(s’)-h(s) by 1.And T = MAX\_TEMPERATURE \* (1 – the times we repeat 2)/K), which makes T decrease as the times we repeat 2) increases.

After repeating 1) and 2) L times, L results will be got. Then the algorithm compares the results with each other based on the number of the tables and chooses the result with the least number of tables as the final result.

1. The problem I met is though Monte Carlo is much faster, it struggles to get the best result sometimes when just running it once. Therefore I repeat it several times and choose the best result as the final result.
2. A star seaching
3. The following problem abstraction is quite similar to Monte Carlo Descent.

**State space**: Represented by an M-element vector, where the index of each element corresponds to a certain guest, and each element has a non-negative integer as its value corresponding to the index of the table where the guest are seated. M is the total number of the guests.

**Initial state:** No guests have been seated in any table, represented by an m-element vector where each element is set to 0, which means that the corresponding guest has not been seated in any table yet.

**Goal state:** Every guest has been seated in a table and the number of the tables is as least as possible, represented by an m-element vector where no elements are 0 and the maximum element is as least as possible.

**Cost function:** It equals to the number of the tables.

**Successor function:** Assign a table to a guest who has not been seated yet, given the condition that 1) this new state is never visited before, 2) after assigning, the number of guests in the assigned table will not exceed a given number N, and 3) guests in that table do not know each other before. It is represented by assigning a positive integer P to an element which is currently 0, and making sure that after assigning, 1) the new state is not in our visited state records, 2) the number of P in the vector will not exceed N, and 3) guests with the index that has an element of P do not know each other.

**Edge weights:** It will equal 0 or 1. If after assigning, there will be one more table, then edge weight equals to 1. Otherwise, if the number of tables do not change, the edge weight equals to 0.

**Heuristic function:** It equals to the number of the tables,. Since we directly take the cost function as the heuristic function, it must be admissible.

![](data:image/x-wmf;base64,183GmgAAAAAAAOATgAIACQAAAABxTwEACQAAA2MCAAACANUAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAuATCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///+gEwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8ASQBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAwk192IHmPq/7///+ZPAouAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKCsAAAUAAAAUArwBfwIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAADCTX3YgeY+r/v///xI/ChcAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACk8AAAFAAAAFAKgAVgGHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+ZPAovAAAKAAAAAAAEAAAALQEAAAQAAADwAQEADQAAADIKAAAAAAQAAAAgICAgFgXyAUYCAAMFAAAAFAKgAToAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///8SPwoYAAAKAAAAAAAEAAAALQEBAAQAAADwAQAAKAAAADIKAAAAABYAAABoc3RoZW51bWJlcm9mdGhldGFibGVzjwGpAmwAwAAaAcAAwAAUAcAAqAAaAcAAMgFsAMAAGgFsAMAAwABsAKgAAAMFAAAAFAKgAVIDHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAwk192IHmPq/7///+ZPAowAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAA9OwAD1QAAACYGDwCfAUFwcHNNRkNDAQB4AQAAeAEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYHRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAE1dpbkFsbENvZGVQYWdlcwARBsvOzOUAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAFAAoBAAIAg2gAAwABAwABAAIAg3MAAAIAligAAgCWKQAAAgSGPQA9AgCDdAACAINoAAIAg2UAAgCBIAACAINuAAIAg3UAAgCDbQACAINiAAIAg2UAAgCDcgACAIEgAAIAg28AAgCDZgACAIEgAAIAg3QAAgCDaAACAINlAAIAgSAAAgCDdAACAINhAAIAg2IAAgCDbAACAINlAAIAg3MAAAB2CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AsEgAigAAAAoA+jtmsEgAigABAAAAkNgZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)

1. Add initial state to the fringe. The fringe is implemented by using a priority queue (in Python, it’s called heapq). The priority is generated first based on the number of the tables in the state. If there are two states with the same total number of the tables, then they will be compared based on the order they are added to the fringe.
2. Repeated while fringe is not empty:

* Pop the head h of the fringe
* If h is our goal, return h
* Push the successors of h into the fringe

1. Return False
2. The problem I met is how to use a heuristic way to do the searching. At first I thought I could not directly use the number of the tables as the heuristic function since it’s our cost function and we usually did not directly take the cost function as the heuristic function before. But later on I found for this question the number of the tables just worked well as the heuristic function. So I used it to implement the A star searching.