1) maximum and minimum values in the array

def find\_min\_max(arr):

min\_value = min(arr)

max\_value = max(arr)

return min\_value, max\_value

array1 = [5, 7, 3, 4, 9, 12, 6, 2]

min1, max1 = find\_min\_max(array1)

print(f"Input: {array1} => Min = {min1}, Max = {max1}")

array2 = [1, 3, 5, 7, 9, 11, 13, 15, 17]

min2, max2 = find\_min\_max(array2)

print(f"Input: {array2} => Min = {min2}, Max = {max2}")

array3 = [22, 34, 35, 36, 43, 67, 12, 13, 15, 17]

min3, max3 = find\_min\_max(array3)

print(f"Input: {array3} => Min = {min3}, Max = {max3}")

Input : N= 8, a[] = {5,7,3,4,9,12,6,2}

Output : Min = 2, Max = 12

Input :N= 9, a[] = {1,3,5,7,9,11,13,15,17}

Output : Min = 1, Max = 17

Input : N= 10, a[] = {22,34,35,36,43,67, 12,13,15,17}

Output: Min 12, Max 67

2) Program to find the array's maximum and minimum values.

def find\_min\_max(arr):

minimum = min(arr)

maximum = max(arr)

return minimum, maximum

array1 = [2, 4, 6, 8, 10, 12, 14, 18]

min1, max1 = find\_min\_max(array1)

print(f"Input: N=8, a[] = {array1} => Min = {min1}, Max = {max1}")

array2 = [11, 13, 15, 17, 19, 21, 23, 35, 37]

min2, max2 = find\_min\_max(array2)

print(f"Input: N=9, a[] = {array2} => Min = {min2}, Max = {max2}")

array3 = [22, 34, 35, 36, 43, 67, 12, 13, 15, 17]

min3, max3 = find\_min\_max(array3)

print(f"Input: N=10, a[] = {array3} => Min = {min3}, Max = {max3}")

Input:N=8, 2,4,6,8,10,12,14,18.

Output : Min = 2, Max =18

Input : N= 9, a[] = {11,13,15,17,19,21,23,35,37}

Output : Min = 11, Max = 37

Input : N= 10, a[] = {22,34,35,36,43,67, 12,13,15,17}

Output: Min 12, Max 67

3) You are given an unsorted array of 31,23,35,27,11,21,15,28. Write a program for Merge Sort and implement it using any programming language you choose.

def merge\_sort(arr):

if len(arr) > 1:

mid = len(arr) // 2

left\_half = arr[:mid]

right\_half = arr[mid:]

merge\_sort(left\_half)

merge\_sort(right\_half)

i = j = k = 0

while i < len(left\_half) and j < len(right\_half):

if left\_half[i] < right\_half[j]:

arr[k] = left\_half[i]

i += 1

else:

arr[k] = right\_half[j]

j += 1

k += 1

while i < len(left\_half):

arr[k] = left\_half[i]

i += 1

k += 1

while j < len(right\_half):

arr[k] = right\_half[j]

j += 1

k += 1

arr1 = [31, 23, 35, 27, 11, 21, 15, 28]

merge\_sort(arr1)

print("Sorted array is:", arr1)

arr2 = [22, 34, 25, 36, 43, 67, 52, 13, 65, 17]

merge\_sort(arr2)

print("Sorted array is:", arr2)

Input :N= 8, a[] = {31,23,35,27,11,21,15,28}

Output:11,15,21,23,27,28,31,35

Input : N= 10, a[] = {22,34,25,36,43,67, 52,13,65,17}

Output: 13,17,22,25,34,36,43,52,65,67

4) Implement the Merge Sort algorithm in a programming language of your choice and test it on the array 12,4,78,23,45,67,89,1. Modify your implementation to count the number of comparisons made during the sorting process. Print this count along with the sorted array.

def merge\_sort(arr):

if len(arr) > 1:

mid = len(arr) // 2

left\_half = arr[:mid]

right\_half = arr[mid:]

merge\_sort(left\_half)

merge\_sort(right\_half)

i = j = k = 0

comparisons = 0

while i < len(left\_half) and j < len(right\_half):

comparisons += 1

if left\_half[i] < right\_half[j]:

arr[k] = left\_half[i]

i += 1

else:

arr[k] = right\_half[j]

j += 1

k += 1

while i < len(left\_half):

arr[k] = left\_half[i]

i += 1

k += 1

while j < len(right\_half):

arr[k] = right\_half[j]

j += 1

k += 1

return comparisons

return 0

array1 = [12, 4, 78, 23, 45, 67, 89, 1]

comparisons1 = merge\_sort(array1)

print(f"Sorted Array: {array1}, Comparisons: {comparisons1}")

array2 = [38, 27, 43, 3, 9, 82, 10]

comparisons2 = merge\_sort(array2)

print(f"Sorted Array: {array2}, Comparisons: {comparisons2}")

Input : N= 8, a[] = {12,4,78,23,45,67,89,1}

Output :1,4,12,23,45,67,78,89

Input : N= 7, a[] = {38,27,43,3,9,82,10}

Output :3,9,10,27,38,43,82.

5) Implement Floyd's Algorithm to find the shortest path between all pairs of cities

import numpy as np

def floyd\_warshall(n, edges):

# Initialize the distance matrix

dist = np.full((n, n), float('inf'))

for i in range(n):

dist[i][i] = 0

for u, v, w in edges:

dist[u][v] = min(dist[u][v], w)

print("Distance matrix before applying Floyd's Algorithm:")

print(dist)

for k in range(n):

for i in range(n):

for j in range(n):

if dist[i][j] > dist[i][k] + dist[k][j]:

dist[i][j] = dist[i][k] + dist[k][j]

print("Distance matrix after applying Floyd's Algorithm:")

print(dist)

return dist

n = 4

edges = [[0, 1, 3], [1, 2, 1], [1, 3, 4], [2, 3, 1]]

distance\_matrix = floyd\_warshall(n, edges)

Input: n = 4, edges = [[0,1,3],[1,2,1],[1,3,4],[2,3,1]], distanceThreshold = 4

![](data:image/png;base64,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)Output: 3