San Francisco Bike Share

Ryan Porter

5/5/2020

#Predicting Daily Bike ride numbers in the San Francisco Area

The goal of this project is to create a model that can predict the amount of bike rides per day. I have three different datasets one with the trips, another is the stations that the bike was taken and returned to, and the final dataset is the weather for that day.

## Loading Packages & Files

library(tidyverse)  
library(lubridate)  
library(caret)  
  
#Load Data  
trip <- read.csv("trip.csv")  
weather <- read.csv("weather.csv")  
station <- read.csv("station.csv")

The following code is to get the dates into the proper format.

weather$date <- mdy(weather$date)  
trip$start\_date <- mdy\_hm(trip$start\_date)  
trip$end\_date <- mdy\_hm(trip$end\_date)  
trip$date <- trip$start\_date  
trip$date <- as.Date(trip$date)  
  
trip$id2 <- trip$id  
trip$id <- trip$start\_station\_id   
trip <- left\_join(trip, station, by = c ("id")) #join the station datset to the trip dataset

##Daily Ride Counts

I ran two different models one with Weekends filtered out but the RMSE error doubled so I decide to keep it. It makes sense because it is a strong predictor in the linear Regression model.

dailyrides <- as.data.frame(table(trip$date, trip$city))  
colnames(dailyrides) <- c("date","city", "ridecount")  
dailyrides$date <- as.Date(dailyrides$date)  
  
dailyrides$weekend <- as.factor(wday(dailyrides$date))  
dailyrides$weekend <- (dailyrides$weekend == 1 | dailyrides$weekend == 7) #Sunday = 1 and Saturday = 7  
dailyrides$weekend <- factor(dailyrides$weekend, labels = c("Weekday", "Weekend"))  
  
#dailyrides <- filter(dailyrides, weekend == "Weekday")

table(dailyrides$city) #the distribution of rides by city

##   
## Mountain View Palo Alto Redwood City San Francisco San Jose   
## 733 733 733 733 733

##Add Weather data

The last dataset is weather data for each of the days. It has a lot of variables so I only took the variables that were averages and the events that happened each day.

zip\_code <- unique(weather$zip\_code)  
city <- c ("San Francisco", "Redwood City", "Palo Alto", "Mountain View", "San Jose")  
index <- cbind(city, zip\_code)   
weather <- merge(weather, index, by = "zip\_code")  
  
weather2 <- weather %>%  
 select(zip\_code, date ,mean\_temperature\_f,   
 mean\_humidity, mean\_dew\_point\_f, mean\_wind\_speed\_mph,  
 events, city)

##Events of the weather

As you can see from the table we have a lot of missing values for events. Since four of the five events include rain then I made a new variable that states wether is rained that day or not. Events that were just fog were classified as no rain days.

table(weather2$events)

##   
## Fog Fog-Rain rain   
## 3143 112 17 2   
## Rain Rain-Thunderstorm   
## 388 3

weather2$events <- factor(weather2$events)  
weather2$rain <- ifelse(unclass(weather2$events) > 2  
 , c("rain"), c("no rain"))  
  
table(weather2$rain) # 410 days it rained

##   
## no rain rain   
## 3255 410

weather2$rain <- factor(weather2$rain)  
  
#Merge to dailyrides dataframe  
dailyrides <- left\_join(dailyrides, weather2, by = c("date", "city"))

##Dealing with missing data

I just used the average. I thought about using a Linear model for predicting the missing values but the variance wasn’t very large so it would do the job in this instance. Plus the amount of missing values wasn’t very large like mean\_wind\_speed was missing one value. Even though they give you min and max for each of them the ones missing the means values were also missing those values so it was a lack of data.

sapply(dailyrides, function(x) {sum(is.na(x))})

## date city ridecount weekend   
## 0 0 0 0   
## zip\_code mean\_temperature\_f mean\_humidity mean\_dew\_point\_f   
## 0 4 54 54   
## mean\_wind\_speed\_mph events rain   
## 1 0 0

dailyrides <- dailyrides %>%  
 mutate(mean\_temperature\_f = ifelse(is.na(mean\_temperature\_f),   
 mean(mean\_temperature\_f, na.rm = TRUE), mean\_temperature\_f),  
 mean\_humidity = ifelse(is.na(mean\_humidity),   
 mean(mean\_humidity, na.rm = TRUE), mean\_humidity),  
 mean\_dew\_point\_f = ifelse(is.na(mean\_dew\_point\_f),   
 mean(mean\_dew\_point\_f, na.rm = TRUE), mean\_dew\_point\_f),  
 mean\_wind\_speed\_mph = ifelse(is.na(mean\_wind\_speed\_mph),   
 mean(mean\_wind\_speed\_mph, na.rm = TRUE), mean\_wind\_speed\_mph))  
  
sapply(dailyrides, function(x) {sum(is.na(x))})

## date city ridecount weekend   
## 0 0 0 0   
## zip\_code mean\_temperature\_f mean\_humidity mean\_dew\_point\_f   
## 0 0 0 0   
## mean\_wind\_speed\_mph events rain   
## 0 0 0

## Plots

Daily ride counts by the predictor variables that will be used in the machine learning. The last plot makes it clear that a lot of the bike rides started in San Francisco and only a small portion are from the surrounding areas.

## `geom\_smooth()` using formula 'y ~ x'
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## `geom\_smooth()` using formula 'y ~ x'

![](data:image/png;base64,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)

## `geom\_smooth()` using formula 'y ~ x'
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## `geom\_smooth()` using formula 'y ~ x'
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##Make train and test sets for Machine Learning

The numbers commented next to the RMSE are the numbers I got which seem to differ when I ran the models for R markdown. Mars and Knn have very similar numbers and were the two best models.

index <- createDataPartition(dailyrides$ridecount, times = 1, p = 0.5, list = FALSE)  
train\_data <- dailyrides[index,]  
test\_data <- dailyrides[-index,]  
  
set.seed(1234) #set the seed even though it seems not to matter  
ctrl <- trainControl(method = "repeatedcv", repeats = 3) #cross validation

##Linear Regression

Rain was significant predictor and averaged about 31 less bike rides a day if it were raining that day. San Francisco was a big predictor which makes sense because a lot of our data was from there. I did run a model that filtered for just San Francisco but the RMSE got a lot bigger so I decided to leave it in. The most suprising thing was that weekends was signifcant but in the opposite way. There were 142 less bike rides a day if it was a weekend which I thought would be the opposite. It would be interesting to look at the locations of where the bike rides are occuring and see if they are using them to get to work.

lm.fit <- train(ridecount ~ rain + mean\_temperature\_f + mean\_humidity +  
 mean\_wind\_speed\_mph + mean\_dew\_point\_f + weekend + city,  
 data = train\_data,  
 method = "lm",  
 trControl = ctrl)  
  
summary(lm.fit)

##   
## Call:  
## lm(formula = .outcome ~ ., data = dat)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -751.85 -49.78 -25.02 80.90 486.78   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -42.4329 76.8672 -0.552 0.58100   
## rainrain -44.6929 12.0721 -3.702 0.00022 \*\*\*  
## mean\_temperature\_f 0.7185 1.6463 0.436 0.66257   
## mean\_humidity -0.3247 0.9262 -0.351 0.72592   
## mean\_wind\_speed\_mph -0.4941 1.2733 -0.388 0.69803   
## mean\_dew\_point\_f 1.9157 1.8065 1.060 0.28910   
## weekendWeekend -144.2715 7.8417 -18.398 < 2e-16 \*\*\*  
## `cityPalo Alto` -20.0864 11.7254 -1.713 0.08687 .   
## `cityRedwood City` -18.5958 12.7661 -1.457 0.14538   
## `citySan Francisco` 798.7695 12.0338 66.377 < 2e-16 \*\*\*  
## `citySan Jose` 29.1814 11.4388 2.551 0.01082 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 151.7 on 1823 degrees of freedom  
## Multiple R-squared: 0.8255, Adjusted R-squared: 0.8245   
## F-statistic: 862.3 on 10 and 1823 DF, p-value: < 2.2e-16

pred.lm <- predict(lm.fit, test\_data)  
Lm.RMSE <- RMSE(pred.lm, test\_data$ridecount) #149.50  
Lm.RMSE

## [1] 149.5682

##Partial Least Squares

library(pls)

##   
## Attaching package: 'pls'

## The following object is masked from 'package:caret':  
##   
## R2

## The following object is masked from 'package:stats':  
##   
## loadings

pls.fit <- train(ridecount ~ rain + mean\_temperature\_f + mean\_humidity +  
 mean\_wind\_speed\_mph + mean\_dew\_point\_f + weekend + city,   
 data = train\_data,   
 method = "pls",  
 trControl = ctrl,   
 preProc = c("center", "scale"),  
 #tuneLength = 30)  
 tuneGrid = data.frame(ncomp=9))  
  
pls.fit

## Partial Least Squares   
##   
## 1834 samples  
## 7 predictor  
##   
## Pre-processing: centered (10), scaled (10)   
## Resampling: Cross-Validated (10 fold, repeated 3 times)   
## Summary of sample sizes: 1650, 1651, 1651, 1651, 1650, 1650, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 152.1035 0.824423 100.3175  
##   
## Tuning parameter 'ncomp' was held constant at a value of 9

pred.pls <- predict(pls.fit, test\_data)  
Pls.RMSE <- RMSE(pred.pls, test\_data$ridecount) #149.503  
Pls.RMSE

## [1] 149.5679

##Elastic Net

library(elasticnet)

## Loading required package: lars

## Loaded lars 1.2

enetGrid <- expand.grid(.lambda = c(0,0.01, .1), .fraction = seq(.05, 1, length = 20))  
  
enet.fit <- train(ridecount ~ rain + mean\_temperature\_f + mean\_humidity +  
 mean\_wind\_speed\_mph + mean\_dew\_point\_f + weekend + city,   
 data = train\_data,   
 method = "enet",   
 trControl = ctrl,   
 preProc = c("center", "scale"),   
 tuneGrid = enetGrid)   
  
enet.fit

## Elasticnet   
##   
## 1834 samples  
## 7 predictor  
##   
## Pre-processing: centered (10), scaled (10)   
## Resampling: Cross-Validated (10 fold, repeated 3 times)   
## Summary of sample sizes: 1650, 1651, 1650, 1650, 1652, 1650, ...   
## Resampling results across tuning parameters:  
##   
## lambda fraction RMSE Rsquared MAE   
## 0.00 0.05 341.3955 0.7890963 241.57481  
## 0.00 0.10 321.7538 0.7890963 223.91920  
## 0.00 0.15 302.5504 0.7890963 207.02873  
## 0.00 0.20 283.8750 0.7890963 191.51642  
## 0.00 0.25 265.8389 0.7890963 177.42288  
## 0.00 0.30 248.5813 0.7890963 164.30987  
## 0.00 0.35 232.2745 0.7890963 151.66271  
## 0.00 0.40 217.1296 0.7890963 139.37479  
## 0.00 0.45 203.4003 0.7890963 127.43519  
## 0.00 0.50 191.3813 0.7890963 116.09908  
## 0.00 0.55 181.4126 0.7892356 105.80088  
## 0.00 0.60 173.5541 0.7978880 97.72330  
## 0.00 0.65 166.7731 0.8071064 91.68505  
## 0.00 0.70 161.3118 0.8133778 91.87174  
## 0.00 0.75 157.3223 0.8172685 94.98602  
## 0.00 0.80 154.9217 0.8198731 97.27598  
## 0.00 0.85 153.4186 0.8222862 97.80154  
## 0.00 0.90 152.4312 0.8239475 98.42786  
## 0.00 0.95 151.8704 0.8248628 99.37115  
## 0.00 1.00 151.9246 0.8245804 100.43789  
## 0.01 0.05 341.5082 0.7890963 241.67661  
## 0.01 0.10 321.9746 0.7890963 224.11750  
## 0.01 0.15 302.8735 0.7890963 207.30782  
## 0.01 0.20 284.2926 0.7890963 191.85428  
## 0.01 0.25 266.3408 0.7890963 177.80564  
## 0.01 0.30 249.1541 0.7890963 164.74416  
## 0.01 0.35 232.9005 0.7890963 152.15116  
## 0.01 0.40 217.7859 0.7890963 139.92646  
## 0.01 0.45 204.0577 0.7890963 128.03216  
## 0.01 0.50 192.0034 0.7890963 116.71346  
## 0.01 0.55 181.9419 0.7890963 106.39125  
## 0.01 0.60 174.0430 0.7971861 98.21548  
## 0.01 0.65 167.2059 0.8065867 91.98030  
## 0.01 0.70 161.6621 0.8130263 91.61445  
## 0.01 0.75 157.5514 0.8170757 94.70111  
## 0.01 0.80 155.0669 0.8196373 97.18108  
## 0.01 0.85 153.5416 0.8220569 97.87298  
## 0.01 0.90 152.5072 0.8238192 98.34712  
## 0.01 0.95 151.9157 0.8247706 99.20845  
## 0.01 1.00 151.9337 0.8245721 100.43215  
## 0.10 0.05 340.3807 0.7890963 240.65713  
## 0.10 0.10 319.7670 0.7890963 222.14207  
## 0.10 0.15 299.6477 0.7890963 204.55759  
## 0.10 0.20 280.1299 0.7890963 188.51642  
## 0.10 0.25 261.3487 0.7890963 174.01950  
## 0.10 0.30 243.4740 0.7890963 160.36620  
## 0.10 0.35 226.7183 0.7890963 147.24182  
## 0.10 0.40 211.3428 0.7890963 134.42376  
## 0.10 0.45 197.6603 0.7890963 122.11729  
## 0.10 0.50 186.0296 0.7890963 110.65863  
## 0.10 0.55 176.8859 0.7929561 101.00698  
## 0.10 0.60 169.2210 0.8041293 93.67530  
## 0.10 0.65 162.9485 0.8117637 90.83501  
## 0.10 0.70 158.2333 0.8165704 94.07375  
## 0.10 0.75 155.5464 0.8193623 96.03251  
## 0.10 0.80 154.2470 0.8209885 96.80584  
## 0.10 0.85 153.2511 0.8224442 97.48293  
## 0.10 0.90 152.7018 0.8231423 98.36497  
## 0.10 0.95 152.8354 0.8226122 99.55229  
## 0.10 1.00 153.3877 0.8213675 101.00228  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were fraction = 0.95 and lambda = 0.

pred.enet <- predict(enet.fit, test\_data)  
Enet.RMSE <- RMSE(pred.enet, test\_data$ridecount) #149.615  
Enet.RMSE

## [1] 149.5803

##Neural Network

nnGrid <- expand.grid(.decay = c(0,0.01,.1), .size = c(1:10))   
  
nn.fit <- train(ridecount ~ rain + mean\_temperature\_f + mean\_humidity +  
 mean\_wind\_speed\_mph + mean\_dew\_point\_f + weekend + city,   
 data = train\_data ,   
 method = "nnet",  
 trControl = ctrl,   
 preProc = c("center", "scale"),   
 tuneGrid = nnGrid)

## Warning in nominalTrainWorkflow(x = x, y = y, wts = weights, info = trainInfo, :  
## There were missing values in resampled performance measures.

pred.nn <- predict(nn.fit, test\_data)  
NN.RMSE <- RMSE(pred.nn, test\_data$ridecount) #401.664  
NN.RMSE

pred.nn <- predict(nn.fit, test\_data)  
NN.RMSE <- RMSE(pred.nn, test\_data$ridecount) #401.664  
NN.RMSE

## [1] 402.053

##Mars

The second best model.

library(earth)

## Loading required package: Formula

## Loading required package: plotmo

## Loading required package: plotrix

## Loading required package: TeachingDemos

marsGrid <- expand.grid(.degree = 1:2, .nprune = 2:34)  
  
mars.fit <- train(ridecount ~ rain + mean\_temperature\_f + mean\_humidity +  
 mean\_wind\_speed\_mph + mean\_dew\_point\_f + weekend + city,   
 data = train\_data ,   
 method = "earth",  
 tuneGrid = marsGrid,  
 trControl = ctrl)  
  
mars.fit

## Multivariate Adaptive Regression Spline   
##   
## 1834 samples  
## 7 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 3 times)   
## Summary of sample sizes: 1650, 1650, 1651, 1650, 1650, 1652, ...   
## Resampling results across tuning parameters:  
##   
## degree nprune RMSE Rsquared MAE   
## 1 2 167.09385 0.7877093 82.66460  
## 1 3 154.07219 0.8189265 101.46566  
## 1 4 152.83170 0.8217970 101.26766  
## 1 5 152.55714 0.8225083 100.35240  
## 1 6 152.42879 0.8228261 100.55953  
## 1 7 152.62759 0.8223932 100.77527  
## 1 8 152.71063 0.8221546 100.93364  
## 1 9 152.71063 0.8221546 100.93364  
## 1 10 152.71063 0.8221546 100.93364  
## 1 11 152.71063 0.8221546 100.93364  
## 1 12 152.71063 0.8221546 100.93364  
## 1 13 152.71063 0.8221546 100.93364  
## 1 14 152.71063 0.8221546 100.93364  
## 1 15 152.71063 0.8221546 100.93364  
## 1 16 152.71063 0.8221546 100.93364  
## 1 17 152.71063 0.8221546 100.93364  
## 1 18 152.71063 0.8221546 100.93364  
## 1 19 152.71063 0.8221546 100.93364  
## 1 20 152.71063 0.8221546 100.93364  
## 1 21 152.71063 0.8221546 100.93364  
## 1 22 152.71063 0.8221546 100.93364  
## 1 23 152.71063 0.8221546 100.93364  
## 1 24 152.71063 0.8221546 100.93364  
## 1 25 152.71063 0.8221546 100.93364  
## 1 26 152.71063 0.8221546 100.93364  
## 1 27 152.71063 0.8221546 100.93364  
## 1 28 152.71063 0.8221546 100.93364  
## 1 29 152.71063 0.8221546 100.93364  
## 1 30 152.71063 0.8221546 100.93364  
## 1 31 152.71063 0.8221546 100.93364  
## 1 32 152.71063 0.8221546 100.93364  
## 1 33 152.71063 0.8221546 100.93364  
## 1 34 152.71063 0.8221546 100.93364  
## 2 2 167.09385 0.7877093 82.66460  
## 2 3 100.46978 0.9221645 46.77106  
## 2 4 92.78318 0.9339661 44.14302  
## 2 5 91.43405 0.9352651 43.42748  
## 2 6 90.28874 0.9368519 42.38413  
## 2 7 90.02471 0.9373344 40.64050  
## 2 8 89.65201 0.9377791 40.07794  
## 2 9 87.33771 0.9408863 37.66716  
## 2 10 87.03807 0.9413358 37.38975  
## 2 11 87.59407 0.9405542 37.54820  
## 2 12 87.58611 0.9405537 37.57590  
## 2 13 87.59608 0.9405436 37.57173  
## 2 14 87.59608 0.9405436 37.57173  
## 2 15 87.59608 0.9405436 37.57173  
## 2 16 87.59608 0.9405436 37.57173  
## 2 17 87.59608 0.9405436 37.57173  
## 2 18 87.59608 0.9405436 37.57173  
## 2 19 87.59608 0.9405436 37.57173  
## 2 20 87.59608 0.9405436 37.57173  
## 2 21 87.59608 0.9405436 37.57173  
## 2 22 87.59608 0.9405436 37.57173  
## 2 23 87.59608 0.9405436 37.57173  
## 2 24 87.59608 0.9405436 37.57173  
## 2 25 87.59608 0.9405436 37.57173  
## 2 26 87.59608 0.9405436 37.57173  
## 2 27 87.59608 0.9405436 37.57173  
## 2 28 87.59608 0.9405436 37.57173  
## 2 29 87.59608 0.9405436 37.57173  
## 2 30 87.59608 0.9405436 37.57173  
## 2 31 87.59608 0.9405436 37.57173  
## 2 32 87.59608 0.9405436 37.57173  
## 2 33 87.59608 0.9405436 37.57173  
## 2 34 87.59608 0.9405436 37.57173  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were nprune = 10 and degree = 2.

pred.mars <- predict(mars.fit, test\_data)  
Mars.RMSE <- RMSE(pred.mars, test\_data$ridecount) #84.910  
Mars.RMSE

## [1] 83.57733

##Knn

Best Model. Had the lowest RMSE

knn.fit <- train(ridecount ~ rain + mean\_temperature\_f + mean\_humidity +  
 mean\_wind\_speed\_mph + mean\_dew\_point\_f + weekend + city,   
 data = train\_data ,   
 method = "knn",  
 preProc = c("center", "scale"),  
 tuneGrid = data.frame(k=seq(1,101,2)),  
 trControl = ctrl)  
  
knn.fit$finalModel #9

## 5-nearest neighbor regression model

pred.knn <- predict(knn.fit, test\_data)  
Knn.RMSE <- RMSE(pred.knn, test\_data$ridecount) #79.565  
Knn.RMSE

## [1] 85.44089