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# Тема: ООП на С++: наследование и полиморфизм *(21 балл)*

## Задание

1. В соответствии с вариантами задания и приведённой ниже спецификацией реализуйте программу на языке C++.
2. Разработайте тестовые задания, и протестируйте программу одним из методов тестирования.

## Требования к оформлению программ:

* 1. **Содержание**. Программа должна делать только то, что предусмотрено заданием. Не нужно выполнять лишнюю работу.
  2. **Спецификация.** В преамбуле программы в комментариях указывать сведения:
     + Кто выполнил.
     + Что делает программа (кратко).
     + Что на входе, имена входных файлов указываются.
     + Что на выходе (что является результатов работы программы).

# Ввод и вывод

* + - Приглашение пользователю. (Например, сколько чисел, какого типа и через какой разделитель нужно вводить).
    - Контрольный вывод (все введенные данные выводить на экран, и только после этого выполнять необходимые вычисления.)
    - «Защита от дурака». Проверять вводимые данные на корректность. Например, если необходимо считать количество чего – то, то эта величина не может быть отрицательной и т.д.
  1. **Структура кода.** Набираемый код должен быть хорошо структурированным. Использовать:
     + Отступы.
     + Комментарии – поясняют решение программы.
     + Осмысленные названия переменных.
     + Пояснения о назначении переменных в комментариях (кроме счетчиков).

# Декомпозиция кода

* + - Функциональная
    - Объектно-ориентированная

# Многофайловые проекты

* + - Классы определять в отдельном h-файле, а все методы классов – в

соответствующем cpp - файле. Созданный заголовочный файл подключать к проекту.

* + - Методы класса реализовывать не в определении класса.
    - cpp-файл и соответствующий ему h-файл называть одинаково. В качестве названия выбирать имя того класса, который определен в соответствующем модуле.

## Работа в классе:

1. Реализуйте иерархию геометрических фигур. Базовый класс Фигура (Figure). Наследники: круг (Circle), прямоугольник (Rectangle).
2. Поля всех классов должны быть закрытыми и динамическими. Для классов иерархии определите виртуальные методы вычисления площади double CalcArea() и вывода информации о фигуре void Show().
3. Базовый класс иерархии должен быть абстрактным.
4. Реализуйте алгоритм вычисления объема обобщенного цилиндра в виде полиморфной функции. Обобщенным цилиндром называется объемная фигура, в основании которой лежит произвольная плоская фигура. Объем обобщенного цилиндра вычисляется как площадь основания, умноженная на его высоту.
5. В главной программе необходимо создавать с помощью позднего связывания одну фигуру, тип которой определяет пользователь во время запуска программы. Для созданной фигуры необходимо выводить информацию, вычислять площадь и объем обобщенного цилиндра.
6. Все классы должны быть описаны в соответствующих .h и .cpp файлах.

## Задания для самостоятельного выполнения:

***Задание 1.***

Выполните задание для работы в классе, добавьте помимо классов наследников Circle и Rectangle еще два класса фигур наследников. Продемонстрируйте работу программы с учетом внесенных изменений.

Circle.cpp

//

// Created by ivan on 3/14/25.

//

#include "Circle.h"

#include <iostream>

const double M\_PI = 3.14159265358979323846;

Circle::Circle(double radius) {

    this->radius = new double(radius);

}

double Circle::calc\_area() {

    double area = M\_PI \* \*radius \* \*radius;

    return area;

}

void Circle::show() {

    std::cout << "Circle " << "\n" << "Radius :" << \*radius << "\n"

              << "Area :" << Circle::calc\_area() << "\n";

}

Circle::~Circle() {

    delete radius;

}

Circle.h

//

// Created by ivan on 3/14/25.

//

#ifndef LAB\_2\_3\_CIRCLE\_H

#define LAB\_2\_3\_CIRCLE\_H

#include "Figure.h"

class Circle : public Figure {

    double\* radius;

public:

    Circle(double radius);

    ~Circle() override;

    double calc\_area() override;

    void show() override;

};

#endif //LAB\_2\_3\_CIRCLE\_H

Figure.h

//

// Created by ivan on 3/14/25.

//

#ifndef LAB\_2\_3\_FIGURE\_H

#define LAB\_2\_3\_FIGURE\_H

class Figure {

public:

    virtual ~Figure() = default;

    virtual double calc\_area() = 0;

    virtual void show() = 0;

};

#endif //LAB\_2\_3\_FIGURE\_H

Rectangle.cpp

//

// Created by ivan on 3/14/25.

//

#include "Rectangle.h"

#include <iostream>

Rectangle::Rectangle(double height, double width) {

    this-> height = new double (height);

    this-> width = new double (width);

}

Rectangle::~Rectangle(){

  delete height;

  delete width;

}

double Rectangle::calc\_area() {

    return \*height \* \*width;

}

void Rectangle::show(){

    std::cout << "Rectangle\n\theight: " << \*height

    << "\n\twidth: " << \*width << "\n\tarea: " << calc\_area() << "\n";

};

Rectangle.h

//

// Created by ivan on 3/14/25.

//

#ifndef LAB\_2\_3\_RECTANGLE\_H

#define LAB\_2\_3\_RECTANGLE\_H

#include "Figure.h"

class Rectangle : public Figure {

    double\* height;

    double\* width;

public:

    Rectangle(double height, double width);

    ~Rectangle() override;

    double calc\_area() override;

    void show() override;

};

#endif //LAB\_2\_3\_RECTANGLE\_H

#include <iostream>

#include "Circle.h"

#include "Rectangle.h"

int main() {

    Circle circle(3);

    circle.show();

    return 0;

}
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***Задание 2.***

Реализуйте следующую иерархию классов:

Animal – базовый класс-интерфейс с методами breathe() и eat(). Fish – наследник класса Animal с дополнительным методом swim().

Bird – наследник класса Animal с дополнительным методом lay\_eggs(). FlyingBird – наследник класса Bird с дополнительным методом fly().

Сами методы breathe, eat, swim, lay\_eggs и fly должны только выводить текст с соответствующим действием на экран.

Протестируйте работу методов для экземпляров всех классов. Создавайте объекты всех реализованных классов с помощью раннего и позднего связывания.

Animal.h

#ifndef ANIMAL\_H

#define ANIMAL\_H

class Animal {

public:

    virtual ~Animal() {} // Виртуальный деструктор

    // Чисто виртуальные методы (интерфейс)

    virtual void breathe() const = 0;

    virtual void eat() const = 0;

};

#endif // ANIMAL\_H

Bird.cpp

#include "Bird.h"

#include <iostream>

void Bird::breathe() const {

    std::cout << "Bird is breathing air" << std::endl;

}

void Bird::eat() const {

    std::cout << "Bird is eating seeds" << std::endl;

}

void Bird::lay\_eggs() const {

    std::cout << "Bird is laying eggs" << std::endl;

}

Bird.h

#ifndef BIRD\_H

#define BIRD\_H

#include "Animal.h"

class Bird : public Animal {

public:

    void breathe() const override;

    void eat() const override;

    void lay\_eggs() const;

};

#endif // BIRD\_H

Fish.cpp

#include "Fish.h"

#include <iostream>

void Fish::breathe() const {

    std::cout << "Fish is breathing underwater" << std::endl;

}

void Fish::eat() const {

    std::cout << "Fish is eating plankton" << std::endl;

}

void Fish::swim() const {

    std::cout << "Fish is swimming" << std::endl;

}

Fish.h

#ifndef FISH\_H

#define FISH\_H

#include "Animal.h"

class Fish : public Animal {

public:

    void breathe() const override;

    void eat() const override;

    void swim() const;

};

#endif // FISH\_H

FlyingBird.cpp

#include "FlyingBird.h"

#include <iostream>

void FlyingBird::fly() const {

    std::cout << "FlyingBird is flying" << std::endl;

}

FlyingBird.h

#ifndef FLYINGBIRD\_H

#define FLYINGBIRD\_H

#include "Bird.h"

class FlyingBird : public Bird {

public:

    void fly() const;

};

#endif // FLYINGBIRD\_H

Main.cpp

/\*

 \* Автор: [Ваше имя]

 \* Программа демонстрирует работу иерархии классов животных

 \* с использованием раннего и позднего связывания

 \*/

#include <iostream>

#include "Animal.h"

#include "Fish.h"

#include "Bird.h"

#include "FlyingBird.h"

void testAnimal(const Animal& animal) {

    std::cout << "\nTesting animal:" << std::endl;

    animal.breathe();

    animal.eat();

}

int main() {

    std::cout << "=== Testing with early binding ===" << std::endl;

    // Раннее связывание (статический полиморфизм)

    Fish fish;

    Bird bird;

    FlyingBird flyingBird;

    std::cout << "\nTesting Fish:" << std::endl;

    fish.breathe();

    fish.eat();

    fish.swim();

    std::cout << "\nTesting Bird:" << std::endl;

    bird.breathe();

    bird.eat();

    bird.lay\_eggs();

    std::cout << "\nTesting FlyingBird:" << std::endl;

    flyingBird.breathe();

    flyingBird.eat();

    flyingBird.lay\_eggs();

    flyingBird.fly();

    return 0;

}

![](data:image/png;base64,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)

***Задание 3.***

Создайте базовый класс Human, который будет описывать модель человека. В нем должны храниться имя, фамилия и отчество.

Реализуйте:

* конструктор по умолчанию, в нем полям должны присваиваться значения «Неизвестно»;
* конструктор, который принимает имя, фамилия и отчество;
* метод getSurnameAndInitials, который возвращает строку вида «<Фамилия><Инициалы>», например, «Иванов И.И.»;
* метод getFullName, который возвращает строку «<Фамилия><Имя><Отчество>», например,

«Иванов Иван Иванович».

Прототип класса должен быть описан в файле «Human.h», реализация – «Human.cpp».

Создайте класс Student, который будет наследником класса Human. В нем должны храниться все оценки студента в виде вектора целых чисел.

Реализуйте:

* конструктор по умолчанию, в нем инициализируется пустой вектор;
* конструктор, который принимает имя, фамилия, отчество и вектор с оценками;
* метод addScore, который добавляет одну оценку;
* метод getAverageScore, который вычисляет и возвращает среднее арифметическое всех оценок студента;
* метод getShortStudentInfo, который возвращает строку вида

«<Фамилия><Инициалы>:<Средний балл>», например, «Иванов И.И.: 3.75»;

* метод getFullStudentInfo, который возвращает строку «<Фамилия><Имя><Отчество>:<Все оценки> – <Средний балл>», например, «Иванов Иван Иванович: 4 4 5 5 –4.5».

Прототип класса должен быть описан в файле «Student.h», реализация – «Student.cpp». Для инициализации родительских полей должен использоваться конструктор родителя.

Создайте класс Teacher, который будет наследником класса Human. В нем должны храниться:

* должность (тип - перечисление) – ассистент, старший преподаватель, доцент, профессор;
* список преподаваемых предметов в виде вектора строк.

Реализуйте:

* конструктор по умолчанию, в нем инициализируются должность «Неизвестно» и пустой вектор;
* конструктор, который принимает имя, фамилия, отчество, должность и вектор с названиями преподаваемых предметов;
* метод addSubject, который добавляет один предмет;
* метод getShortTeacherInfo, который возвращает строку вида

«<Фамилия><Инициалы><Должность>: <Количество предметов>», например, «Иванов И.И. доцент:7»;

* метод getFullTeacherInfo, который возвращает строку

«<Фамилия><Имя><Отчество><Должность>: <Все предметы через запятую>», например,

«Иванов Иван Иванович доцент: ОС, Языки программирования, Информатика».

Прототип класса должен быть описан в файле «Teacher.h», реализация – «Teacher.cpp». Для инициализации родительских полей должен использоваться конструктор родителя.

В основной программе (файл main.cpp) определите 2 массива: students (со списком студентов) и teachers(со списком преподавателей). В массивах должно быть не менее 10 записей.

Реализуйте функции для сохранения / загрузки списков студентов и преподавателей в файл / из файла. Продемонстрируйте их работу.

Выведите на экран:

1. краткую информацию обо всех студентах, у которых средний балл больше 4;
2. краткую информацию обо всех студентах, у которых средний балл меньше 3;
3. полную информацию о студенте, у которого больше всего оценок;
4. краткую информацию обо всех доцентах;
5. полную информацию о профессоре, у которого больше всего предметов;
6. полную информацию обо всех преподавателях, которые ведут информатику.

Human.cpp

#include "Human.h"

#include <sstream>

Human::Human() : firstName("Unknown"), lastName("Unknown"), patronymic("Unknown") {}

Human::Human(const std::string& firstName, const std::string& lastName, const std::string& patronymic)

    : firstName(firstName), lastName(lastName), patronymic(patronymic) {}

std::string Human::getSurnameAndInitials() const {

    std::stringstream ss;

    ss << lastName << " ";

    if (!firstName.empty()) ss << firstName[0] << ".";

    if (!patronymic.empty()) ss << patronymic[0] << ".";

    return ss.str();

}

std::string Human::getFullName() const {

    return lastName + " " + firstName + " " + patronymic;

}

Human.h

#pragma once

#include <string>

class Human {

protected:

    std::string firstName;

    std::string lastName;

    std::string patronymic;

public:

    Human();

    Human(const std::string& firstName, const std::string& lastName, const std::string& patronymic);

    std::string getSurnameAndInitials() const;

    std::string getFullName() const;

};

Student.cpp

#include "Student.h"

#include <numeric>

#include <sstream>

Student::Student() : Human(), scores() {}

Student::Student(const std::string& firstName, const std::string& lastName, const std::string& patronymic, const std::vector<int>& scores)

    : Human(firstName, lastName, patronymic), scores(scores) {}

void Student::addScore(int score) {

    scores.push\_back(score);

}

double Student::getAverageScore() const {

    if (scores.empty()) return 0.0;

    double sum = std::accumulate(scores.begin(), scores.end(), 0.0);

    return sum / scores.size();

}

std::string Student::getShortStudentInfo() const {

    std::stringstream ss;

    ss << getSurnameAndInitials() << ": " << getAverageScore();

    return ss.str();

}

std::string Student::getFullStudentInfo() const {

    std::stringstream ss;

    ss << getFullName() << ": ";

    for (int score : scores) ss << score << " ";

    ss << "- " << getAverageScore();

    return ss.str();

}

Student.h

#pragma once

#include "Human.h"

#include <vector>

class Student : public Human {

private:

    std::vector<int> scores;

public:

    Student();

    Student(const std::string& firstName, const std::string& lastName, const std::string& patronymic, const std::vector<int>& scores);

    void addScore(int score);

    double getAverageScore() const;

    std::string getShortStudentInfo() const;

    std::string getFullStudentInfo() const;

    const std::vector<int>& getScores() const { return scores; }

};

Teacher.cpp

#include "Teacher.h"

#include <sstream>

#include <map>

const std::map<Position, std::string> POSITION\_NAMES = {

    {Position::ASSISTANT, "Assistant"},

    {Position::SENIOR\_LECTURER, "Senior Lecturer"},

    {Position::DOCENT, "Docent"},

    {Position::PROFESSOR, "Professor"},

    {Position::UNKNOWN, "Unknown"}

};

Teacher::Teacher() : Human(), position(Position::UNKNOWN), subjects() {}

Teacher::Teacher(const std::string& firstName, const std::string& lastName, const std::string& patronymic, Position position, const std::vector<std::string>& subjects)

    : Human(firstName, lastName, patronymic), position(position), subjects(subjects) {}

void Teacher::addSubject(const std::string& subject) {

    subjects.push\_back(subject);

}

std::string Teacher::getShortTeacherInfo() const {

    std::stringstream ss;

    ss << getSurnameAndInitials() << " " << POSITION\_NAMES.at(position) << ": " << subjects.size() << " subjects";

    return ss.str();

}

std::string Teacher::getFullTeacherInfo() const {

    std::stringstream ss;

    ss << getFullName() << " " << POSITION\_NAMES.at(position) << ": ";

    for (size\_t i = 0; i < subjects.size(); ++i) {

        if (i != 0) ss << ", ";

        ss << subjects[i];

    }

    return ss.str();

}

Teacher.h

#pragma once

#include "Human.h"

#include <vector>

#include <string>

enum class Position {

    ASSISTANT,

    SENIOR\_LECTURER,

    DOCENT,

    PROFESSOR,

    UNKNOWN

};

class Teacher : public Human {

private:

    Position position;

    std::vector<std::string> subjects;

public:

    Teacher();

    Teacher(const std::string& firstName, const std::string& lastName, const std::string& patronymic, Position position, const std::vector<std::string>& subjects);

    void addSubject(const std::string& subject);

    std::string getShortTeacherInfo() const;

    std::string getFullTeacherInfo() const;

    Position getPosition() const { return position; }

    const std::vector<std::string>& getSubjects() const { return subjects; }

};

Main.cpp

#include <iostream>

#include <vector>

#include <fstream>

#include "Student.h"

#include "Teacher.h"

// Оператор вывода для Position

std::ostream& operator<<(std::ostream& os, const Position& pos) {

    switch(pos) {

        case Position::ASSISTANT: os << "Assistant"; break;

        case Position::SENIOR\_LECTURER: os << "Senior Lecturer"; break;

        case Position::DOCENT: os << "Docent"; break;

        case Position::PROFESSOR: os << "Professor"; break;

        default: os << "Unknown";

    }

    return os;

}

void saveStudentsToFile(const std::vector<Student>& students, const std::string& filename) {

    std::ofstream file(filename);

    if (!file.is\_open()) {

        std::cerr << "Error opening file for writing students!\n";

        return;

    }

    for (const auto& student : students) {

        file << student.getFullName() << " | Scores: ";

        for (int score : student.getScores()) {

            file << score << " ";

        }

        file << "\n";

    }

    file.close();

}

void saveTeachersToFile(const std::vector<Teacher>& teachers, const std::string& filename) {

    std::ofstream file(filename);

    if (!file.is\_open()) {

        std::cerr << "Error opening file for writing teachers!\n";

        return;

    }

    for (const auto& teacher : teachers) {

        file << teacher.getFullName() << " | Position: " << teacher.getPosition() << " | Subjects: ";

        for (const auto& subject : teacher.getSubjects()) {

            file << subject << ", ";

        }

        file << "\n";

    }

    file.close();

}

int main() {

    std::vector<Student> students = {

        Student("John", "Doe", "Smith", {4, 5, 5}),

        Student("Jane", "Smith", "Brown", {3, 3, 4}),

    };

    std::vector<Teacher> teachers = {

        Teacher("Alice", "Johnson", "Lee", Position::DOCENT, {"OOP", "Algorithms"}),

        Teacher("Bob", "Williams", "Taylor", Position::PROFESSOR, {"Informatics", "Databases"}),

    };

    saveStudentsToFile(students, "students.txt");

    saveTeachersToFile(teachers, "teachers.txt");

    std::cout << "Students with average > 4:\n";

    for (const auto& student : students) {

        if (student.getAverageScore() > 4.0) {

            std::cout << student.getShortStudentInfo() << "\n";

        }

    }

    std::cout << "\nStudents with average < 3:\n";

    for (const auto& student : students) {

        if (student.getAverageScore() < 3.0) {

            std::cout << student.getShortStudentInfo() << "\n";

        }

    }

    size\_t maxScores = 0;

    const Student\* topStudent = nullptr;

    for (const auto& student : students) {

        if (student.getScores().size() > maxScores) {

            maxScores = student.getScores().size();

            topStudent = &student;

        }

    }

    if (topStudent) {

        std::cout << "\nStudent with the most scores:\n";

        std::cout << topStudent->getFullStudentInfo() << "\n";

    }

    std::cout << "\nAll Docents:\n";

    for (const auto& teacher : teachers) {

        if (teacher.getPosition() == Position::DOCENT) {

            std::cout << teacher.getShortTeacherInfo() << "\n";

        }

    }

    size\_t maxSubjects = 0;

    const Teacher\* topProfessor = nullptr;

    for (const auto& teacher : teachers) {

        if (teacher.getPosition() == Position::PROFESSOR && teacher.getSubjects().size() > maxSubjects) {

            maxSubjects = teacher.getSubjects().size();

            topProfessor = &teacher;

        }

    }

    if (topProfessor) {

        std::cout << "\nProfessor with the most subjects:\n";

        std::cout << topProfessor->getFullTeacherInfo() << "\n";

    }

    std::cout << "\nTeachers teaching Informatics:\n";

    for (const auto& teacher : teachers) {

        for (const auto& subject : teacher.getSubjects()) {

            if (subject == "Informatics") {

                std::cout << teacher.getFullTeacherInfo() << "\n";

                break;

            }

        }

    }

    return 0;

}
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***Задание 4.***

Реализуйте несколько классов, вычисляющих суммы следующих последовательностей натуральных чисел от 1 до N:
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Сделайте это с помощью наследования.

Базовым классом будет Summator, который реализует методы transform(i) и sum(N).

* + Метод transform(i) выполняет преобразование элемента последовательности. Для класса Summator это будет тождественное преобразование, т.е. transform(i) == i. Метод transform(i) должен быть виртуальным и будет переопределяться в производных классах.
  + Метод sum(N) реализуется в базовом классе и должен вычислять сумму значений transform(n) для всехn от 1 до N.

Производные классы должны переопределять метод transform(i):

* + SquareSummator – квадратичный сумматор, складывающий квадраты чисел, егометод transform(i) возвращает квадрат числаi2.
  + CubeSummator: – кубический сумматор, складывающий кубы чисел, егометод transform(i) возвращает куб числаi3.

Метод sum(N) переопределять не нужно.

Все классы должны быть описаны в соответствующих .h и .cpp файлах.

Подсказка: для проверки корректности реализации классов Summator, SquareSummator, CubeSummator воспользуйтесь формулами:
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В главной программе создавайте объекты реализованных классов с помощью раннего и позднего связывания.

CubeSummator.cpp

#include "CubeSummator.h"

int CubeSummator::transform(int i) const {

    return i \* i \* i; // Куб числа

}

CubeSummator.h

#include "Summator.h"

class CubeSummator : public Summator {

public:

    int transform(int i) const override;

};

SquareSummator.cpp

#include "SquareSummator.h"

int SquareSummator::transform(int i) const {

    return i \* i; // Квадрат числа

}

SquareSummator.h

#include "Summator.h"

class SquareSummator : public Summator {

public:

    int transform(int i) const override;

};

Summator.cpp

#include "Summator.h"

int Summator::transform(int i) const {

    return i; // Тождественное преобразование

}

int Summator::sum(int N) const {

    int total = 0;

    for (int i = 1; i <= N; ++i) {

        total += transform(i);

    }

    return total;

}

Summator.h

class Summator {

public:

    virtual ~Summator() = default;

    virtual int transform(int i) const;

    int sum(int N) const;

};

Main.cpp

#include <iostream>

#include "Summator.h"

#include "SquareSummator.h"

#include "CubeSummator.h"

void testSummator(Summator\* s, int N, const std::string& name) {

    std::cout << name << " sum from 1 to " << N << " = " << s->sum(N) << std::endl;

}

int main() {

    const int N = 5;

    // Раннее связывание

    Summator base;

    SquareSummator square;

    CubeSummator cube;

    std::cout << "Early binding results:\n";

    std::cout << "Linear sum: " << base.sum(N) << std::endl;

    std::cout << "Square sum: " << square.sum(N) << std::endl;

    std::cout << "Cube sum: " << cube.sum(N) << std::endl;

    // Позднее связывание

    Summator\* ptr1 = &base;

    Summator\* ptr2 = &square;

    Summator\* ptr3 = &cube;

    std::cout << "\nLate binding results:\n";

    testSummator(ptr1, N, "Linear");

    testSummator(ptr2, N, "Square");

    testSummator(ptr3, N, "Cube");

    // Проверка по формулам

    std::cout << "\nFormula verification:\n";

    std::cout << "Linear (formula): " << N\*(N+1)/2 << std::endl;

    std::cout << "Square (formula): " << N\*(N+1)\*(2\*N+1)/6 << std::endl;

    std::cout << "Cube (formula): " << (N\*(N+1)/2)\*(N\*(N+1)/2) << std::endl;

    return 0;

}

![](data:image/png;base64,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)

# Критерии оценки:

Если программа компилируется и оформлена по требованиям, то за лабораторную работу начисляются баллы.

Максимально можно получить 21 балл:

* + Задание 1 – 2 балла
  + Задание 2 – 4 балла
  + Задание 3 - 9 баллов
  + Задание 4 – 6 баллов