**第5次作业**

**1.** 编写汇编语言程序段（Intel）去优化下面的C函数，使得汇编程序中没有分支转移语句。假设变量p的地址为 (ebp) –10h。

int getv(int \*p)

{

return p ? \*p : 0;

}

**2.** 编写汇编语言程序段（Intel）实现C语言的！运算：(eax) = !(ebx)，要求没有分支转移语句。

**3.** 假设 (ax) = 0D000h, (bx) = 2000h，执行

cmp ax, bx

ja L1

程序可以转到L1吗？将 ja 换成 jg、js，结果如何？

**4.** 在分支转移指令的机器码中，如何表示转移的目标地址？

**5.** 编写与“loope lp”等效的程序段（Intel）。

**6.** 根据下列程序段（Intel）

… …

MOV ESI, OFFSET BUF1

MOV EDI, OFFSET BUF2

MOV ECX, n

LOOLA: MOV AL, [ESI]

MOV [EDI], AL

INC ESI

INC EDI

LOOP LOOPA ;使用ECX计数

… …

绘制流程图，并回答如下(1)至(5)问题。其中BUF1、BUF2均为串长度为n 的字节存储区首址。

(1) 该程序段完成了什么工作？

(2) 若将 “MOV ECX, n”误写成“MOV ECX, 0”，则循环体被执行多少次？

(3) 若漏掉了 “MOV ECX, n”，则循环体执行的次数能确定吗？为什么？

(4) 若漏掉了指令“INC ESI”，则程序运行结果如何？

(5) 若不小心将标号LOOPA上移了一行，即将标号写在指令“MOV ECX, n”之前，则程序运行情况如何？

**7.** 编写子程序PROG（不能用带变量说明的高级伪指令去定义PROG），实现如下功能：(X - Y) / Z（X、Y、Z是有符号数，不需考虑X-Y的溢出），子程序将商保存到AX、余数保存到DL。主程序（Intel）的调用格式如下：

.model flat, stdcall

… …

X DW ? ;X为2个字节的有符号整数

Y DB ? ;Y为1个字节的有符号整数

Z DB ? ;Z为1个字节的有符号整数

… …

MOV AL, Y

MOV AH, Z

PUSH AX

PUSH X

CALL PROG

**ADD ESP, 4**

… …

**8.** 阅读下面的（C和Intel汇编）程序，回答问题

void func ( )

{ unsigned short us = 65535;

unsigned int ui;

short s = -1;

int i;

int x = 0, y = 0; ; ①

ui = us;

i = s; ; ②

if (ui > 0) x = 1;

if (i > 0) y = 1; ; ③

ui = ui >> 1; ; >>1 右移一个二进制位

i = i >> 1; ; ④

ui = ~ui; ; 按位取反

i = -i; ; ⑤

}

**⑴ 执行完** ① 处语句后，

us = 0x \_\_\_ s = 0x \_\_\_\_（2个字节的16进制数）

**⑵ 执行完** ② 处语句后，

ui = 0x \_\_ i = 0x \_\_（4个字节的16进制数）

ui = us; 对应的机器指令： \_\_ eax, us、 mov ui, eax

i = s; 对应的机器指令： \_\_ eax, s、 mov i, eax

**⑶ 执行完 ③** 处语句后，

x = \_\_\_\_ y = \_\_\_\_

if (ui>0) x=1; 对应的机器指令： cmp ui, 0、 \_\_\_\_ lp1、 mov x, 1、 lp1: …

if (i >0) y=1; 对应的机器指令： cmp i, 0、 \_\_\_\_ lp2、 mov y, 1、 lp2: …

**⑷ 执行完 ④** 处语句后，

ui = 0x \_\_\_ i = 0x \_\_ （4个字节的16进制数）

ui = ui >> 1; 对应的机器指令： \_\_\_\_ ui, 1

i = i >> 1; 对应的机器指令： \_\_\_\_ i, 1

**⑸ 执行完** **⑤** 处语句后，

ui = 0x \_\_ i = 0x \_\_\_\_ （4个字节的16进制数）

ui = ~ui; 对应的机器指令： \_\_\_\_ ui

i = -i; 对应的机器指令： \_\_\_\_ i

**9.** 在VS2019（或其他VS版本）、x86平台、Debug模式，观察下面C程序的反汇编程序、内存等，分析switch … case的执行过程，并回答如下问题：

(1) 写出break对应的汇编指令；

(2) 若少写break，导致的后果是什么？

(3) 各个分支摆放顺序对结果有无影响？default 分支能不能写在最开头？

(4) 程序是如何判断并进行相应分支转移的？

#include <stdio.h>

int main( )

{ int x = 3;

int y = -1;

int z;

char c;

c = getchar(); //从键盘输入一个字符

switch (c) {

case '9':

case '7':

z = x + y;

break;

case '1':

case '0':

z = x - y;

break;

default:

z = 0;

}

printf("%d %c %d = %d \n", x, c, y, z);

return 0;

}

**10.** 在Linux环境下，对一个C语言程序进行编译、链接、调试运行，程序片段如下。

int fadd(int a, int b)

{ int temp;

temp = a + b;

return temp;

}

void main( )

{ int x = 0x1234;

int y = -32;

int result = 0;

char msg[6] = "abc12";

result = fadd(x, y);

result = \*(int \*)(msg + 1);

}

调试时，设变量x的地址（&x）为0xffffd508，y的地址（&y）为0xffffd50c，result的地址为0xffffd510，数组msg的起始地址为 0xffffb516。

(1) 执行到result = fadd(x, y) 时，写出以字节为写出内存的内容（用16进制数的形式填空，最左边是内存地址）。

0xffffd508 \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_

0xffffd510 \_\_ \_\_ \_\_ \_\_ XX XX \_\_ \_\_

0xffffd518 \_\_ \_\_ \_\_ \_\_ XX XX XX XX

(2) 数据传送指令解读

int x = 0x1234对应的机器指令为：movl $0x1234, -0x20(%ebp)，执行该语句时， ebp = 0x \_\_\_\_。

int result = 0对应的反汇编指令为 \_\_\_\_。

执行 “result = \*(int \*)(msg+1);”后， result中的值为 0x\_\_\_\_ 。

(3) 函数调用语句解读

语句result = fadd(x, y) 对应的反汇编代码（最左边的是机器指令的地址）如下。

0x56556210 <+72>: push -0xlc(%ebp)

0x56556213 <+75>: push -0x20(%ebp)

0x56556216 <+78>: call 0x5655619d <fadd>

0x5655621b <+83>: add $0x8, %esp

0x565562le <+86>: mov %eax, -0x18(%ebp)

设执行result = fadd(x, y) 之前，esp的值为0xffffd500。

① 在表格的适当位置填写刚进入函数fadd内部时，堆栈中存放的相关数据；

② 刚进入函数fadd内部时，esp = 0x\_\_\_\_；

③ 执行 “ add $0x8, %esp ” 之后，esp = 0x\_\_\_\_。

|  |  |
| --- | --- |
|  | 0xffffd4ec |
|  | 0xffffd4f0 |
| 0x5655621b | 0xffffd4f4 |
| 0x00001234 | 0xffffd4f8 |
| 0xFFFFFFE0 | 0xffffd4fc |
| XXXXXXXX | 0xffffd500 |

(4) fadd函数的反汇编代码：

0x5655619d <+0>: push %ebp

0x5655619e <+1>: mov %esp, %ebp

0x565561a0 <+3>: sub $0x10, %esp

0x565561a3 <+6>: mov 0x8(%ebp), %edx

0x565561a6 <+9>: mov 0xc(%ebp), %eax

0x565561a9 <+12>: add %edx, %eax

0x565561ab <+14>: mov %eax, -0x4(%ebp)

0x565561ae <+17>: mov -0x4(%ebp), %eax

0x565561b1 <+20>: ……………….

① 函数参数 a的地址（即&a）是 0x\_\_\_\_。

② 局部变量 temp的地址（即&temp）是 0x\_\_\_\_。

③ 执行 “add %edx, %eax” 后， CF=\_\_\_\_, SF=\_\_\_\_, ZF=\_\_\_\_, OF= \_\_\_\_。

④ 在函数的结束处，有程序段

\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_

ret

执行后可返回到调用函数的断点处。

**11.** 编写完整汇编程序（Intel）：主程序调用C函数scanf(“%s”)从键盘接受一个无符号10进制数字符串，然后调用子程序str10\_to\_num（需要编写）将这个10进制字符串转换为一个长整数，接着调用子程序num\_to\_str16（需要编写）将这个长整数转换为16进制字符串，最后主程序调用C函数printf(“%s”)在显示器上输出这个16进制字符串。例如：

![](data:image/png;base64,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)

要求：(1) 不能使用子程序定义和调用的伪指令（如 f1 proc v1:dword，invoke 100）；

(2) 调用子程序时，只能采用堆栈传递参数。