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# 前言

这本书里面的知识，不会很深奥。不会涉及到算法，数据结构，操作系统。

可以让人快速上手干活儿。

本书的最终目的在于建立起一套快速培训新员工的知识体系。 基本上就是:

- 需求分析。

- 前端开发， 部署

- 后端开发， 服务器的部署和维护。

- 各种有用的方法论

- 职业发展

本书是供给新入行的新人来读的，其中 Titanium 是国内的第一个本中文书，

Rails 虽然国内也有中文书， 但是大部分是由 国外文档翻译而成。

希望本书对Rails的描述能有自己的特点。

我对Linux只能算得上熟悉， 书中的内容， 可以让一名初学者调试，操作Linux

入门。

总之， 里面的各种技术， 都只是入门， 进一步的学习，请参考后面的读书清单。

# 第一章 程序员的职业规划

## 如何提问？

提问需要智慧 。

提问的智慧，来源于著名计算机大师 Eric Raymond所写的同名文章《How to ask questions the smart way》

我们不想掩饰对这样一些人的蔑视--他们不愿思考，或者在发问前不去完成他们应该做的事。这种人只会谋杀时间--他们只愿索取，从不付出，无端消耗我们的时间，而我们本可以把时间用在更有趣的问题或者更值得回答的人身上。我们称这样的人为“失败者”（由于历史原因，我们有时把它拼作“lusers”）。

我们在很大程度上属于志愿者，从繁忙的生活中抽出时间来解惑答疑，而且时常被提问淹没。所以我们无情的滤掉一些话题，特别是抛弃那些看起来象失败者的家伙，以便更高效的利用时间来回答胜利者的问题。

—— 《提问的智慧》引言。

下面我来教大家如何找到问题的答案。

1。 宗旨：中文百度，英文google

我不是一个百度信徒，也不是迷信google的人。以前作为一个程序员，每天都遇到各种计算机问题，而我尝试两者之后，发现，中文的搜索上，百度最有效。而英文上，google最好。

2。 关键字的使用：要关键，要简洁

比如一个问题：“肾虚的症状是什么？” 搜索的时候，不要这句话全搜，而是使用：“肾虚 症状”作为关键字来搜索。关键字之间用空格。

再比如“植物神经紊乱用气功能治好吗？”这样的问题，请搜索“植物神经 气功”。

再再比如“马礼堂六字诀该怎么练？”直接搜索“马礼堂 六字诀”

很简单吧？ 进一步的使用方法，请百度 ：）

## 读书清单

因为我个人从事的工作(做网站，手机app)不需要什么算法， 所以推荐的

书单也都是基于方法论的书记。

其中， 针对具体编程语言的书， 推荐直接读英文版。 第一本会读起来会特别困难，

但是当你的英文词汇量上去之后， 看任何英文文档就没问题了。

第二本第三本就越来越轻松。

重要的是， 英文版的内容理解起来比中文翻译过来的词汇容易多了。

### 《从小工到专家》 ( Pragmatic Programmer: From Junior to Master)

经典中的经典， 每次翻开这本书， 都可以有新的收获。 曾经为它做过概括，

但是发现不能够。 里面的内容实在太精炼了。

### 《重构》 ( Refactoring )

当成API参考书来看吧。 对于 C/JAVA 这样的"传统"语言比较合适。 对于

Ruby 没太大必要， 但是这个属于基本功， 知道设计模式的人写出的代码

远超不知道的。

### 拥抱变化

### 测试驱动开发

敏捷开发，单元测试， 的必读书籍。

如果你是个java程序员，请看《Pragmatic Unit Testing in Java 8 with JUnit》

### Code Complete

让你知道什么是高质量的代码。 什么是烂代码。

### 黑客与画家

### 软件随想录 Joel 谈软件

Ruby　元编程　Metaprogramming Ruby(2)

没有读过它，就无法掌握Ruby， 更别提精通。

Ruby 程序员必读书籍。 读了之后会让你对语言的了解更上台阶。

### 设计模式

不要看大陆几个人翻译的．要买就买台湾版。

### 敏捷开发， 原则与模式

### 人月神话

### 人件 Peopleware

人是最重要的。

CSS the missing manual

里面对于CSS的描述特别棒。

coffeescript

薄薄的小册子。看了之后让你对coffee更加有了解。

Guides。rubyonrails。org

建议读英文版。 第一章入门不好入。 后面的文章很有深度。

### Linux : 鸟哥的Linux私房菜

Linux 需要在日常的积累中学习， 随便挑本书入门即可。 这本书还好。

台湾的兄台写的。

Seven Weeks 系列

Seven More Languages in Seven Weeks:

Seven databases in Seven weeks

Seven webframeworks in Seven weeks

(还有一个并发的， 这个就不用了，除非你的工作中有并发内容。 )

## # 程序员的台阶

### 英语必须好

导致国内的技术人员落后于国际的重要原因，不是不够聪明，

而是国内的程序员英文水平不好。

在国内，英语又好，计算机能力又强的程序员，在2001~ 2010年左右，都会被招进

外企。这个情况在BAT等国内互联网公司做大之后，有所好转，但是，我见到的英语好

的程序员，很多走的路线都是：大公司工作 ， 出国。

而国内的程序员为什么会比国外技术落后1~2年呢？

这个时间就是 认识到这个技术好（大约1年时间） + 翻译(一年时间） + 出书(

找出版社，出版，大约4个月）的时间。

现在，由于新兴技术越来越多，我们不能再采取“学中文书”的习惯了。

所以，我对新手的要求是：

- 要么CET6。 过了六级的人，英语肯定没问题的。

- 要么可以进行一段口语对话。口语是英语听说读写四个能力中最薄弱的环节。

如果这个人的口语是60分，那么阅读可以达到80分。

### 思路敏捷，清晰

有的人，我给他做培训时，他的思路跟不上我。有的人，我给他做培训时，他往往

能纠正我的错误，提醒我下一步的思路。

我们要的，就是后一种人。

思路的敏捷，直接导致程序员是否有“灵气”。 有灵气的人，几乎都是一点就通。

你给他一个方向，剩下的事他都能自己办完。

思路不行的人，让他做事就会让你特别痛苦，他离不开你，你一离开他就几乎没有

进度。

判断一个人思路是否敏捷，清晰，很重要的一点是看他口齿是否清晰，表述能力是否

足够好。

### 表达沟通能力强

表达和沟通能力强是非常重要的因素。一个软件项目能否做好，完全取决于大家的沟通。

比如说，

- 这个需求没有说明白

- 昨天提交的版本为什么没有通过

- 那个bug昨天修改了，为什么今天又出现了

- 用户的需求又改变了

我们在开发过程中，绝大部分出现的问题，我们都要与人商量，跟人沟通。

有沟通恐惧症的人是无法胜任软件开发的。而“话痨”程序员就特别难得。比如

ThoughtWorks的我认识的朋友，都是非常擅长沟通，口才特别棒的人。

对于不会沟通的人，往往工作就做不好，不受别人的待见。时间一长，这样的人

就容易恶性循环，越不敢跟人沟通。这个问题真的很常见。

### 具备领导气质

一个人的能力是极其有限的。一个十年经验的优秀工程师，在做普通难度的编码

方面，也不如2，3个普通人。

而通常，一个项目中70%左右的代码都是“普通难度”的代码。所以，团队的力量就

凸显出来了。你会发现一个5人精英团队做的事儿，比一个独行侠要多的多。

所以，要具备领导气质。因为一旦你的上级发现这个程序员是核心骨干，就会希望

对你委以重任。最直接的就是：让你做小组长。

恭喜你，程序员的晋升之路开始了。把握好这个机会，努力的培养自己的带队能力，

你会发现自己的成就更多了。

### 技术过硬

技术人员的世界观中，没有“老资格”一说，能让技术人员服气的，就是实力。

一旦你当上了Team Lead的时候，必须具备远超他人的技术实力，比如：

- 对语言的高级特性掌握的清楚

- 能够及时处理其他人遇到的编程难题

- Linux技巧出众，能够轻松化解服务器的压力

只有这样，才能让你的团队成员服气。团队才能在你的带领之下成长。

否则，一旦队伍里其他人发现你的实力还不如他们，你的工作就没法干了。

## # IT 从业人员的去路

这个出路根据我身边的统计得来。

参考:

1/3 继续干IT

1/3 转行

1/3 公务员， 在家带孩子

### 继续做IT

1。 做的好的， 继续打工: 当技术经理， 技术总监， 大约10个人里有1个。

2。 出来创业， 做技术合伙人， CTO 大约10个人中有1个。

3。 做的普通的， 继续打工。 做基层。

这样的基层程序员， 年纪不会超过35岁。 之后就会被裁员。

也就是你看到的， 身边的大叔，有些秃顶，有些油腻，工作起来不热情，下班就想买菜接孩子的人。

他的领导小它几岁。

### 彻底转行

4。 还是打工， 做销售， 回家种地， 做买卖。

5。 自己创业。 开饭店， 或者自己做一个个体户。

### 吃铁饭碗

做公务员。 往往家里有些关系， 回到老家做事情。

出国读书。 读MBA， 国内或者国外。 镀层金

## 要会与人和睦相处，不要任性

杜月笙说：人分三等。

- 上等人：能力大，没脾气

- 中等人：能力大，脾气大

- 下等人：没能力，脾气大

不要很傲慢

收起你的个性，

要谦虚，不要任性

### 控制好你的脾气

不要对项目经理发火

不要跟你的伙伴因为技术拌嘴。

就算拌嘴，事后也要跟对方马上相处好。

### 越是牛人，就越谦逊

我从业11年了，有个很奇怪的现象：越是技术大牛，就越容易说出“这个技术我不懂”，反而是那些新入行的菜鸡，

对于“我不懂”这个词几乎不会说。

## 小心你的膨胀期

每个程序员，都会在入行前后转变。入行前是乖乖男，入行后就开始世故了。

膨胀期一般都出现在入行两三年后，这个时候，程序员会认为自己：能力上来了，

- 能干项目了。看不起刚入行的菜鸟

- 没见过高手，看不到自己跟别人的差距。几乎没有github，几乎没有个人技术博客。

- 开始喜欢泡论坛了，

这个时期很关键，我见过不少不错的孩子，因为内心膨胀，而损失了大好前途：

本该有的晋升没有了，要么离职，要么继续混日子。

### 不要因为被上家公司坑，就对下家公司特别不好

这样的案例见过几个。

在上家公司干活儿时兢兢业业，但是被坑：老板跑路，工资没发下来。于是到了下家公司就各种跟公司对立。

程序员确实很无辜，但是下家公司也是无辜的。目前软件公司还算是行业里可以的。

所以，不要把上家公司的情绪带到下一家。 见过的这几个程序员，往往在第二家公司都做的不长久。

### 不要在论坛上争吵，论战

论战最没有意义：

- 浪费时间，因为你永远无法战胜对方，对方也永远无法战胜你。

- 会把你的脾气变坏。大家记住：有发火欲望时，务必克制。因为越是发火，脾气就越差，脾气越差，人就越容易发火。

发火不是好事情，它会让各种好机会远离你。

特别是出现在入行2，3年的人身上。这些人一般是项目的中坚力量。见过一些世面， 有过一些经历， 容易自我膨胀。

## 使用传统语言的人特别容易心态不好

10个里有7个是这样。

### 传统语言包括: java， object c， php， 。net

他们的特点是: 过于底层。

我做 java， python， ruby， 从来不必关心 变量的类型， 不必考虑计算机的感受。 全心全意放在业务逻辑上，解决实际问题上就好了。

传统语言则是，你写任意一行代码，都要考虑 编译器的感受。 他就是个爱哭的孩子， 总是把你的注意力，从业务逻辑上，放到编程语言的细节上。

－－老板怎么会关心你的　性别是　'int'， 还是　'boolean' ，　还是'string' 类型？把它做了就好么！

### 容易发生的人群职业年龄: 2~4年。

因为工作这么多年的人，

这样的人的特点:

- 基本还处于编码的阶段。 每天以敲代码为生。

- 对一门语言基本精通了。 但是发现要做任何事情，都是很麻烦很复杂的。 因为语言特别麻烦复杂。　有一定的挫败感．

- 这个年龄，往往混迹于各种论坛， 有一定的办公室习气。 脾气容易不好。

## 不要内向，内向的人注定失败

我没有危言耸听。

人，活在这个社会中，每天都要与别人打交道。

内向是打交道的大敌。它直接让人处于打交道的下风。

我们每天跟人打交道，不是靠“脑电波”，而是需要靠自己的：语言，行为，表情，来把心中的想法传递给对方。

比如说下面的情况：

1。 这个需求，优先级一般，有空的时候帮我做了吧。

2。 这个需求，很着急，做不出来我就会死。

外向的人可以很好的表达出上面两个意思，而内向的人不一定。

下面是我看到的， 仅供参考，不负责任：

* 内向的人容易有玻璃心
* 内向的人谈不了需求
* 内向的人控制不了进度
* 内向的人远不如外向的人好管理

## 沟通最重要

如果要排名的话，我现在越来越倾向于 沟通能力比技术能力重要。

一个软件项目，是由多个“功能”组成的。

技术强弱，决定了某个“功能”能否做好。

而沟通能力的强弱，直接决定了 某个“功能”要不要做。

也就是说，沟通能力，更多的影响了项目的进展。

有个项目，小王的技术实力一般，但是沟通能力很强，遇到某个需求，心中有疑问的时候，马上第一时间找到需求方，

问的非常详细。然后:

- 发现这个问题不是很难的话，就开始动手，很快做出来了。

- 发现这个问题很难做的话，于是跟对方沟通，发现对方想要的就是很简单的功能，只是在字面上看起来很复杂。于是

小王跟对方一起纠正了需求，动手很快做出来了。

- 发现这个问题确实很难做，几乎无法实现。于是小王及时提出了问题所在，跟对方约定好，换另外一种解决方案。

可以看出，无论是哪种情况，小王都可以处理的很好。

小李的技术很强，但是沟通能力不行，很多时候会遇到问题，但是很少及时的跟对方沟通，往往是按照自己的理解去做，

结果导致了：

- 花了时间

- 事情用很复杂的方式做出来

- 需求方还不认可。

几乎每个项目中都有这样的情况。所以，务必把沟通放在第一位啊亲！无论你的技术强与弱，都要牢牢的记得这一点。

### 内向的人容易跟别人相处不好，成为项目毒药

## 不要踢皮球

踢皮球不好，损人不利己。

我们一定要做接球手：谁踢过来的工作或者任务，我都能很好的完成。

为什么？

### 踢皮球会让你把好的工作机会白白让给别人

越是难做的任务，收获就越大。谁啃硬骨头，谁的成长高！

小王在工作中，经常踢皮球。把工作踢给别人后，自己每天很清闲。

小李在工作中勤勤恳恳，责任心强，有事儿他第一个上，出了问题他一边鞠躬一边工作。

几年之后，小王能力没进步，人缘也很差劲。看到身边的同事一个一个的加薪，就他没有。

小李在工作中虽然拿的钱不多，但是各种加班，经验狂升，干了一年，老板就开始把各种重任都交给他，

慢慢的，小李一个人干不过来，老板就给他陪人，于是小李业务能力又强，带领团队的能力又提高了，

很快成为了公司离不开的顶梁柱。

把上面的小王 换成你们公司到点儿下班的人。

把上面的小李，换成你们公司走的很晚，每天承受责备最多的人。

### 踢皮球会让你的人缘变差

人缘很关键的，直接决定了你的口碑。

口碑好的人，机会就多。因为大家喜欢口碑好的人，有相关的事儿一定会喜欢找他做。

口碑不好的人，人缘差，朋友就少。离开朋友，我们如何在社会上生存？

### 踢皮球会让人沦于平庸

如上面的小王，踢皮球，人都待闲散了。三十出头就会遇到职场危机。

## 要有个人的技术站点

把你每天的收获，教训都记下来，记在自己的个人技术站点或者博客上。会有想不到的收获。

记住：只写技术，不写私生活。

### 表达能力得到了提高

我发现，程序员的表述能力特别重要。

表述能力好的，都是写文字写的比较多的。因为他在写自己文章的时候，是第一个读者。哪些句子不通顺，

哪些语法有错误，马上知道，就可以慢慢改正。

于是这个人的表述能力和概括能力就提高了。这样的人做程序员没问题，做项目经理没问题，总之与人沟通非常顺畅。

怕的是那种啰啰嗦嗦半天也把话说不明白的人。 这样的人你去问吧，几乎没人会写博客。

### 技术可以得到积累

我今天做了个数据库的优化，我明天重装了mongodb。

都写上！ 统统写上！ 哪怕它只有200字，哪怕它只有寥寥几行。

看看我的 [http://siwei。me](http://siwei。me) ，里面好多文章都很短的。但是我只要记录下来，下次我就

再也不需要花时间去研究它了。

### 技术站点是技术人员最好的名片

可以带来各种想不到的好机会，让人更好的赏识你。

我会说我的技术站点直接改变了我平庸的职业生涯？

### 不要放到某个文件夹中

怕被人看吗？相信我，没人会在意你写的东西的。

放到文件夹中，不好查看。打开一个文件夹，远不如在浏览器中google， baidu来的快。

而且也无法快速分享给其他人。

## 有机会就要带团队

### 一个人做不成事情。

这句话我听无数人说过。

最开始的时候我不理解。我作为一个技术大牛，不就能抵得上一堆菜鸟么？

后来慢慢的我懂了，一个人的精力是有限的。当你每天要处理的事情过多的时候，你会发现，很多比较基础的工作，

如果不交给其他人来做的话，

- 一个人做的事情是有限的。

- 是一种对优质资源的浪费。

- 失去了对新人的培养机会。

### 能让人开阔眼界

管理者的信息量是比基层员工大很多的。

每个人的智商都差不多，为什么有的人能做出正确的判断，而有的人就不行呢？

就是因为信息量。

信息量一大，你就会发现，哦，原来这件事我之前以为他很荒谬，现在看起来好有道理。哦，那件事当初我做的不对，

我再怎样怎样就好了。

### 能更好的让人生活在社会中

一旦带领了团队，你就要思考，如何去管理。就要去学习管理学。 往往这个时候，眼界就开阔了：

- 知道如何与人相处

- 知道如何站在老板的角度考虑问题

### 是职业生涯注定的方向

不要相信40，50岁还能编程，不要崇拜国外的扣腚大叔。

我05年毕业时，学院的博导跟我们说：“你们将来都是要做管理的！” 。

我当时不理解，（他也没有掰开了揉碎了跟我说）所以之后的好多年，我都崇拜的是国外的大牛，直接向盖茨汇报的

那种。没人管，也不用管其他人，多好！

后来我发现，这条路行不通。两个原因：

- 前一节的理论：只要你不踢皮球，勤勤恳恳的干上三年，只要你的老板不是傻子，他绝对会让你带领团队的。

不能带团队的人都是平庸的。

- 国内的环境使然。互联网公司(私企）的员工年龄是20-28，外企员工年龄是20-35，国企的员工年龄能到50多岁。如果你进不了

国企的话，在国内的私企和外企中，30出头就要被裁掉了。

相信我，我经历了moto的裁员，眼睁睁看着很多30，40岁的同事被裁掉，老板飞回美国。我也目睹了私企中的各种人员

流动，老年人渐渐没有人要，进来的都是年轻的孩子，比自己小十岁的，比自己小一轮的。

所以，一定要做一个管理者，然后一路升到天花板。否则，一直平庸的话，打工的日子太没希望了。

## 我不看好的职业：架构，测试，运维

如果你是一名职场新人，我不建议你投上面任何一个职位的简历。

如果你是老鸟，可以去做架构师。

### 架构

不要做只做架构的架构师。

因为你无法知道第一线工程师面临的问题。

日本的软件公司，专门有个公司叫架构师。收到需求之后，他会把需求一点儿一点儿的做

分析，然后设计，从骨架，到伪代码，直到某个按钮的名字。

不要做这样的架构师。能把技术的大方向定下来就可以了，千万不要做去干预第一线程序员

的事情，因为：

- 不参与第一线的工作，就无法准确判断出面临的问题

- 不准确的预判，会导致不合理的架构

- 由第一线的程序员来做写代码最合适。

好的CTO 或者技术经理可以把这些工作做的很好。

### 测试

测试的基本功，是人肉测试。

好的测试人员，需要熟练运用自动化测试。

可惜的是，这些年来，大部分测试人员，都是刚毕业的年轻人，没有接触过自动化的工具。

所有的工作就是人肉。在项目上线之前通宵加班。

他们的工作内容也很简单，鼠标手指点点点。

这样的工作没有技术含量，是没有价值的。

而且特别容易造成与程序员的摩擦。曾经有个朋友，测试人员一天给他提了200个BUG。

沟通无果后，这位程序员朋友离职了。工作没法干了。

我认为，一个好的项目经理 + 懂得测试的程序员，就完全可以承担传统测试人员的工作。

而且由产品经理来把握需求的优先级，是特别合适的。

另外，给测试同学的建议：

测试同学可以在大公司里养老。但是一旦离开大公司就肯定找不到工作。创业公司不会有钱雇佣测试人员。我十年前做测试的朋友早都转行了。10个里面留下一个就不错了。

测试同学看看自己会不会 selenium ， appium ， load runner 。如果都不会的话，赶紧现在就转行。

如果会的话，相信我，其他程序员掌握这些工具的能力比测试同学还要快还要好。

### 运维

运维的工作包括：

- 管理服务器， 域名。

- 分配账号

- 部署最新代码

- 维护wiki， 防火墙，解决宕机问题

- 需要7x24值班。

- 优化nginx等服务器。

这些工作，很多都是对 程序员和服务器之间的阻碍。 直接导致程序员的工作效率降低。

导致出错时各种推诿。

没有太高的技术含量。

在BAT这样的大公司会比较有用。但是在其他公司，

日访问量100W以下的，没有用武之地。

上面这些工作，熟悉LINUX的程序员都会做；而且做部署，优化服务器的话，程序员

做的会更好。因为代码就是程序员写的，一旦发生问题，程序员会最快的分析出日志，

会第一时间知道问题出在那里。

加上VPN， 短信报警，也就不需要7X24的值班了。

更重要的时，运维同学除了BAT这样的大公司，无处可去。职业没有出路。前景灰暗。

## 每天都要学习，不要沦于平庸

### 每天要学习的原因

学习是王道。

一定要每天提高

要每天保持学习！

保持一个学习的心态

不学习，就要有负罪感

我目睹周围的成功人士，每天都在学习。

对于程序员来说，不学习就会平庸。

技术一直在发展，不学习就跟不上。 今天出来一个react， 明天出来angular， 后天是vuejs。每个都要看。

- 队伍难带，小弟不好管理，怎么办？ （学管理啊！）

- 移动端开发，技术不行，怎么办？Android， ios， 每个都要学。

- 服务器不行了，怎么办？

想到这些，我都开始焦虑了。。。赶紧学啊亲！

### 千万不要沦于平庸。

比如，每天算计什么时候接孩子，买菜，算计哪里打折。。。薅羊毛。。。

这是对于生活没有追求的人做的事。

### 在公司里，每天的工作就是最好的学习机会。

所以，不踢皮球，做个好的接球手。

遇到新技术，可以先做个demo出来，然后看看公司哪个项目可以优化。

## 做不了要说出来

做不了的事，千万不要硬抗。

往往会 拖到最后，事情没做出来，时间还耽误了。

一般来说，每个老板都能容忍下属某件事做不了，因为他很清楚每个下属的能力。

但是，时间是宝贵的，机遇是要抓住的。

这件事小王做不了，老板可以交给小张，小李，如果他们还做不了，老板可以把它外包出去，交给能做的人来做。

但是不要耽误事儿。

老板最怕的是那种接了任务，还完成不了的人。

所以，勇敢的把不能完成的任务说出来吧！越早越好！老板不会骂你，反而会觉得你很职业。

如果已经晚了，那就现在说！

千万不要做那种喊口号最厉害，然后两个月后项目没做出来的人。弄个两次老板就不敢用这个人了。

## 敏捷方法论

敏捷不是一个新鲜的词汇，10年前就有很多类似的书，请大家详细阅读。

给我的感觉，敏捷方法论就是一组最佳实践。跟截拳道的思想很像，不死板，什么方式好用，那就用它！

务实，灵活。

下面是我对敏捷开发的一些实践，实践证明，这些方法非常有效，能非常好的避免项目死掉：

### 要频繁交付，小步快跑

不要做项目时半年才交付一次。每个项目理想的情况下每天都要交付。下班之前做个部署，把每天的代码都放上去。

app的项目，每天晚上下班前发个包。

这样的话大家都知道你做到什么程度了，哪里做错了没。

好处多多：

- 增强了双方的沟通和新人

- 每天都能看到项目在进步，大家都对项目有信心

- 遇到问题也都能知道原因在哪里

- 需求方有变动的话，可以以最小的代价来实现。

### 能自动化的都自动化

自动化包括：

- 自动化部署

- 自动化的单元测试

- 自动化的集成测试

- 其他自动化的任务。

总之，如果你的工作当中存在很多人肉操作，可以替换成自动化的工具，那么赶紧动手~

### 有必要的测试

软件项目是非常复杂的，很多时候老板问起：“ 这个项目怎么样了？能发布吗？”，我们不应该心里跟老板一个疑问，

然后说，我们手动测试一下。

而是应该很潇洒的运行个测试命令，跑通所有的单元测试，然后告诉老板说：“当前项目有100个测试，跑通了92个，

问题不大，我把剩下的测试修改好，估计今晚就能上线了”。

做的更好的是（目前只看到国外有），在饮水机旁边放个红绿灯，哪个成员提交了代码，会触发持续集成服务器（CI) 自动运行所有的测试，

都通过的话给出绿灯，否则就是红灯，每个人打水的时候都可以看一眼。

国内的话，我周围的人很少有人写单元测试。web有成熟的框架，mobile应该也有，但是恐怕没人用。

### 队伍内部每天都要有例会

一般放在每天早上，开会时大家都站着，关手机，每人简洁明快的说下:

- 昨天做的事，

- 遇到的困难。

- 明确今天要做的事儿。（自己不知道的话问上级）

而上级只需要给大家解决问题和困难，再告诉大家要做的新任务，就可以了。

### 任务划分得当，精确到人

也就是，要把一个任务精确的细分。然后让每个人头上都有任务。并且，开会时要让所有人都知道谁在干什么。

### 整个团队，每个人都是学习狂

每个人每天都在进步，你今天学的慢明天就会被队友赶超，整个团队的学习氛围特别浓。

## 一种我推崇的职业方向

这个是技术型的成长路线。 特点是周期长， 见效慢， 赚钱不多， 但是步调稳健

新手 -> 熟手 -> 技术经理 -> 创业者CTO

这个思路适合于:

1。 软件技术发达的一线城市。

2。 学习能力强的同学

不适合:

1。 女性

2。 不求上进的人

我们用下面这个小S同学作为例子

### 第一阶段: 新手

小S同学在2005 年的时候毕业来到北京。 开始新手程序员生活 。

在工作的第一年，学会了基本的网页后端技术。 可以完成领导交给的搬砖任务。

在工作的第二年，学会了如何分析需求，可以解决一些中高级难度的问题。

拿的工资不高， 属于技术底层， 工资也是底层。

### 第二阶段: 熟手

在工作的第三年，小S同学知道了一些软件的高级知识: 如何排查性能问题，

如何做重构， 如何做一些自动化的单元测试， 持续集成。

在工作的第四年，不但会做后端， 还会一些前端的工作， 前端的JS框架用的有模有样。

老板越来越重视。 可以单独扛起一个项目的大旗。

### 第三阶段: 技术经理

在工作的第五年， 负责项目越来越多， 于是开始带小弟。

这个阶段， 不但自己要承担起一个项目， 还肩负着培养新人的任务。 过的特别辛苦，

加班多， 活儿都自己干， 还要分出时间教小弟。

不过如果你的小弟很给力的话， 辛苦的阶段不会太长。

这个时候心思基本都花在项目的大局观上。 可能只有一半的时间用来写代码 ，

剩下的时间则是 教小弟。

在互联网公司中， 这个职位有一部分可能拿到股票激励。 不考虑买房的话， 可以过上小康生活。

### 第四阶段: 创业者CTO 或者 公司的技术顶层

如果技术做的好， 做的全面的话， 很容易做到这一步。 (不过大部分的人都不够勤奋， 不够努力)

这个时候往往是工作的第7年以上。

这个时候要做的事儿很杂。

30%用来开会， 做决策

30%用来管理团队， 管理项目。

剩下的时间做些自己的工作。 做不完就加班做。

是个很忙碌，很累心， 但是成长非常快速的阶段。

## 要多关注职业前辈的动向

职业前辈的一句话，往往可以让人少走几年弯路。

他们的今天，就是新手的明天。

这里推荐几个知名的博客:

每个领域都有自己的前辈， 在 java界，有一些大牛的博客一定要多看。

看他们博客的时候， 不要只关注技术， 而是要多做全盘思考。

从技术， 到生活， 到习惯， 到情怀。

大牛的养成， 是全方位的。

下面的大牛， 是我之前打工的时候看的比较多的．

- 范凯。 javaeye的创始人。 一个讨论java的论坛，用ruby on rails来写。 而且还写的非常成功。

“查找公众号”，填写：“肉饼铺子”或者“robbinthoughts”

- 熊节， ThoughtWorks的著名咨询师， 重构，与熊共舞等若干软件工程畅销书的　译者．

http://gigix。thoughtworkers。org/

- 阮一峰 很博学的人，翻译了＜黑客与画家＞等畅销书．很有开源精神． http://ruanyifeng。com

- martin 软件开发方面的著作者和国际知名演说家，专注于面向对象分析与设计，统一建模语言，领域建模，以及敏捷软件开发方法，包括极限编程

业界大牛．

## 程序员的工作习惯

### 10点前睡觉

其实最好是9点入睡，早上自然醒（一般会在5点）但是我知道大家不可能做到。

但是尽量不要熬夜。 熬夜是直接伤身的事情。会导致你：

- 秃顶

- 肾虚，身体弱

- 心脏不好

- 脸色黑，皮肤差，长痘痘（这种痘痘挤了就是陨石坑）

- 记忆力减退

- 五脏六腑机能都不好

### 颈椎问题: 不要总是低头！

如果公司不给配外置显示器，只给笔记本的话，你就自己买一个。

如果你的个子太高，坐在电脑前面都是低着头的话，赶紧把显示器垫起来！

总之，低头会引起颈椎问题，会引起驼背。

TODO : 图片。

### 真正的休息: 离开电脑，离开显示器才是休息！

如果干了好长一会儿，务必出去走一走，不要坐在电脑前面。

有的同学认为，我听会儿歌，看看新闻，也是休息。其实不是的。你做在电脑前面，整个人都没有得到休息。务必站起来

出去走一走，哪怕是上个厕所，拿个杯子接些水，也能改善身体的血液循环。

手头有个秒表很有效果。

每用1小时左右的电脑，就站起来活动会儿。 手头放个秒表很有效果。（可惜自己创业后就很难这样了）

必须有个杯子。当你觉得疲劳的时候，站起来喝点水。

另外，找个地方活动下颈椎和脊柱。建议百度： 彩凤飘凌

不要吃零食。伤脾胃。

也不要抽烟。

### 不要用沙发椅。要用硬板凳子。

比如京东上50块的那种。绝对比你的老板转椅好太多。

- 很好的避免腰酸。特别是把它反着坐的时候。

- 当你的屁股觉得疼的时候，就是它提醒你该休息，该站起来走一走了。

### 你的显示器要有护目屏

不要买几十块的，在淘宝上挑个几百块的才好。相信我，现在的大部分27寸显示器都不好，颗粒太大，炫光太强烈，

炫光会直接对眼睛造成伤害，使用护目屏后效果还是很明显的。

推荐使用金立的，27寸的话，价格一般在400块左右。

最后，大家记住：眼睛是心灵的窗户，所有的IT职业都离不开电脑和显示器，眼睛坏了就全完了。我05年入行的时候

不把这句话当成事儿，现在眼镜有飞蚊症，有葡萄膜水肿，眼压高。

有的同学会说，休息下眼睛不就好了？ 说的对，可是作为工作离不开电脑的人，你如何休息眼睛？除非辞职。然后去

种地。因为如果你的工作不是种地（或者这类体力工作的话）你还是需要用电脑的。

哪怕你没去种地，你也会发现，自己每天的生活，可能6个小时以上要用眼镜的：看电视，电影，视频。

多出去走走，让眼睛看自然光，会好太多。

## 程序员要走出去

程序员这个职业，有个最大的先天不足，就是会把人变得内向，敏感．

### 内向

编程时，遇到任何问题，都是在和机器打交道．很多程序员喜欢深夜工作．与人沟通的少，自然容易内向

### 敏感

程序是敏感的．每个编程语言都会要求变量不能多个点儿， "student\_name" 跟 "student-name" 完全是两个不同的变量．

在Bash编程中，多个空格就会引起错误．所以程序员的性格弱点是容易较真，钻牛角尖．

我在2015， 2016年曾经跟体力劳动者一起公事过．当时做互联网家装，经常下工地，发现跟这些工人打交道他们容易，

他们在一起吃饭喝酒，嘻嘻哈哈，他们的性格是很粗犷，很好爽的．往往喝顿酒就是好朋友．

完全没有跟程序员打交道那样小心谨慎．生怕这里出ＢＵＧ那里有问题．

程序员就不好打交道了．大部分的程序员容易较真．要么true， 要么false。 没有灰色的中间地带．

相信互联网公司中的产品经理对于周围的程序员同事应该深有体会．

### 容易自大自傲

程序员的性格容易两极分化．

在自身实力弱小的时候，往往什么都是老鸟说的对．在团队中最有威信的人，是可以搞定其他人搞不定的Bug或者功能的人．

一般会被冠以＂大神＂

而一个小菜鸟，经过2年左右的入行，经历过2，3个项目的磨练之后， 可以独当一面了，就容易成为这种"大神"，这个时候，

程序员的心态容易变化。 觉得自己特别强了。

而在很多程序员的论坛中，会发现这样的人特别多。 喜欢打嘴炮，觉得自己天下武功第一。 我用的才是天下最好的编程语言。

这个时候， 难免自傲。

### 要跳出这口井， 看看外面的世界。

跟外界接触的方式有很多:

1。多参加程序员世界的聚会。 例如: 北京的ruby圈子就有:

- codinggirls( https://www。coding-girls。com/) 用一天的时间教妹子学编程。

- Ruby Tuesday 来自台湾的一个习惯，大家会再周二晚上聚在一起聊关于 Ruby 的话题。

- beijing open party。 这个是北京一个比较高端程序员的聚会， 2016年以前大约2个月一次。 地点往往是ThoughtWorks的北京东直门办公室。

TODO; 截图: 程序员的聚会。。

更多聚会， 可以在对应的论坛上看到。 (例如 活动行 http://huodongxing。com)

在这些聚会上， 可以面对面的跟大牛交流， 特别有好处:

- 可以知道自己未来的发展方向，

- 可以知道行业的前景，

- 可以让大牛传道授业解惑， 亲身体会到 "上等人本事大，没脾气"。

- 可以认识更多人脉

- 可以更进一步的激发自己的学习动力。

2。多参加开源项目。 github的账号是必须要有的。

- 编程能力强的，看到自己平时用的哪个jar 或者rubygem有bug， 刚好自己昨天在工作中给解决了， 就可以贡献代码了。

- 编程能力弱的，看到某个项目特别好用，就可以贡献翻译。

- 对于自己感兴趣的事情， 也可以建立个项目，然后吸引更多的人来一起合作。

在github上跟人交流是特别重要的， 特别是跟老外合作的时候，它可以让人深刻的意识到自己跟其他程序员的差距。

从代码质量， 到命名风格， 到单元测试， 到沟通技巧， 哪怕只参与2，3天， 都可以有很大的提高。

TODO: 截图: github上大家对于pull request的不规范的拒绝 。

## 程序员的工作组成

### 程序员不是一直在写程序。

Ruby程序员， 写的ruby代码很少。

30% 的时间，写代码。

20%~30% 有可能是在郁闷，或者愣神，或者看文章，或者学习。

20% 的时间，与人沟通。 沟通需求，查看bug。 等等。

10%-20的时间，做其他的。比如：运维，处理服务器，git push， 等等。

用来招聘， 写文档（开会纪要，事故的处理情况）

### 技术经理

10-25%的时间，写代码就不错了。

30%的时候，谈项目，理需求。把新人听不懂的需求，任务做划分。

30%-50%的时间，培养小弟。 (学院派）

30%-50%的时间，开会，搞管理，踢皮球，扯淡（大公司的基层领导最常见的事儿）

10%-20% 的时间， 要资源（要招聘新人）， 要部门经费，申请个显示器等设备，写文档，

下面的小弟小妹的请假，提薪要求啊。等等。

10%的时间， 管理下服务器，处理下其他小弟没有能力处理的问题。等等。

## 中国IT公司的特点

中国的IT公司，跟美国的IT公司很不一样。

### 技术实力层面

中国的一般比较弱。

弱的根源在于 国人的英语水平太差。

如果不考虑英文，只考虑算法的话， 国人是一点儿不差的。

可惜， 在互联网开发方面， 对于技术的要求是有层层依赖的:

App开发 依赖于: "应用技术: 框架"， 这个框架指的是: Spring， Android 这样的技术

应用技术 依赖于: 应用技术的底层技术。 (包括: WEB底层，安卓底层， 各种编程语言的虚拟机等)

应用技术的底层技术，依赖于: 操作系统，硬件等技术

所以， 这样一层一层的依赖下来， 发现，国内几乎没有做的好的操作系统。(操作系统都是美国的)

国内几乎没有做的好的"应用技术的底层技术"， (例如 安卓， 各种编程语言， 几乎没有国人发明的)

而 框架级的技术， 也几乎没有国内创造。 唯一听到的两个框架级的应用，一个是 Vuejs ， 在美国工作的中国人写的。

所以， 面对一水儿的外文资料， 英语不好的人完全是一脸发蒙的状态。

欧美人在这方面则具有巨大的优势。

### 成员的年纪差距

国内的程序员往往特别年轻， 代码80%可能是由工作1~3年的程序员写的。

工作4年以上的程序员，基本都是小组长。

而美国公司中很容易看到大叔级的基层程序员。

虽然我不清楚美国的工资标准， 但是在国内， 员工的工资是跟年龄没太大关系， 跟职位挂钩的。

再牛的基层程序员， 工资也不如绝大部分的领导层。

### 35岁以后自动失业

对于200+人的互联网公司来说是这样的。

### 管理层面更加严格

我见过一些外企，和硅谷海归精英创业者， 他们公司的特点是: 人人平等， 特别随意随性。 没啥组织型纪律性。

国内的企业， 则管理严格一些。 工作环境更加容易沉闷。

另外， 从管理层来看， 国内公司的管理手段更加严格一些。 不如外企那么活泼

### 国内软件公司的特点

满分一百的话。

1。 北京 80分。 理由: 绝大部分的互联网创业公司都注册在北京。 北京作为首都，很多政策都对创业者有利。

2。 上海 60分。

3。 杭州。50分。 得益于阿里巴巴

4。 深圳，广州，成都，武汉，西安 30分。

5。 其他城市， 10分以下。

6。 台湾省: 30分或者更少。 一方面他们跟美国接触的比较多，英语底子好一些， 技术基本功扎实一些。

但是另一方面， 由于人口太少， 互联网完全不如大陆发达， 到现在没有一个知名网站。

而大陆的网站随随便便就用户上亿， 这个对于技术实力的锻炼完全是天上地下。

# 第二大章 技术建议

## 如何选择行业

很多同学在入行的时候，实际上是一个懵懵懂懂的状态。 看到别人做java， 自己也去做java。 看到别人说PHP是世界最好的语言， 于是自己投PHP职位的简历。

这样是不行的。可能浪费几年时间之后，才发现这个，职位不适合自己，到时候，转头就比较晚了，

在软件开发的世界当中，在我看来，目前有这么几种职业，新人可以直接上手。

## 程序员

程序员是，所有，职业方向当中，对于技术，最最看重的职业，它的入门门槛不高，但是做的好的门槛很高

对人最大的要求就是，

第一，脑子要灵活，

第二英语要好，

第三，要学会一定的沟通能力，

这个职业，可以保证未来十年左右，自己会有一个比较体面的工作，可以坐在上档次的写字楼里面，跟团队谈论一些看起来很高大上的东西，做得好的话还很受人尊重，

这个职业带来的缺点是，回报率看似高实际低，如果在一线城市工作，那么拿到的工资虽然高，但是用于租房，买房等方面的开销是巨大的，甚至很可能工作十年，也没有办法在这个城市买到房，

在手艺方面，跟医生，律师一样是越老越吃香，但是不一样的地方在于: 中年程序员在中国，是会要失业的，各个软件公司招聘的职位，不会找十年工作经验以上的人做基层程序员。

程序员可以分成不同的语言，也可以分成前端和后端，所以，大家要先了解下面的分类：

1。 移动前端： 用于手机设备，或者 浏览器上的编程语言， 例如： Android设备上的java， iOS设备上的 Object C， swift， 以及H5页面上的javascript， css 等

2。 移动后端： 用于服务器端运行的程序， 例如： C/C++， java， python ， php， ruby ， C#， go， erlang， scala， node 等

3。 桌面应用： 例如 C， java ， QT， TCL， VB等

对于现在的形势来说，做互联网相关的开发机会更多，很多的人是从事于移动的前端和移动的后端的工作，

根据我们之前的统计，在北京，2014年到2016年，无论是安卓， 还是IOS， 大约每年都会新增1万以上的，前端开发工程师。 他们的开发语言就是，安卓或者ios，

对于一些大公司，有自己的产品的话，往往喜欢招移动后端或者桌面应用方面的人，例如c语言，或者QT。 这样的工作，不太好更换，

对于一线城市的程序员，对于一个雇主的工作时间，不会超过一年半，

更换工作的时候，最大的忌讳，就是转行，或者是更换编程语言，

如果一个人之前是做前端的，他想跳槽去做后端，那么他在新公司的工资会大打折扣，因为他并没有这方面的工作经验。

所以大家在选择自己，职业方向的时候，一定要用三天五天的时间去了解这门语言，看一下是否适合自己，

喜欢苹果设备的同学，可以去做ios开发

喜欢安卓产品的同学，或者，对手机品牌没有什么要求，但就喜欢摆弄这些小设备的同学，可以去做安卓开发，或者后端开发

喜欢在大公司里，一直做下去， 追求工作的稳定的同学，那么就可以先投递大公司的简历，然后，由公司给自己安排做什么就做什么。

如果，如果你什么都不了解，就想找一个很好就业的工作的话，那么就去做移动后端的开发，这个是软件行业的万金油。

## 如何选择，编程语言

C， Java， 属于编译性语言，它们的特点是，语法复杂，里面，比较底层，和java语言都涉及到，指针，涉及到内存回收，涉及到性能问题。掌握这些语言的时间往往在一年以上，

python， ruby， node 不需要编译，可以立刻运行。 这样的语言语法简洁，掌握的时间更快一些，

对于ios平台，只能用 Object C， 或者swift。 这个情况，就没法选择，

编程语言，建议大家选择现代化的编程语言。

## 如果做Web后端开发，建议新人选择Ruby

个人建议，选择 Ruby， 应用很广泛，对程序员很友好，其他语言，十行代码，才能搞定的问题，用ruby语言，1到2行代码

所以ruby开发效率非常高， 运行效率在，绝大部分的Web场景，也不差

### 测试

分成自动化测试和手动测试，这是门槛最低的职位。

可能会有一定偏见，不过我的感觉是，在互联网公司，测试每天的工作内容就是摆弄手机。这个职位其实让一个初中生也是可以胜任的，

测试人员的工作内容就是，测试别人写好的程序，保证系统，稳定运行，保证公司上下，能够对某个软件的情况，有清晰的了解。

这个职位一般在大公司里才会有，高级的测试纸，在一般的互联网公司，测试就是，最普通的人肉测试职位，

一般来说，不建议大家做这样的职位，因为不长久。这个职位往往干个，两年，三年之后，如果不升级成测试经理，不接触更高级的测试工具和方法的话，那么就面临着失业，

如果希望在测试行业，更深入的发展的话，就要尽快多掌握一些自动化测试的技能和工具，早日脱离人肉测试，再多掌握一些性能测试，集成测试等这样的工具，就更好了，

我看到很多公司，都不会有长期的职位来招聘测试人员的，往往都是外包职位，特别是外企这样的情况很多。

已经入了坑的测试同学，要认识到自己的危机，赶紧自学，提高自己的实力，转头向产品经理或者程序员方向发展。

### 产品经理

这个职位，负责把公司的某个产品做成精准的实现。

这个职位产生于老板思维: 在一家公司里面，老板是最大的产品经理，但是老板往往没有更多的时间，去设计某一个产品的各种细节

这个时候就需要一个人，能够:

1。 代替老板，做细碎的事儿

2。 懂一些互联网的技术，

3。 跟整个团队沟通，搭建起老板和技术团队之间的桥梁，

产品经理要深刻领悟老板的思路，另外一方面又要可以把老板的思路转换成程序员可以理解的原型图，同时跟程序员团队一起工作，把事情做出来， 还要管理项目的进度，

所以在国内我看到的现象是: 好的产品经理，将来是具备做老板的潜质的，因为他在工作的过程当中，又要涉及团队管理，又要涉及公司的战略定制，又要涉及整体把握，对人的要求很高，得到了相当好的锻炼。

如果你想从事软件行业，很想在互联网的方向做出一些事情，但是对程序不太感兴趣，又不想做一些低端的事情的话，可以应聘这个职位，

由于这个职位，需要跟程序员做大量的沟通，而程序员又是不好沟通的，当某个不职业的程序员，说不过你的时候，往往会用一些技术术语来搪塞你。 所以在国内往往这个职位，要求懂技术。

所以我们也会看到，很多工作了两三年的人，就说自己要转型做产品经理，

这个职位，是我比较看好的非编程职位。 有志于做老板的同学可以考虑。

### ui设计师

每一个公司的产品，有一半的灵魂取决于，有爱设计师，这个职位，对于公司，非常重要，好的ui设计师，可遇而不可求，

如果你对，美术设计很感兴趣，对于，界面，美感，很有自己的想法，是一名，科班出身的，艺术院校，毕业生，那么，欢迎从事这个职位，做得好的话，你会有很大的一片，发展的，天地，

这个职位，跟程序员一样也是，需要经过，好多年的，磨练才能够，出师的，但是一旦出师的话，可以很容易的自立门户，

这个职位的职责是，为，产品的原型图，作出，具体的界面设计，可能需要在，某一行字的字体颜色大小方面，下很多功夫，在，某一个，页面的方块上，用圆角还是用直角？要不要加，外包线这方面，下各种琢磨，

工作的时候，这个职位可能是，最容易感觉到委屈的，可能他设计的作品，公司里的一号老板满意，2号不满意，3号，满意，4号又不满意，所以说，非常虐心，

不过这个职位的需求数量，大约跟，产品经理一样。

适合：

1。 艺术院校科班出身的毕业生

2。 UI设计的狂热爱好者

### 运维

这个职位门槛不算高，有一点偏，

在过去的，硬件环境下，程序员没有太多的精力，去掌握某一个操作系统或者服务器，这个时候，大公司为了维持自己的日常工作，就需要专门雇一批人来做这样的事儿，比如说，管理系统，上传文件，做一些简单的指令操作，优化服务器的性能等等

但是现在来看，随着我们的操作系统越来越简单，需求越来越少，可能只有大公司才会专门有一个团队，每个人负责一百个服务器，在中小型软件公司里面，是不需要这样的职位的，

这样的职位，往往在过去，是需要某某认证工程师这样的证书的

工作内容就是部署代码，做7X24小时的响应，随时查看服务器的状态。 由于要通宵， 所以这个职位不适合女孩子，

能不做就不做，工资不会高的， 也没有太多的发展。 我认识，做运维的同学，如果几年之后没有当上部门经理，都转型了。

### UE， UX

这个，一般来说是，跟，用户体验相关的，流程改进人员，只有大公司才养得起，

工作内容是，改进用户体验，让某一个，流程，从点，三下鼠标，变成点两下鼠标，让用户觉得某个产品好用

个人认为，在公司内部，让某个人来兼这个职是最好的，不要专门的，雇一个人来做这个事儿

很多时候，产品经理或者ui设计师，都可以，兼任这个职位。 不建议大家考虑，除非条件很优厚，

### 技术经理

这个职位，是我大力推荐的。 我认为每个，程序员做三年以后都要带团队，都要独立负担起几个项目，成为公司的顶梁柱。

往往这个职位是为工作三年到五年的人准备的，他的职责是

1。 负责整个项目， 保证项目的顺利交付。

2。 负责管理团队，培养团队

3。 在技术层面可以解决任何问题。

这个职位的待遇比基层程序，要有明显的提高。 未来的方向就是，cto或者技术合伙人，

### 架构师

他的工作职责就是，对于某个软件项目，做顶层设计，使用哪些第三方工具，如何划分前端后端，如何做系统不同部分的耦合和关联等等。

架构师在十年以前，可以说就已经注定要死掉了，在十年后的今天，我很少看到，有人说自己的职位就是架构师，只负责价格，不写代码，这个是完全不合理的，

这个职位在日本外包项目中很流行，往往是由日本的，架构师，把大体的架构都设计出来，甚至包括ui，甚至包括某个按钮上的文字，都要一丝不苟的画出来，然后把设计图交给国内的软件公司来做，

这里有个巨大的矛盾点: 软件项目非常复杂，在系统架构的粗粒度层面，完全看不到细节中潜在的问题。很多问题只有在代码写了一大半之后才会凸现出来，这时能作出正确决策的人，只有一线的，可以接触到代码的基层员工，

现在随着，编程技术的发展，编程的门槛越来越低，跟架构相关的很多工作都可以交给一线程序员或者技术经理去完成。

所以大家如果想跳槽的话，那么直接去做技术经理或者CTO就好了，对于公司来说，没有必要安排这个职位。

## 使用开发者工具来加快web调试速度

WEB开发比原生App开发的最大优势，就在于可以快速看到页面。

无论使用C#， PHP，还是JAVA，RAILS， 我们都可以在修改代码之后， 立刻刷新浏览器， 看到结果。（原生App至少等5-10秒）。

这一点就让WEB开发的效率大约是原生App开发的3-5倍。

其实还有更快的办法： 直接使用开发者工具，在浏览器的层面上调整样式。

在所有的主流浏览器中，都有这个功能。

TODO 图片

## 团队中的技术人员

团队中的技术人员，他们的特点是：

### 技术实力决定地位

跟"文无第一，武无第二" 一样，团队中的技术人员，很容易分出谁是第一。

1。 别人都搞不定的时候，这个人可以搞定

2。 别人可以搞定的时候，他搞得最快

那么很快这个人就会被认同成为团队实力第一的人。冠以“某神”的称号。

### 只有诚实的人才会技术做的好

一个技术人员，应该永远都是客观的，出了什么问题就应该勇于承担什么问题，我见过所有的技术高手，都是非常诚实的，只有这样才能够把技术做好，

反而我见过一些，具有小聪明的人，在一些情况下不说实话，反而在技术的道路上走不远。

### 高压下容易踢皮球 或者推卸责任

软件开发，永远都会有bug，永远都会出错，没有一款软件会说自己是完美的，没有任何bug，

所以，不要对程序员有太高压的政策，越是高压，程序员就越是没有工作的积极性，也不会主动承担责任，反而会催生“踢皮球”的隐藏技能。

当踢皮球成为一个团队的常态的时候，那么大家每天的工作内容就是内部开会，吵架，能干活的人都离职了，剩下来的都是资质一般不敢跳槽的平庸员工。

### 团队成员是趋于内向的

根据前面的分析，所有的程序员团队都是趋于内向的。

如果团队的领导是内向的话，下面的所有人都一定是内向的，

如果团队的领导是外向的话，下面也有很多人是内向的，

所以，团队的领导者，一定要让自己的团队，有活力，正能量，平时要多鼓励大家，畅所欲言，鼓励大家释放自己的，个人情绪，鼓励大家多进行沟通，做一个开朗外向的人。

### 正能量与负能量

负能量永远是具备传染性的。非常危险。

如果某个人的实力不行，工资却高过大部分的人，一旦让大家知道，就会对团队产生摧毁效果。

如果某个人的性格内向、阴沉，也会传染给其他人。

我曾经带过这样的队伍： 有个人的性格比较阴沉，充满了负能量，偶尔会在代码中写粗口。

当时我还没有太多经验，于是想感化他，给他身边安排了4个正能量的人，结果过了3个月，这四个人也开始负能量了。

虽然后来开掉了这个负能量，但是我总是觉得，一开始就不要招聘这样的人，哪怕项目再着急，也要避免。

### 选择什么编辑器?

《Pragmatic Programmer》:

> 世界上只有三种编辑器：　Vim， Emacs　和其他。

其他的编辑器包括: Eclipse (设计模式的作者之一，在IBM主持的项目)， Textmate (最初流传于Mac上)，JBuilder， Visual Studio， Sublime 等。

这些编辑器的最大问题，是使用时需要用鼠标来导航。 试想你的眼睛， 先看低头找一下鼠标， 再移动指针到某个位置，再敲击键盘， 再摸到鼠标，重复上面的步骤。。。会很累。

考虑到几乎每个Linux的版本都会默认安装Vim， 我建议大家学习。

源代码教程 https://github。com/sg552/my\_vim

### Vim的基本操作

- 上下左右： jkhl

- 下一个单词： w

- 前一个单词： b

- 下一屏： ctrl + f

- 上一屏 : ctrl + b

- 搜索some\_string： /some\_string

- 把全局的some\_string 替换成 new\_string : %s/some\_string/new\_string/g

- 继续搜索下一个： n

- 继续搜索前一个 : N (shift + n)

- 补全： ctrl + n ， ctrl + p (next， previous的缩写)

- 删掉一个字母： x

- 删掉一个单词： dw

- 删掉一行： dd

- 删掉3行： 3d

- 复制一个单词： yw

- 复制当前行： yy

- 粘贴： p

- 选中N行： shift + v ， 再 jk

- 快速打开一个文件： ctrl + t

- 快速打开前一个文件： ctrl + e

- 跳到文件头： gg

- 跳到文件末尾： shift + g

- 在光标前新增内容： i (insert的缩写)

- 在光标后新增内容： a (add的缩写）

- 快速的跳到该行最后： shift + 4

- 快速的跳到该行最前： 0

- 上一次编辑的地方： g;

- 下一次编辑的地方： g，

更多的操作，我为大家录制了的视频， 一小时内可以学完： [http://edu。51cto。com/course/11219。html](http://edu.51cto.com/course/11219.html)

### 用好键盘， 不要依赖鼠标

虽然我知道可能读者会很奇怪，但是我还是要说一个事实： 大部分新人在入行的时候，都有一个点： 居然不会正确的键盘指法！

最开始踩这个坑，是在我当上技术经理的时候， 不断的为自己的团队招人。 当时的面试过程就是出题目， 聊项目经验， 看情商等等多方面考察。

后来发了offer。

等这个小弟上班后， 我发现： 他的指法是二指禅。

我发现很多小弟，他的执法是，不标准的，可能，在大学里面，并没有打太多的字，导致了工作当中，就会遇到问题，

大家一定不要小看这种，打字指法不标准，她会，让你和你的同事，的生产效率，拉起巨大的距离，

根据我的经验，一个人，，如果在入职的时候执法就不标准的话，那么他，会跟他一起入职的同事相比，会落后，1到2个月，也就是说，我看到的孩子

，基本上，1到2个月之后，才会有很好的执法

这种键盘执法，会用在我们程序员生涯的，从始到终，每一个时刻都离不开键盘，绝对不要做一个点头族，看一下电脑，看一下键盘，这样的话人会累死，

他的职业生涯也不会快乐，

### 如何使用键盘。

敲键盘是很重要的事情。键盘瞧不好，会直接影响到工作效率。

我见过不少候选人， 虽然是计算机专业毕业，但是却不会用标准的键盘指法。 这样根本不行。

无法在计算机这个领域走远。

试想，当你需要输入一个字母， 却没有使用标准的键盘指法的话，几乎所有人都不能准确的按到目标键。

所以只好低头看一眼键盘， 把手移动上去， 再抬头看一眼屏幕， 敲击个字， 再抬头， 再低头。。。

这样的问题是:

1。 效率极其低下。

2。 眼睛容易疲劳。

3。 被其他同仁嘲笑。

(当然好处可能是颈椎得到了充分的活动。)

所以， 使用键盘的方式是:

1。 必须符合标准键盘指法: 左手食指放在F， 右手食指放在J上。 具体的方法见:

2。 编程时尽量不要靠鼠标。 因为每一次你摸向鼠标的时候，你的目光都会离开屏幕，看到鼠标，再移动回来。

（所以个人认为 ios 的xcode 开发效率不会太高）

### 好键盘很重要， 它是我们的武器。

市面上几十块的键盘就算了吧。起码要买入门的机械键盘。 这个不到200块的狼蛛键盘就不错：

http://item。jd。com/1118133。html

基本上我们公司人手一个。

### 合适的键盘的布局

`\` 这个键 很诡异。它的位置一般在 Enter的左侧（ 单引号 `'` 的右侧），

或者在 `backspace` 的左侧，`+`的右侧，跟 `[`和 `]` 一样，是最难以摸正确的按键。

`Enter`是我们按的最多的，所以它的面积要大。

左右两个`shift` ，以及 `enter`上方的 `backspace`，也都最好是大键。

F1，F2，。。。F12， 也都最好是可以一键按到的。

所以，这个是比较合适的布局：

![比较合适的键盘图](http://siwei。me/system/images/W1siZiIsIjIwMTUvMDEvMDMvMjJfNDBfMDZfNDE1X18uanBnIl0sWyJwIiwidGh1bWIiLCIyMjV4MjU1PiJdXQ/%E5%90%88%E9%80%82%E7%9A%84%E9%94%AE%E7%9B%98%E5%B8%83%E5%B1%80。jpg)

所以，不要购买 87键的小键盘。 例如下面这个：

![不好的87键键盘](http://siwei。me/system/images/W1siZiIsIjIwMTUvMDEvMDMvMjJfNDNfMzRfNTM2X18uanBnIl0sWyJwIiwidGh1bWIiLCI0NTB4NDUwPiJdXQ/%E4%B8%8D%E5%90%88%E9%80%82%E7%9A%84%E9%94%AE%E7%9B%98。jpg)

`因为这种小键盘的很多键是难以按到的。你需要用多个组合键才能按到。比如说 `F1`， `F2`，

这些都需要使用莫名其妙`fn + key` 的组合键。问题就来了，你能做到不看键盘，就能准确的摸到你的

`fn` 键吗？

另外， 如何按`ctrl`? 你要比别人多一根手指。

记得使用小指的掌根去按`ctrl`。 小指掌根是你的第11，12个手指。当你按`ctrl + f` 时(vim中的翻页

操作）， 这个`ctrl`应该是用右手掌的小指掌根按的。 同理，`ctrl + n` 时，这个`ctrl`应该是左手

的小指掌根来按。

绝对不是看一眼键盘，然后用食指去按ctrl。

总之，快捷键的按法， 是两个手同时按，才会高效，方便。

如何按alt? 我一般是用大拇指。

### 如何使用快捷键。

用好快捷键可以让你的开发速度再次提高一个台阶。

这里：http://siwei。me/blog/posts/shortcuts-should-be-short和 http://siwei。me/blog/posts/shortcuts-should-be-short 是之前的两篇文章。

快捷键的原则，是越短越好。越通用越好。比如 ctrl + page\_down 就是很短（2个组合键），很通用（在terminal， browser中都用来切换tab ) 。

按组合键的方法，是左手和右手同时按。例如： `ctrl + f` 的

错误方式：看一眼键盘，然后左手小指按`ctrl` ， 左手食指按`f`。

正确的方式应该是 右手小指掌根按`ctrl`。 左手食指按 `f`

最难按到的几个按键：

`\`， `]` ， `fn`，

所以不建议使用 苹果键盘

## 快捷键

论快捷键的使用 ( shortcuts should be short )

按一下的： （先按下esc ) j k h l x (vim中的操作，如果也算的话） ， F11 （全屏）， F5 刷新

按两下的： （很多了）

复制粘贴： ctrl +c， ctrl + v，

聊QQ， 微博， 回帖， 浏览器的网址自动补全： ctrl + enter

上一页，下一页 （无数软件通用） ： ctrl + page up/down， ctrl + +/- (zoom in/out) ，

按三下的：

mac 中的 上一个标签页： command + shift + [/] ，其他忘记了。。。

我按两键组合的快捷键是没有任何问题的，眼睛无需离开屏幕。 但是按三键组合的快捷键的windows键盘就会明显变慢（例如 ctrl + shift + v ) 如果是三键组合的mac就不行了。 因为mac的键盘不好按，而且它的快捷键的组合匪夷所思，总是给我一种无法记住的感觉。。。例如 我很奇怪， command + shif + [ 为什么就代表了向左翻页（ctrl + page up/down 多通用啊。。）？ ctrl + shift + e 仅仅是为了让command line 下的光标到达尾部， 干嘛不用 home/end 中的end键？

所以，我发现大部分用mac的同学都要在敲键盘的时候用眼睛去找， 没见过任何一个VIM用的比我熟悉的MAC用户。。。。

方法论：使用mac pro类键盘让程序员痛苦。(dont touch mac keyboard)

1。 苹果的键盘太平，无法像机械键盘那样棱角分明，让人在盲打时根本就摸不准。

2。 苹果键盘太奇怪。 `command` 和 `ctrl` 键的位置跟windows，linux下的位置是相反的。 command键是放在了 alt键的位置。

一旦用惯了 win 和linux， 发现里面的 快捷键基本是一直的。 但是在mac中， alt键的角色，一会儿是ctrl， 一会儿是command。

3。 苹果的组合键太奇怪。很多组合键都是需要三个键一起按。外加苹果的薄膜键盘决定了你无法借助掌根来按ctrl， 这样你每次按ctrl的时候都需要低头去看。 比如windows， linux中的ctrl + page\_down，（跳到下一个tab) ，在mac中是 command + shift + ] （话说我打这篇文章的时候，唯一看了一眼键盘，就是为了敲下这个] )

结论：这货就是用来show的， 适合妹子，以及爱好者级编程人员。

## 程序员的理想装备

我看到很多大公司，规模不小，员工的福利待遇都很好，租的是5A级的写字楼，但是在这方面却做的不到位，配备的显示屏幕是19寸的，键盘，鼠标是30块钱的塑料套装，内存也不够，整个电脑用起来，又卡又慢，

鼠标还不好使，屏幕还小。 程序员真心难受。

这样虽然，看起来是节省了运营成本，但实际上会让程序员的工作效率大打折扣，

下面是我认为妒忌程序员很好的公司所具备的要素，也是程序员所关注的点:

### 显示器

越大越好，一般来说，一个27寸的显示器，是比较合适的，高级一些的公司可能会同时配备两个显示器，显示器的尺寸直接决定了程序员的工作效率，目前来看一个显示器也不是很贵，大约不到2000块，再配上一个几百块钱的，视保屏，会极大的提高程序员的工作感受。

### 键盘

要用青轴机械键盘，不要用市面上几十块钱的塑料键盘。 机械键盘，摸起来更加舒服，更有敲击键盘的欲望，往往是青轴声音最清脆，手感最好，黑轴和红轴，不太清脆，喜好因人而异

目前来看一款，青轴键盘，价格不会超过500元。 (提示：如果周围的同事喜欢安静的话，不要用青轴键盘)

### 鼠标

最好的鼠标就是游戏鼠标，职业玩家所配备的就是这种，根据我的经验，一个入门的游戏级鼠标，可以使用几年，而且可以做各种精细调整，在重量和灵敏度方面，都非常合适。 罗技的就很好，

### 内存

永远不要让你的主机运行卡顿，

卡顿的主要原因不是cpu的频率不够，而是由于内存太小，

目前的主流操作系统内存都要在，8G以上，才会运行流畅。 几百元。

### SSD硬盘

跟机械硬盘相比，固态硬盘的运行速度要高几个数量级，所以，我们最好把自己的工作机器硬盘更换成固态硬盘，你会体会到飞一般的感觉，

目前市面上的固态硬盘也就几百块钱，

### 网速

程序员的工作离不开网络，遇到任何问题，可能他都要上网来搜索，这个时候网络的重要性就体现出来了，如果打开一个页面，需要一分钟，这个程序员可能一天要打开上百个页面，这个时候，如果慢的话，可能一天几个小时就被消耗进去了，所以，软件公司应该增加网络带宽，速度越快，程序员的工作效率就会越高，

以上说的几点是对于程序员可以很好的提高工作效率的建议，

如果这几点可以做到的话，，这个程序员就算是民宅环境，这位程序员也会觉得自己的公司，很有美国范儿，很有硅谷水平，跟世界接轨，他的工作效率也会被极大的激发出来，

根据现有的，市场价格，可以看出，加起来也就是，两三千块钱，所以，作为程序员，我们自己也要知道，如果公司由于种种原因不方便配备上面的条件，自己一定要舍得掏腰包来出这个钱，自己要提高自己的工作效率。 而绝对不是，凑合下去，30块钱的键盘用两年。

## 版本控制工具

我们做软件开发，最担心发生的事情，就是源代码找不到了。 当某一天老板需要我们，部署某一个项目，来看进展的时候，如果下面的人说老板对不起昨天，硬盘被格式化了，代码全没了，这个就是跟灾难一样

所以，版本控制工具，在软件开发的，最初阶段就已经出现了。

在工作当中，我曾经见到过，不少软件开发从业人员，工作了几年居然还不会用版本控制，每次修改代码，发现修改错了之后，想回滚都不知道，如何做。

所以使用的版本控制之后，我们做的任何事情都是非常放心的，再也不怕自己的源代码找不到了，

版本控制的基本功能有，

1。 保持每一次的改动

2。 可以查看改动日志，

3。 可以查看具体的改动

4。 可以创建分支，

5。 可以向服务器端提交修改的代码

6。 可以从服务器端下载最新的代码，

世界上有很多种版本控制工具，统称叫做SCM( Source Control Management) 下面我来，为大家依次介绍一下。

### CVS

这个软件是构架于Unix系统之上的，1986年就已经出现了，免费软件

具备版本控制的基本功能，但是只能用在单机上。

### VSS

这个是微软推出的版本控制工具，当年，也比较好用，可以满足需求，运行在Windows上。

### SVN

这个可以认为是CVS的改进版，增加了一些新的特性，现在在国内用的人也不少。

### GIT

可以说是版本控制的终结者，我们能想到的版本控制的功能它都有，另外，世界上最大的开源技术社区，github，用的就是这个技术，

由于上手门槛有些高，当年的教程都是英文，所以说在国内流转的不多，大规模的应用应该是2011~2012年左右

所以大家学好GIT 就好了。

这是我做的视频， 一小时的教程： [http://edu。51cto。com/course/8363。html](http://edu.51cto.com/course/8363.html)

## 在技术的天空中留下痕迹

作为一个有追求的程序员，绝对不能啥痕迹都没有。

多读英文文档，多参与翻译，多贡献github， 多参加stackoverflow。

### 必须要有技术博客，或者个人站点。

技术博客直接体现了程序员的表述能力和他对问题的思考深度。

我们一定要把自己平时遇到的问题，踩过的坑，吸取到的经验，都统统记录下来。

我发现很多表述能力不佳的程序员（比如说话不能说出完整的句子，

一个意思需要说出几个分句才能说明白），这样 的人绝对没有写博客的习惯。

因为所有擅长写博客的人，描述、表达问题的能力都很牛。

很多人说：自己是新手，怕自己写的东西没有技术含量。我说，怕什么呢？你写博客的目的

应该是：

- 记录自己的经验。 以后再次出现的时候，一翻博客就全出来了。

- 间接锻炼了自己的表述能力。如果一个人的表达能力不好，他在写出句子的第一时间

就会发现这一点，因为自己是第一个读者。让他坚持写一段时间，表述能力就很快提高了。

- 是一个很好的名片。 在外面做程序员之间交流的时候，告诉对方，我的个人网站是

myname。me， 是不是很有型？

- 技术博客直接体现了他过去几年的技术痕迹。面试官会格外青睐有技术博客的候选人。

所以，不要仅仅把问题记录在自己的小本子上。你会发现，把信息公布出来，只会给你

带来正面的影响。不要敝帚自珍。聪明的人就算看不到你的信息，该知道的也会知道；

愚蠢的人就算你直接告诉给他，他还是不明白。

### 必须要有stackoverflow的账号。

stackoverflow。com 是世界上最权威最大的程序员问答社区。

![Stackoverflow。com](/images/stackoverflow。com。png)

如果你在google上搜索

问题，排在前几位的绝对是 stackoverflow的回答帖子。

![question on google: Stackoverflow。com](/images/stackoverflow\_on\_google。png)

问答记录可以直接看到这个人是否有公益精神。是否热爱程序员这个行业或者他所掌握的语言。

另外，stackoverflow作为英文论坛，如果他能参与到里面的问答的话，说明这个人

不但英语够好，还有足够的国际视野。这点对于掌握新技术，有特别好的帮助。

另外，我们每次google问题的时候，肯定发现这个问题很多人都在问。有的问题是没有

回答的。如果你发现了这个问题的解决方案，不妨把你的答案放上去。

予人玫瑰，手有余香 ， 不是吗？

p。s。

我的stackoverflow账号，截止2015年11月29日。积分达到 7688。

很多很多的分数都是由于上面的原因得到的。

### 必须参与开源项目。

参与开源项目，说明了这个人：

- 对于自己的代码足够自信。因为烂代码会被人喷的。

- 有胸怀，具有公益精神。希望能够帮助到别人。这样的人在技术上才会做大做强

- 跟其他世界级的程序员有交流。这个人的技术实力和眼界一定比敝帚自珍的程序员开阔。

我与本书作者 刘明星 同学就是发掘到[他在github上的开源项目](https://github。com/liumingxing)

。然后通过email联系到

他。我的感觉是找到了个宝贝。哈哈

![mingxing on github](/images/liumingxing\_on\_github。png)

## 不要重复！

不要重复你自己。

DRY: Don't Repeat Yourself!

我们永远都不要写，重复的代码，重复的代码会有这样的后果：

### 让程序员丧失工作的兴趣

读代码的时候非常难读，明明读几行代码就可以，可是重复代码很多的话，（试想重复一百次）那么我们就需要到一百个地方来修改，特别容易出错，而且不好测试，

### 会让程序的修改变得非常复杂，容易出错

### 喜欢写重复代码的人，往往在当前的这个岗位干不长

因为，某个人的代码，在90%的情况下，读者都是他自己。 当他每天面对的都是这么，多重复的代码，怎么让人心烦的代码，这个工作他一定干不久。

### 解决问题的原则: 事不过三

当我们发现，某端代码，需要重复出现的时候，第二次的重复可以忍受，但如果要第三次出现的话，我们就要重构它，让代码变得精简。

最常见，也是最简单的重构手法： 抽取方法（Extract Method）

## 命令行在大部分时候要优于图形操作界面

在入行之前，甚至在入行之后的几年，大部分同学用的都是windows。 各种操作就是用喜欢用鼠标点按，拖拽。

我甚至见到有同学，在使用编辑器的时候，还要用鼠标去移动光标。 这样是不行的。

在一线城市的互联网公司，特别是在BAT这样的大型的互联网公司，非常看重服务器端的功力。 很多问题都需要远程登录到服务器后在解决的，而这个登陆方式(SSH)

就是纯命令行的交互界面，完全不是windows下面的鼠标和窗口。

下图就是登陆服务器之后的例子：

![登陆服务器的欢迎页面](images/ssh\_login。png)

例如我们想查看，某个日志的内容，就需要用这样的命令

$ tail /var/log/nginx/access。log

这个命令表示查看对应文件的最后10行

看起来如下图：

![tail命令](images/commandline\_tail。png)

比如说，我们想查看当前系统的运行负载，看一下哪个进程占用系统的资源最多，就需要用这样的命令:，

$ top （然后分别按下 c ， 1 两个键)

然后就可以看到系统的负载页面了，如下图:

![top命令](images/commandline\_top。png)

如何查看，当前系统中，所有进程，并且按照，占用内存的大小来倒叙排序？

$ ps aux --sort rss

结果如下图：

![ps命令](images/commandline\_ps\_aux。png)

所以，对于用惯了，图形化操作界面的同学，一定要，多多加强自己的命令行的功力，特别是使用php，java， python ， ruby ， node 等同学，建议你们使用，linux作为日常开发的机器。

### 几个例外

命令行，虽然在大多数情况下，要优于图形操作界面，但是，在某些情况下，图形操作界面，有自己的很大的好处，

数据库的查询界面

这个，动几下鼠标就可以查到，而且，可以做很好的过滤或者排序，

做IOS 开发的同学， 可能会用到很多的GUI方面的操作。 另外， 苹果操作系统，把命令行封装的特别严密，所以我们可以直接在苹果系统下面，用鼠标没有什么障碍。

做代码的对比。 winmerge 等工具可以把代码的差异表现得更加明显

## 操作系统的选择，优先使用linux

如果你是个IOS 开发者， 就要使用Mac

如果你是个C#， Win Phone 开发者， 则使用Windows

如果两者都不是，那么你优先选择的操作系统，一定是Linux。

在我们开发的过程中，一定是开发用的语言， 操作系统，版本，等等各种环境，都要跟生产环境相同，而我们的生产环境往往都是linux操作系统，所以，我建议大家使用这个操作系统，绝对不要“在windows上面做开发，

然后，到linux上面去做部署” 这样的事情，很容易会出现问题，而且这样的问题，往往很难解决，

另外对于程序员来说，了解linux命令，会对于他日后的求职面试有极大的好处

面试程序员的时候，没有任何一家公司会问windows命令，问Mac命令，但是所有的公司都会问Linux命令。

## 技术广度，比深度更加重要

我们从小到大， 经常被人提到的一个成语，叫做杂而不精。 指的是，某一个人，看起来好像什么都懂，实际上什么都不懂。

这句话，可能适用于现实中的一些问题，但是大家要记住，作为最具有学习能力的程序员团体，或者说，作为一个聪明人，我们一定要多才多艺，身兼多种才艺能力和技术。

前几天我看到，某个著名的技术大会上，核心的演讲嘉宾是在某互联网公司，工作了十年以上的数据库老兵，头衔是数据库底层研究员，我认为，这个就过分专精了，把大好的年华，耗费在某一个技术里面。

在计算机的世界，技术的变革是非常迅速的，我下面说几个技术，看看大家有没有听说过？

- DELPHI

- flash系列中的flex ， Air

- Swing， SWT

- EJB

这些技术，在十年以前都是火得不能再火的技术，现在，几乎没有人问津，为什么会这样？当初做这些技术的人，后来都怎么样了？

再往前一些年份，WPS，是由求伯君先生一个人用汇编语言写出来的，他是中国汇编语言第一人。 现在你身边有做汇编的吗？

十年前的人，大家追求性能，写完C语言之后，还要用某个工具，把生成的汇编语言再给优化一下，现在有这样干的吗？听到的做C语言的都很少了。 不能做WEB， 不能做移动端， 只能做比较冷门的服务器底层或者桌面应用。

技术是一直在向前发展的，很可能今天看到的热门技术，明天就会被抛弃掉，你身边的头发开始花白的老兵，或者某个油腻大叔， 十年之前可能就是一个叱咤风云的教父级人物。

所以我认为，在某一个技术层面，消耗半年或者一年就很多了，我们要把有限的精力体力和青春，用在性价比最高的地方。

### 用有限的时间，合理点亮技能树

如果我们用图形的面积表示掌握的技能的话，可以有个对比：

王同学， 32岁， 入职5年， 5年来潜心修行数据库技术， 所有的精力都用在了数据库层面，精通数据库的各种底层算法实现，底层原理，精通MYSQL源代码。

他的技能树如下：

![精通的技能树](images/ji\_shu\_jing\_tong\_1\_ge。png)

李同学， 32岁， 入职5年， 5年来什么都喜欢学，学到一定程度，觉得自己达到了80分，就不再学了。做项目特别快， 虽然底层的算法实现不明白， 但是各种框架用的得心应手。

数据库， 编程语言， 前端CSS，JS， 手机ANDROID， IOS 都可以做。 项目经验非常丰富。

他的技能树如下：

![熟练的N个技能的技能树](images/ji\_shu\_shu\_xi\_5\_ge。png)

从图中我们可以看出来，面积越大，掌握的技术就越多，在我们的技术界，有个共识，用一年时间就可以把某个技术掌握到80分，但是如果想把这个技术，从80分提高到一百分，就再需要四年的时间。

我个人认为，对于某一个技术，只要达到80分的水平，就已经很不错了，可以应付绝大部分出现的情况，剩下的那些比较冷门的知识，到时候随查随用就可以了，百度谷歌都是我们的技术手册。

从上图可以看到，虽然王同学，对于技术库已经达到了一百分，但是他付出的代价是，五年时间只会这一个技能

而李同学虽然在数据库层面不如王同学这么精通，只有80分，但是在其他的几个热门技术领域里，都是80分，是很不错的状态，任何一个技能都可以找到相关职位的不错的工作，

从这个层面来讲，李同学具备的知识和能力，在实际应用层面是碾压王同学的。

所以，对于王同学来说，他的最好归宿就是在一家大公司担任研究型的工作（这家大公司20年内不会倒闭) ， 例如在Oracle 或者MYSQL 专门做底层数据库的开发， 王同学就可以最大化的发挥它的能力

而李同学的选择就非常多，可以在任意一个领域层面上继续深入，或者干脆出来创业，做一名技术合伙人，在中国， 李同学这样的人才就是最最合适的CTO，他什么都懂

### 如何学习多种技能？

1。 用业余时间做项目

2。 每天挤出时间学习

3。 积极主动的工作， 不要踢皮球。 要学会接球。

4。 在大方向的层面，要有计划的学习 后端，web前端，移动端，运维，都要学一些。

4。 在某个大方向的细节层面，多看前辈们是如何做的，ThoughtWorks技术雷达也很好

## 技术债

在技术层面，由于种种原因， 选择了不太合适的底层架构，或者技术实现，总之跟理想的情况的一种妥协，或者不理想的应付。 统称技术债。

例如，为了赶进度，项目中使用了大量的复制粘贴， 这个就是技术债。

### 技术债的后果

1。 让大家产生厌烦情绪， 时间一长就会离职，

2。 离职的人多了，特别和核心成员离职的话，项目就死掉了

其实技术债是特别好识别的。当小组中的每个人都觉得工作难做，代码难写，BUG难改的时候，就一定出了问题。

### 错误的底层架构

例如：在一个电商项目中，很多地方需要用到搜索和索引。如果当初并没有使用全文检索的话，就会出问题。 例如系统中本应该使用 elastic search作为搜索引擎，却没有用。

再如：一个使用多线程编程语言才能处理好的事情，却要用单线程的语言去实现。例如：股票市场中的撮合交易，使用Go/Erlang这样的语言可以更好的处理。

### 错误的技术实现

例如：在某个项目中，需要Android， IOS两个移动端。

最开始项目为了追求速度，使用了ReactNative作为开发语言。结果到后期，发现各种“原生定制化”的需求越来越多，

很多需求是无法通过ReactNative来实现的。

### 解决方案

基本上都是推倒重来。这个目标必须由团队负责人发起，并承担责任。

1。 向上级汇报问题，请求项目暂时一段时间

2。 在团队内部开诚布公的提出问题所在，指出问题根源

3。 找到熟悉该项目全部流程的人员。他是保证重构或者重写可以顺利进行的重要因素

4。 开始重写。最好是一点儿一点儿的来。把影响降低到最小。

这里需要提出的是，技术债往往是由于架构师/CTO的失误造成的，另外，老板，在绝大部分情况下，是不懂技术的，所以很可能不会支持大家重写代码，让项目的进度暂停，

所以，这里需要项目的负责人，做一些比较灵活的处理。

## 引导客户明确需求

需求是需要引导出来的。

很多时候，我们会遇到 [一句话需求](chapters/kai\_fa\_zhi\_shang--gei\_wai\_hang\_de\_peng\_you。md)。

作为一线程序员， 如果遇到含糊的需求，肯定会把它往某个方向想。(有经验的程序员偏向于想的简单，

无经验的程序员偏向于想的复杂)， 跟用户真实的需求往往是不符合的。

(TODO 图片，对于不同需求下的人的反应)

所以我们要善于挖掘出客户的需求。

有趣的是，在跟用户的沟通中，我们发现，对于第一次找外包的人，往往是你问他要什么，他的回答是"都要"。

例如:

用户: "我要有用户注册功能"

程序员: 用什么注册? 手机? 邮箱?

最好都要

手机注册的话，要发送验证码吗?

我要

需要第三方的支持吗?比如 QQ，微信?

呃。。。要的。

需要对支持包，微博的支持吗?

对了!也要!

这种问答，直接体现出了用户对于技术问题的不懂，所以完全就是能要就要，能有就有。 所以，我们问完

这些问题后还不算完， 要告诉对方:

手机注册的工作量，

第三方登陆的工作量。

对微信/微博等支持的话，需要用户提供哪些材料(证照等)

让用户体会到这些功能都是需要消耗人力和财力的。

很多时候，用户的需求也往往[是一句话需求]()

所以，我们必须让他们耐心的坐下来，把[心中的需求落实到纸面上，做到需求可视化。](chapters/ji\_shu\_jian\_yi--suo\_jian\_ji\_suo\_de\_she\_ji。md)

## 代码质量

代码质量是最重要

## 看起来的美好

### 屏幕自动适配

自适应的技术，能够提供在不同尺寸的屏幕上显示同样的内容。例如 手机上（600像素宽度以下）

是一种布局，PC显示器上（1024宽度像素)是另外一种布局。

在实现技术上讲，就是一套HTML+CSS代码，让多种设备(横屏，竖屏，大屏，小屏）都可以适配。

目前的实际经验是：

- 要达到最好的效果，必须分别来实现。

- 要让小屏幕跟大屏幕的内容互不影响，否则容易按下葫芦浮起瓢。例如：在PC上明明显示非常正常的页面，放到

移动端就显示不好。等移动端H5页面修改好之后，反观PC端页面又不行了。

- 太多时候，两个端的显示内容是完全不一样的。

- 适配也是有限度的适配。例如：

\* 移动web(wap)屏幕： 一套代码

\* PC 屏幕： 一套代码。 （优酷的移动下载页面）

### I8N 一套代码， 显示多种不同的语言。

i18n(internationalization): 能在不修改代码的前提下针对不同的语言来显示。

下面的例子，是分别使用英文（en。yml) 和 法文（fr。yml)向人问好：

![i18n的例子](/images/i18n例子。png)

- 让代码变得异常臃肿， 难于调试

![让代码变的异常复杂](/images/i18n-复杂的代码。png)

- 很多语言之间是结构完全不同的。你很难把握翻译的粒度（是根据每个字来

翻译？还是根据整个句子来翻译？）

- 无法保证其他语言的代码及时更新。

![不完整的i18n](/images/不完整的i18n。png )，可以看出，作者正在根据英文

来翻译中文。而且其中很多部分都没有及时更新，显示的内容仍然是英文。

参考: [这个著名的ppt](http://de。slideshare。net/HeatherRivers/linguistic-potluck-crowdsourcing-localization-with-rails)

这篇ppt是我见到的把i18n的问题分析的最透彻的文章了。

出现了更加可怕的:

- 语态：

![复杂的语态](/images/i18n-morphemes。png)

- 不同语言的单数、复数问题

![不同语言的单数、复数问题](/images/i18n-复杂的单复数。png)

- 在语言的表现能力上，把语言分成 analytic/synthetic， no/hella agreement

最要命的是：中国的软件公司不需要做国际化的东西:

- 99%的公司都不卖windows这样的国际化软件。

- 99%的外包公司都不会承接这样的项目。

所以，把精力专心放在做产品上，而不是翻译上。如果遇到一个开源项目，你需要

把它改造成你自己的项目的话，不要保留i18n！

### 数据库的适配：

hibernate ， rails Active Record: 都支持数据库的平滑迁 移。 支持多种数据库。

实际的困难：

- 不同的数据库，肯定会用到不同的语法结构

- 就算使用的全都是标准sql，在迁移时也会出现结构不统一的现象，

例如：bool类型的列，在mysql下是boolean 在sqlite3下面是 int(1) ，

需要太久去排错。

- 在国内(无论是软件外包公司还是互联网公司），一个项目开始之后，基本不会更换数据库。

### 其他方面

不要太依赖 人工智能:

1。 语音识别。

2。 图片识别。

3。 文字转换到地理位置的识别。

准确率都不高的。

## 废代码

boilerplate coae。

烧水壶(架子） 代码

有它，没啥意义。 没它，没法编译，运行的代码。

html:

<html>

<head>

</head>

<body>

</body>

</html>

java:

```java

package 。。。

import 。。。

import 。。

import 。。

class {

public void setXX () {

}

}

```

javascript:

## 为什么要自己搭建博客。

### 学会分享和开放

- 聪明的人，永远会学会你藏着掖着的东西

- 不开窍的人，你把东西放到他面前，他都不要。

### 博客是自己的名片。

- 你是专业的。

- 你的技术轨迹，能被人看到。

- 是自己最好的备忘。 （ 例如，今天我想给出几个废代码的例子，直接搜 ： siwei。me rubymotion，

siwei。me boilderplate ) 我可以把非常复杂的东西，记在里面。

因为技术，他在我们第一次弄的时候，最难。 （难度系数 95 （满分100））

第二次以后，每次用， 难度系数只有5。

### 锻炼你的口才。

我们自己写文章，肯定自己看。

我写个句子： 我今天吃了早饭。 有主语，谓语，宾语。

```

最近在学习用 Elixir 的 MVC 框架 Phoenix 写一个 Chatroom 。

有一个问题是 在 channel 中渲染模板，虽然我用 Phoenix。View。render 方法顺利解决了。

但这让我开始思考另外几个问题：

```

有一个问题是： 后面应该接上一个完整的句子。

我的前期可能有语病， 后期就绝对越来越少了。

```

2016-02-20 rails 项目增加日志功能(log) (31)

2016-02-18 wwdr 过期的问题解决办法 (27)

2016-02-18 IOS下获取UDID 等各种信息。 (24)

2016-02-10 截屏并制作gif的工具：licecap (57)

2016-02-07 appcelerator titanium的几本英文书 (68)

。。。

2008-03-12 Jalopy在Eclipse下的使用 (332)

2008-03-05 《Checkstyle4。3中文手册》草稿版，请大家多给意见！想加入OpenDoc。 (323)

2007-06-12 应用开源项目时，你会大肆封装，修改它吗？ (349)

```

英语谚语： 吃自己的狗粮。

你是作者。 谁是第一个读者？ 自己么！

XX问题解析。

XX问题答疑

## 吐槽OC

为什么要加上NSString， AFNetworking

如果我那天声明个变量： “绿色”， 刚好前缀是RED， REDgreen?

green = 'red'

banana = 'apple'

## 臭名昭著的 匈牙利命名法。

sName = 'DASHI'

iSum = '100'

aApples = [apple1， apple2]

这个臭名昭著，大部分时候，不是由别人提出来的。而是由这个语言的熟手提出来的。

因为，只有自己，（代码作者本身） ，才是这个命名法的最大受害者。

java:

DatabaseManager dbMysqlMng = 。。。;

为什么是 dbMysqlMng 这个命名？

- 只有最新的新手 和 最老的老手， 才会提出这个问题

： 为什么要加前缀？

为什么要 缩写？

### 起源

微软，OFFICE （类似的办公软件） ， 做WORD 文档中，会对 行，和列 做变量的命名和区分。

rowXXX， columnYYY

由于早期 C 编译器的限制，一个变量最多8位。 MyBanana1 和 MyBanana2 在编译器看来是一个东西。

所以，出现了各种各样的缩写：

- manager -> mng

- implement -> impl

- array -> arr

现在，永远不要这样做。

- nite -> night

- height -> h8

- a1b2c3

代码的可读性，永远排在第一位。

- rowXXX， columnYYY -> rXXX， cYYY

这个是可以接受的。

但是，它的重点，在于 前缀能很好的分辨出这个 变量的 作用。（它是自解释的

后来，大家就把它用错了。 前缀就简单的用 类型来做了）。

## 最好的注释，是清晰的方法名。

很复杂的注释，是不如 清晰明了的方法名的。

```

# 该方法，实现了： 向用户的手机端发送 验证码。

public void func1(){

}

# 该方法，实现了： 想用户发送 重置密码的链接。

public void func2(){

}

# 卖出咖啡

public void buy\_coffee(){

}

# 颜色设置成红色

public void set\_green(){

}

```

改正方法：

1。 修改方法名。 方法名就是自己能说明问题的( self-explaination。 )

```

# 该方法，实现了： 向用户的手机端发送 验证码。

public void send\_validation\_code\_to\_user\_mobile(){

}

```

2。 删掉注释。

```

public void send\_validation\_code\_to\_user\_mobile(){

}

```

### 为什么不要注释？

90% 是不需要的。因为注释会过期。

```

# 发送验证码到用户手机

send\_validation\_code\_to\_user\_mobile(){

send\_validation\_code()

# 过两天， 要记录日志了。

save\_log()

# 在发送验证码的同时， 向用户发送邮件提醒

# 过两天， 再给用户发送站内短信。

。。。

}

```

第一次，第二次修改这个方法时，作者可能会更新注释。

之后，就慢慢就荒废注释了。 到后期，你会发现，注释跟 原方法 差了十万八千里。

## 代码很难修改

不要对修改现有代码，保有乐观态度

在工作的这些年中，很多人都喜欢这样说: “我们的这个项目，前期不用投入多大的人力，拿某个开源项目修改一下就好了。”

这个是严重错误的

，在我看来，修改别人的代码，需要这么几个前提，

1。 修改者的水平必须在之前的作者的水平之上

2。 修改者需要拿出时间来理解现有代码

3。 修改者要对现有的代码的功能有全方位的了解

也就是说，可以很好的使用现有的软件，

在实际操作当中，这里有一个矛盾，

1。 很可能修改者的水平达不到要求。

2。 如果这个人的水平，可以达到要求的话，往往不愿意，在低于自己水平的人的作品基础上来修改，

因为如果修改者把原来的系统折磨的很透的话（满足了上面的第三条前提），就可以用更短的时间来重写，这样的话，上面的第二条，问题就直接被绕过去了。

而现在，中国软件公司的窘境， 就是招不到好人。 留不住人才

很多时候就算拿出重金，也找不到高水平的人才。

## 追求自动化

自动化是程序员永远的追求。 本质是避免无意义的重复。

程序员老兵思维敏捷性，快速反应能力，可能不及刚入行的新人，体力也不如新人（加班， 熬夜， 通宵），但是老兵的生产力往往快过新人好几倍，除了经验之外，就是对自动化的工具的使用。

我们在编译，部署，测试，打包的时候都要用到自动化。

### 编译的自动化

C语言开发，使用make

Java开发，使用Ant， Maven， Ivy

Android开发，使用 gradle

上面的这些工具，一定是程序员在职业生涯的前半年，必须掌握的。

### 部署的自动化

这样的脚本有很多。

java世界中的 Ant， Maven 可以用来打包

Python中的Fabric Ruby中的Capistrano ，都部署自动化的好手。

Capistrano是我最推崇的。可以为几乎所有需要在服务器端运行的语言做部署。 他可以做的是：

1。 更新远程源代码

2。 重启数据库

3。 保留历史的部署版本，可以做回滚

4。

感兴趣的同学可以来这里学习，大约2小时的课程： http://edu。51cto。com/course/11237。html

这里需要提及的是，运维同学一定要把自己的部署脚本，做成自动化，会让你的人生特别美好，绝对不要每次部署都手工部署。

另外要注意， 不要自己手写脚本，自己写的脚本其实质量很低，很容易出错，一定要使用Capistrano， Fabric这样的第三方提供的工具。

### 测试的自动化

对于程序员来说，单元测试，就是，自动化的一种实现，一行命令，就可以，运行上百个单元测试，让我们在第一时间，可以了解系统的，测试，通过百分比，

单元测试也是持续集成的基础，持续集成的本质就是，每隔几分钟就运行一遍所有的单元测试，

对于测试同学来说，不要用人肉做黑盒测试（功能性测试），要把"点按鼠标，敲击键盘"，都做成脚本，不断的重复播放。

这样的工具，有很多，包括:

测试WEB 页面使用的： Selenium

测试App 使用的： Appium

# 第三大章 如何管理技术团队

## 程序员的特点

程序员，他们是典型的知识分子，外界人员很难打入这个圈子。

在我观察，和我十三年的亲身体会，我认为程序员具有下面的特点：

### 懂得会比领导要多，容易傲娇

例如，公司的CTO 是不懂技术细节的。只有最一线的员工才知道。

由于懂得比领导多，所以说，领导一定要有魅力，才能够领导好，这些知识分子，发现自己的能力比领导强，就会在某种程度上不认可领导，这对于团队的管理者来说，是有很大的挑战性的。

另外，程序员之间的傲娇，也会直接导致一系列的鄙视链，例如： 服务器后端 鄙视 手机移动端， 开发人员鄙视测试和运维人员， 所有人都觉得自己的开发语言是世界第一。

### 比较单纯

程序员，是只跟电脑打交道，不会像销售人员，每天都在跟人打交道。所以其实很容易被激怒。

### 有职业病

1。 看问题，非黑即白，不是true就是 false。 容易较真

2。 对于使用，传统语言编程的程序，容易，暴躁，会把工作，看的，压力特别大，这跟他们平时使用的，传统开发语言有很大的关系，传统语言的特点是，代码多，很繁琐，往往写上，几十行上百行代码，也做不了一件事情，

例如，在java的WEB开发框架中，要实现两个页面的话，可能需要修改5个文件: spring配置文件(xml)，数据库配置文件(mapping xml)， 前台展现页面(jsp)，后台的controller和model(java)。

所以，使用传统语言编程的程序员，往往对工作会有逃避心理，遇到问题不愿意改代码，因为每次修改代码都是特别痛苦的过程，

相对来说，使用新型语言（Ruby， Python）就没有这个职业病，如果大家去参加一些程序员聚会，就会发现这些使用新型语言的人， 情绪和性格要比使用传统语言的人的性格要开朗很多。

### 相对来说不擅长沟通，比较内向

在大部分的技术团队，往往都是沉闷的。可以在平时的工作中不爱说话，在和同事吃饭的时候也不说话。

特别是团队领导如果是个沉默的人的话，这个情况更甚。

## 团队中的技术人员

团队中的技术人员，他们的特点是：

### 技术实力决定地位

跟"文无第一，武无第二" 一样，团队中的技术人员，很容易分出谁是第一。

1。 别人都搞不定的时候，这个人可以搞定

2。 别人可以搞定的时候，他搞得最快

那么很快这个人就会被认同成为团队实力第一的人。冠以“某神”的称号。

### 只有诚实的人才会技术做的好

一个技术人员，应该永远都是客观的，出了什么问题就应该勇于承担什么问题，我见过所有的技术高手，都是非常诚实的，只有这样才能够把技术做好，

反而我见过一些，具有小聪明的人，在一些情况下不说实话，反而在技术的道路上走不远。

### 高压下容易踢皮球 或者推卸责任

软件开发，永远都会有bug，永远都会出错，没有一款软件会说自己是完美的，没有任何bug，

所以，不要对程序员有太高压的政策，越是高压，程序员就越是没有工作的积极性，也不会主动承担责任，反而会催生“踢皮球”的隐藏技能。

当踢皮球成为一个团队的常态的时候，那么大家每天的工作内容就是内部开会，吵架，能干活的人都离职了，剩下来的都是资质一般不敢跳槽的平庸员工。

### 团队成员是趋于内向的

根据前面的分析，所有的程序员团队都是趋于内向的。

如果团队的领导是内向的话，下面的所有人都一定是内向的，

如果团队的领导是外向的话，下面也有很多人是内向的，

所以，团队的领导者，一定要让自己的团队，有活力，正能量，平时要多鼓励大家，畅所欲言，鼓励大家释放自己的，个人情绪，鼓励大家多进行沟通，做一个开朗外向的人。

### 正能量与负能量

负能量永远是具备传染性的。非常危险。

如果某个人的实力不行，工资却高过大部分的人，一旦让大家知道，就会对团队产生摧毁效果。

如果某个人的性格内向、阴沉，也会传染给其他人。

我曾经带过这样的队伍： 有个人的性格比较阴沉，充满了负能量，偶尔会在代码中写粗口。

当时我还没有太多经验，于是想感化他，给他身边安排了4个正能量的人，结果过了3个月，这四个人也开始负能量了。

虽然后来开掉了这个负能量，但是我总是觉得，一开始就不要招聘这样的人，哪怕项目再着急，也要避免。

## 技术团队的内部矛盾

技术团队不好领导的根源，就是矛盾太多。只有准确的认识到这些矛盾的根源，正视这些矛盾，才能很好的带领团队，把工作做好。

### 程序员跟产品经理的矛盾

在程序员看来，一切设计都应该是有序的，符合算法的。

而产品经理则是需要按照公司的考虑，实现产品。或者增加功能，作出迭代的产品。

简单的说，就是：

1。 产品经理提出的需求短时间内做不完

2。 产品经理提出的问题，在技术上有点儿愚蠢

3。 遇到问题，程序员如果沟通能力弱，容易抛出充满了技术术语的话来应付。产品经理无法理解。

解决方案：

产品经理最好懂技术。 特别是在国内的团队中。 这样的话就可以更好的跟技术人员沟通。不会遇到问题被技术人员用晦涩难懂的术语给搪塞回来。

产品经理懂技术的第二个好处，是不会问出比较愚蠢的问题。 懂技术的产品经理还是有威望的。

### UI跟程序员，UI跟产品经理的矛盾

UI的工作是不好做的，

1。 无法让所有人都认同他，每个人的审美观点都不一样，做出来的设计，可能公司的一号人物喜欢，二号人物不喜欢。所以绝对不可能让所有人满意。 永远是个折中方案。

2。 改改改是常态。如果跟某个经验不足的产品经理搭档，一个网站的版式修改10版都是可能的。

3。 与程序员沟通时，UI的注意力往往会放在： 字体，字号，圆角上。这些问题往往是程序员完全无视的地方。

解决办法：

1。 抓取可以定方案的人的喜好，

2。 对整个项目的来龙去脉有很好的了解。信息量越大越好。了解的越多，作出的设计越贴切。

3。 心态要好。

4。 掌握与程序员沟通的技巧。以说服对方为主， 程序员也应该主动意识到自己应该作出跟UI设计一模一样的界面来。

### 产品经理跟老板的矛盾

传统企业的老板是不懂互联网的，一些老板，甚至连电子设备都不会用，也不会用电脑，那么这个时候，这些老板提出的点子，就一定要交给产品经理去做，再由产品经理作为，老板和技术团队之间的沟通桥梁，

另外互联网公司的老板，每天要衡量的东西特别多，也没有太多的精力去考虑细节，所以说也需要一位产品经理，把他的点子给细化，然后做出原型图，技术团队去实现，

所以产品经理跟老板最大的矛盾，是看问题的角度不同、信息量不同引起的，技术细节与老板想要的不一致，具体的表现就是，方案被推倒重做，需求被变更，

解决办法：

1。 多跟老板沟通。不管大事儿小事儿都要多请示。避免需求变更。

2。 对于不懂互联网的老板，要多引导，让对方快速学习相关的知识。

3。 需求变更时 ，要让技术团队很好的接受，不要让技术团队对公司的角色有意见。

### 程序员跟测试的矛盾

如果测试人员测的太细致，会发现到处都是bug。

如果测试人员测的不细致，出了问题就是测试人员的问题， 背锅背的很委屈。

曾经有个朋友，一天被提了200个bug， 包括某些文字标点符号的错误。这个看起来是不近人情的。所以这位朋友很快提了离职。

解决办法：

1。 程序员和对口的测试人员要多在一起吃午饭。

2。 出了问题都要主动承担责任。 程序员要更加主动一些。

3。 程序员可以给测试讲解些代码。测试人员也要主动学习。

### 程序员跟运维的矛盾

程序员是无法摸到服务器的。每次部署都要写报告，让某个运维同学按照文档来部署，效率低，出错率高。

出了问题运维同学会被背锅。特别是安全问题。

解决办法：

1。 运维同学要给到程序员一个 “只读账户”， 读相关日志文件的权利，不能做任何的写操作。

2。 运维同学做部署时，程序员同学最好也并排坐着，说明部署的各个步骤的关键和意图。

3。 程序员要，平时如何看日志，如何调性能，出了问题怎么办

4。 程序员同学要，24小时不能关机，这样运维同学搞不定的时候，可以随时联系程序员

### 前端跟后端的矛盾

这是由于咱们国内的团队，对人的角色分工造成的，

有的同学只做后端，有的同学只做前端，但很多事情是没有很明确的办法，划分成前端和后端的，例如：记录日志。在前端也可以，坐在后端也可以做

，不同的情况下，会有不同的解决方案，

最常见的矛盾是接口矛盾：

1。 前端要提出一个接口，往往需要提前几天提申请。这个在前端看起来很多时候是无法忍耐的。

2。 当某件事在前后端的界限不清晰的时候，往往会出现踢皮球的情况，开个会一个小时，什么实事也没做，尽在那踢皮球了。

3。 当出现问题要追责的时候，前后端也会踢皮球，特别是在管理层比较高压的时候。

解决办法：

1。 程序员尽量不要划分成前端和后端，平时就要把人往全栈工程师的方向来培养。 前端的同学要多学习后端的技术，后端的同学也要多学学前端，不要互相鄙视。

2。 工作的时候，不要踢皮球，但是也不要盲目的大包大揽。 要从整个项目的架构考虑，交给哪端做合理，就把工作交给哪端。团队的技术负责人，一定要承担好这份工作，绝对不能和稀泥。

3。 出问题的时候，要客观判断。问题出在哪段，哪端就要负责。但是，管理层也不要给太高的压力，对于主动承接工作的态度一定要鼓励。 管理层要做到公平公正，奖赏分明， 这样整个团队才会有向上的士气。

## 招聘和培养新人

如果某个公司，持续有业务的话，那么这个公司就，会持续有，招聘的需求，在我看来，招聘分成两部分，一部分是招新人，第二个就是张老兵，个人更加倾向于招新人，然后自己培养，好处有很多，

新人，是白纸一张，没有很多的负能量，

新人会对自己的培养者有一种感恩的心态，这样对公司是非常好的，

对于有潜力的新人，给他，一些时间就可以很快的，得到回报

，

老兵，虽然能力强，但是身上，负能量会比较多，容易有办公室的喜气，

老兵对于公司没有太多的，感恩之心，

### 如何招聘新人

一般在招聘的时候，我会，要求新人满足这么几个条件，

第一，聪明，开朗，阳光

总之看起来，是精力旺盛的，不要看起来没睡醒的样子

这样的孩子往往是，智力不错，体力很好，情商也不错，有正能量的人，哪怕这样的员工，什么都不会，但是只要有这样正能量的人在，大家每天的工作心情，就会很high。

另外，体力好，就保证可以加班，或者注意力好。这样的人的工作效率，往往是容易迷糊的人的2-3倍。

第二，普通话要好。

我认为一个人的智商，很大程度上体现在学习语言的能力上。 往往语言学的好的人，智商都不错，所以这是个筛选的过程。

另外，在程序员的工作当中，沟通占了非常大的一部分，一个普通话标准的年轻人，跟一个一口乡下话地方话的人，自身的气场和给人的感受是完全不一样的。

程序员本身的沟通能力就普遍不强，如果普通话还说不好，说出来的，都是满口的地方话，那么大家就不愿意跟这个人沟通，这个人自己也会自卑，在程序员的道路上走不远，

第三点，英语要好。

对于程序员，我一直是这样认为的，可以分三个档次，

一流程序员，基础好，外语好，往往是进外企，然后获得H1B签证，出国移民，

二流程序员，基础好，外语不好，往往是进国内的公司，也能干得不错，当上技术经理，CTO等等，

三流程序员，基础差，英语也不行，这样的程序员，也能找到工作，但是工作做不好，或者自己付出很大的努力，但是事倍功半。

这样的程序员，往往是，头一两年的工作都不会太顺，在团队中往往是倒数第几名，只有经过两三年的磨练之后，如果这个人能够持续不断的学习，才会有明显的提高，

否则就是被淘汰的人群。

英语水平，是在毕业之后五年之内，都不会有太大变化的，可能毕业的时候四级水平，毕业五年之后还是四级水平。 绝对达不到考托福或者GRE 的水平。

而程序员每天都要读文档，新手读中文文档，老手直接读英文文档。

因为中文文档都是根据英文文档翻译过来的，在这个翻译的过程当中，往往会损失很多的信息量，另外翻译的质量也都很差，读英文的话，让人理解的就能非常透彻。

更何况很多问题，只能到谷歌上面搜，我们 用百度是搜不到的，最典型的就是编程语言当中抛出的各种异常，这个对于百度的搜索算法，很多是搜不到的，但是对于谷歌来说，就可以很快很好的收到，

所以，英语水平决定了这个程序员，能否在程序员的道路上走得顺，走得远，

我在招聘的时候，会要求跟所有的候选人，都做一段口语对话，这样做的原因是: 口语对话可以非常直接的考察出候选人的英语水平。

一个人的英语水平，可以分成: 听、说、读、写。按照掌握的情况来看，读是最简单的， 然后是写和听， 说是最差的。如果一个候选人的英语综合水平是80分，可能读的水平是90分，说的水平是60分，

所以当一个候选人，能够做完一段口语对话，我都会对他的英语能力有很好的把握。

如果候选人一开始就完全拒绝跟我做对话，那么后面的面试也就不用做了，节省了大家的时间，100%这样的情况后选的，英语都是，非常差的，差到无法胜任程序员的工作。

第四点，笔试题目不是必须的。

从工作到现在，我做过几百个面试，一开始我会要求他们做一些笔试题目，但是到后来，我发现这个无法考核候选人的编程水平。

考虑到新人都是有试用期的，这个工作可以放到试用期里面去做，如果发现某个人的逻辑思维水平特别差的话，到时候再过滤掉也不迟。

我们的工作中都是一些计算机应用，不会涉及到太多的算法和创造性的内容，所以只要他的学习能力和使用各种工具的能力，达到要求就可以了。

第五点，一定要考察键盘指法

这个问题看起来有点儿可笑，实际上非常有道理，是我的血泪经验。

在我过去的招聘当中，大约有一半到1/3的候选人，键盘指法是不对的。 如果不当面考察，是完全不知道的，等给这个人发了offer，入职之后，发现他的键盘指法不对，" 看一眼屏幕，再看一眼键盘，敲两下，再看一眼屏幕，再看一眼键盘。。。。 "，那么这个员工在前1到2个月，是不会有太大进展的，他的工作方式就决定了工作效率是非常低下的。

想判断一个人的键盘指法，非常简单，问他两个问题就可以，键盘上的 P键，用哪个手指敲，键盘上的，X键，用哪个手指敲？

如果候选人，可以在两秒钟之内回答出来，就说明这个候选人还是可以的，如果这个候选人，超过了3到5秒或者答错的话，一定要过滤掉。

否则他需要用两个月的时间才能够掌握正确的键盘指法。

### 如何培养新人

培养新人的学习意识

要让新人知道主动学习，主动解决问题。入职的前2个月可以提基础的问题。经过了前期的培训和工作中的实践后，如果还问过于简单的问题的话，就要提出批评。

另外，要告诉新人，最好的老师是谷歌或者百度。 遇到问题，先搜索网上的答案，找不到了再提问

公司内部还有培训教材

一个软件公司应该有的教材是：

- 操作系统的教程 （例如Linux)

- IDE 或者编辑器的教程（例如 vim)

- 编程语言和框架的教程 （例如 Ruby ， Rails， Vuejs)

- 其他相关知识的教程（网络协议，运维命令等）

分配好导师

往往这个人是新人的直接领导， 例如他的小组长，或者技术经理等等。导师要有耐心，而且要为人师表。不但要从技术上指点，还要从职业方向和做人方面加以正面引导。

一定要每天都问新人的情况， 多做code review

代码审核是非常必要的。一个人的编程水平，可以直接反应在代码质量上。 对于新人，导师每天再忙，都要拿出时间来陪，坐在一起，手把手的教。

Code Review一定要严格， 让新人知道代码不能乱写。 从一开始就要规范。后续才能养成习惯。

## 如何对待老员工

老员工是软件公司的财富。 一个老员工的工作能力可以抵上10个新人。

老员工要引导，不要让他有傲娇心态，要给他放到合适的位置

### 老员工是公司的财富

对于软件公司来说，代码是第一位的，老员工也是第一位的。甚至资深老员工的位置比源代码还要金贵。

### 老员工的生产力可能是新人的10倍到100倍

老员工最大的价值是掌握公司的现有项目。可能90%的现有项目的代码都是老员工写的。

对于新员工来说，想投入到现有项目的开发中，要做的第一步就是：读懂现有代码。

新人做一件事情，可能需要10天， 前9天半都在读代码，看文档，用系统，问老员工。最后的半天是找到问题所在，加上自己的代码。

同样的事情交给老员工，前面的9天半就可以省略掉了。

我另外知道一个真实的例子：某家公司，做的一款产品，大约用了2年时间。代码很复杂。

公司里大约30名程序员，有新人有老人，结果发现新人根本就没机会投入到核心组件的开发。新人面临的问题是：

1。 新人的能力不如老人，看不懂老员工的代码

2。 新人对现有系统不了解，想修改，但是管理层不放心

3。 新人修改的速度太慢，完全不如老员工。

所以，到最后，这家公司只有五名老员工具备生产力，其他的新人都在做边缘的事情。

### 尊重老员工的建议

老员工看问题往往是最准确的。

项目之内， 代码都是老员工写的。不用打开编辑器，遇到问题看一眼日志，心里就能找到问题所在。

项目之外， 一方面跟公司的上上下下都熟悉，可以很容易看到公司的运营问题。

### 要有领导艺术

老员工作为公司的顶尖技术所在，一定会傲娇的。

这个时候，他的上级领导要有领导艺术，让老员工喜欢追随，忠于公司。这方面的话题比较广，总之要根据实际情况来操作。对于管理者，也要多学习，多实践，多反思。所以就不细说了。

### 给老员工成长的空间

所有人都是有追求的。 老员工一定不满足于现状，会追求物质和精神上的进度。

在物质上，要有一套成熟的薪酬机制。

在激励层面，对于老员工要有合适的定位。例如某个工作了3年的基层员工，每个项目都可以做的很好，那么老板就应该赶紧提拔，让他从基层员工成为技术经理。这样他在技术之外的管理能力

也得到了提高，在眼界方面也得到了加强，眼界大了，不再做井底之蛙了，人就不容易傲娇了，老员工会更安稳。

对于初创互联网公司，在股份方面对老员工进行设置，给到相应的分红机制是很合适的。

## 如何识别项目毒药

一句话：负能量比较多的人，一定早点儿拒绝！

不要仁慈不要怜悯，不要幻想负能量的人可以改变性格。

只要发现具备下面任何一个的，一定要及时清除：

### 脾气差的，与内部人员发生过争执的，说话具备攻击性的

脾气差的人会直接影响周围人的工作心情。务必留意。特别是如果这个人跟团队的核心主力有冲突时，务必当场或者提前就把它清理掉。哪怕这个人是老板的小舅子，都要毫不犹豫的干掉。

相信我，比起小舅子，你的老板更想看到项目顺利推进。

### 在代码中写过粗口的

只要一经发现，立刻开掉。不要问我为什么。

### 负能量的， 喜欢抱怨的

这样的人虽然没与其他成员发生过激烈冲突，但是喜欢抱怨的性格也会影响其他员工的情绪，不会为项目带来任何好处。

TODO 加上案例？

## 培养自我成长型团队

一个好的团队，应该是非常热情活泼，不断的追求自我进步的群体，而不是死气沉沉的每天混吃等死。

它应该具备下面几点：

自我成长

团队内部融洽

### 做好知识分享会

每周要定期举行分享。例如每周五下班前的1个小时，把大家安排到会议室，找些零食，然后选出2个人，每人半小时的发言。

要求发言的同学 认真准备PPT，准备个主题，技术也好，方法论也好，把自己学到的分享给大家。

这样就是一个人会，所有人会。

另外，每次收获最大的，是主讲人。 认真做好PPT，站在人群前发言，是对自己非常好的锻炼。 锻炼几次之后就可以在上百人面前发言无压力了。

（要知道太多程序员做不到这一点）

### 鼓励在项目中使用新技术

例如，团队之前用的版本控制都是SVN，那么某个成员听到GIT是个更好的东西， 就可以把它介绍到项目中来，让全体使用。

再例如：对于一个WEB开发的团队， 之前用的一直是Java， 而某个成员刚好接触了Rails， 就可以把它介绍到项目中来。

### 招聘的时候，招聪明人

团队中每个人都应该是聪明人。聪明人的另一个特征是喜欢学习，不甘落后。

只要团队中的人都是这个素质的话， 就会发现每个人都会争先恐后的学习， 团队成员的素质上来了，整个团队会迸发出意想不到的活力。

ThoughtWorks的团队中的人就是这样的。

## 让团队散架的因素

### 团队毒药

跟“项目的催化剂”(见前面TODO）相对， 有一种人是项目毒药，他在哪个项目，哪个

项目就会失败。

这样人的特点：

- 脾气臭。导致别人不远与他沟通。

- 能力差。导致项目无法自主完成。

- 不愿主动与其他人沟通。

直接导致别人无法与他沟通。

### 不公平的薪水

公司的薪水必须永远保密。连财务都不能知道。

但是很多职场新人特别喜欢打听别人工资。

永远告诉新人，公司的主要纪律有两条：

- 代码必须保密。

- 不能打听工资。

有的同学，入职一年，工资达到了8k。 也有的同学，随着经济形势的提高，一进来

就是7K。 于是前者就会质疑： 后者能力不如我，资格也不如我，干嘛跟我拿着

差不多的工资？

也有的公司，为了挖人，直接拿到了别人两倍的薪水。这样的情况下，如果被别人

知道，会直接导致低薪水的人离职。

所以，高薪挖人要慎重。会直接打乱自己团队的工资体系。

对于公司的员工，也必须让他们有保密薪资的意识。

### 不开心的工作环境

根据[2014年的调查](http://www。pudong。gov。cn/website/html/pdrbj/pdrbj\_news\_xwdt/Info/Detail\_584025。htm)

工资低，劳动强度大，上班远是跳槽的三大主因。

如果不看工资的因素，那么“不开心的工作环境”是非常重要的方面。

所以，公司必须以人为本，多为员工着想。例如：

- 雾霾天，为员工发放防霾口罩，办公室里增加净化器

- 员工生日时，为大家唱生日歌，发放生日蛋糕。

- 遇到父亲节，母亲节，替员工为父母发送礼物。

平时公司的气氛不要太压抑。

## 技术人员不是螺丝钉

我在2014年开始创业。接触过一些传统企业的老板。他们喜欢用固化的生产力来判断人。

例如：

1。 同一个流水线的工人，每小时都是作出200个零件。

2。 对于家装师傅，泥瓦工王师傅跟泥瓦工李师傅每天都是做两户人家。

这样做，适用于传统行业。完全不适用于软件行业。

传统行业的老板，在了解软件团队的特征之前， 一定不要轻易组建团队。

下面是某个项目的真实例子。

某位传统行业老板，希望做一个互联网项目。心里有思路，手上有资金，但是不知道如何去做。于是开始招兵买马。 于是慢慢遇到了这样的问题：

### 出高价也找不到好人

招聘开始后，没有候选人。职位是CTO。

面试的时候，发现候选人的要求跟JD（职位描述）的要求完全不匹配。

JD要求： 十年工作经验，精通20种技术，做过5年管理。

实际情况： 5年工作经验，掌握3~5种技术， 精通1种。 做过一年管理。

虽然预算中的工资不低，但就是找不到人。2个月过去了，才有一个勉强达到要求的人。而这个时候，市场上已经出现了竞争对手的产品。

### 招到人的话对方也可能很快离职

CTO上来后，开始组建团队。

但是CTO 发现老板对他也在考察期。拿到预算等等都不多。各种想法难以实施。

老板对于CTO 也不是很满意： 早上送孩子，晚上接孩子。从来不加班。每个月有资金投入，也不见成效。

双方都不满意。

很快CTO 辞职了，到另外一家互联网公司上班去了。待遇不错，日子悠闲。

不过留下个烂摊子，之前招上来的UI，前端，后端，数据库的员工都到位了，没人领导。每个月工资要按时发，团队一片茫然。

### 人与人的工作效率很不一样

随着时间的推移，终于有了合格的团队领导者。继续前面CTO 的项目往下进行。

但是，前面的领导者的离职对团队基层员工造成了影响。 走了一个团队核心成员。

赶紧招人，补上。一个月的时间招上来两名新人。 结果由于能力不行，这两名新人看不懂前员工的代码，

导致工作效率低下。招来的2个新人的工作量不到之前员工的一半

以上种种原因，导致该项目从提出到组建团队实施，浪费了几个月的时间，算上员工成本，办公室运营成本，耗费了几百万。

# 第四大章 国内开发之殇

## 开发之殇

软件开发有很多伤痛，这个行业，不管是外包，还是公司自有的软件团队，都有很多急需提高的地方．

但是，由于种种原因，一直存在这些痛点．比如成功几率不高．

过去几年来，不断有人找到我做咨询，我把他们遇到的问题整理了一下，写在下面，希望对大家有所帮助．

很多问题，没有太简单的解决方案．甚至在将来如果要有解决方案的话，也是很长一段时间以后．我也

把它们先提出来．您能规避多少就规避多少．

如果这些文字能帮到您，提前看到软件开发的坑，少走弯路，少些损失，那么我会感到莫大的欣慰．

## 一线城市程序员群体的心理状态

特指:

1。 北上广深 一线城市程序员

2。 工作了2~3年的人最维多。

程序员其实是一群很高傲的人。 特点是:

不认权威， 谁行谁上

程序员的威信是根据实力建立起来的。 跟资历完全没关系。

被其他程序员嘲笑的最好方式，就是让他发现他的技术比你强。

所以外行人领导程序员， 团队必死。

所以如果你的队伍里有一个很有能力的程序员时，你要小心了。一旦他发现自己的能力跟自己在团队中的地位不成比例时，

厚道的人就基本离开了。

### 清高， 难以管理

整天坐在办公室里， 跟机器打交道， 锻炼不出情商。

干十年IT人不如做两个月销售或房屋中介。

### 容易跳槽

借助互联网的春风， 各种机会比比皆是。

一旦它干的不爽，立马走人， 工资搞不好还翻一番。 特别是男程序员。 女性一半比较稳定。

### 渴望小资， 但是又学不来小资

牛仔裤旅游鞋双肩包是一年四季的打扮。 完全不知道这个世界上还有西裤衬衫皮鞋这一类东西。

特别是有大部分人喜欢MAC。

### 不要让人闲下来

闲下来， 他会多想。

每天很忙的话，他会觉得过得很充实。

## 几分钟让外行了解软件开发

软件开发，是一个重度依赖脑力的行业。

### 客户特点， 上来就三句话:

- 能不能做

- 多少钱

- 多长时间

这三个问题都很难以得到准确的回答。因为几乎所有的销售(外包公司) 和 项目负责人(非外包公司)都会说:

能做! 哪怕他之前根本没接触过这类技术。

多少钱也很难获得准确的数字。 因为需要先估算工作量。

多长时间做完也难说， 因为需求不明确。

所以， 先清晰，简单扼要的表达出你的需求， 对方才能给出靠谱的答案。

### 客户的第二个特点: 一句话需求

- 我要做个跟淘宝差不多的商城。

- 我要做个能聊天的app，跟微信那样

- 我要做个能发帖子的app， 跟微博那样。

如果你的需求还停留在这个阶段， 赶紧细化一下! 具体见:

[所见即所得设计法](chapters/ji\_shu\_jian\_yi--suo\_jian\_ji\_suo\_de\_she\_ji。md)

### 这个行业的项目成功率是不高的。

目前还没有一个准确的数据，

估计将来也很难有。 因为很少有人会自曝家丑。 更不愿意承认自己的项目是失败的而惹上麻烦。

### 很难量化工作量

例如，在传统行业（如家装）中，一个贴砖工人的工作量，我们可以按照平米来计算。

铺砖到地面，王师傅一天铺100平米， 李师傅一天铺120平米，我们可以知道李师傅铺的好。

因为这个活儿大家都能做，所以市场上的价格也比较透明。一平米40块是标价。

但是软件开发中，几乎每个功能都是自定义的。例如：

### 软件开发是重度自定义的。

曾经有前辈（Rational rose) 提到过模块理论。在1980年代左右提出，意思是20年后的

软件开发将会特别简单。大家只要使用 模块化的思想，把软件中的一个个“螺丝”生产出来，

那么软件中的可重用的模块将会越来越多，一段时间之后的软件开发工程师都不需要写新

代码了，直接把现有的组件组装起来就好了。

甚至 Rational rose 的做法，就是让架构师设计好架构，一点按钮，整个实现代码就自动

生成了。

当时这个思想风靡了软件行业。

但是这个想法经过现实的检验，是根本无法可行的。

因为在当今的互联网浪潮中，每个用户都对软件的需求不同。

## 难于对软件系统做分解。

你是把你的功能分成： 论坛，博客，CMS？这样的大模块？

还是把它们继续细化，比如，把论坛分成：

- 注册

- 登陆

- 发帖子

- 回帖子

两条路都难走。 开源项目有很多， 随便google一个 CMS， 会出现上千个开源CMS项目。

但是只要你试用一下，就会发现，适合你的太少。要么页面风格不对，要么功能跟你想的

不一样。要是改的话，嘿嘿。你又掉到坑里了。

参考： [开源项目之坑](/chapters/kai\_fa\_zhi\_shang--kai\_yuan\_xiang\_mu\_zhi\_keng。md)

所以，我认为软件项目最多细化到 “螺丝钉”的层面，例如：

1。 开发框架， 例如： rails

2。 最常见的组件，例如：上传功能，第三方登陆，支付(例如支付宝）

99%的内容都无法重用。 就算是同样的一个财务软件，在不同的公司用起来都完全不同的。

### 万能的办公司自动化系统? 难以重用!

曾经有朋友咨询过这样的需求，希望做这样的事：

发出一套万能的办公自动化系统（Office Automation，简称OA），然后卖个各个企业。

这个想法特别符合国家的政策。

想一想就是不可能的。比如，同样的一套财务软件，在两个公司内用起来就完全不同。

有的公司是实报实销， 有的公司是先借款。

而很多专门开发财务软件的公司，都会专门为用户组织培训，让他们使用自己定义好的流程。

所以千万不要幻想开发出一套万能的办公司自动化系统， 这个事情永远不存在。

## 所见即所得你的设计

### 概述：

我们团队做产品设计的方式，是先把原型图做出来。

如下面三个图片：

先准备好一张大白纸和黄纸片，然后，快速的手绘项目截图：

![例子1](/images/inception1。jpeg)

有多少个页面，就花多少个，记得标记出每个页面的跳转关系：

![例子2](/images/inception2。jpeg)

经过美工的润色之后，草图就变成这样：

![例子3](/images/inception3。jpeg)

所以，你那边只需要按照这个模式：

1。 整理出所有的功能页面。

2。 标记出页面之间的跳转关系。

即可。 我们就可以针对每个页面估算时间，最后得出累计成本。

下面是具体的说明。

这种建模方法， 在软件咨询公司 Thoughtworks被称为 Inception (盗梦空间)。

我给它起的通俗的名字叫黄纸片建模法。 原理是 UI驱动设计。

现今有很多电子化的工具可以用，为什么我们要回归原始呢?

我从业十多年， 各种各样的建模工具都接触过。 UML， RationalRose， VisualView， 在线设计软件等等。 不建议使用。

因为电子化办公有很多缺点:

1。 效率低下。

2。 屏幕太小， 无法让人快速理解

3。 越是精心制作的内容， 作者就越不愿意修改。 而我们的目的是拥抱变化。 所以， 有变化我们就改，

拿起笔来就写，不满意就撕掉。 分分钟的事儿。

4。 我们可以把大白纸悬挂在最醒目的角落。 需要的时候可以随时看。 而电子化的东西则不可以。

这套快速建模的方法，基本 2~3个小时就可以把"一句话需求" 转化为具体的产品。然后借助一些工具

(例如 墨刀) 来定型。 直接去讲故事。

![LOGO](/images/inception\_prepare。jpg)

1。 准备一张大白纸。 胶水。 黄色便签纸( 需要长条形 )

大白纸: 所有的线和字都写在上面。 白纸能重视的记录所有信息。 不用画板的原因是画板一擦，内容就全没了。

胶水: 为了把便签纸贴牢。 我们在实际操作中发现 便签纸会扭曲变形，而且沾上去很快就掉下来。

便签纸: 购买黄色的。 视觉效果比其他颜色好很多。 而且记得买 长方形的那种。 横着放就是电脑屏幕，竖着放就是手机屏幕。

2。 准备笔: 黑色细笔， 红色粗笔， 绿色粗笔。

约定:

黑色细笔 用来描绘 页面的基本结构

红色粗笔: 用来标记页面的跳转

绿色粗笔: 用来表示注释

3。 页面的结构:

3。1 每个页面都是这样组成的: 页面名称 + 内容。 (见图片)

3。2 使用方框， 表示输入文字

3。3 下拉选择框应该是: 一个黑色的，向下的三角:

下面的例子，具备了: 标题， 输入框， 下拉选择框。

![select](/images/inception\_select。jpg)

3。4 消息，警告等，应该有阴影:

![field](/images/inception\_fields。jpg)

还有几个例子:

![field](/images/实际的几个例子页面。jpg)

所有可以点击的按钮，都要用红色方框划上，然后标记好它的下一个页面。

4。 大白纸的结构:

原则上， 从上到下， 从左到右: 左上角是一个用户图标，表示操作的开始。

附件是一些例子。

![field](/images/一个完整的系统有复杂的跳转逻辑。jpg)

下面是 2015年4月10日，我们做的一个ipad端app的 页面逻辑图。 可以看到红色的清晰的箭头， 也可以看到

绿色的注释， 左上方的 蓝色 用户图标，是app的起点。

下面是另一个系统的跳转逻辑:(类似于滴滴顺风车)

![field](/images/另一个系统的核心页面跳转逻辑。jpg)

下面是一个更加完整的例子:

左侧是无线端app ， 中间是 PC端管理员后台， 右侧是 服务器的数据库设计。

![field](/images/ipad端， PC端 和数据库端设计。jpg)

### 几点注意

- 实际当中，我们发现要让程序员参与进来效果最好。也就是说，谁亲自

动手，谁对整个流程了解的就越深入。

- 一定要用红粗笔来标注页面的跳转。 站在一米外都可以看的很清晰。

- 约定好颜色: 红色表示页面的跳转，绿色表示注释。 不适使用三种以上的颜色。

- 不要连笔字， 字迹要清晰。 因为这是给其他人看的。连笔字会显得效果不好，难于辨认。而且有一种乱乱的

感觉，这是我们最应该避讳的。

- 表意要明确。 内容要是"具体的例子"，而不是概括的说明，例如，在注册页面，应该是:

手机: 13522223333

密码: \*\*\*\*\*\*

而不是

项目1: xxx

项目2: xxx

- 黄纸片要贴的横平竖直， 例如， 大致都分布在同一横线或者竖线上。

- 只能省略第三方的页面，例如:QQ登陆，淘宝支付， 手机拍照等。 否则的话，再简单的页面也不要省略。

例如: 忘记密码等。 页面越齐全，越能准确的估算工作量。

- 标注好页面的入口(例如从登陆页面开始)

### 一般分成两端

- 手机app端

- 后台管理员(PC端)

如果是B2C的系统，那么就是:

- 普通用户的app

- 商家的app

- 后台管理员的PC端

- 商家的网站。

### 估算工作量

分成两种:

- 画出的页面的工作量， 这些在上面已经看到了。

- 对于app， 有看不到的工作量，包括:

- 消息推送

- 不同机型和屏幕尺寸的适配

## 小步快跑

签订合同要小而多，频繁沟通才能保证项目失败，兼职的项目都会死掉。

## 本土软件公司的特点

哪怕是外企，到了国内也会沦为本土化。具有下面的特点。因为外企虽然有外企的

文化，但是归根到底，执行的人都是国内的人。

### 技术含量低

技术普遍落后国外。

### 人员素质不高，普遍英语不好

英语

### 要么是外包公司，要么是互联网公司。

### 外包公司大部分都比较烂

### 培训的人的水平太差。归根到底还是英语能力。

### 大公司，里面的软件部门的技术很小，其实跟小作坊差不多。

### 国内的程序员也容易安于现状。

## 开源项目之坑

开源项目的祖师是 Eric (? TODO详细) 他最先发起了开源项目。 所谓的开源，就是开放源代码(open-source)

的项目。

世界上的开源项目有很多，细分的话分成两类：

1。 工具类， 例如： 各种框架，组件等等。

2。 现成的产品。 例如：各种论坛，博客，CMS，商城。

很多人在创立公司时，会考虑到成本问题，优先采用开源的“现成的产品”， 我听到的

最多的话是：

“我们要做个商城功能很普通，我们就用网上开源的XX商城，随便改一下不就完了么？”

一般说出这个话的人，身边肯定没有经验丰富的老鸟。他很可能是随便找一个经验不太丰富

的程序员，来修改。

于是，花上很短的时间（例如2，3天），这个开源的XX商城就搭建起来了。负责人很满意。

于是提出的问题就是：

“很好！我们的这个产品不错！，已经出现了雏形！”

“但是，这个背景色要调整，这里的搜索功能不应该是这样的，应该多加几个品类；

这里的用户在查看某个商品的同时，我们也要多给他推荐几个产品”

“现有的功能是B2C，只能支持一个商家。这样不行，我们要支持多个商家。”

。。。

于是，他会发现，修改外观很简单（只涉及到CSS，HTML），但是一旦涉及到修改核心功能，

现有的技术人员就会束手无策了。因为底层架构是不那么好改的：

\* 需要先读懂人家开源项目的代码

\* 理解人家的代码

\* 尝试修改 ， 出错， 再修改

一般开源项目的代码，都是由行业中的高手写的。新手会看不懂。比如，很多高级

的语言特性，不常见的设计模式，以及各种抽象，新手看到完全就懵了。

于是，这个公司的技术负责人就会发现一个奇怪的现象：项目直接停滞了。什么时候问道

进度，都是没有进展。

到最后的结果往往是：

1。 放弃现有的改动了一半的开源项目，推倒重做。

2。 现有的技术人员离职。

### 开源项目的特点

1。 高手写的。 会用到很多高深的技巧。例如，ruby中的元编程，老牌语言（java/c)中的

设计模式。

2。 有些开源项目经历的时间比较久，例如Sugar CRM。(成立于2006年)， 里面用的技术

有老的掉渣的组件，也有特别崭新的组件。负责开发的也不是一个人。你会发现一个奇妙

的现象：一个简单的“展示菜单”的功能，有的地方代码写在了数据库，有的代码写在了。js文件中，

有的代码写在了。php文件中。 特别混乱。

3。 要修改开源项目，特别花费时间。 因为你需要先读懂别人的代码，还要了解别人用到

的所有的技术和组件。

所以，如果只是为了演示，可以用开源。

如果该项目后期会有很大的想法，那么赶紧自己开发。

## 创业团队务必要有CTO

原因三个方面：

### CTO是技术团队的组建者

有了CTO，技术团队才能组建起来，光靠HR是招不到靠谱的技术人员的。

比较常见的配合是，CTO考察技术，HR来考察其他方面。

### CTO是团队发展的土壤

没有CTO 的技术团队，里面的成员得不到发展。

CTO的职责之一，就是培养人。他要给各个成员指出欠缺的地方，指出下一步的发展方向。

如果一个有追求的程序员没有导师，那么他不会再这个队伍中待久的。

### CTO是团队的舵手

有了CTO，团队才能很好的组建起来。 CTO能够指明技术路线。充当传统架构师的角色。

## CTO的困局

### 合格的CTO的标准

- 技术过硬

- 能组建，带领团队

其中 技术是 重中之重。 我个人见过很多公司的CTO，都不具备特别全面的素质。

### 技术要全面

WEB后端: java/php/c#/ruby/python 等语言。以及HTML， CSS ， JS

微信H5端: CSS， HTML， JS

移动前端（ANDROID， IOS): java/oc/swift

服务器运维: Linux ， 网络硬件知识

梳理需求，做产品

其中，硬骨头是： web后端和移动前端。 这两端之所以是重点，是因为太难学了。

java/c#/object-c 等传统语言，特点是特别复杂。会大量耗费人的精力。

熟悉任何一个语言，没有几年的时间下不来。

而通常一个程序员，用惯了一个语言，是不愿意转向另外一种语言的。做java就

一直java下去，做php就一直php下去，3，5年之后，做个管理层，更加的脱离了一线。

所以，在我看来，一个后端程序员，再给他5年时间，也还是一个后端。

一个前端程序员，再过几年，也还是个前端。 能真正汇通的，太少太少。

### 真实的困境

现在是2016年2月，回想国内移动开发刚起步时， 2012年前后， 那时候优酷app的

用户没过100万（到2014年是7亿） 现在不到4年时间。 最早期的前端开发者是根本

无法熟悉后端的。

所以，如果你要找人，大部分的5年以上经验的人员，都没有移动开发经验，有的要么

是管理经验，要么是 WEB后端的经验。

所以，国内大部分的人在技术上都不适合做CTO。 落伍了。

## 如何找到靠谱的CTO？

这个问题单拎出来，是因为很多人都问过我。

\* 有个技术圈子的朋友

\* 让这个朋友给你介绍靠谱的人

\* 要有技术评估的机制。

### 有个技术圈子的朋友

很多朋友都有资本，有资源，就是没有靠谱的技术团队。

因为他不知道如何去寻找。他不懂技术，就没法判断对方的好坏。

所以，首先，要想尽一切办法，认识一个技术高手。找到了他，就可以慢慢的

把他的朋友圈子技术高手介绍给你。

然后，提醒他，给你介绍朋友的时候，要靠谱的。

### 靠谱的CTO，可遇而不可求

跟现在的创业市场一样，技术人员也鱼目混珠。

比创业稍微好些的是，技术人员一般比较单纯，能走出来创业的，

技术水平要高于打工者的平均水平。所以不必担心找到的人是烂人。

### 绝对不要找兼职的CTO

兼职的CTO做不好事：

- 他本身就有全职工作。 每天还要做兼职，时间是远远不够的。我之前在摩托罗拉

工作时，每天大约有5小时的空余时间。但是一旦做了兼职，我突然感觉每天除了

吃饭睡觉就是工作。你需要考虑到：

- 在全职和兼职中的工作切换

- 你每天的娱乐时间(看看报纸新闻)是必不可少的

- 沟通是个大问题。我无法随时随地接兼职老板的电话。

- 由沟通产生的信任问题也是个大问题。

- 与全职工作相比，兼职仅仅是个锦上添花的事情。捞一笔外快。如果出现了项目

要死掉，看不到完成的希望的话，兼职的技术人员会很快想到：大不了我不做了。

反正剩下的钱大不了不要就是了。对我也没有太大的影响。但是对这个项目的其他

全职投入的人来说，项目死掉是个极其沉重的打击。

### 宁可下重金，便宜的钱留不住人。

在软件人才市场上，一分钱一分货。

一个实习生做不了任何事情，反而会拖慢公司的后腿。

一个入门级的程序员也只能做搬砖的工作。基本有他没他项目都行。

有了2，3个项目经验的程序员，可以继续做一些工作。适合做小弟。但是要多指导

有3，5年工作经验的程序员，这是公司的技术骨干，必须留下来。

现在（2015年12月），北京的软件人才的工资特别高。一个刚毕业的应届生都可以

拿到10K以上的月薪，还是在非BAT的创业公司。对于BAT的抢人就更不用说了。

### 简历中的尴尬

对于创业公司，招人也很难。

如果你用的是大众语言: java/php/。net/object c， 那么你可以收到很多应届生的

简历。如果你用的是python/ruby/perl/node等小众语言，就只能自行培养。因为

不过怎么样的语言，如果你不是在一个BAT量级的公司中，就基本只能收到2年以内

经验的程序员。

所以，CTO的另外一个责任，就是要自己能培养团队。

### 培养的途径

- 搭建社区，吸引高素质人才

比如，每月一次的社区聚会。是CTO发掘到场新人的好机会。如果你的公司场地

比他目前的公司好，你给的offer也更高，而且他发现你这里的工作内容和环境

都更好，为什么不会来？

- 在校园招聘中，挖掘到有潜力的新人。

华为，百度，阿里，都有校园人才贮备的战略。好的人才是：学习能力强，人品

又好。

### 把握好你的CTO

CTO一走，对公司的损失就大了。

特别是现在创业的，都是互联网创业。没有CTO，什么都做不成。只能做回传统企业。

CTO走掉之后，公司的损失包括但是不限于：

- 技术团队很可能走掉。特别是如果整个团队都是CTO搭建的话，CTO想挖走现有的

团队很容易

- 现有的团队会特别认同CTO

- 下个CTO会主动开掉现有团队的技术人员

- 下个CTO会使用新的技术，导致现有的技术人员的技术无法使用。例如，前CTO

用php，新的CTO用java，要不要把所有项目推倒重来？ 一个公司里，绝对不要同时

存在两种以上的语言。否则对于系统维护就是一个大灾难。因为

- 多语言开发会导致公司的技术无法交流

- 多语言会导致系统难于维护和部署

- 多语言会导致技术成本升高

### 技术团队:少而精

少而精的技术团队才是有战斗力的。因为：多人团队需要：

- 人越多，工作量就越容易划分的越不公平。因为很多工作是无法划分的。

当有人因为没有新工作空闲起来时，就容易对团队产生负面影响。

让他慢慢的变成项目毒药。而他也会因为自己游离于团队骨干之外而不安。

比如：别人都在干活儿，就我没活儿干，我要不要打游戏？要不要逛淘宝？

要不要玩论坛？

比如：项目骨干看到有人在玩论坛，他会不会想，为什么我干的最多，但是

工资上却没领先太多?

- 人越多，沟通的成本就越大，效率就越低。 良好的团队最好只有3~5个程序员。

如果团队中有3个精兵，你会发现他们做的事儿比20个平庸的菜鸟都好。

## 正视技术的作用

### 短期内被高估，长期内被低估

短期内程序员可以为你救火， 长期内肯定不行

### 就差一个程序员了

http://www。zhihu。com/question/22989105

### 2015年程序员的成本

## 好的程序员与差程序员的差别

### 第一次和第N次的区别。

对于程序员来说，存在：

第一次用某个技术时，特别慢，因为他一点儿不懂，需要学习。典型的有：

- 用户注册/登陆

- 上传文件

- 单点登陆

一旦第一次学会了之后，第二，第三次他再遇到时，直接复制粘贴当时自己写的代码即可。

所以，第一次使用某个技术所耗费的时间，如果是10， 那么第二次以后的时间，是1或2。

第一次是学习，第二次就是搬砖

所以，大家要把握好自己的心态。尽管很多时候儿你认为自己在搬砖，但是你没办法

避免这个问题。做好本职工作是一个人的职业操守。

### 好的程序员都是靠项目磨练出来的。

软件项目没有捷径可走。不是会了几种算法之后，就能从一个新手晋升为一个高手。

按照我从业十年的经验来看，难住我的，都不是核心功能。而是一些边缘性的东西。

这些边缘性的知识你无法把握住他的主线，只能出现一次解决一次。例如：

- 某个上传组件中的按钮样式

- 某个组件是应该出现在屏幕的上方还是下方

- 某个表格的边缘的线的粗细不一致。

这些问题看起来会特别奇怪，非常不高大上，但是这些BUG就是最高级别的，你必须搞定它们。

所以，不要指望几次培训，就能提高程序员的能力。

也不要指望看完一本书，自己就能完全掌握某门技术。

必须靠不断的做项目，来磨练自己。一般说来，做WEB开发，你能独立实现一个博客，一个论坛，

就差不多了。对于mobile开发，能做2，3个app 也就出徒了。

### 程序员永远会遇到新问题。

google才是你最好的老师，兵来将挡水来土掩。

活到老学到老，这句话用在程序员身上没错。

因为你现在掌握的常见技术，会很快被新技术取代。

如果你的学习能力不行，如果你的英语不行，靠吃老本的花，那么你做不了程序员。

### 核心的技术变更的比较慢。

比如MVC架构，现在的Rails跟十几年前的java struts框架是一样的。

比如request/response 这种http的基础，是一点儿没变的。

比如持久层，现在的各种主流框架跟 Hibernate 是一样的。

你现在学到的任何东西，只要是核心的技术，肯定是不会过时的。也许30年后，大家

还在谈MVC架构呢。

为什么同样的新技术，老鸟上手就比新鸟快？就是因为老鸟的以往的经验会给他很大的

帮助。他一看到某个技术，似曾相似，不过是包了一层新外衣而已。上手自然特别快。

### 80-20 定律

一个技术中，20%的内容是核心技术，它会出现在80%的地方。

按照我看到的情况，真是这样。20，80代表了人脑中的（相对很少/很多）这样的概念。

所以，大家完全不要被浩如烟海的技术文档所吓倒。也许看起来厚厚的一本技术书，你

学会其中30~50页，就可以上手干活儿了。 其他的几百页内容是用不上的，到时候

随用随学吧！

## 外包的乱象

这个市场太乱。根本原因是靠谱的人不多，忽悠的人不少。

### 行业门槛低

有很多手工作坊。很多人还在大三大四，找到了几个开源项目，稍作修改，说是自己的

就开始出来接活儿。

这样的人对价格的期待也不高，几千到几万都做。能赚点儿是点儿。

他们也不会对客户的要求从零做起。 做之前，都是什么都可以做。

签了合同之后，就不是了。

开源项目中存在的功能，就可以给你做。 如果没有这个功能，就没办法了。

不要幻想几千块的项目就要求对方给你定制化开发。不可能的。成本摆在那里。

到时候他给你的解决方案，永远都是用现有项目的功能给你套用的。

到最后你的解决就是： 妥协 或者 终止合作。

两个结果都对他有利： 他拿到了预付款， 做不了就跟你失联，反正你也找不到他。

### 绝对不要找外地的

见 [沟通至上](/kai\_fa\_zhi\_shang--gou\_tong\_zhi\_shang。md) 沟通是对项目的最好保证。

### 绝对不要找太便宜的软件承接方。

互联网创业，绝对不要找太便宜的 人，和团队。 跟其他行业一样。软件行业也是一分钱一分货。出的钱高，就能找到靠谱的人或者团队。 出的钱低，那么获得的软件质量也不敢恭维。

案例： 某位朋友，需要做的项目量级上千万。但是在软件投入方面仅仅是10万。 结果对方无法保证项目的按时交付。

深层分析：在北京，一个3年经验的程序员月薪假设1W， 那么在一个正规的公司，每个月要为他消耗2W。 如果某个项目， 需要5人月（就是需要一个人干5个月。 人月： 是衡量软件工期的单位。）那么它的成本就是10W。 如果你的项目以低于成本价的价格 外包出去。那么80%是失败的。 因为对方是一个连成本都不会估算的软件承接方。不要指望他能很好的控制工期进度。

### 经验：明确互联网在自己项目中的位置。

很多朋友，在自己的项目中，不太明确互联网技术的地位。比如： 某个项目，又有线下的实体商店，又有线上的 网店， 有移动应用APP。那么，该如何确认自己的项目是否是一个“互联网项目”呢？ 很简单。 你就假设自己没有移动APP， 没有线上的网店，你看看这个项目能不能正常运转。 如果不能的话，你就要小心了。 如果你为自己的项目整体估值1000W。 那么你务必不要把自己的互联网技术上的预算弄得太低。

### 经验： 一个靠谱的技术开发团队的运营成本。

什么样的团队是靠谱的？

- 诚信，不忽悠客户。

- 有扎实的技术，和成功的案例。

一般来说，这样团队的组成是： 开发人员（2，3名） + 测试人员（1名） + 项目经理（1名） + 运维人员（1名）

而一个互联网项目，给这个团队做的话，最少要做6个月，要做成熟的按照1年时间来算， 5人 X 12 个月 X 2W。 = 120W

如果考虑到这个项目除了PC端，还要上移动端（只考虑IOS，ANDROID，不考虑winphone等）， 那么开发人员还要增加2～4名，

这个时候的成本就是： 170 ~ 220 W。

结论： 如果没有足够的干粮（比如说200W） 做好未来一年挨饿的准备，那么团队是养不起的。

### 经验：外包项目与自己培养团队的比较

把项目外包出去是一个不得已的选择。如果资金允许，务必要培养自己的团队。 因为在软件项目中，“人”才是最重要的。代码不重要。 只要有高素质的人存在， 那么你的项目就会一帆风顺。 我见过的比较多的情况是：

某项目，干了1期。 交付了。然后开发人员消息了（可能是他离职，可能是该团队解散，公司关掉等等） 然后来了一个人，继续接手。 如果这个人是个经验丰富的老手， 可以看懂前任程序员的代码，那么他大约需要一段时间来很痛苦的阅读和理解前任的代码。 同时做各种修改，各种重构（改善现有代码的结构）。 如果这个人是个菜鸟，前任作者的代码他看不懂，那么完了，估计前任作者30分钟的工作，这个新人可能要做一周。（在《人件》 以及《软件工程的45个事实和悖论》中有更加精彩的论述）。

所以，除非你的项目不需要谁维护，否则不要外包出去。（我所有见过的成功交付的项目，都会要求做第二期，第三期。。。）

外包的唯一优势就是：我们不需要一直“养”着一个团队。需要人的时候我直接找外包团队来做就可以。 如果你手头没有足够的资金，但是又需要在1个月内做出一款线上的产品的话，确实一个可行的选择。但是如同“壮士断腕”，它的副作用相当巨大。可能你在做第二期的时候把前期外包的成果“推倒重来”。—— 原因是外包软件的整体架构不被新团队所理解，而且你也找不到原来作者了。

结论：能不外包就绝对不要外包。一旦做了外包，就做好承担更大失败风险和日后 还债的准备。

### 经验：如何保证你的项目进度？

务必要让程序员过来跟你一起工作。 最好是面对面，或者坐邻居工位。 能够有个开放式的环境，大家围坐在一起更好。 程序员有了问题可以直接问项目经理，项目经理想查看进度时，也可以面对面找程序员，大家还可以有每天上午10点的站立会议（注意：要站着，每个人发言不超过1分钟，讲述自己今天要做的事情和昨天遇到的问题）

每天都做交付（见敏捷开发的 “项目自动化”）。 做到一键部署，这样我们的产品经理每天下班前都会看到哪个哪个新特性上了线。

### 经验：产品经理如何提需求？

要“小步快跑”。 比如，老板脑子里有100个点子，而这一百个点子在目前的项目资源中是无法得到全部分配的（通俗的说，我们目前只能在一个月内完成5个点子），那么就把这100个点子做个排序： 第一期项目先做这5个点子。 等项目一期做了交付之后，我们再上另外10个点子（或者需求） 。。。等等等等。 这样小步快跑，项目才能成功。

《人月神话》： 如果某个项目的时间估算（交付时间）超过了1年，那么它基本上会失败。 如果超过2年，那么绝对会失败。

### 绝对不要贪图便宜

很多没毕业的学生都会自己建个工作室。绝对不要因为便宜就找。风险极大。

如果你的项目是花5千块请的大四学生做的，那么它肯定会在2个月内垮掉。

## #为什么国内没有好的程序员或者一流的技术人员？

国内的程序员，大部分都英语不好。

面试的时候，无法用英语对话。 而英语的口语，往往是听说读写里最弱的水平。

所以，程序员门槛高，是由于 ：

1 要英语好

2 要多做几年程序

3 要多管理几年。

4。

## 为什么 国内程序员往往无法精通多个语言？

因为传统语言太笨重了。

编代码的时候，内心要一直应和着编译器。 声明一个变量要知道它的类型，调用

个方法要知道它的参数结构。。。

笨重的语言，直接导致了难以使用。 难以开发。 难以维护。

关键的是： 没有个长时间的积累，完全没法掌握。

比如C语言，不写个6年7年，没法精通

JAVA 语言，虽然比较简单，但是SSH框架没有个2，3年无法入门。

要命的是，这些语言，一旦你使用了，就仿佛入了泥潭。 没办法有时间学习其他的

知识。

我见过的国内几乎所有的 技术经理，都仅仅精通一个部分的技术:

要么是 后端的接口

要么是 对LINUX服务器很精通

要么是 对数据库比较了解

很少有一个全才出现。

我当年做JAVA时，也是这样。一个非常简单的需求，我居然要从头开始写起。

那轮子造的特别慢。

你也可以使用第三方包。但是java 语言的笨重，导致了学习第三方工具是个特别

麻烦的过程。 你需要了解各种不同形状的积木，找到各种不相干的方法。一个比喻：

如果我要吃口饭，直接伸手去抓就好了。

但是使用JAVA， 你得：

1。 大脑分析下眼前的米饭

2。 分析结果是这个东西可以吃

3。 抬起胳膊

4。 把手往前伸

5。 张开手

6。 饭抓到手里

7。 手收回来

8。 把饭放到嘴里， 开始咀嚼。

看到没有，JAVA就是如此啰嗦。 不是你要不要用轮子的问题，而是JAVA这个语言太

笨重了。你做任何事情，都要从最最细节的地方着手。

往往这就导致，任何JAVA的应用，修改起来都难以修改。

## 可怕的是，大部分语言，都是JAVA这样笨重

比如 。NET， 比如 c ， 比如 php ， 比如oc

其中，不带类型的语言更加好一些，比如 python， javascript， ruby。

这样的程序员，往往在编程时，大脑中有限的精力不会被用在编译器上。

所以，我见到的是ruby社区的程序员特别灵动。

大家提起 全栈工程师，往往认为是 会一个后端语言（PHP） + HTML + CSS + JQUERY。

就了不起了。

而这个是RUBY程序员的基础。 为什么？ 就是因为RUBY 太高效了。

RUBY程序员有精力去学习CSS。 JAVA程序员没有精力学。

## 一门技术在中国的普及，必须要有中文教材

国内英语好的程序员太少。招聘的时候，只有一小半的人CET4。

## 国内的技术经理，技术不全面

往往出了问题，技术总监不是跑在第一线的人。第一线上往往是基层做了好多年的

人。比如 最底层的技术经理。

所以国内的技术水平，往往很低劣。

有技术的人没有复制自己

没有技术的人在管理。

我认为一个公司的技术高度，就取决于 这个公司中 技术最高的那个人。

## 自有团队

自有团队最大的好处是： 能够召之即来，马上就用。

不像找外包那样不稳定。

缺点就是比较贵。

### 开发初期的费用

2~3年的web程序员： 基本在10k~ 15k

2~3年的app程序员： 基本在10k~ 15k

2~3年的产品经理： 基本在10k~ 15k

2~3年的UI设计： 10K 以上

技术小组长： 20K起。

这样算来，web程序员 + ios + android + 产品经理 + UI + 技术负责人 各一位，

每个月工资在 6W- 8W。

随着公司的发展，你会发现有更多的人员需要你招募，例如：产品经理，测试人员，

运维人员，数据统计人员。。。

### 自有团队的好处

- 可以召之即来，有需求就用。

- 比外包团队稳定的多。

- 方便交流。比如大家都在同一办公室工作。对整个项目的把控更加稳定。

### 自建团队的关键

技术负责人最重要。

可以说，技术负责人是一个种子。整个公司，就这个人最懂技术。技术团队肯定要他来

组件。如果这个种子好，能够慧眼识人，那么整个技术团队的质量就会很好。

如果这个技术种子滥竽充数，那么这个技术团队也都是平庸的人。

因为，在招聘的时候，面试官很容易招聘不如他的人进来。80分的人招进来70分的，

70分的人招进来60分的。

### 如何招聘？

对于应届生：

- 可以是一张白纸

- 英语要么过6级，要么能够做基本流利完整的英语对话。

- 性格必须开朗

在实际的招聘中，我发现多子女家庭的孩子性格普遍更容易相处。

英语好，我们就可以很好的培养他。我们用的技术是国外流传很广，但是在国内使用不多

的技术。(Rails/titanium)，几乎所有的文档都是英文的。

英语好，也可以让这个同学遇到问题时更好的google， 解决问题。

性格开朗，直接关系到整个项目的成败。

对于社招生，则要求务必严格。除了上述的英语能力，性格，还要有专业的经验。

如果无从判断的话，有个方法很靠谱： 看他过往留下的技术痕迹。

### 由技术痕迹判断一个人最靠谱

面试仅仅是一面之缘，多说一两个小时。根本无从观察这个人的实际经验。

所以，我们必须通过其他方法来考察他。 最好的办法是：

- 看他是否有技术博客，有的话，仔细查看里面的内容。

技术博客直接体现了他的表述能力和他对问题的思考深度。我发现很多表述能力不佳的

程序员（比如说话不能说出完整的句子，一个意思需要说出几个分句才能说明白），这样

的人绝对没有写博客的习惯。因为所有擅长写博客的人，描述、表达问题的能力都很牛。

另外，技术博客直接体现了他过去几年的技术痕迹。这些东西完全可以作为面试的补充。

- 看他是否有社区的问答记录，例如stackoverflow(专门的程序员问答社区)

问答记录可以直接看到这个人是否有公益精神。是否热爱程序员这个行业或者他所掌握的语言。

另外，stackoverflow作为英文论坛，如果他能参与到里面的问答的话，说明这个人

不但英语够好，还有足够的国际视野。这点对于掌握新技术，有特别好的帮助。

- 看他是否参与过开源项目。例如github上的项目。

我与本书作者 刘明星 同学就是发掘到他再github上的开源项目。然后通过email联系到

他。我的感觉是找到了个宝贝。哈哈

参与开源项目，说明了这个人具备两个能力：

1。 对于自己的代码足够自信。因为烂代码会被人喷的。

2。 有胸怀，具有公益精神。希望能够帮助到别人。这样的人在技术上才会做大做强

3。 跟其他世界级的程序员有交流。 程序员不能敝帚自珍。

上面三条任一具备即可。

## 与家装的比较

我用了2个月的时间去专门研究家装。 下过工地，读过很多资料，跟业内人士交流，

发现家装与软件开发特别像。

### 都是复杂的流程

家装：业主找到公司， 设计师交流设计，主材进场，工人施工，验收，交付。

软件：用户找到公司，业务分析师分析需求，架构设计，编写代码，测试，交付。

软件中的业务分析师与 家装中的设计师几乎是一样的。

这个流程最初都没有这么复杂。 家装：工人都没有什么文化，泥腿子。

软件： 都是手工作坊，一个人就从设计到编码都做了。

后来，两种行业都出现了公司： 软件外包公司和家装公司，都需要有人专门

精通一种业务，所以出现了不同的角色：

家装：谈单师（设计 + 谈单 + 出图），工长、工人，监理。

软件：UI设计师，业务分析师，程序员，测试。

都是几乎一样。

### 都主要靠人的技艺。不是靠流程

为什么家装和软件都难以做好?

软件外包公司，有东软等。国外的有thoughtworks 等。没见到有能大规模批量生产

的。

家装公司，如东易日盛，实创，业之峰，做了十几年，口碑做的好的也不多。

我觉得，这两者，到最终干活儿的时候，最终决定质量的，都是由人的素质决定的。

家装公司是工人、工长， 软件公司是程序员。

无论你的流程设计的多么合理，多么严格，但是到最终实施的时候，第一线的施工者

能力不足，（代码质量低劣，贴砖时工艺不行，墙面贴的外起裂吧的，）再好的管控，

再牛的监理/测试人员，也无法给出合格的结果来。

而对于能力强的第一线人员，不管外部的管理是否严格，他都能做出令客户满意的产品

来。所以，对于家装公司来说， 靠谱的工人/工长很重要。 对软件公司来说，

经验丰富的技术带头人特别重要。

很多家装企业对于吸纳新的工长特别慎重。都要严加考核。

### 都不透明

软件： 我们很难衡量一个软件的工作量。比较常见的方式是 人月 或者 人天。

例如：注册功能 2人、天， 消息推送功能1人天。

但是用户是完全无法判断这个估算的是否是准确的。

这个估算的时间，是内部一份（给公司核算成本用），外部一份（

给软件客户用） 这两种时间肯定是完全不一样的。

对于谈下来的价钱，完全取决于甲方可以给多少。 同样的项目，甲方给到乙方的

价格是100W， 乙方可以转手就20W外包给第三方。 最后这个项目可能被再次以5W

的成本转包给在校研究生。 质量就根本无法保证了。

对于家装来说，大部分业主也都不懂装修，看到里面各种 主材，辅料，工人的成本核算，

马上晕菜。而且 材料商给内线人员（设计师)的价格，跟给到业主的价格完全不一样，

回扣可能会达到20%之多。

另外，施工过程中也存在着各种的不透明，如：隐蔽工程的要价（水电），多余的辅料和主材

的处理，其他地方。。。

另外，回扣也充斥着 家装公司内部成员。例如，设计师的回扣是3，4，5的逻辑。

（公司给的单子，扣3%， 工长介绍的：4%， 自己拿的： 5%)， 设计师跟工长勾结，

就可以把单子给以手工作坊的形式从公司手中拿下来。

再如：各种主材的报价，也都完全不一样。 工厂给到代理的价格，可能是3。8折，

而对于用户来说，价格就有很大的浮动。

而且，现在各种 688， 599这样的套餐，都是价格不透明的产物。我们去买电脑，

内存，显卡，机箱，CPU，都是单独报价的。价格非常透明。

我认为合理的主材报价应该是用多少就报多少。每项加起来核算，用户口服心服。

### TODO： 其他章节。关于软件的估算。

且对于新手来说，99%的估算不准确。

因为他没有经历过的东西，是无法给出估算时间的。

在有经验的技术负责人带领下，可以给出时间，但是也不准确。

只有经验丰富的老手，对于同样的技术用过了几次，才能给出估算时间。

### 都期待着变革，但是步履缓慢

### 都需要用户给到频繁的反馈

### 水平都参差不齐

### 都无法大规模的被改造。

## 这是一个不明确的行业

家装行业，充满了不透明。例如:看不到某个单品的真实报价。你去实体店买个沙发，一万。设计师去买，4千。

软件行业，则充满了不明确。 一方面是脑力劳动难于衡量(你能说方程一的工作量是方程二的工作量

的X倍吗)，一方面是用户的需求是不明确的(软件开发，不变的是需求一直在变化)，一方面是外行人对

某个技术的细节不了解。哪怕同是技术人员， 做移动app 的也不懂后台服务器的技术， 做web的也不懂移动

app的技术。 所以， 处处不明确，到处都是坑。

### 脑力劳动难于衡量。

举个例子， (图片)

### 工作量无法明确衡量。

只有亲身经历过的技术细节，程序员才能对它进行准确估算。否则，对于一个他本身不熟悉的问题，他无法

给出准确时间。

另外，同样是做一个用户注册的需求， 用手机/邮箱注册， 跟用 第三方(微信/微博)注册 相比，后者的难度

就大了不少。 不但涉及到程序方面的问题， 还要做各种申请，填写各种表格，阅读第三方平台的接口。

### 用户的需求是不明确的。

见: 一句话需求

## 全栈工程师

不要指望靠流程解决问题。最终是靠人。

### 角色的缘起

受丰田的影响，软件行业中的从业人员，被人为的分成若干角色：

架构师（项目管理者）

UI设计，

程序员（码农）

测试

运维

产品经理

如果是从产品的角度来看，这些角色需要精简（一个人身兼多职）

### 沟通的成本太高

一个人做项目，可以不需要与人交流，这个人在沟通上的成本是0 。

两个人做项目，必须两个人互相交流。

根据实际情况来看，一个项目的最佳人选是4个人以下。最好是2，3个精英。因为划分任务

很负责：

- 你必须做到尽量公平：每个人的任务一样多

- 你必须做好划分的合理：每个子任务之间是可以独立拆分开的，不互相依赖的。

- 你必须考虑到项目的工期，让擅长的人做擅长的事。或者预先留出学习的时间。

### 不好的流程会催生出坏人

最常见的例子：为什么 产品经理与程序员的关系一直被人诟病？

（产品经理被打）

为什么测试人员跟开发人员是矛盾？

为什么运维人员讨厌部署？

例如，在互联网公司中，程序员的代码要生效，是需要给运维人员写申请的。过程一般是：

- 程序员填写好一份部署文档

- 程序员把部署文档 写邮件给运维人员

- 运维人员要求程序员打印出来，签字

- 运维人员按照程序员的要求，操作服务器。

- 运维人员告诉程序员：部署完毕，你快测试看有没有问题。

这里的切身体会是，程序员每做一次部署，需要：

- 写一份部署文档

- 签字，证明除了问题都是程序员的责任

- 给运维的人发邮件，打电话

- 做最简单的一个部署，也要2，3个小时。

运维人员每做一次部署，也仿佛掉了一层皮：

- 拿到部署文档

- 按照部署文档的提示，一步步的操作数据库。

- 由于程序不是运维人员写的，所以他完全不知道服务器变慢时，是哪里出的问题，如何调试

- 部署的时候会想，怎么你的python 部署过程跟java部署完全不一样？

- 出问题的时候会想，怎么你的代码出问题要我给你承担责任？

所以，出了问题的时候，大家就会互相指责：

程序人员：服务器不归我管，是运维没有及时增加服务器数量。

运维人员：代码不是我写的。是程序写的不好，测试不完备。

测试人员：代码不是我写的。我在上线前一直在加班。人肉测试达不到100%覆盖率。

### 不要把程序员分成后端和前端

对于java/ios/php这样的经典开发语言，是比较啰嗦的。java程序员无法同时掌握多种语言。

比如 CSS， javascript。

所以在十年前，招聘帖子就分成 web开发工程师和 html 前端工程师。

对于HTML前端工程师， 他的工作任务是把美工设计的静态网站图片，设计成html + CSS + javascript

代码。

这是我知道最早的前后端之说。

后来，随着移动端开发的兴起，又有很多人开始参与android/ios/winphone等的开发。

随便一款语言的学习都要读厚厚的一本书，所以做android/ios的人根本无暇学习web端

的知识。

所以，大家也就接受了这样的观点：必须分成前后端。

web中的前后端能相处的相安无事。但是web端 与 app端的开发者就不友好了。因为很多时候

会出现踢皮球的现象：

某个项目开始后，需求定好了，该划分工作了，但是发现有个需求，放在app端也可以，

放在web端也可以。该怎么办？

于是踢皮球的情况就产生了。web端认为这个东西应该做在app端，自己的任务已经够多了。

app端认为应该做在web端，这个事情可以在web端做，为什么就不做呢？

所以，这样的结果往往是：

- 前后端关系不好，各种踢皮球

- 没出问题还好。出了问题互相推诿，几次下来不踢皮球的人发现自己卖力不讨好，也开始踢了。

- 工作效率低下。半天可以做好的东西，往往按照一周来估计。

- 产品经理两面不是人。 前后端都觉得你干嘛要设计这个功能呢？

### 全栈工程师的特点

全栈工程师就可以解决这个问题。

他的特点是：

- 又能做web端程序

- 又能做app端程序

- 又能做HTML/CSS/JQUERY程序

- 还能把静态图片切图。

- 还能做自动化的测试。

- 还能参与需求，做原型图。

特点是：

出了问题不会互相指责

技术全面，又懂服务器，又懂代码，开发的质量自然就好。

解决问题速度特别快

为公司省钱。

在悦家（www。yuewz。com）和优优宝(www。uubpay。com)，我们完全采用了这样的方式：一个全栈工程师

集： 开发人员、运维人员、测试人员于一身，又会写移动端代码，又会写服务器端代码，又会部署，

极大的减轻了沟通的成本，减少了不同角色之间的纠纷，提高了效率。

我们程序员的工作内容是这样的：

项目开始时，先跟产品经理，一起把需求确定下来。参与到定制流程图。

需求定好后，自己主动申领任务。

美工做UI设计。与此同时，程序员开始工作，开两个调试窗口： app端是一个，web页面是一个。

他需要什么功能，先在app 端写一部分程序，需要接口的时候，再切换到web端的代码，

写程序，调试。然后再切换回来。。。 因为自己要什么接口自己是最清楚的，不需要沟通，

立马写好了。

在每天下班前：

程序员提交代码到web服务器，部署，重启服务器使之生效。

程序员发布最新的app代码到应用商店。或者把它按照到产品经理的手中。

产品经理每天早上，把测试机上的最新代码过一遍，看看其中有哪些BUG。 记录在

BUG系统中。然后带领程序员开早会：哪些功能已经实现了，哪些BUG已经修改完，

还差哪些任务。

这样的团队，只需要：

产品经理兼测试： 一名

全栈工程师：2~4名(这里面有一个技术小组长）

UI美工：1名

技术负责人只需要：

- 提供技术支持

- 出现技术争论时，直接拍板。

- 查看存在哪些问题。

### 实战情况

根据实际情况来看，全栈工程师完全避免了前后端踢皮球的问题，完全避免了沟通耗时的问题。

哪怕是菜鸟，都可以通过避免上述的问题而间接提高生产率。

在悦家和优优宝，一个项目，通常有2个一年经验的全栈工程师就足够了。

### 有可能产生全栈攻城狮的技术背景

一般来说， java， php，c 等传统语言背景的人，无法做成全栈攻城狮。 因为他们所使用的语言过于复杂，

笨重，很多时候他们是有心无力去学习其他知识的。

全站工程师比较多的是 ruby 等新兴语言，这类语言的特点是: 轻盈， 表达力强， 简洁。

粗略的讲: 如果一门语言不需要使用什么设计模式，就能工作的很好，那么这门语言就是比较轻盈的。

## 死亡案例

### 一句话需求

很多时候， 甲方没有提出明确的需求， [仅仅有一句话](chapters/kai\_fa\_zhi\_shang--gei\_wai\_hang\_de\_peng\_you。md)

，乙方就会按照自己的想法去做。 结果导致做出来的完全不一样。

深层的意义，就是甲方还没把自己的需求细化出来。 这样的状态是根本无法开工的。

### 大而长的交付周期

交付周期在半年以上的项目，必死。

### 不合理的价格

过低和过高都不行。

### 层层转包

某公司，接手到200W的项目， 转手50W 二次转包给了B公司。 B公司10W 转包给了C公司。 到最后C公司用10

W的价格做出来的东西， 原甲方根本无法接受。

### 不能频繁见面

见面或者沟通的频次，应该在每周至少3次。 这样才能保证有了问题随时发问。

### 不靠谱的程序员

因为最终干活儿靠的是程序员．如果程序员不给力，其他事情做的再好也不行．

### 异地外包

沟通的优先级是：　(括号内是优点)

面对面(可以看到对方的面孔) > 电话(听到声音) > 即时聊天(及时得到反馈) > Email

只能电话沟通的项目， 无法有视觉的交流， 无法有全方位的信任，直接导致沟通不畅。 最好的沟通方式应该

是: 两个人同时站在大白板边上， 一边比划一边说。 因为很多情况下， 人是无法把内心的东西光靠说就能说明白的。

### 用户不切实际的过高期待

比如花了10块钱，却一定要得到100块的东西。

### 被人用现成的项目去套

如上面题目， 在当今的市场上，就算你花10块钱，去 要求对方给你提供100块的软件，对方很可能也会答应的

为什么呢? 因为对方用现成的软件给你套:

以商城为例:

- 基本功能都有 (上架个商品， 制定价格，支付)

- 我修改下标题

- 再修改下背景色。

2，3 天搞定了。

但是， 进一步的话，就没法做了。 比如，我要增加个会员系统， 我要为某个商品设置三种价格: 正常价格，

会员价格，团购价格。 这些都涉及到修改底层架构。 这样的情况乙方是无法交付的。

## 外行人做软件公司必死

这是一个门槛太高的行业．

人不好把控

团队不好管理

团队如何培训，发展？

项目如何管控？

人跑了怎么办？

需求不明确则么办？

跟小弟的沟通不好怎么办？

你问它功能，它用纯技术性话语回答你，你懂么？

王老板手头有好几个软件项目要做，　每个项目都是他的资源．　大的几千万，小的近百万．　于是就自己把项目消化掉。

于是找了高学历CTO， 招聘一些程序员， 组建一个团队。

哎。

必死。

### 不要迷信高学历CTO

高学历不代表实战经验丰富。 现代的软件开发根本不需要多高深的知识。 基本的算法都有了， 除了一些研究性的项目需要些算法，我看到绝大部分的

公司的需求还是挺普通的。 ACM大赛第一名的孩子， 真正干起活儿来也是白纸一张。

(ACM， 国际大学生程序设计竞赛)

但是对于团队， 有实战经验的CTO很重要。:

1。 实战经验不够， 很多技术性的东西没涉及过。 会直接影响到 项目的进一步推进。 遇到硬骨头怎么办? 卡壳就完了。

2。 管理经验不够。

3。 无法培训人，招人， 为团队保证持续性的战斗力。

所以公司每个月都要养人， 亏钱。 项目也做不好。

### 项目失败，很伤人脉

对方不跟你联系是正常的。 伤人脉。 对方会觉得，我 花了钱花了时间，你还没给我办成。

所以:

1。 不要随便找个人就当CTO。 坑你没商量。

2。 不要随便组个队就以为有战斗力了。 没有经过实战检验的，都叫乌合之众。

3。 不要以为手头有点儿钱就可以养团队了。 技术力量很贵的， 信不信一年烧你几百万?

我的文风倾向于平和。 上面几句态度比较尖锐。 希望能稍微刺激一下想尝试的培养。 如果能提前帮大家挽回些损失，也是有意义的 :)

## 不要做人力外派

虽然看起来比较生事儿，但是弊端也很多。

### 员工的归属感不强

归属感不强， 就难以把控。

公司对于外派员工， 要关心的不仅仅是发工资，这个人还是要好好干活的。

遇到节假日， 甲方公司一般不会给外派员工发相应福利，除了一些欧麦跨国企业。

只要稍微有一点儿不一样， 哪怕是工牌上印的 employee 跟 contractor， 都会让外派员工觉得低人一等。

### 他做的不好，犯的错误的话，直接影响了公司的形象。

### 人力外派，找不到好员工

好的员工怎么会去做这个。

### 公司难以直接管理

公司不知道这个人做的怎么样。

公司页不知道这个人存在什么问题。

## 小心花架子 技术负责人

如果项目技术负责人是花架子， 这个项目必死无疑。

过去几年，我听到好多个创业公司，都是这样， 创始人一心想做事，结果因为是外行，找技术负责人时，首选 名企，名校，高学历的人才。

"北大清华最好， 有微软甲骨文经历， 是个博士就最好了!"

要小心了， 兄弟! 你找的很可能是个花架子。

花架子的几个特点:

### 实战经验弱

编码年龄可能没超过3年。 我见过一个管理层的朋友， 完全不懂编码。 对于以实力为尊的程序员群体， 不懂技术如何管理他们呢?

### 学历大部分很高

研究生起步， 大部分是博士。 这样的人最受青睐。

### 高大上的背景

就读的起码是国内前十的名校。海龟更好。

公司的话，起码是 微软甲骨文做背景， 要么就直接外企。

--

还是那句话， 软件开发是生死战场， 刀尖上跳舞。 希望每个从业人员都能加强服务意识， 负责了项目就能做成。

CTO ，或者技术负责人，是很不好找的， 这个行当完全是工匠精神! 外行人无法判断内行人的实力!

因为技术负责人不行，而项目失败的例子真的是不少， 仅本周就听说两起了。

有需要的朋友， 务必吸取经验啊!

# 第五大章 软件外包公司生存指南

## 踩过的坑

### 途铃

### 比特教育

### 拼团保

### 尚云亿家 app

### 尚云亿家 ipad

### 云币

一个项目，要整个的包过来，

ＵＩ要是给对方的话，也可以，但是务必要跟技术做一定的沟通，特别是原生app

负责沟通的人，无论是甲方的，还是乙方的，必须要脾气好，不能玻璃心。

一旦有了ＰＭ，事情就好说了。

无论甲方如何着急，都要把原型图设计出来。

### top group

要紧迫的收尾，不能漫无目标的做。

### 途铃微信二期

最舒服的项目。几乎没有变动。

对方有软件团队，有技术把控

### 展示型网站

最安全的项目了。　因为甲方不一定会用。可以展示就可以了。

### 社体指导员

### 交通部

要拉着甲方，催甲方早点儿验收。

### 欧亚卖场

### 优酷竞品监控

### 皇后镇度假村

甲方：要有个产品经理。不要服务没有“产品经理”的传统企业。这样的甲方不懂软件，不认同软件的开发成本，

对于需求漫无目标，需求说变就变，而且不觉得有任何成本。

乙方特别容易背这个锅。

不要做规模过大的项目。一旦发现该项目的时间估计，要超过３个月，实际上的工期就是超过６个月。

一旦项目超过６个月，最重要的资金回不来。

项目的需求点过多的话，验收的时候就特别长。

皇后镇ＥＲＰ在演示的时候，需要演示６个小时。特别疲惫。

而且到最后，验收，务必有个原型图。　咬死这一点。　否则到最后死都不知道如何死的。

### 装企通

对于传统企业，特别不认同桥代码的人。不觉得我们的工作多复杂。特别喜欢说：你们这个多简单。

殊不知对方一句话，我们做一周。

## 接项目务必慎重

我们要以接项目跟做美容一样的心态来对待问题

项目做好了，大家都好

项目做不好，就是毁容。

每个软件项目都价格不低。从几十万到上千万。 项目签署的前提是信任。 一旦做不好， 需要波及的是：

1。 项目的介绍人。 往往是双方的朋友

2。 甲方的项目负责人。

所以， 一旦接了项目， 一定要重视再重视 ，把它当成定时炸弹， 做不好就爆炸。

绝对不要做为了拿预付款就什么都无条件答应的事儿。

### 传统公司的项目不接

传统的公司，如果之前没有跟外包团队合作过，那么他们对于软件开发的成本，时间，以及相关的注意事项都没有任何的了解，属于第一次合作，

这个时候就需要磨合，磨合的情况分两种，一种是甲方比较守规则，对于一些问题能够说到做到，这样的话还好，

但也有很大的可能是甲方不守规则，定下的需求文档，转头就给推翻，很难讲打交道，

### 有内部矛盾的公司的项目不接

内部矛盾指的是，甲方的领导层跟基层的矛盾，比较典型的例子是： 各种信息化的管理系统（ERP）

很多时候，这样的管理系统是领导层要求基层员工人去用的，用这个系统的目的，是领导层约束基层员工，为了更好的对公司进行管理，这就要求基层员工来使用ERP，

从基层员工的角度来考虑，他们一定不希望用上这样的系统，很多行业都是有灰色地带，那么势必触犯到一些人的利益。

这就是一个很大的矛盾，而我们作为软件公司，一定要远离这样的项目和公司，到时候，我们会发现，很可能某个甲方的项目负责人，他的内心对于这个项目是抗拒的，

压根就不想让这个项目上线，那么这个时候，项目验收就会遇到各种想象不到的障碍。

### 管理不规范的公司项目不接

例如谈项目的时候，发现对方:

老板可以定价格，

财务可以定价格，

下面的某个经理也会跟你谈价格，

遇到这个情况，就不要谈了

后面一定会发生各种各样的隐患的，

### 不守时的公司的项目不接

守时是判断一个公司和一个人是否靠谱的重要标准

如果一个人约会，经常迟到，那么他的内心一定是不守时的，另外， 在现实生活当中，规范而在规范公司工作过的员工，往往都是很守时的，

我曾经遇到过一个项目，每次约在十点，甲方都要晚一个小时，

或者说好了某天某刻见面，结果，一周以后才联系我，而且迟到之后没有任何解释，

这样的公司一定不要合作，因为在整个谈项目的过程当中，

1。 在谈项目的初期，支付预付款的时候，都是已方占据一定的优势，这个时候甲方是希望乙方为他办事的，

2。 到项目的中后期，需要甲方付给乙方中期款的时候，是乙方占据劣势，甲方往往会拖验收时间。

试想，如果甲方是不守时的人，连预付款都不积极付，中期款的就更不会积极主动的付款了，要知道，几乎所有的软件外包项目，付款都要延后的。

正常的甲方会延后，那么对于不守时的公司，他会延后的更加夸张。 所以为了省心，这样的项目干脆就不要接，

### 要回扣的项目，轻易不要接

回扣争议由来已久，我个人认为，回扣会让项目变味，明明甲方的某个人，是监督的角色，如果收乙方的回扣的话，那么就容易放水，

当乙方工作进度慢的时候，相关的负责人也不好意思来催，

乙方会从自己自己的利润当中去掉这个回扣，

如果乙方报价比较实在，那么乙方就没有太多的利润，如果乙方，报价的特别夸张， 就会有更大的隐患，市场价格被弄乱，或者，直接触犯法律。

### 最好只接软件公司，互联网公司的项目

这样的公司都有自己的软件技术团队，他们跟软件团队打交道有经验，知道需求变更是有代价的，能够很好的从软件开发团队的角度思考问题，

不会不计成本，很任性的变更需求，

另外，越是甲方着急用的项目，成功率越高。 甲方着急用，验收的时候就不会遇到各种意外。

## 永恒的痛点：要账

运营好一个软件外包公司的关键，是资金流。

第一是风险，

第二是要账。

第三才是技术

风险在上一章已经系统的提到了。 要账则是个大问题。

几乎所有的甲方公司，都会拖欠付款时间。

这个痛点几乎是无解的。 给几个建议：

### 永远不要跟甲方撕破脸

不给钱也要认。不要停服务器。

绝对不要闹到上法庭的地步，会严重影响其他人与你的合作。

### 跟甲方保持好关系

只要关系在，钱就在。

### 要钱的时候，直接找老板

不要找对方的财务。 找对人，才有效果。

## 对于需求

### 需求一定比想的要复杂

我们在接项目的时候，特别容易遇到这样的请款:

对方：您好，我想做个产品。有个商城，跟淘宝那样。 可以聊天，跟微信那样。 可以转发，跟微博那样。

我： 。。。

所以，我们要善于引导对方说出自己的需求。

很多用户在提出需求的时候，脑子里完全没有概念。 想到什么就说什么。往往他心里想的是个圆，说出来是个方。

所以，对于需求不要乐观，一定要引导对方画出原型图。才知道工作量有多少。

### 不要使用菜单式报价

菜单式报价就是害人害己。会产生大量的不一致，验收时各种纠纷。
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这个报价单完全无法作为验收标准，只是给不懂软件的公司设计的。用来做标准化的产品的话，可以是一个收费依据，但是如果是为某一家公司专门做的定制化的产品，

一定要以原型图作为验收标准。

### 需求一定会变更的

所以一定要跟甲方提前说好这个问题。 开工没有回头箭，开工前一定慎重。避免当前迭代周期内的改动。如果对方有大改动，必须付出成本。

### 有加就有减。绝对不要只增不减

不要让甲方养成 不计成本增加寻求的习惯。 否则会为乙方软件公司带来巨大的隐患和麻烦。

一旦甲方意识到提需求是不计成本的， 这个项目可能就没有尽头了。

### 要迭代。 判断“最核心“的需求

很多用户在提出需求的时候，脑子的思路是乱的。 大功能小功能都要。 我们一定要引导对方，用最少的预算，实现最核心的需求。

第一期用一个月，先上一部分功能， 然后再第二期，第三期。。。

判断最核心的需求的方式： 把某个需求假设删掉， 看看整个系统是否可以运转。如果系统无法运转，说明这个功能是最核心的需求。

## 软件外包公司的宿命

在我看来，软件外包公司的宿命是两个

1。 倒闭。

2。 转型做自己的产品

### 倒闭

大部分的外包公司都会倒闭。

倒闭的原因多种多样：

1。 项目做完了，做的不好，无法回款

2。 项目一直处于泥潭中，看不到结项的希望。

3。 资金链出现问题

4。 遇到行业寒冬，没有项目

5。 人员流失严重。

前四点很好理解。

对于中小型的软件外包公司来说，每年的3，4月份，和年底12月，1月份是项目的高峰期。年初和年底都是公司要做下一步的规划，或者动作的时候，所以往往项目很多。特别是在北京。

每年的7月份左右最难熬，没有太多项目，又要交房租，每次半年，这是很大的负担。

第五点是外包行业的事实的痛点~

### 转型做产品

外包是给人做嫁衣。贱卖劳动力。所以转型做产品是更好的选择。

这类公司往往是技术实力中上，可以很好的实现相关的技术。 关键看老板对于产品方向的定位。

## 软件公司的老板特点

我见过很多软件公司，大部分的软件公司老板不是技术人员，而是销售。

觉得自己可以拿到项目，觉得软件项目钱不少，外包给别人不划算，不如自己成立个软件项目组，招兵买马自己干。

传统的做事儿思维是这样的。不过绝对不建议在软件领域这样做。

不懂技术的老板，会面临这样几个痛点：

### 招不到有实力的员工

程序员的质量是参差不齐的。 工资一样的程序员，水平是一定不一样，能力可能会差五倍甚至更多。

招人的时候，如果老板不懂技术，那么他完全没有办法来评估候选人的实力，能做的只是把对方招进来，然后给对方一两个月的时间来考察，做得好的话留下。

但是这一两个月的时间对于初创公司来说是特别宝贵的，只有一次机会。根本没有办法让候选人来试错。

往往招聘的时候，跟候选人的对话是这样的：

BOSS： 你会编程吗？

候选人： 会。非常会。

BOSS： 你可以组织团队吗？

候选人：没问题。我可以的。

。。。

总之，面对不懂技术的老板，他的任何问题，都会止步于技术之外。对于候选人来说，简单的回答“我会，我能，我行”， 这个offer就妥妥的。

而候选人，为了生计压力，面对不懂技术的老板，绝大部分情况，也会过于乐观的作出肯定回答。

所以项目往往在3，5个月之后停滞，垮掉。

### 留不住人

即使这个老板有幸招到几个不错的员工，也无法把人留得长久。 不懂技术的老板，在公司当中不会有技术氛围，员工会觉得自己身边没有基础土壤，没有办法成长，很容易就会流失。

流失的时间往往在半年左右。

以上两个痛点，都非常要命。

一个销售，拿到一个项目，在项目开始开始之前，觉得这个项目过百万，好像还可以了，然后组建团队招兵买马，折腾一圈下来，项目没做完，预付款都搭进去了，而团队的工资是时刻要发的。

算下来自己还要亏不少。而项目一旦启动，是不能停的，必须做完。这样的日子维持几个月，特别难受。

### 解决办法

销售人员不要做软件公司老板，要发挥自己的优势，直接做个大销售就好了。 自己日子过的也轻松，收益也不错。

## 做项目的关键

0。 大师多来推动

1。 ＵＩ尽量不要改

2．接口要快，不快的话，要自己做个假接口