# 十六进制数字的输出

#int(x,base),其中base表示进制，可以是2，8，10，16等 ，int(x,base)函数的作用是将小数x按照base进制取整，即去除小数后的数字，只保留整数部分

## int函数的描述

int（）函数用于将一个字符串或数字转换为整型。

int（）的语法：

[复制代码](https://www.nowcoder.com/practice/349fec692757406e92e9a5ebd9f97580?tpId=314&tqId=2365044&ru=/exam/company&qru=/ta/python/question-ranking&sourceUrl=/exam/company)

|  |  |
| --- | --- |
| 1 | **class** **int**(x, base=10) |

参数：

x--字符串或数字

base--进制数，默认十进制

返回值：

返回整型值

## 十六进制转十进制

例题：

描述：计算的世界，除了二进制与十进制，使用最多的就是十六进制了，现在使用input读入一个十六进制的数字，输出它的十进制数字是多少？

输入描述：input读入一个十六进制数字，按照字符串的形式包括数字0-9、字母A-F。

输出描述：输出读入数字的十进制大小。

题解：

num = input()

print(int(num,16))

注意：int(num,16)只能用于将十六进制数字转换成十进制数组

其中num表示一个十六进制的数字或字符串。要想实现十进制转换成十六进制，见下面。

## 十进制转十六进制

使用hex函数才能将十进制转换成十六进制

例题：

牛妹刚学习进制转换，对这方面掌控还不太熟练，她想请你帮她写一个十进制到十六进制的进制转换器，你能使用hex函数帮助她完成这个任务吗？

输入描述：

输入一个正整数。

输出描述：

输出该正整数的十六进制。

题解：

num = int(input())

print(hex(num))

与int（num，16）不同的是，hex（num）中的num必须为整型

# 格式化输出之大小写和首字母大写

python中针对大小写和首字母大写提供了专门的方法

## 方法描述

upper() # 把所有字符中的小写字母转换成大写字母

lower() # 把所有字符中的大写字母转换成小写字母

capitalize() # 把第一个字母转化为大写字母，其余小写

title() # 把每个单词的第一个字母转化为大写，其余小写

语法格式，比如：name1.title() # 把变量name1值中每个单词的第一个字母转化为大写，其余小写

## 例题：

描述：牛牛、牛妹和牛可乐都是Nowcoder的用户，某天Nowcoder的管理员希望将他们的用户名以某种格式进行显示，现在给定他们三个当中的某一个名字name，请分别按全小写、全大写和首字母大写的方式对name进行格式化输出（注：每种格式独占一行）。

输入描述：一行一个字符串表示名字。

输出描述：请分别按全小写、全大写和首字母大写的方式对name进行格式化输出（注：每种格式独占一行）。

示例：

输入 niuNiu

输出 niuniu

NIUNIU

Niuniu

题解：

name = input()

print(name.lower())

print(name.upper())

print(name.title())

# 格式化输出之删除语法

## 删除语法描述：

1. lstrip() : 删除字符串左边的空格和指定字符串；

2. rstrip() : 删除字符串末尾的空格；

3. strip([chars]) : 在字符串上执行 lstrip() 和 rstrip()；

4. replace(old， new, max) : 把字符串中的 old 替换成 new, 如果 max 指定, 则替换不超过 max 次。

## 例题：

描述：牛牛、牛妹和牛可乐都是Nowcoder的用户，某天Nowcoder的管理员由于某种错误的操作导致他们的用户名的左右两边增加了一些多余的空白符（如空格或'\t'等），现在给定他们三个当中的某一个名字name，请输出name去掉两边的空白符后的原本的内容。

输入描述：一行一个字符串表示名字name（注：name两边带有一些多余的空白符）。

输出描述：一行输出name去掉两边的空白符后的原本的内容。

示例：

输入： Niu Ke Le

输出：Niu Ke Le

题解：

name = input()

print(name.strip())

# split方法--针对字符串的方法

## split函数简介

Python中split()函数，具体作用如下：

拆分字符串。通过指定分隔符对字符串进行切片，并返回分割后的字符串列表（list）；

## 语法

split() 方法语法：

str.split(str="",num=string.count(str))[n]

参数说明：

str:表示为分隔符，默认为空格，但是不能为空(’’)。若字符串中没有分隔符，则把整个字符串作为列表的一个元素

num:表示分割次数。如果存在参数num，则仅分隔成 num+1 个子字符串，并且每一个子字符串可以赋给新的变量。默认为 -1, 即分隔所有。

[n]:表示选取第n个分片

注意：当使用空格作为分隔符时，对于中间为空的项会自动忽略

## 分离字符串

1、以’ . '为分隔符

string = “www.gziscas.com.cn”

print(string.split('.'))

输出：

['www', 'gziscas', 'com', 'cn']

2、分割两次

print(string.split('.',2))

输出：

['www', 'gziscas', 'com.cn']

3、分割两次，并取序列为1的项

print(string.split('.',2)[1])

输出：

gziscas

4、分割两次，并把分割后的3个部分保存到3个变量

u1, u2, u3 =string.split('.',2)

print(u1) #输出：www

print(u2) #输出：gziscas

print(u3) #输出：com.cn

输出：

www

gziscas

com.cn

四、实例

str="hello boy<[www.baidu.com]>byebye"

print(str.split("[")[1].split("]")[0])

输出：

www.baidu.com

分析：

先执行 str.split(“[”)[1]，结果为：www.baidu.com]>byebye

再执行：“www.baidu.com]>byebye”.split(“]”)[0]，结果为：“www.baidu.com”

最后print输出结果：www.baidu.com

# insert方法--针对列表的方法

## 描述

insert()函数用于将指定对象插入列表的指定位置。

## 语法

inser()方法语法：

list.insert(index, obj)

参数：

index -- 对象obj需要插入的索引位置。

obj -- 要插入列表中的对象。

返回值：

该方法没有返回值，但会在列表指定位置插入对象。

## 实例

以下实例展示了insert()函数的使用方法：

aList = [123, 'xyz', 'zara', 'abc']

aList.insert(3, 2009)

print "Final List : ", aList

以上实例输出结果如下：

Final List : [123, 'xyz', 'zara', 2009, 'abc']

# sort方法和sorted函数

具体可见--https://zhuanlan.zhihu.com/p/299436819（非常详细）

# 切片

在Python中，切片(slice)是对序列型对象(如list, string, tuple)的一种高级索引方法。 普通索引只取出序列中 一个下标 对应的元素，而切片取出序列中 一个范围 对应的元素，这里的范围不是狭义上的连续片段。通俗一点就是在一定范围里面.用刀切出一部分,达到自己需要的一部分.

## 切片的索引方式

以 a = [ 1,2,3,4,5,6,7,8,9] 为例,正索引和负索引

![IMG_256](data:image/png;base64,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)

## 索引的一般方式

一个完整的切片是包含三个参数和两个冒号" : " ,用于分隔三个参数(start\_index、end\_index、step)。当只有一个“:”时，默认第三个参数step=1；当一个“:”也没有时，start\_index=end\_index，表示切取start\_index指定的那个元素。

切片操作的基本表达式:object[start:end:step]

start:切片的起始位置,如果没有值的话从头开始.

end:切片的结束位置,但不包含end(前闭后开),如果没有值的话表示切割到结束为止.

step:步长,默认取值为1,如果步长为正数的情况表示从左往右,反正若为负数则表示从右往左. step的正负决定切的方向,这一点需要尤为注意!!!

## 切片操作的详细切法

1. 切割单个值

>> a = [1,2,3,4,5,6]

>>> a[0] ##单个数,代表位数,第0位就是a里面的第一位

1

>>> a[5]##a里面的第5位,注意要从0作为第一位开始数

6

1. 切割完整对象

>>> b=[6,3,6,7,8,2,5,4]

>>> b[:] ##单独一个冒号,代表从头取到尾,步长默认为1

[6, 3, 6, 7, 8, 2, 5, 4]

>>> b[::]##单独两个冒号一样代表从头取到尾,步长默认为1

[6, 3, 6, 7, 8, 2, 5, 4]

>>> b[::-1]##注意,两个冒号后面是步长,步长为1,故应从右往左取

[4, 5, 2, 8, 7, 6, 3, 6]

1. 当start和end全部为正数时

>>> a

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

>>> a[1:6] ##默认步长为1,从左往右,注意前闭后开

[1, 2, 3, 4, 5]

>>> a[1:6:-1]

[] ## 当取值的大小方向与步长的方向冲突时,返回值是空.

>>> a[6:1:-1]

[6, 5, 4, 3, 2]

>>> a[:6] ## 没有start代表从头开始取

[0, 1, 2, 3, 4, 5]

>>> a[:6:-1]

[9, 8, 7]

>>> a[6:]

[6, 7, 8, 9]

>>> a[6::-1]

[6, 5, 4, 3, 2, 1, 0]

1. 当start和end全部取负数的时

>>> a

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

>>> a[:-6] ## -6意思是从右往左数的第六位,故第六位是4,然后默认步长为1(从右往左),star未写,故从头开始取到4

[0, 1, 2, 3]

>>> a[-1:-6]

[]

>>> a[-1:-6:-1]

[9, 8, 7, 6, 5]

>>> a[-6:-1] ## 这个是从-6取到-1,步长为1,意思是从右往左数第6位到从右往左的第一位

[4, 5, 6, 7, 8]

>>> a[:-6:-1] ## 这个是从0取到-6,步长为-1,因为开头是冒号,故起点被隐藏了

[9, 8, 7, 6, 5]

>>> a[-6:]

[4, 5, 6, 7, 8, 9]

>>> a[-6::-1] ## 注意这个不等于[-6:-1],区别是这里是::(两个冒号),两个冒号后连接的是步长

[4, 3, 2, 1, 0]

1. start和end是正负混合情况

>>> a

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

>>> a[1:-6]

[1, 2, 3]

>>> a[1:-6:-1]

[]

>>> a[-1:6]

[]

>>> a[-1:6:-1]

[9, 8, 7]

1. 连续的切片操作

>>> a

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

>>> a[:8][2:5][-1:] ## [:8]就是0取到8,在从其中取2到5,最后取-1位

[4]

a[:8] ---- [0,1,2,3,4,5,6,7]

[0,1,2,3,4,5,6,7][2:5]----[2,3,4]

[2,3,4][-1:] ----[4]

1. 切片中的三个参数为表达式

>>> a

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

>>> a[1+2:2\*3:7%2] ## 思路一样,运算出来,继续切

[3, 4, 5]

1. 切片可以操作其他的对象

>>> t = (1,2,3,4,5)

>>> t[1:3]

(2, 3)

>>> s = "ACDRF" ##切片在字母上也是可以使用的,所以说切片很强大

>>> s[1:3]

'CD'

>>> (0, 1, 2, 3, 4, 5)[:3]#元组的切片操作

>>> (0, 1, 2)

>>> for i in range(0,100):

... print(i)

...

>>> for i in range(0,100)[2::3][-10:]: ## 意思是从第二位开始取,步长为3,[-10]则是从倒数10位开始取,意思是去末尾10位.

... print(i)

# Python内置函数/方法详解—元组tuple

元组是有序且不可更改的集合。在Python中，元组使用圆括号 （）编写的。

## 1、创建元组

元组的创建很简单，使用圆括号（）直接创建或者使用 tuple（）函数创建，只需要在圆括号中添加元素，并使用逗号隔开即可。

### 1.1 使用 () 创建元组

通过 () 创建元组后，使用 = 将它赋值给变量，格式如下：

tuple\_name = (element\_1, element\_2, ..., element\_n)

其中，tuple\_name 表示变量名，element\_1 ~ element\_n 表示元组内的元素。

### 1.2 使用 tuple()函数 创建元组

我们除了可以使用 () 创建元组，还可以使用 tuple() 函数创建元组，但 tuple() 偏向于将某个类型转换为元组，具体用法见下述：

cre\_tuple = tuple(('a', 'b', 'c')) # 注意双括号

print(cre\_tuple)

print(type(cre\_tuple))

('a', 'b', 'c')

<class 'tuple'>

### 1.3 元组(单个元素)

当元组中只包含一个元素时，需要在元素后面添加逗号, ，否则括号会被当作运算符使用：

tuple\_1 = (20)

print(type(tuple\_1)) # <class 'int'>

tuple\_2 = (20,)

print(type(tuple\_2)) # <class 'tuple'>

当元组中只含一个元素未添加逗号时，使用 type() 打印其类型时，会输出 <class 'int'>。

当元组中只含一个元素并添加逗号时，使用type() 打印其类型时，会输出 <class 'tuple'>。

### 1.4 元组 VS 列表

在Python中，元组与列表相似，不同之处在于元组的元素不能修改，而列表的元素可以修改。

元组使用 小括号()，列表使用 中括号[]。

## 2、访问元组

和列表一样，我们既可以使用下标索引访问元组中的某个元素（得到一个元素的值），也可以使用切片访问元组中的一组元素（得到是子元组）。

### 2.1 下标索引访问

下标索引访问元组分为两大类，即正向索引和反向索引，格式为 tuple\_name[i] ，其中，tuple\_name 表示元组名，i表示索引值，i可以是正数（正向索引）也可以是负数（反向索引）。

可以得知，tuple\_name[0]表示元组内第一个元素，tuple\_name[-1]则表示元组内最后一个元素。

tuple\_name = ('wzq', 'lgl', 'gz', 'whl', 'sj', 'hxw')

print(tuple\_name[0])

print(tuple\_name[-1])

wzq

hxw

正向索引：从第一个（下标0）开始、第二个（下标1）…

反向索引：从倒数第一个（下标-1）、倒数第二个（下标-2）…

### 2.2 切片访问

如若对上方描述不太理解，可参考下表：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 元组值 | wzq | lgl | gz | whl | sj | hxw |
| 正向索引 | 0 | 1 | 2 | 3 | 4 | 5 |
| 反向索引 | -6 | -5 | -4 | -3 | -2 | -1 |

使用切片访问元组的格式为 tuple\_name[strat : end : step] ，其中，start 表示起始索引，end 表示结束索引，step 表示步长。

tuple\_name = ('wzq', 'lgl', 'gz', 'whl', 'sj', 'hxw')

print(tuple\_name[1:5:2])

print(tuple\_name[-6:-1:3])

('lgl', 'whl')

('wzq', 'whl')

在使用切片访问元组元素时，tuple\_name[strat : end : step]，[start：end] 是左闭右开区间，即访问不了 end 代表的元素。

### 2.3 for 循环遍历元组

可以使用 for 循环遍历元组中的项目：

fruit\_tuple = ('apple', 'pear', 'cherry')

for i in fruit\_tuple:

print(i)

apple

pear

cherry

### 2.4 检查项目是否存在

要确定元组中是否存在指定的项，我们可以使用 in 关键字：

# 检查元组中是否存在'apple'

fruit\_tuple = ('apple', 'pear', 'cherry')

print('apple' in fruit\_tuple)

True

使用 in 关键字检查元组中是否存在指定项时，如果存在，则返回 True ；反之，则返回 False 。

### 2.5 更改元组值

创建元组后，我们将无法更改其值。元组是不可变的，或者也被称为恒定的。

但是有一种解决方法：可以先将元组转换为列表，更改列表值，然后再将其转换回元组。

fruit\_tuple = ('apple', 'pear', 'cherry')

fruit\_list = list(fruit\_tuple)

fruit\_list[2] = 'banana'

fruit\_tuple = tuple(fruit\_list)

print(fruit\_tuple)

('apple', 'pear', 'banana')

### 2.6 元组连接(合并)/复制

与字符串一样，元组之间可以使用 + 号和 \* 号实现元组的连接和复制，这就意味着它们可以生成一个新的元组。

#### 1、+连接

x = (1, 2, 3)

y = (4, 5, 6)

print(x + y)

(1, 2, 3, 4, 5, 6)

#### 2、\*复制

x = ('Hello',)

print(x \* 5)

('Hello', 'Hello', 'Hello', 'Hello', 'Hello')

### 2.7 元组不可变性

所谓元组的不可变性指的是元组所指向的内存中的内容不可变。

tup = ('A', 'B', 'C')

# tup[0] = 'a'

不支持修改元素，会报错 TypeError: 'tuple' object does not support item assignment 。

tup = ('A', 'B', 'C')

print(id(tup))

# 查看内存地址

tup = (1, 2, 3)

print(id(tup))

2671405067264

2671405072256

从以上实例可以看出，重新赋值的元组 tup ，绑定到了新的对象了，不是修改了原来的对象。

## 3、内置函数

### 3.1 打印输出 print()

#### print()函数

print() 函数的功能我们已经非常熟悉了，就是打印输出。

my\_tuple = ('name', True, 21)

print(my\_tuple)

('name', True, 21)

### 3.2 确定元组项目 len()

#### len()函数

当我们要确定一个元组有多少项目（元素）时，可以使用len()函数。

fruit\_tuple = ('apple', 'banana', 'cherry')

print(len(fruit\_tuple))

3

### 3.3 返回变量类型 type()

#### type()函数

使用 type() 函数可以确定变量是什么类型（字符串、列表、元组、字典或集合）。

当对tup\_1 = (20)使用 type() 确定变量类型时，会返回<class 'int'>，表明这是一个整型。所以当一个元组只含有一个元素时，一定要加上逗号,。

当对tup\_1 = (20,)使用 type() 确定变量类型时，会返回<class 'tuple'>，表明这是一个元组。

### 3.4 转换为元组 tuple()

#### tuple()函数

tuple() 函数的功能是，将其他类型转换为元组类型，详细用法如下：

将字符串转换为元组

str1 = 'Hello Python'

print(tuple(str1))

('H', 'e', 'l', 'l', 'o', ' ', 'P', 'y', 't', 'h', 'o', 'n')

将列表转换为元组

list1 = ['Hello', 'Python']

print(tuple(list1))

('Hello', 'Python')

将字典转换为元组

dict1 = {'Hello': 'Python', 'name': 'pink'}

print(tuple(dict1))

('Hello', 'name')

将集合转换为元组

set1 = {'Hello', 'Python', 'name', 'pink'}

print(tuple(set1))

('Hello', 'name', 'Python', 'pink')

将区间转换为元组

range1 = range(1, 6)

print(tuple(range1))

(1, 2, 3, 4, 5)

### 3.5 元组元素最大/小值 max()、min()

#### max()函数和min()函数

max() 函数的作用是返回元组中元素最大值。min() 函数的作用是返回元组中元素最小值。

tup1 = (4, 6, 2, 0, -5)

print(max(tup1))

print(min(tup1))

tup2 = ('a', 'z', 'A', 'Z')

print(max(tup2))

print(min(tup2))

6

-5

z

A

### 3.6 删除元组 del

元组中的元素值是不允许删除的，但我们可以使用 del 函数来删除整个元组。

word\_tuple = ('a', 'b', 'c')

del word\_tuple

当我们使用 del 函数删除某元组后，再使用 print() 函数打印输出时，会报错NameError: name 'word\_tuple' is not defined,表明该元组未被定义。

## 4、内置方法

### 4.1 元素出现次数 count()

count() 方法返回指定值在元组中出现的次数。

语法：tuple.count(value)

实例：

返回值 5 在元组中出现的次数：

num\_tuple = (1, 3, 7, 8, 7, 5, 4, 6, 8, 5, 5)

print(num\_tuple.count(5))

1

### 4.2 元素位置 index()

index() 方法查找指定值的第一次出现。

语法：tuple.index(value)

实例：

num\_tuple = (1, 3, 7, 8, 7, 5, 4, 6, 8, 5, 5)

print(num\_tuple.index(5))

5

注意：当被搜索值在元组中存在多个，则返回第一次出现的下标。

num\_tuple = (1, 3, 7, 8, 7, 5, 4, 6, 8, 5, 5)

print(num\_tuple.index(999))

如果未找到该值，index() 方法将引发异常，ValueError: tuple.index(x): x not in tuple。

5、总结

函数 描述

print() 打印输出

len() 确定元组项目

type() 返回变量类型

tuple() 转换为元组

max() 返回元组元素最大值

min() 返回元组元素最小值

del 删除元组

方法 描述

count() 返回元组中指定值出现的次数

index() 在元组中搜索指定的值并返回它被找到的位置

# **遍历字典以及字典中的键和值**

## 1、遍历字典

### 1.1、访问某个键对应的值，直接将键名放在方括号内置于字典名后即可。

示例

dict\_1 = {"我":5,"爱":2,"你":1,"祖":13,"国":14}

print(dict\_1["我"],dict\_1["爱"],dict\_1["你"])

#5 2 1

### 1.2、直接进行for循环遍历，得到的是字典中的键。

示例：

dict\_1 = {"我":5,"爱":2,"你":1,"祖":13,"国":14}

for num in dict\_1:

print(num)

我

爱

你

祖

国

## 2、遍历字典的键值对

方法：结合for循环和dict.items()进行遍历

示例：

dict\_1 = {"我":5,"爱":2,"你":1,"祖":13,"国":14}

for k,v in dict\_1.items():

print("字典中的键值对为:(%s:%s)"%(k,v))

字典中的键值对为: (我:5)

字典中的键值对为: (爱:2)

字典中的键值对为: (你:1)

字典中的键值对为: (祖:13)

字典中的键值对为: (国:14)

## 3、遍历字典中的键

方法：结合for循环和dict.keys()

示例：

dict\_1 = {"我":5,"爱":2,"你":1,"祖":13,"国":14}

for k in dict\_1.keys():

#print("字典中的键为:%s"%k.title())

print("字典中的键为:%s"%k)

字典中的键为: 我

字典中的键为: 爱

字典中的键为: 你

字典中的键为: 祖

字典中的键为: 国

## 4、遍历字典中的值

方法：结合for循环和dict.values()

示例：

dict\_1 = {"我":5,"爱":2,"你":1,"祖":13,"国":14}

for v in dict\_1.values():

print("字典中的值为:%s"%v)

字典中的值为: 5

字典中的值为: 2

字典中的值为: 1

字典中的值为: 13

字典中的值为: 14

注意：

关于字典的创建、修改、删除、遍历、查找，见

<https://blog.csdn.net/cadi2011/article/details/85857917>

# zip函数的用法

## 介绍

zip()是Python的一个内建函数，让我们直接观察一下它的运行结果：

>>> a = ['a', 'b', 'c', 'd']

>>> b = ['1', '2', '3', '4']

>>> list(zip(a, b))

[('a', '1'), ('b', '2'), ('c', '3'), ('d', '4')]

很明显，对于我们的两个list，a和b，list(zip(a, b))生成了一个列表。在这个列表中，每个元素是一个tuple；对于第i个元组，它其中的内容是(a[i-1], b[i-1])。这样的操作，与压缩软件的“压缩”十分接近。如果我们继续在zip()中加入更多的参数，比如zip(a, b, c, d)，那么在将它转换成list之后，结果当然就是[(a[0], b[0], c[0], d[0]), (a[1], b[1], c[1], d[1]), ..., (a[n-1], b[n-1], c[n-1], d[n-1])]。

事实上，在 Python 3 中，为了节省空间，zip()返回的是一个tuple的迭代器，这也是我们为什么要调用list()将它强制转换成list的原因。不过，Python 2中，它直接返回的就是一个列表了。

看了上面这些介绍，你也许对zip()这个函数有了稍微初步的认识。但是，你有没有意识到，什么地方可能存在问题呢？

这个问题就是：如果我们传入zip()中的几个参数不等长，会有什么结果呢？zip()很灵活，如果几个参数不等长，那么它会取最短的那个参数的长度，然后再进行处理。至于那些超出最短长度的成员，就只好被舍弃掉了。

那么，如果我们想从得到的“压缩”后的结果，还原成“压缩”前的几个列表，应该怎么做呢？

对于zip(args)这个函数，Python还提供了一种逆操作。例如，我们有

result = zip(a, b)

那么，只要调用

origin = zip(\*result) #前面加\*号，事实上\*号也是一个特殊的运算符，叫解包运算符

就可以得到原来的a和b了。利用这个特性，可以用一种特殊的方法处理一些问题，我们待会说。

## 用法

### 1.同时遍历多个字典

在 Python 3.6+ 中，字典成为了一种有顺序的集合。利用这个特性和zip，我们可以同时遍历多个字典：

>>> dict\_one = {'name': 'John', 'last\_name': 'Doe', 'job': 'Python Consultant'}

>>> dict\_two = {'name': 'Jane', 'last\_name': 'Doe', 'job': 'Community Manager'}

>>> for (k1, v1), (k2, v2) in zip(dict\_one.items(), dict\_two.items()):

... print(k1, '->', v1)

... print(k2, '->', v2)

...

name -> John

name -> Jane

last\_name -> Doe

last\_name -> Doe

job -> Python Consultant

job -> Community Manager

### 2.对多个元素同时进行排序

考虑一个场景：你正在处理一些学生的成绩，有这样两个列表：

names = ['John', 'Amy', 'Jack']

scores = [98, 100, 85] # 分数和名字是一一对应的

如果你想对它们进行排序，又不想破坏对应关系的话，就可以这样：

data = list(zip(names, scores))

data.sort()

结果是：

[('Amy', 100), ('Jack', 85), ('John', 98)]

如果要先对分数进行排序：

data2 = list(zip(scores, names))

data2.sort()

结果是：

[(85, 'Jack'), (98, 'John'), (100, 'Amy')]

### 3.将数据成对进行计算

假设你有这样一个表格：

|  |  |  |  |
| --- | --- | --- | --- |
|  | 一月 | 二月 | 三月 |
| 销售额 | 52,000.00 | 51,000.00 | 48,000.00 |
| 成本 | 46,800.00 | 45,900.00 | 43,200.00 |

利润 = 销售额 - 成本，如果要求每月的利润的话，就可以：

total\_sales = [52000.00, 51000.00, 48000.00]

prod\_cost = [46800.00, 45900.00, 43200.00]

for sales, costs in zip(total\_sales, prod\_cost):

profit = sales - costs

print(f'Total profit: {profit}')

结果是：

Total profit: 5200.0

Total profit: 5100.0

Total profit: 4800.0

### 4.构建字典

回到上面处理学生成绩的场景：如果你想将两个列表合并起来，得到一个姓名-分数的字典，就可以：

stu = dict(zip(names, scores))

结果是：

{'John': 98, 'Amy': 100, 'Jack': 85}

### 5.秒杀某些字符串处理的题

还记得吗，我上面留了个坑，现在就是填坑的时候了。

利用zip()解压的特性，我们可以使用它秒杀某些字符串处理的题目。例如，力扣的最长公共前缀：

编写一个函数来查找字符串数组中的最长公共前缀。

如果不存在公共前缀，返回空字符串 “”。

示例 1:

输入: [“flower”,“flow”,“flight”]

输出: “fl”

示例 2:

输入: [“dog”,“racecar”,“car”]

输出: “”

解释: 输入不存在公共前缀。

说明:

所有输入只包含小写字母 a-z 。

来源：力扣（LeetCode）

链接：https://leetcode-cn.com/problems/longest-common-prefix

著作权归领扣网络所有。商业转载请联系官方授权，非商业转载请注明出处。

这道题，我一开始的思路是：

class Solution:

def longestCommonPrefix(self, strs: List[str]) -> str:

if len(strs) == 0:

return ""

target = strs[0] # 令第一个字符串作为基准

for i in strs[1:]: # 分别对每个字符串进行比较

target = target[:min(len(target), len(i))] # 最长公共前缀肯定<=最短字符串的长度

for j in range(len(target)): # 比较基准字符串和当前字符串的没个字幕

if target[j] != i[j]: # 如果出现不一样的字符，说明最长前缀肯定不包括当前字符

if j == 0:

return ""

else:

target = target[:j] # 当前字符以前的字符都有可能是公共前缀

break

return target

最后虽然过了，但是执行用时大概排在50%左右，不是很好的成绩。当我看到最短用时的范例的时候，有一点惊为天人的感觉：

class Solution:

def longestCommonPrefix(self, strs: List[str]) -> str:

result = ""

for temp in zip(\*strs):

if len(set(temp)) == 1:

result += temp[0]

else:

break

return result

这里就用到了解压的特性。上面已经说过，如果我们把元素压缩后，得到：

[('a', '1'), ('b', '2'), ('c', '3'), ('d', '4')]

那么还原回去就是：

['a', 'b', 'c', 'd']

['1', '2', '3', '4']

这个题目中给的字符串列表是这样的：

["flower","flow","flight"]

如果我们把它看作是压缩后的结果，也就是说，

(a[0], b[0], c[0], d[0], e[0], f[0]) == ('f', 'l', 'o', 'w', 'e', 'r')

(a[1], b[1], c[1], d[1]) == ('f', 'l', 'o', 'w')

(a[2], b[2], c[2], d[2], e[2], f[2]) == ('f', 'l', 'i', 'g', 'h', 't')

那么，如果我们将它们进行解压，得到的结果就应该是这样的：

a = ['f', 'f', 'f']

b = ['l', 'l', 'l']

c = ['o', 'o', 'i']

d = ['w', 'w', 'g']

# 没有e和f，因为压缩是按最短来的，解压也一样，上面只是为了方便说明

是不是一目了然了？另外，力扣的螺旋矩阵也可以用到zip()来简化代码，试试看！

# join函数的用法

## 1.join函数的语法及用法

### （1）语法：'sep'.join(sep\_object)

参数说明：

sep：分割符，可为“，、；”等。

sep\_object：分割对象，可为字符串、以及储存字符串的元组、列表、字典。

### （2）用法：连接任意数量的字符串（包括要连接的元素字符串、元组、列表、字典），用新的目标分隔符连接，返回新的字符串。

## 2.join函数的实例

### （1）对象为字符串

';'.join('abc')

#输出结果为：'a;b;c'

string1 = 'good idea'#定义字符串

' '.join(string1)

#输出结果：'g o o d i d e a'

### （2）对象为元组

tuple1 = ('a','b','c') #定义元组tuple1

'、'.join(tuple1)

# 输出结果为‘a、b、c’

tuple2 = ('hello','peace','world') #定义元组tuple2  
' '.join(tuple2)

# 输出结果为’hello peace world’

### （3）对象为列表

b = ['a','b','c'] #定义列表

'、'.join(b)

# 输出结果为‘a、b、c’

list1 = ['hello','peace','world'] #定义列表

' '.join(list1)

# 输出结果为’hello peace world’

### 对象为字典

c={'hello':1,'world':2}

';'.join(c)

#输出结果为’hello;world’

d = {'hello':'hi','world':'2'}

' '.join(d)

#输出结果为’hello world’

## 3.易错点及解决办法

### （1）问题：储存非字符串的元组、列表、字典等报错，比如元组储存数字进行连接

a = (1,2,3) #定义元组a

';'.join(a)

#报错:TypeError: sequence item 0: expected str instance, int found

### 解决办法：要将数字连接起来成为一个字符串，则结合for循环语句并将数字转为字符串再连接起来

a = (1,2,3) #定义元组a

';'.join(str(i) for i in a)

#输出结果为’1;2;3’

b = (186234,1385475,1235462)

';'.join(str(i) for i in b)

#输出结果为‘186234;1385475;1235462‘

#调用set函数去重处理

e = (1,2,3,2) #定义元组a

'、'.join(str(i) for i in set(e))

#输出结果为’1、2、3’

注意！join函数中分割的对象必须为字符串，否则会报错

# round函数

在Python中，round()函数是一个内置函数，用于将一个数字四舍五入为指定的小数位数或整数位数。

round()函数有两个参数：第一个参数是要四舍五入的数字，第二个参数（可选）是小数位数或整数位数，表示要保留的小数位数或整数位数，默认为0。下面分别介绍参数的用法：

四舍五入到整数位数：如果第二个参数为0，则round()函数将把数字四舍五入到最接近的整数。例如：

> round(2.7)

3

> round(2.4)

2

四舍五入到指定小数位数：如果第二个参数为正数，则round()函数将把数字四舍五入到指定的小数位数。例如：

>round(2.3456, 2)

2.35

>round(2.3456, 1)

2.3

在这个例子中，第一个例子将数字四舍五入到两位小数，而第二个例子将数字四舍五入到一位小数。

四舍五入到指定整数位数：如果第二个参数为负数，则round()函数将把数字四舍五入到指定的整数位数。例如：

> round(123456, -3)

123000

>round(123456, -4)

120000

在这个例子中，第一个例子将数字四舍五入到千位，而第二个例子将数字四舍五入到万位。

需要注意的是，round()函数的四舍五入规则遵循“银行家舍入法”，也就是说，如果要舍去的数字恰好是5，而其后面还有数字，则根据该数字的奇偶性来判断舍入结果。例如：

> round(2.5)

2

> round(3.5)

4

在这个例子中，第一个例子将2.5舍入为2，而第二个例子将3.5舍入为4

总之，round()函数可以帮助我们将数字四舍五入到指定的小数位数或整数位数，是一个非常常用的函数。

# replace函数

replace函数用于把字符串中的子字符串替换成指定字符串

语法：

str.replace(oldvalue, newvalue[, count])

提示Tips: 如果参数只指定了oldvalue以及newvalue，未指定count，则将替换所有出现的指定子字符串oldvalue

参数 ：

oldvalue：将被替换的子字符串(必需)

newvalue：用于替换oldvalue的子字符串(必需)

count：数值次数，指定要替换多少个oldvalue(可选)

返回值：

返回字符串中的oldvalue替换成newvalue后生成的新字符串，如果指定了第三个参数count，则替换不超过count次

例1: 把字符串words中的每个空格替换成"%20"

words = "We are from China."

res = words.replace(' ', '%20')

print(res)

# We%20are%20from%20China.

例2: 将txt字符串中所有的"is"替换成"was"

txt = "this is a test, this is a test."

res = txt.replace("is", "was")

print(res)

# thwas was a test, thwas was a test.

例3: 将txt字符串中前两次出现的"is"替换成"was"

txt = "this is a test, this is a test."

res = txt.replace("is", "was", 2)

print(res)

# thwas was a test, this is a test.

注意:replace函数不会改变原来字符串的内容

original\_str = 'My Name is Andy.'

print(original\_str.replace('is','IS'))

# My Name IS Andy.  
print(original\_str)

# My Name is Andy.

# set函数

查看python中set介绍，有如下介绍：

"""

set() -> new empty set object

set(iterable) -> new set object

Build an unordered collection of unique elements.

"""

由此可知：

set函数返回值：

一个 set object （集合对象，即 一个 “无序不重复元素集”，特点 ：无序，不重复）

参数：

空 或者 一个可迭代对象。

根据set对象的特性，探讨其用法与不同。

特性一：不重复

可以十分方便的实现一个去重的目的。

当然，我们也可以将set对象转化为其它的可迭代对象。

去重实例：

ls = [1, 2, 2, 3, 3, 3]

x = set(ls)

print(type(x), x, list(x), tuple(x))

结果：

<class 'set'> {1, 2, 3} [1, 2, 3] (1, 2, 3)

特性二：无序

注：对于无序的可迭代对象，不能通过索引的方式取值。

例：

ls = [1, 2, 2, 3, 3, 3]

x = set(ls)

print(x)

a = x[0]

print(a)

结果报错：

{1, 2, 3}

a = x[0]

TypeError: 'set' object is not subscriptable

tips：在集合set里查找元素效率很高，超过在列表里查找的效率，这是由于两种类的底层实现原理不同。