# Reproducible Research: Peer Assessment 1

* load all the libraries

is.installed <- function(mypkg) is.element(mypkg, installed.packages()[,1])   
if (is.installed('dplyr') == 'FALSE') {install.packages("dplyr")} else{library(dplyr)}

## Warning: package 'dplyr' was built under R version 3.2.2

##   
## Attaching package: 'dplyr'  
##   
## The following objects are masked from 'package:stats':  
##   
## filter, lag  
##   
## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

if (is.installed('ggthemes') == 'FALSE') {install.packages("ggthemes")} else{library(ggthemes)}

## Warning: package 'ggthemes' was built under R version 3.2.2

## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 3.2.2

if (is.installed('scales') == 'FALSE') {install.packages("scales")} else{library(scales)}  
if (is.installed('RColorBrewer') == 'FALSE') {install.packages("RColorBrewer")} else{library(RColorBrewer)}  
if (is.installed('lubridate') == 'FALSE') {install.packages("lubridate")} else{library(lubridate)}  
if (is.installed('ggplot2') == 'FALSE') {install.packages("ggplot2")} else{library(ggplot2)}  
if (is.installed('plyr') == 'FALSE') {install.packages("plyr")} else{library(plyr)}

## -------------------------------------------------------------------------  
## You have loaded plyr after dplyr - this is likely to cause problems.  
## If you need functions from both plyr and dplyr, please load plyr first, then dplyr:  
## library(plyr); library(dplyr)  
## -------------------------------------------------------------------------  
##   
## Attaching package: 'plyr'  
##   
## The following object is masked from 'package:lubridate':  
##   
## here  
##   
## The following objects are masked from 'package:dplyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

if (is.installed('knitr') == 'FALSE') {install.packages("knitr")} else{library(knitr)}

## Warning: package 'knitr' was built under R version 3.2.2

if (is.installed('lattice') == 'FALSE') {install.packages("lattice")} else{library(lattice)}  
if (is.installed('RCurl') == 'FALSE') {install.packages("RCurl")} else{library(RCurl)}

## Loading required package: bitops

* Load the data (i.e. read.csv())
* Process/transform the data (if necessary) into a format suitable for your analysis
* Set working directory

curdir <-getwd()  
file.url<-'http://d396qusza40orc.cloudfront.net/repdata%2Fdata%2Factivity.zip'  
download.file(file.url,destfile=paste(curdir,'/repdata%2Fdata%2Factivity.zip',sep=""))  
unzip(paste(curdir,'/repdata%2Fdata%2Factivity.zip',sep=""),exdir=paste(curdir,sep=""),overwrite=TRUE)

* Read the CSV

data <- read.csv(paste(curdir,'/activity.csv',sep=""))

* Ignore missing value

dataClean <- subset(data, is.na(data$steps) == F)  
totalPerDay <- ddply(dataClean, .(date), summarise, steps=sum(steps))

## What is mean total number of steps taken per day?

* If you do not understand the difference between a histogram and a barplot, research the difference between them. Make a histogram of the total number of steps taken each day
* Plot / Make a histogram of the total number of steps taken each day

hist(totalPerDay$steps , breaks = 20, main="Number of Steps",   
 xlab="Total number of steps taken each day", ylab = "Number of Days",col="red")

![](data:image/png;base64,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)

* Calculate and report the mean and median of the total number of steps taken per day
* Mean

mean(totalPerDay$steps)

## [1] 10766.19

* Median

median(totalPerDay$steps)

## [1] 10765

## What is the average daily activity pattern?

* Make a time series plot (i.e. type = "l") of the 5-minute interval (x-axis) and the average number of steps taken, averaged across all days (y-axis)
* Which 5-minute interval, on average across all the days in the dataset, contains the maximum number of steps?

averagePerInterval <- ddply(dataClean, .(interval), summarise, steps=mean(steps))  
plot(averagePerInterval$interval, averagePerInterval$steps,axes = F, type="l", col="red", xlab="Time", ylab="Average Number of Steps",  
 main="Average Daily Activity Pattern")  
axis(1,at=c(0,600,1200,1800,2400), label = c("0:00","6:00","12:00","18:00","24:00"))  
axis(2)
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maxSteps <- averagePerInterval[which.max(averagePerInterval$steps),] # 8.35 + 5-minute = (8.35-8.40)

## Imputing missing values

* Calculate and report the total number of missing values in the dataset (i.e. the total number of rows with NAs)

missingvalCount <- sum(is.na(data$steps)) # 2304

* Devise a strategy for filling in all of the missing values in the dataset. The strategy does not need to be sophisticated. For example, you could use the mean/median for that day, or the mean for that 5-minute interval, etc.
* Fill NA with the average value for each 5 minutes interval
* Create a new dataset that is equal to the original dataset but with the missing data filled in.

missingValFillin <- data   
for (i in 1:nrow(missingValFillin )){  
 if (is.na(missingValFillin $steps[i])){  
 missingValFillin $steps[i] <- averagePerInterval$steps[which(missingValFillin $interval[i] == averagePerInterval$interval)]}  
}  
  
missingValFillin <- arrange(missingValFillin, interval) # sorting the data by interval  
missingvalCount <- sum(is.na(missingValFillin$steps)) # 0 ; test count the missing value

* Make a histogram of the total number of steps taken each day and Calculate and report the mean and median total number of steps taken per day.
* Do these values differ from the estimates from the first part of the assignment?
* What is the impact of imputing missing data on the estimates of the total daily number of steps?
* TotalStepsMissingValueFillin

totalPerDayStepsMissingvalueFillin <- ddply(missingValFillin, .(date), summarise, steps=sum(steps))

* Trying plot the data to investigate

hist(totalPerDayStepsMissingvalueFillin$steps, breaks = 20, main="Number of Steps", xlab="Total number of steps taken each day", ylab = "Number of Days",col="red")

![](data:image/png;base64,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)

mean(totalPerDayStepsMissingvalueFillin$steps) # 10766.19

## [1] 10766.19

median(totalPerDayStepsMissingvalueFillin$steps) # 10766.19

## [1] 10766.19

abs(mean(totalPerDay$steps)-mean(totalPerDayStepsMissingvalueFillin$steps)) # 0

## [1] 0

abs(median(totalPerDay$steps)- median(totalPerDayStepsMissingvalueFillin$steps))/median(totalPerDay$steps) #0.0001104207

## [1] 0.0001104207

totalDifference <- sum(totalPerDayStepsMissingvalueFillin$steps) - sum(dataClean$steps) # 86129.51  
totalDifference

## [1] 86129.51

## Are there differences in activity patterns between weekdays and weekends?

* Create a new factor variable in the dataset with two levels - "weekday" and "weekend" indicating whether a given date is a weekday or weekend day.

Sys.setlocale("LC\_TIME", "English")

## [1] "English\_United States.1252"

missingValFillin$weekdays <- weekdays(as.Date(missingValFillin$date))  
missingValFillin$weekdays <- ifelse(missingValFillin$weekdays %in% c("Saturday", "Sunday"),"weekend", "weekday")  
average <- ddply(missingValFillin, .(interval, weekdays), summarise, steps=mean(steps))

* Make a panel plot containing a time series plot (i.e. type = "l") of the 5-minute interval (x-axis) and the average number of steps taken, averaged across all weekday days or weekend days (y-axis).
* See the README file in the GitHub repository to see an example of what this plot should look like using simulated data.

xyplot(steps ~ interval | weekdays, data = average, layout = c(1, 2), type="l", xlab = "Interval", ylab = "Number of steps" , col="red")
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