1. **Stack 스택**

**특징**

LIFO (Last In First Out) 구조 - 한 쪽 끝에서만 자료를 넣고 뺄 수 있는 구조

스택에 데이터를 push하면 항상 top에 들어가고, pop하면 가장 최근에 push한 데이터가 나옴.

접근 가능한 요소는 맨 위 요소만 가능.

자료가 없을 때 pop하는 오류를 stack underflow, 스택의 크기 이상의 자료를 push 하려고 할 때의 오류를 stack overflow라고 함.

**시간 복잡도**

- 원소를 삽입/삭제하는 경우 : O(1)

**장점**

데이터의 삽입과 삭제가 빠르다. (맨 위 원소 접근 O(1))

**단점**

맨 위 요소만 접근이 가능함.

그래서 전체 탐색을 하려면 원소를 하나하나 꺼내서 옮겨가면서 해야함.

**사용법**

재귀 알고리즘에서 유용하게 사용

역추적할 때 (문서 작업 시 실행 취소)

1. **Queue 큐**

**특징**

FIFO(First-In-First-Out) 구조 - 먼저 넣은 데이터가 먼저 나오는 구조

Queue의 사전적 정의는 줄. 기다리는 줄에서 먼저 선 사람이 먼저 나갈 수 있는 것처럼, 먼저 들어간 데이터가 먼저 나가는 것에서 붙여진 이름.

데이터가 삽입(push)되는 곳을 front, 제거(pop)되는 곳을 back이라고 한다.

**시간 복잡도**

- 원소를 삽입/삭제하는 경우 : O(1)

**장점**

데이터의 삽입과 삭제가 빠르다.

**단점**

Queue의 중간에 위치한 데이터로의 접근이 어렵다.

- 선형 큐 :

Front는 고정, Back을 이동하면서 데이터를 삭제하는 경우: 데이터를 제거했을 때, 나머지 데이터를 한 칸마다 전부 옮겨야 함.

둘 다 이동하면서 삽입, 삭제를 할 경우, 배열의 끝에 저장되어 있는 상황에서 Back을 더 이상 이동시킬 수 없어서 overflow 발생.

- 순환 큐(환형 큐) : 선형 큐를 보완하기 위한 방식. front가 큐의 끝에 닿으면 큐의 맨 앞으로 자료를 보내서 원형으로 연결.

**사용법**

데이터를 입력된 순서대로 처리해야 할 때

BFS (너비 우선 탐색) 구현할 때

1. **Deque 덱**

**특징**

Deque(Double Ended Queue), queue와 비슷하지만 queue는 front에서만 삭제하고, end에서 삽입하는데, deque는 front와 end에서 삭제와 삽입이 모두 가능하다.

연속적인 메모리를 기반으로 하는 '시퀀스 컨테이너'이다. 따라서, 임의 접근 반복자 제공.

여러 개의 메모리 단위로 데이터를 저장한다. vector는 메모리를 재할당하고 모든 요소를 복사하여야 하는데, deque는 새로운 메모리 단위를 할당하여 요소를 추가한다.또 데이터 요소를 저장하는 여러 개의 메모리 단위를 갖습니다.

크기가 가변적이다. (선언 후에 변경할 수 있다.)

중간 요소가 삽입, 삭제될 때, 요소들을 앞/뒤로 밀 수 있으므로 vector보다는 좋은 성능을 갖음. 그래도, 앞/뒤에서의 삽입/삭제 성능은 좋지만 중간에서는 좋지 않다.

**시간 복잡도**

삽입/삭제

- 원소를 앞/뒤에 삽입하는 경우 : O(1)

삭제

- 원소를 앞/뒤에 삽입하는 경우 : O(1)

탐색

- 원소를 탐색하는 경우 : O(1) (index 접근)

**장점**

데이터의 삽입과 삭제가 빠르다.

크기가 가변적이다.

앞, 뒤에서 데이터를 삽입/삭제할 수 있다.

index로 임의 원소 접근이 가능하다.

새로운 원소 삽입 시에, 메모리를 재할당하고 복사하지 않고 새로운 단위의 메모리 블록을 할당하여 삽입한다.

**단점**

deque의 중간에서의 삽입과 삭제가 어렵다.

구현이 어렵다

**사용법**

앞과 뒤에서 삽입, 삭제가 자주 일어나는 경우

데이터의 개수가 가변적일 경우ㄴ

데이터 검색을 거의 하지 않을 경우 (랜덤 요소에 접근해야할 때)
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