**AI ASSISTED CODING LAB 10.3**

PRADEEP GUPTHA

2403A510C7

BATCH 05

Lab 10 – Code Review and Quality: Using AI to Improve Code  
Quality and Readability  
Lab Objectives  
• Use AI for automated code review and quality enhancement.  
• Identify and fix syntax, logical, performance, and security issues  
in Python code.  
• Improve readability and maintainability through structured  
refactoring and comments.

• Apply prompt engineering for targeted improvements.  
• Evaluate AI-generated suggestions against PEP 8 standards and  
software engineering best practices

**Task 1:** Syntax and Error Detection  
Task: Identify and fix syntax, indentation, and variable errors in the  
given script.  
# buggy\_code\_task1.py  
def add\_numbers(a, b)  
result = a + b  
return reslt  
print(add\_numbers(10 20))  
Expected Output:  
• Corrected code with proper syntax (: after function, fixed variable  
name, corrected function call).  
• AI should explain what was fixed.

PROMPT :

Identify and fix syntax, indentation, and variable errors in the given script.  
# buggy\_code\_task1.py  
def add\_numbers(a, b)  
result = a + b  
return reslt  
print(add\_numbers(10 20))

**CODE :**

# fixed\_code\_task1.py

def add\_numbers(a, b):   # Added missing colon

    result = a + b       # Fixed indentation

    return result        # Fixed typo: reslt -> result

print(add\_numbers(10, 20))  # Added missing comma between arguments

**OUTPUT :**
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**OBSERVATION :**

The original code had syntax errors (missing colon, missing comma), indentation issues, and a variable name typo. After fixing these, the function works correctly and outputs 30.

**Task 2:** Logical and Performance Issue Review

Task: Optimize inefficient logic while keeping the result correct.  
# buggy\_code\_task2.py  
def find\_duplicates(nums):  
duplicates = []  
for i in range(len(nums)):  
for j in range(len(nums)):  
if i != j and nums[i] == nums[j] and nums[i] not in duplicates:  
duplicates.append(nums[i])  
return duplicates  
numbers = [1,2,3,2,4,5,1,6,1,2]  
print(find\_duplicates(numbers))  
Expected Output:  
• More efficient duplicate detection (e.g., using sets).  
• AI should explain the optimization.

**PROMPT :** Optimize inefficient logic while keeping the result correct.

def find\_duplicates(nums):  
duplicates = []  
for i in range(len(nums)):  
for j in range(len(nums)):  
if i != j and nums[i] == nums[j] and nums[i] not in duplicates:  
duplicates.append(nums[i])  
return duplicates  
numbers = [1,2,3,2,4,5,1,6,1,2]  
print(find\_duplicates(numbers))

**CODE :**

# fixed\_code\_task2.py

def find\_duplicates(nums):

    """

    Returns a list of duplicate elements in nums.

    Each duplicate appears only once in the result.

    """

    seen = set()

    duplicates = set()

    for num in nums:

        if num in seen:

            duplicates.add(num)  # duplicates stored in a set (avoids repeated checks)

        else:

            seen.add(num)

    return list(duplicates)

numbers = [1, 2, 3, 2, 4, 5, 1, 6, 1, 2]

print(find\_duplicates(numbers))

**OUTPUT :**
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**OBSERVATION :** The original code used nested loops, making it inefficient . It also manually checked for duplicates. The optimized version uses sets, complexity to O(n) and improving readability. The result is correct ([1, 2]) with better performance.

**Task 3:** Code Refactoring for Readability

Task: Refactor messy code into clean, PEP 8–compliant, well-  
structured code.  
# buggy\_code\_task3.py

def c(n):  
x=1  
for i in range(1,n+1):  
x=x\*i  
return x  
print(c(5))

Expected Output:  
Function renamed to calculate\_factorial.  
Proper indentation, variable naming, docstrings, and formatting.  
AI should provide a more readable version.

**PROMPT :**

Refactor messy code into clean, PEP 8–compliant, well-  
structured code.  
# buggy\_code\_task3.py

def c(n):  
x=1  
for i in range(1,n+1):  
x=x\*i  
return x  
print(c(5))

**CODE :**

# fixed\_code\_task3.py

def calculate\_factorial(n):

    """

    Calculate the factorial of a given number n.

    Args:

        n (int): A non-negative integer.

    Returns:

        int: The factorial of n.

    """

    result = 1

    for i in range(1, n + 1):

        result \*= i

    return result

print(calculate\_factorial(5))

**CODE :**
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**OBSERVATION :**

The original code was functional but messy — it used a single-letter function name (c) and unclear variable (x), making it hard to understand. After refactoring, the code is **PEP 8 compliant**, with meaningful names, proper formatting, and a helpful docstring. The result (120 for input 5) is correct and the code is much more **readable and maintainable**.

**Task 4:** Security and Error Handling Enhancement

task: Add security practices and exception handling to the code.  
# buggy\_code\_task4.py  
import sqlite3  
def get\_user\_data(user\_id):  
conn = sqlite3.connect("users.db")  
cursor = conn.cursor()  
query = f"SELECT \* FROM users WHERE id = {user\_id};" #  
Potential SQL injection risk  
cursor.execute(query)  
result = cursor.fetchall()  
conn.close()  
return result  
user\_input = input("Enter user ID: ")  
print(get\_user\_data(user\_input))  
Expected Output:  
Safe query using parameterized SQL (? placeholders).  
Try-except block for database errors.  
Input validation before query execution.

**PROMPT :**

Add security practices and exception handling to the code.  
import sqlite3  
def get\_user\_data(user\_id):  
conn = sqlite3.connect("users.db")  
cursor = conn.cursor()  
query = f"SELECT \* FROM users WHERE id = {user\_id};" #  
Potential SQL injection risk  
cursor.execute(query)  
result = cursor.fetchall()  
conn.close()  
return result  
user\_input = input("Enter user ID: ")

print(get\_user\_data(user\_input))

**CODE :**

# fixed\_code\_task4\_with\_data.py

import sqlite3

def setup\_database():

    """

    Creates the users table and inserts sample data if not already present.

    """

    with sqlite3.connect("users.db") as conn:

        cursor = conn.cursor()

        # Create table if it doesn't exist

        cursor.execute("""

            CREATE TABLE IF NOT EXISTS users (

                id INTEGER PRIMARY KEY,

                name TEXT NOT NULL,

                email TEXT NOT NULL

            )

        """)

        # Insert sample data (only if table is empty)

        cursor.execute("SELECT COUNT(\*) FROM users")

        if cursor.fetchone()[0] == 0:

            sample\_data = [

                (1, "Alice", "alice@example.com"),

                (2, "Bob", "bob@example.com"),

                (3, "Charlie", "charlie@example.com"),

            ]

            cursor.executemany("INSERT INTO users VALUES (?, ?, ?)", sample\_data)

            conn.commit()

def get\_user\_data(user\_id):

    """

    Safely fetch user data from the database by user\_id.

    """

    try:

        with sqlite3.connect("users.db") as conn:

            cursor = conn.cursor()

            # ✅ Safe parameterized query

            cursor.execute("SELECT \* FROM users WHERE id = ?", (user\_id,))

            result = cursor.fetchall()

            return result

    except sqlite3.Error as e:

        print(f"Database error: {e}")

        return []

# --- Main Program ---

if \_\_name\_\_ == "\_\_main\_\_":

    setup\_database()

    try:

        user\_input = input("Enter user ID: ").strip()

        if not user\_input.isdigit():

            raise ValueError("User ID must be a valid integer.")

        user\_id = int(user\_input)

        print(get\_user\_data(user\_id))

    except ValueError as ve:

        print(f"Invalid input: {ve}")

**OUTPUT :**

![](data:image/png;base64,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)

**OBSERVATION :**

The original code had a **SQL injection vulnerability** because it directly inserted user input into the query. It also lacked **error handling** and **input validation**, which could cause crashes or unsafe behavior.

**Task 5:** Automated Code Review Report Generation  
Task: Generate a review report for this messy code.  
# buggy\_code\_task5.py

def calc(x,y,z):  
if z=="add":  
return x+y  
elif z=="sub": return x-y  
elif z=="mul":  
return x\*y  
elif z=="div":  
return x/y  
else: print("wrong")  
print(calc(10,5,"add"))  
print(calc(10,0,"div"))  
Expected Output:  
AI-generated review report should mention:  
o Missing docstrings  
o Inconsistent formatting (indentation, inline return)  
o Missing error handling for division by zero  
o Non-descriptive function/variable names  
o Suggestions for readability and PEP 8 compliance

**PROMPT :**

Generate a review report for this messy code.  
# buggy\_code\_task5.py

def calc(x,y,z):  
if z=="add":  
return x+y  
elif z=="sub": return x-y  
elif z=="mul":  
return x\*y  
elif z=="div":  
return x/y  
else: print("wrong")  
print(calc(10,5,"add"))  
print(calc(10,0,"div"))

**CODE :**

def calculate(x, y, operation):

    """

    Perform basic arithmetic operations.

    Args:

        x (float): First number.

        y (float): Second number.

        operation (str): One of 'add', 'sub', 'mul', 'div'.

    Returns:

        float | None: Result of the operation, or None if invalid.

    """

    try:

        if operation == "add":

            return x + y

        elif operation == "sub":

            return x - y

        elif operation == "mul":

            return x \* y

        elif operation == "div":

            if y == 0:

                raise ZeroDivisionError("Division by zero is not allowed.")

            return x / y

        else:

            print("Invalid operation.")

            return None

    except Exception as e:

        print(f"Error: {e}")

        return None

# Example usage

print(calculate(10, 5, "add"))   # 15

print(calculate(10, 0, "div"))   # Error message

**OUTPUT :**

**![](data:image/png;base64,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)**

**OBSERVATION :**

The original code was messy — it had **indentation errors, vague names, inconsistent formatting, and no error handling**. Division by zero caused a crash.

After refactoring, the code is now **PEP 8 compliant, readable, and safe**, with meaningful names, proper structure, and exception handling.