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**Task Description #1** – Stack Implementation  
Task: Use AI to generate a Stack class with push, pop, peek, and is\_empty  
methods.  
Sample Input Code:  
class Stack:  
pass  
Expected Output:  
• A functional stack implementation with all required methods and  
docstrings.

**PROMPT :** Generate a Stack class with push, pop, peek, and is\_empty  
methods.

**CODE :**

class Stack:

    def \_\_init\_\_(self):

        self.items = []

    def push(self, item):

        """Add an item to the top of the stack."""

        self.items.append(item)

    def pop(self):

        """Remove and return the top item of the stack. Raises IndexError if empty."""

        if self.is\_empty():

            raise IndexError("pop from empty stack")

        return self.items.pop()

    def peek(self):

        """Return the top item of the stack without removing it. Raises IndexError if empty."""

        if self.is\_empty():

            raise IndexError("peek from empty stack")

        return self.items[-1]

    def is\_empty(self):

        """Return True if the stack is empty, False otherwise."""

        return len(self.items) == 0

# Example usage with printed output

if \_\_name\_\_ == "\_\_main\_\_":

    s = Stack()

    print("Is stack empty?", s.is\_empty())  # True

    s.push(5)

    s.push(10)

    s.push(15)

    print("Top of stack:", s.peek())        # 15

    print("Pop:", s.pop())                  # 15

    print("Pop:", s.pop())                  # 10

    print("Is stack empty?", s.is\_empty())  # False

    print("Pop:", s.pop())                  # 5

    print("Is stack empty?", s.is\_empty())  # True

**OUTPUT :**
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**OBSERVATION :**

* The code defines a [Stack](vscode-file://vscode-app/c:/code/Microsoft%20VS%20Code/resources/app/out/vs/code/electron-browser/workbench/workbench.html) class with standard stack operations: [push](vscode-file://vscode-app/c:/code/Microsoft%20VS%20Code/resources/app/out/vs/code/electron-browser/workbench/workbench.html), [pop](vscode-file://vscode-app/c:/code/Microsoft%20VS%20Code/resources/app/out/vs/code/electron-browser/workbench/workbench.html), [peek](vscode-file://vscode-app/c:/code/Microsoft%20VS%20Code/resources/app/out/vs/code/electron-browser/workbench/workbench.html), and [is\_empty](vscode-file://vscode-app/c:/code/Microsoft%20VS%20Code/resources/app/out/vs/code/electron-browser/workbench/workbench.html" \o ").
* The example usage demonstrates pushing three values (5, 10, 15) onto the stack.
* It prints the top value, pops all values one by one, and checks if the stack is empty after each operation.

**Task 2 Description** #– Queue Implementation  
Task: Use AI to implement a Queue using Python lists.  
Sample Input Code:  
class Queue:  
pass  
Expected Output:  
• FIFO-based queue class with enqueue, dequeue, peek, and size  
methods.

**PROMPT :** implement a Queue using Python lists. Sample Input Code:  
class Queue: pass

**CODE :**

class Queue:

    def \_\_init\_\_(self):

        self.items = []

    def enqueue(self, item):

        self.items.append(item)

    def dequeue(self):

        if not self.items:

            return None

        return self.items.pop(0)

    def peek(self):

        if not self.items:

            return None

        return self.items[0]

    def size(self):

        return len(self.items)

# Example

q = Queue()

q.enqueue(1)

q.enqueue(2)

q.enqueue(3)

print(q.dequeue())  # 1

print(q.peek())     # 2

print(q.size())     # 2

**OUTPUT :**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAABRCAYAAABmFnDdAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJSSURBVHhe7dkxaBNhGMbxpw5Z7JBMyWCXTC5ZmqXLdTFL5VAQBxELQrFoAyGCWILFcC6CixKwFUNBiUOgRQgEu9TFRZfL0qXTOaRLp1vS5RYd+lDLB9bpy32Hz2+877L8eRNy986USqVfEFwyL/yvFIIUghSCFIIUghSC7IfIz+NGs4PecIjhsI/AM29wg70QeQ8PXm6h/+kFVmtlFMxzx1gLMV9fxc3KHGaR4Dj8hsOJeYdbrIUY7R1gfBziQ2sZK+3vODFvcIy1EBi9wqOVNnYPXE9wyl6IjFEIUghSCFIIUgiasfaqzgvQX69i1rx+TjTw0eiaV9OhiSB7E5ExmghSCFIIUghSCFIIUghSCFIIUghSCFIIsvvQlfewtnEfi1eLfBxPEI9DDDbfOPd2214I7ym2Hy+imDMPACQRBo0GukfmQXrsfTVGIY5OYkT77/H8ng/f9/Hw9T7GCYBcGQt3K+YnUmVvIv7iSnMb72pFIBrAd+X1lNWJ+IdJHJmXUjX1ELcrRQAT/Pzx1TxK1VRDXAt6qBWBOOyitWeepmtqIRaaW6hXC0iiAZbbbk0DphViKehhozYHRF/QbrnzA3me3RCXK1jrfEa9WsDkcAe3Gptw7H/UGXsh8kt41glwvZxDHL7FnScfzTucYu1/hBf0sV69aM+lTZeTrE1E1mgiSCFIIUghSCFIIUghSCFIIUghSCFIIcjuQ5c2Xdp0/aFN18W06TJo06VNlzZdgDZdp7Tp0qZLm64z2nRllLWJyBpNBCkEKQQpBCkEKQQpBP0Gd2HRuWkyz3gAAAAASUVORK5CYII=)**

**OBSERVATION :**

 **FIFO principle** → First element in is the first one out.

 **enqueue()** → Adds to the end.

 **dequeue()** → Removes from the front.

 **peek()** → Looks at the front without removing.

 **size()** → Counts elements.

**Task Description #3 – Linked List**

Task: Use AI to generate a Singly Linked List with insert and display methods.  
Sample Input Code:  
class Node:  
pass  
class LinkedList:  
pass  
Expected Output:  
• A working linked list implementation with clear method  
documentation.

**PROMPT :** generate a Singly Linked List with insert and display methods. Sample Input Code: class Node: pass class LinkedList: pass

**CODE :**

class Node:

    def \_\_init\_\_(self, data):

        self.data = data

        self.next = None

class LinkedList:

    def \_\_init\_\_(self):

        self.head = None

    def insert(self, data):

        """Insert a new node at the end of the list"""

        new\_node = Node(data)

        if self.head is None:   # if list is empty

            self.head = new\_node

        else:

            current = self.head

            while current.next:   # move to the last node

                current = current.next

            current.next = new\_node

    def display(self):

        """Display all nodes in the list"""

        current = self.head

        while current:

            print(current.data, end=" -> ")

            current = current.next

        print("None")

# Example Usage

if \_\_name\_\_ == "\_\_main\_\_":

    ll = LinkedList()

    ll.insert(10)

    ll.insert(20)

    ll.insert(30)

    ll.display()   # Output: 10 -> 20 -> 30 -> None

**OUTPUT :**

![](data:image/png;base64,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)

**OBSERVATION :**

 **ode** stores two things → data and next (address of next node).

 **LinkedList** uses head → starting point of the list.

 **insert()** → adds new node at the end of the list.

 **display()** → traverses nodes one by one until None.

 Output format shows the **chain of nodes** (e.g., 10 -> 20 -> 30 -> None).

**Task Description #4** – Binary Search Tree (BST)  
Task: Use AI to create a BST with insert and in-order traversal methods.  
Sample Input Code:  
class BST:  
pass  
Expected Output:  
• BST implementation with recursive insert and traversal methods.

**PROMPT :** to create a BST with insert and in-order traversal methods.Sample input Code: class BST: pass

**CODE :**

class Node:

    def \_\_init\_\_(self, key):

        self.key = key

        self.left = None

        self.right = None

class BST:

    def \_\_init\_\_(self):

        self.root = None

    def insert(self, root, key):

        """Recursive insert into BST"""

        if root is None:

            return Node(key)

        if key < root.key:

            root.left = self.insert(root.left, key)

        else:

            root.right = self.insert(root.right, key)

        return root

    def inorder(self, root):

        """In-order traversal (L -> Root -> R)"""

        if root:

            self.inorder(root.left)

            print(root.key, end=" ")

            self.inorder(root.right)

# Example

bst = BST()

root = None

for val in [50, 30, 70, 20, 40, 60, 80]:

    root = bst.insert(root, val)

print("Inorder Traversal:", end=" ")

bst.inorder(root)

**OBSERVATION :**

 BST maintains **sorted structure** → left < root < right.

 insert() → recursively finds correct position.

 inorder() → prints elements in **ascending order**.

 output: 20 30 40 50 60 70 80

**Task Description #5** – Hash Table  
Task: Use AI to implement a hash table with basic insert, search, and delete

methods.  
Sample Input Code:  
class HashTable:  
pass  
Expected Output:  
• Collision handling using chaining, with well-commented methods.

PROMPT : Implement a hash table with basic insert, search, and delete

methods.

**CODE :**

class HashTable:

    def \_\_init\_\_(self, size=10):

        self.size = size

        self.table = [[] for \_ in range(size)]

    def \_hash(self, key):

        return hash(key) % self.size

    def insert(self, key, value):

        """Insert key-value pair with chaining for collisions"""

        idx = self.\_hash(key)

        for pair in self.table[idx]:

            if pair[0] == key:

                pair[1] = value

                return

        self.table[idx].append([key, value])

    def search(self, key):

        idx = self.\_hash(key)

        for k, v in self.table[idx]:

            if k == key:

                return v

        return None

    def delete(self, key):

        idx = self.\_hash(key)

        for i, (k, v) in enumerate(self.table[idx]):

            if k == key:

                del self.table[idx][i]

                return True

        return False

    def display(self):

        for i, bucket in enumerate(self.table):

            print(i, ":", bucket)

**OBSERVATION :**

Uses **chaining** (list of lists) to handle collisions.

insert() → adds/updates key-value pair.

search() → retrieves value by key.

delete() → removes a key-value pair.

Efficient for **fast lookup & insert**

**Task Description #6** – Graph Representation  
Task: Use AI to implement a graph using an adjacency list.  
Sample Input Code:  
class Graph:  
pass  
Expected Output:  
• Graph with methods to add vertices, add edges, and display  
connections.

**PROMPT :** implement a graph using an adjacency list. Sample Input Code:

**CODE :**

class Graph:

    def \_\_init\_\_(self):

        self.graph = {}

    def add\_vertex(self, v):

        if v not in self.graph:

            self.graph[v] = []

    def add\_edge(self, v1, v2):

        if v1 in self.graph and v2 in self.graph:

            self.graph[v1].append(v2)

            self.graph[v2].append(v1)  # undirected graph

    def display(self):

        for v in self.graph:

            print(v, "->", self.graph[v])

**OBSERVATION :**

 Graph stored as a **dictionary of adjacency lists**.

 add\_vertex() → adds a new node.

 add\_edge() → connects two nodes.

 display() → prints all connections.

 Efficient for **sparse graphs**.

**Task Description #7** – Priority Queue  
Task: Use AI to implement a priority queue using Python’s heapq module.  
Sample Input Code: class PriorityQueue: pass  
Expected Output:  
• Implementation with enqueue (priority), dequeue (highest priority), and  
display methods.

**PROMPT :** Implement a priority queue using Python’s heapq module.  
Sample Input Code: class PriorityQueue: pass

**CODE :**

import heapq

class PriorityQueue:

    def \_\_init\_\_(self):

        self.queue = []

    def enqueue(self, priority, item):

        """Add item with priority (min-heap)"""

        heapq.heappush(self.queue, (priority, item))

    def dequeue(self):

        """Remove item with highest priority (lowest number)"""

        if self.queue:

            return heapq.heappop(self.queue)[1]

        return None

    def display(self):

        print("Queue:", self.queue)

# Example

pq = PriorityQueue()

pq.enqueue(2, "Task B")

pq.enqueue(1, "Task A")

pq.enqueue(3, "Task C")

pq.display()

print("Dequeued:", pq.dequeue())

pq.display()

**OUTPUT :**

**![](data:image/png;base64,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)**

**OBSERVATION :**

 Uses **min-heap** from heapq.

 Lower priority number = higher priority.

 enqueue() → pushes (priority, item).

 dequeue() → pops item with smallest priority value.

**Task Description #8** – Deque  
Task: Use AI to implement a double-ended queue using collections.deque.  
Sample Input Code:  
class DequeDS:  
pass  
Expected Output:  
• Insert and remove from both ends with docstrings.

**PROMPT :** Implement a double-ended queue using collections.deque. Sample Input Code: class DequeDS: pass

**CODE :**

from collections import deque

class DequeDS:

    def \_\_init\_\_(self):

        self.deque = deque()

    def insert\_front(self, item):

        self.deque.appendleft(item)

    def insert\_rear(self, item):

        self.deque.append(item)

    def remove\_front(self):

        return self.deque.popleft() if self.deque else None

    def remove\_rear(self):

        return self.deque.pop() if self.deque else None

    def display(self):

        print("Deque:", list(self.deque))

# Example

dq = DequeDS()

dq.insert\_rear(10)

dq.insert\_rear(20)

dq.insert\_front(5)

dq.display()

print("Removed front:", dq.remove\_front())

dq.display()

print("Removed rear:", dq.remove\_rear())

dq.display()

**output :**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALQAAABtCAYAAAAI/EvVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAtKSURBVHhe7Z0vb+tKE8af+2KTkuqAIpOUHGRs1EJLQZXyBYwqlQZGgaGRDsoXiFRkKbBBxkGH3BKjopAS8/uC9drrtdfejf+785Mi3dv4ZMf24/F4d8bzz69fv/4DQcyEf0jQKnzsT0vYwl+iwMPbQfgD0Rh3e8TasbI/xBfsVhuE4kYG/E/+A5EnvuzgeR48j8TcBeFmlR7fIJK/NUfhoYveCWh+9UwLdgzuLzusNiV77O9xWhaOEIAIgfeGTrTvbnFcO7AQ47JboWiWfN5U2zVHz7Oa2ePvT1jel/2OPpUeWvROnrfDBQ7WpyO2rrzlTyXGZcePD/90IWYX2+MJp1fgfInlLxnuFsfTEnYUCB7PgrNu/3y52yPWi0/s0n0OEFkO1sct0qF6tEekUtB5QmxWASJYcF4Fw/nBPvFPmcE+9un32WfvJ7+wPeJ02iP539y/OeZ+TGcsZOOJB3jC+Ps1Fp87eKsN/pW/TPBfHFjxBTshLjq87XCJLTgv+SPblHCzgpfzoge8X2LAWuA5OeB92iNiIGiUGO5jf1rDuWZX4e6C/FWYXKn3orffXaDwMxVojJVu+pvd5oQDPGUOb1552JPi47cNxJ8f+Vu1/wLHAmD/lpxF1wxnj6GgORbuHgF3+wQbEQLhKgw3f3JXIb9S/1SekHp0xko5/EUEAPEnPpoNW4MFZy3eMeS7TE+4D7gHcP3KdtbdHnFaAkEQAbjHQ8cX9uOdBeCKr3BYe4wFHX5dAQBvBxfPCwuI/koxY4ivK4D7B/WVakz9WPnjc8Cb50m3xZY5vEmx8w6X2MZSGQb1BQvL1nfnjuL5Evw9ljZKzg96t8dY0O7DffJfj7izANjLQmxc+vDfiD7HupUQmz8XxLCwGCzOYWHZ4nMHr685Rj7bI8XLyZe922MsaHZriQD8i+8YgPAUm/usNvI/bUD9WJ15YhPCL1wBWHeP8jfdkoxrL5dAkI+3mQNKQoG2cbc4MteMQDwHQ9ljLGh3i6fk1qK+3YswIcon2H9xIMxglsMf7ADNsUQGmuVIbI7+St7I3eLYaYx9wN+IzQW/54ZWhGpt2JPOiZfNuxva0yL6ghZ3ILl9HN4viC0Haz7/ViDEx2cM2E9pXOluj1jex7lZDhaX2/jNf6Zk0aJ+LIEhZjm4t4qC4ori411yAdt46ijA5sfnVfh9f7+GY+UfpIEW7KkUM8PInhYxWiksz2Wo39bfC7FuFMB7f8Bx7eAqbJNfeYoQeO94OLL4K7tl1Y/FSLYrXb3SpXqlsLBSVmoHx8X2uIZjscWqst+romysFHEfU6FxVIJrZk/ufMrcZA+jjZVChaA7JtlRUdDjo1rQpnBRqkXfL2OzBy0JWj/kIG7H3eLVscrDkSEYmz0tQoLulGSpfu0Al/6mrtSMzZ72oZBDSTFeH9PteS4Ung8aPfcMJWiC6AgKOYhZQYImZgUJmpgVJGhiVtBDIVqYdSmsiFXXzhHdQR66KVzMuUzAocRcVrb2s1AKmtX55XOP1TV8Pxf3ecGqsPNpZfPG35doo2H2XksoBc2IEOQqMrqv2p0m3eX3jpe+Kt7NUMbQbAXnms+OStI68xlaWeYWQ4gf3S2O6wU+d2fcrZewk+++XpJsrdyqkLwyJ/8OW66VE4WYnRBi1gp7UuSxGLesBJYeJ46/x2l5n99noCTrTLYnb3P62oDVF16E7fh5KKy2SRQz6hpmIwr7NUxopabGQ5eTFT/qVWIvXp/wvWMefvF6xBIBvCDK8pX9PU5SZTj7neRVB+EHPmPAWjxLCfs8YfycHFgNe9wWqtCFWy4Tko2leOvN5WyzQtoluE1J7SEvPqjb9/RnHKxPT/jmXjGIYDlr7H3x7UMBWF69+D6VkorxIfLFe8JA0D72SbkNL8jQq8S2YF254ADLugrbW9iELrZPLDFePPDsdwD7aQuXFwrIJ8B9BiuAYL+nY08rVehCgezuEkuhmVdI+olziUB8X+4QQmffM6JA8IhJZfv9LeXTrVTFj6TiXaJG0KLn4W/B4bdKVTmNWPXNyJUkxd/5l6Ukooy/5VeoZCf+EUC4OSOSClDZAxm/wHTsaasK3QyxnB/gHvVNe98ZmSNpTsOq+NFWvNcKmnueHS4xcqVUbVdiyyc9g7/DgdWpZWEHE3B8eU8E3K49fVK/72NnDBXvjBpBczKDs1CivhK7HbIZhANTNAs73GcsrBif6T2zL3v6ZEKzJ0NVvEtoChpAuME5Er20aSW2guSBz04rZDklIcThnT1YPrss3MjFgDr2NKhC7wKTfdeifP+KdFAVr6p47xl9QfNKXsFLG1ViK9j7ITbnCLCXuad6d/sKx5IXLFhsaS1e8LKwEJ3zMWC9PXpV6P1hsu86JBd1LjQsoe1ZjqqK954xEnTBS4cbrLwAUUncqtRUGYc3eEEEe5n9eza3W5znDD8+EVs2bKvkIUnDnnCzSl7rmoxzd4a3OoO94GwADPZdh/QNn8IMRGEpvOEsR2EVOcmDkWd3hkC5sEIQU8TMQxPEyCFBE7OCBE3MChI0MStI0MSsIEETs4IETcwKEjQxK2hhRYlcRXJbRcsUKVTA3FrZMgDkoWv4ib2+2+6/3ScKD130TsC0rtTmaL7wPH0nR1ntIkqOpWq75uh5VjN72ngJeZ9Uemjq9V0F9d8eI5WCzkO9vkWo//Y4MRA0Sg5ST1XWgN5Y6aYt5/uWQP23x4mhoDnU67uWAftdc8bSf7tPjAVNvb5vod9+1wAwpv7bfWIsaOr1bQoLlfrsdz22/tt9Yixo6vWtyVD9rnl934j6b/eJmaCp17cBhv2u3fn23+4TfUGLByu5VbVVZT2LXt8lGPW7nnH/7T4xWiksz2Wo3/an9PpOuanf9Xz7b/eJQtAdkxzUm1tA9EK1oLuAXyTFC3Q4piZo/ZCD6JYZ99/uExL04My//3afkKBrsJx1IfekXUJsVmz6sa/Qpg7xzUjKuHykDBNDE0RHkIcmZgUJmpgVJGhiVpCgiVlBgkaWR9HNLAbRJyRoYlYop+3KcxWqK4QnyySW4vujcO5Lc2LkvJpxaKPGQ1Ov75/G1KvHazw09fpWot3HW8OeQgactI32WGgp0zCPfIzLE5aS/bwGgy7f13jocn58r++Umj7eOvbAx/4V+CNU4JR7u7qxEjrPBVfUiY6ketxA0NTruwxVH+9HTXuAA94kT8rb58ldWavGSumg4n1K1eM1gqZe33XIbY15H++Dhj3K857U/8moxxJpueJ9YtXjNYKmXt+3o2+PmN2WOo/8JsMwwerxGkFzqNe3OfX2hImYeZVK9n3AwoYhmWj1uKagUewiq3Pr1MGk3/Wken3r2JPsY6ESuwktVLxXFtyOu3pcX9DCwwr1+tZDx56vqzQjwed4pS21aTrLUSlmxpirx40EXfDSGr21tTDodz2pXt8a9hR6c6/vcG4ScjSc5cjuVuKEQPLhXj/cYMXmH9Pvlrb6AugT5cIKQUwRMw9NECOHBE3MChI0MStI0MSsIEETs4IETcwKEjQxK0jQxKyghRUlxaoWo4oWA/Rq+AgdyEPX0Eev7yn31h4bCkEnGVvyp0kG11xJ3ulR29U2/ai2I9pAIWgG9fquYly9vglGpaDzUK9vkbH1+iYYBoIGqNd3xvR6ff8MDAXNoV7ftYy8OnquGAuaen3fwviqo+eKsaCp17cp46yOnivGgqZe35qMvDp6rpgJmnp9GzDu6ui5oi9osRo4uXXqVDXrVFlTr2+iLRS5HMU8BihzGeq3pV7f8+2tPTYUgu6YSbxgvFrQXUGCboZ+yEEQE4AETcwKEnQN3ff65rksU5lXHzfDxNAE0RHkoYlZQYImZsX/AfHg1EAEYeIwAAAAAElFTkSuQmCC)**

Observation :

 Double-ended queue allows insertion & deletion **from both ends**.

 appendleft() / popleft() → handle **front operations**.

 append() / pop() → handle **rear operations**.

 Useful for **sliding window problems**.

T**ask Description #9** – AI-Generated Data Structure Comparisons  
Task: Use AI to generate a comparison table of different data structures (stack,  
queue, linked list, etc.) including time complexities.  
Sample Input Code:  
# No code, prompt AI for a data structure comparison table  
Expected Output:  
• A markdown table with structure names, operations, and complexities.

**PROMPT :** Generate a comparison table of different data structures (stack,  
queue, linked list, etc.) including time complexities. Sample Input Code:

**CODE :** from collections import deque

class DequeDS:

    def \_\_init\_\_(self):

        self.deque = deque()

    def insert\_front(self, item):

        self.deque.appendleft(item)

    def insert\_rear(self, item):

        self.deque.append(item)

    def remove\_front(self):

        return self.deque.popleft() if self.deque else None

    def remove\_rear(self):

        return self.deque.pop() if self.deque else None

    def display(self):

        print("Deque:", list(self.deque))

# Example

dq = DequeDS()

dq.insert\_rear(10)

dq.insert\_rear(20)

dq.insert\_front(5)

dq.display()

print("Removed front:", dq.remove\_front())

dq.display()def comparison\_table():

    table = """

| Data Structure | Insert | Delete | Search | Access | Order | Notes |

|----------------|--------|--------|--------|--------|-------|-------|

| Stack | O(1) | O(1) | O(n) | O(n) | LIFO | Use list/Deque |

| Queue | O(1) | O(1) | O(n) | O(n) | FIFO | Use deque |

| Linked List | O(1)/O(n) | O(1)/O(n) | O(n) | O(n) | Sequential | Dynamic memory |

| BST (avg) | O(log n) | O(log n) | O(log n) | O(log n) | Sorted | Worst O(n) skewed |

| Hash Table | O(1) avg | O(1) avg | O(1) avg | - | Unordered | Collisions handled |

| Graph (Adj List) | O(1) | O(V+E) | O(V+E) | - | Depends | Good for sparse graphs |

| Priority Queue | O(log n) | O(log n) | O(n) | O(1) | By priority | heapq module |

| Deque | O(1) | O(1) | O(n) | O(n) | Both ends | Flexible queue |

"""

    print(table)

# Example

comparison\_table()

print("Removed rear:", dq.remove\_rear())

dq.display()

**OUTPUT :**
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**OBSERVATION :**  Double-ended queue allows insertion & deletion **from both ends**.

 appendleft() / popleft() → handle **front operations**.

 append() / pop() → handle **rear operations**.

 Useful for **sliding window problems**

**Task Description #10** Real-Time Application Challenge – Choose the  
Right Data Structure  
Scenario:

Your college wants to develop a Campus Resource Management System that  
handles:  
1. Student Attendance Tracking – Daily log of students entering/exiting  
the campus.  
2. Event Registration System – Manage participants in events with quick  
search and removal.  
3. Library Book Borrowing – Keep track of available books and their due  
dates.  
4. Bus Scheduling System – Maintain bus routes and stop connections.  
5. Cafeteria Order Queue – Serve students in the order they arrive.  
Student Task:  
• For each feature, select the most appropriate data structure from the list  
below:  
o Stack  
o Queue  
o Priority Queue  
o Linked List  
o Binary Search Tree (BST)  
o Graph  
o Hash Table  
o Deque  
• Justify your choice in 2–3 sentences per feature.  
• Implement one selected feature as a working Python program with AI-  
assisted code generation.  
Expected Output:  
• A table mapping feature → chosen data structure → justification.  
• A functional Python program implementing the chosen feature with  
comments and docstrings.

**CODE :**

class Queue:

    def \_\_init\_\_(self):

        self.items = []

    def enqueue(self, item):

        """Add a new order at the end"""

        self.items.append(item)

    def dequeue(self):

        """Serve the first order"""

        if not self.items:

            return None

        return self.items.pop(0)

    def display(self):

        print("Orders in queue:", self.items)

# Example

cafeteria = Queue()

cafeteria.enqueue("Order 1: Pizza")

cafeteria.enqueue("Order 2: Burger")

cafeteria.enqueue("Order 3: Sandwich")

cafeteria.display()

print("Serving:", cafeteria.dequeue())

cafeteria.display()

print("Serving:", cafeteria.dequeue())

cafeteria.display()

**OUTPUT :**

**![](data:image/png;base64,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)**

**OBSERVATION :**

 Each feature uses the most suitable data structure.

 Attendance → Queue (first in, first out).

 Event Registration → Hash Table (fast search).

 Library → BST (sorted books).

 Bus Scheduling → Graph (routes & stops).

 Cafeteria Orders → Queue (serve in order)