Python IO: -

**Files**

Files are named locations on disk to store related information. They are used to permanently store data in a non-volatile memory (e.g. hard disk).

Since Random Access Memory (RAM) is volatile (which loses its data when the computer is turned off), we use files for future use of the data by permanently storing them.

When we want to read from or write to a file, we need to open it first. When we are done, it needs to be closed so that the resources that are tied with the file are freed.

Hence, in Python, a file operation takes place in the following order:

1. Open a file
2. Read or write (perform operation)
3. Close the file

**Opening Files in Python**

Python has a built-in open() function to open a file. This function returns a file object, also called a handle, as it is used to read or modify the file accordingly.

>>> f = open("test.txt") # open file in current directory

>>> f = open("C:/Python38/README.txt") # specifying full path

We can specify the mode while opening a file. In mode, we specify whether we want to read r, write w or append a to the file. We can also specify if we want to open the file in text mode or binary mode.

The default is reading in text mode. In this mode, we get strings when reading from the file.

On the other hand, binary mode returns bytes and this is the mode to be used when dealing with non-text files like images or executable files.

|  |  |
| --- | --- |
| Mode | Description |
| r | Opens a file for reading. (default) |
| w | Opens a file for writing. Creates a new file if it does not exist or truncates the file if it exists. |
| x | Opens a file for exclusive creation. If the file already exists, the operation fails. |
| a | Opens a file for appending at the end of the file without truncating it. Creates a new file if it does not exist. |
| t | Opens in text mode. (default) |
| b | Opens in binary mode. |
| + | Opens a file for updating (reading and writing) |

f = open("test.txt") # equivalent to 'r' or 'rt'

f = open("test.txt",'w') # write in text mode

f = open("img.bmp",'r+b') # read and write in binary mode

Unlike other languages, the character a does not imply the number 97 until it is encoded using ASCII (or other equivalent encodings).

Moreover, the default encoding is platform dependent. In windows, it is cp1252 but utf-8 in Linux.

So, we must not also rely on the default encoding or else our code will behave differently in different platforms.

Hence, when working with files in text mode, it is highly recommended to specify the encoding type.

f = open("test.txt", mode='r', encoding='utf-8')

**Closing Files in Python**

When we are done with performing operations on the file, we need to properly close the file.

Closing a file will free up the resources that were tied with the file. It is done using the close() method available in Python.

Python has a garbage collector to clean up unreferenced objects but we must not rely on it to close the file.

f = open("test.txt", encoding = 'utf-8')

# perform file operations

f.close()

This method is not entirely safe. If an exception occurs when we are performing some operation with the file, the code exits without closing the file.

A safer way is to use a [try...finally](https://www.programiz.com/python-programming/exception-handling) block.

try:

f = open("test.txt", encoding = 'utf-8')

# perform file operations

finally:

f.close()

This way, we are guaranteeing that the file is properly closed even if an exception is raised that causes program flow to stop.

The best way to close a file is by using the with statement. This ensures that the file is closed when the block inside the with statement is exited.

We don't need to explicitly call the close() method. It is done internally.

with open("test.txt", encoding = 'utf-8') as f:

# perform file operations

**Writing to Files in Python**

In order to write into a file in Python, we need to open it in write w, append a or exclusive creation x mode.

We need to be careful with the w mode, as it will overwrite into the file if it already exists. Due to this, all the previous data are erased.

Writing a string or sequence of bytes (for binary files) is done using the write() method. This method returns the number of characters written to the file.

with open("test.txt",'w',encoding = 'utf-8') as f:

f.write("my first file\n")

f.write("This file\n\n")

f.write("contains three lines\n")

This program will create a new file named test.txt in the current directory if it does not exist. If it does exist, it is overwritten.

We must include the newline characters ourselves to distinguish the different lines.

**Reading Files in Python**

To read a file in Python, we must open the file in reading r mode.

There are various methods available for this purpose. We can use the read(size) method to read in the size number of data. If the size parameter is not specified, it reads and returns up to the end of the file.

We can read the text.txt file we wrote in the above section in the following way:

>>> f = open("test.txt",'r',encoding = 'utf-8')

>>> f.read(4) # read the first 4 data

'This'

>>> f.read(4) # read the next 4 data

' is '

>>> f.read() # read in the rest till end of file

'my first file\nThis file\ncontains three lines\n'

>>> f.read() # further reading returns empty sting

''

We can see that the read() method returns a newline as '\n'. Once the end of the file is reached, we get an empty string on further reading.

We can change our current file cursor (position) using the seek() method. Similarly, the tell() method returns our current position (in number of bytes).

>>> f.tell() # get the current file position

56

>>> f.seek(0) # bring file cursor to initial position

0

>>> print(f.read()) # read the entire file

This is my first file

This file

contains three lines

We can read a file line-by-line using a [for loop](https://www.programiz.com/python-programming/for-loop). This is both efficient and fast.

>>> for line in f:

... print(line, end = '')

...

This is my first file

This file

contains three lines

In this program, the lines in the file itself include a newline character \n. So, we use the end parameter of the print() function to avoid two newlines when printing.

Alternatively, we can use the readline() method to read individual lines of a file. This method reads a file till the newline, including the newline character.

>>> f.readline()

'This is my first file\n'

>>> f.readline()

'This file\n'

>>> f.readline()

'contains three lines\n'

>>> f.readline()

''

Lastly, the readlines() method returns a list of remaining lines of the entire file. All these reading methods return empty values when the end of file (EOF) is reached.

>>> f.readlines()

['This is my first file\n', 'This file\n', 'contains three lines\n']

**Python File Methods**

There are various methods available with the file object. Some of them have been used in the above examples.

Here is the complete list of methods in text mode with a brief description:

|  |  |
| --- | --- |
| Method | Description |
| close() | Closes an opened file. It has no effect if the file is already closed. |
| detach() | Separates the underlying binary buffer from the TextIOBase and returns it. |
| fileno() | Returns an integer number (file descriptor) of the file. |
| flush() | Flushes the write buffer of the file stream. |
| isatty() | Returns True if the file stream is interactive. |
| read(n) | Reads at most n characters from the file. Reads till end of file if it is negative or None. |
| readable() | Returns True if the file stream can be read from. |
| readline(n=-1) | Reads and returns one line from the file. Reads in at most n bytes if specified. |
| readlines(n=-1) | Reads and returns a list of lines from the file. Reads in at most n bytes/characters if specified. |
| seek(offset,from=SEEK\_SET) | Changes the file position to offset bytes, in reference to from (start, current, end). |
| seekable() | Returns True if the file stream supports random access. |
| tell() | Returns the current file location. |
| truncate(size=None) | Resizes the file stream to size bytes. If size is not specified, resizes to current location. |
| writable() | Returns True if the file stream can be written to. |
| write(s) | Writes the string s to the file and returns the number of characters written. |
| writelines(lines) | Writes a list of lines to the file. |
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Sending Email using Python:-

Simple Mail Transfer Protocol (SMTP) is a protocol, which handles sending e-mail and routing e-mail between mail servers.

Python provides **smtplib** module, which defines an SMTP client session object that can be used to send mail to any Internet machine with an SMTP or ESMTP listener daemon.

Here is a simple syntax to create one SMTP object, which can later be used to send an e-mail −

import smtplib

smtpObj = smtplib.SMTP( [host [, port [, local\_hostname]]] )

Here is the detail of the parameters −

* **host** − This is the host running your SMTP server. You can specify IP address of the host or a domain name like tutorialspoint.com. This is optional argument.
* **port** − If you are providing *host* argument, then you need to specify a port, where SMTP server is listening. Usually this port would be 25.
* **local\_hostname** − If your SMTP server is running on your local machine, then you can specify just *localhost* as of this option.

An SMTP object has an instance method called **sendmail**, which is typically used to do the work of mailing a message. It takes three parameters −

* The *sender* − A string with the address of the sender.
* The *receivers* − A list of strings, one for each recipient.
* The *message* − A message as a string formatted as specified in the various RFCs.

## Example

Here is a simple way to send one e-mail using Python script. Try it once −

#!/usr/bin/python

import smtplib

sender = 'from@fromdomain.com'

receivers = ['to@todomain.com']

message = """From: From Person <from@fromdomain.com>

To: To Person <to@todomain.com>

Subject: SMTP e-mail test

This is a test e-mail message.

"""

try:

smtpObj = smtplib.SMTP('localhost')

smtpObj.sendmail(sender, receivers, message)

print "Successfully sent email"

except SMTPException:

print "Error: unable to send email"

Here, you have placed a basic e-mail in message, using a triple quote, taking care to format the headers correctly. An e-mail requires a **From**, **To**, and **Subject** header, separated from the body of the e-mail with a blank line.

To send the mail you use *smtpObj* to connect to the SMTP server on the local machine and then use the *sendmail* method along with the message, the from address, and the destination address as parameters (even though the from and to addresses are within the e-mail itself, these aren't always used to route mail).

If you are not running an SMTP server on your local machine, you can use *smtplib* client to communicate with a remote SMTP server. Unless you are using a webmail service (such as Hotmail or Yahoo! Mail), your e-mail provider must have provided you with outgoing mail server details that you can supply them, as follows −

smtplib.SMTP('mail.your-domain.com', 25)

## Sending an HTML e-mail using Python

When you send a text message using Python, then all the content are treated as simple text. Even if you include HTML tags in a text message, it is displayed as simple text and HTML tags will not be formatted according to HTML syntax. But Python provides option to send an HTML message as actual HTML message.

While sending an e-mail message, you can specify a Mime version, content type and character set to send an HTML e-mail.

### **Example**

Following is the example to send HTML content as an e-mail. Try it once −

#!/usr/bin/python

import smtplib

message = """From: From Person <from@fromdomain.com>

To: To Person <to@todomain.com>

MIME-Version: 1.0

Content-type: text/html

Subject: SMTP HTML e-mail test

This is an e-mail message to be sent in HTML format

<b>This is HTML message.</b>

<h1>This is headline.</h1>

"""

try:

smtpObj = smtplib.SMTP('localhost')

smtpObj.sendmail(sender, receivers, message)

print "Successfully sent email"

except SMTPException:

print "Error: unable to send email"

## Sending Attachments as an E-mail

To send an e-mail with mixed content requires to set **Content-type** header to **multipart/mixed**. Then, text and attachment sections can be specified within **boundaries**.

A boundary is started with two hyphens followed by a unique number, which cannot appear in the message part of the e-mail. A final boundary denoting the e-mail's final section must also end with two hyphens.

Attached files should be encoded with the **pack("m")** function to have base64 encoding before transmission.

### **Example**

Following is the example, which sends a file **/tmp/test.txt** as an attachment. Try it once −

#!/usr/bin/python

import smtplib

import base64

filename = "/tmp/test.txt"

# Read a file and encode it into base64 format

fo = open(filename, "rb")

filecontent = fo.read()

encodedcontent = base64.b64encode(filecontent) # base64

sender = 'webmaster@tutorialpoint.com'

reciever = 'amrood.admin@gmail.com'

marker = "AUNIQUEMARKER"

body ="""

This is a test email to send an attachement.

"""

# Define the main headers.

part1 = """From: From Person <me@fromdomain.net>

To: To Person <amrood.admin@gmail.com>

Subject: Sending Attachement

MIME-Version: 1.0

Content-Type: multipart/mixed; boundary=%s

--%s

""" % (marker, marker)

# Define the message action

part2 = """Content-Type: text/plain

Content-Transfer-Encoding:8bit

%s

--%s

""" % (body,marker)

# Define the attachment section

part3 = """Content-Type: multipart/mixed; name=\"%s\"

Content-Transfer-Encoding:base64

Content-Disposition: attachment; filename=%s

%s

--%s--

""" %(filename, filename, encodedcontent, marker)

message = part1 + part2 + part3

try:

smtpObj = smtplib.SMTP('localhost')

smtpObj.sendmail(sender, reciever, message)

print "Successfully sent email"

except Exception:

print "Error: unable to send email"

# **Python - Multithreaded Programming**

Running several threads is similar to running several different programs concurrently, but with the following benefits −

* Multiple threads within a process share the same data space with the main thread and can therefore share information or communicate with each other more easily than if they were separate processes.
* Threads sometimes called light-weight processes and they do not require much memory overhead; they are cheaper than processes.

A thread has a beginning, an execution sequence, and a conclusion. It has an instruction pointer that keeps track of where within its context it is currently running.

* It can be pre-empted (interrupted)
* It can temporarily be put on hold (also known as sleeping) while other threads are running - this is called yielding.

## Starting a New Thread

To spawn another thread, you need to call following method available in *thread* module −

thread.start\_new\_thread ( function, args[, kwargs] )

This method call enables a fast and efficient way to create new threads in both Linux and Windows.

The method call returns immediately and the child thread starts and calls function with the passed list of *args*. When function returns, the thread terminates.

Here, *args* is a tuple of arguments; use an empty tuple to call function without passing any arguments. *kwargs*is an optional dictionary of keyword arguments.

### **Example**

#!/usr/bin/python

import time

import \_thread as thread # In Python 3, \_thread is renamed to \_thread

# Define a function for the thread

def print\_time(threadName, delay):

count = 0

while count < 5:

time.sleep(delay)

count += 1

print("%s: %s" % (threadName, time.ctime(time.time())))

# Create two threads as follows

try:

thread.start\_new\_thread(print\_time, ("Thread-1", 2, ))

thread.start\_new\_thread(print\_time, ("Thread-2", 4, ))

except:

print("Error: unable to start thread")

while True:

pass

When the above code is executed, it produces the following result −

Thread-1: Thu Jan 22 15:42:17 2009

Thread-1: Thu Jan 22 15:42:19 2009

Thread-2: Thu Jan 22 15:42:19 2009

Thread-1: Thu Jan 22 15:42:21 2009

Thread-2: Thu Jan 22 15:42:23 2009

Thread-1: Thu Jan 22 15:42:23 2009

Thread-1: Thu Jan 22 15:42:25 2009

Thread-2: Thu Jan 22 15:42:27 2009

Thread-2: Thu Jan 22 15:42:31 2009

Thread-2: Thu Jan 22 15:42:35 2009

Although it is very effective for low-level threading, but the *thread* module is very limited compared to the newer threading module.

## The *Threading* Module

The newer threading module included with Python 2.4 provides much more powerful, high-level support for threads than the thread module discussed in the previous section.

The *threading* module exposes all the methods of the *thread* module and provides some additional methods −

* **threading.activeCount()** − Returns the number of thread objects that are active.
* **threading.currentThread()** − Returns the number of thread objects in the caller's thread control.
* **threading.enumerate()** − Returns a list of all thread objects that are currently active.

In addition to the methods, the threading module has the *Thread* class that implements threading. The methods provided by the *Thread* class are as follows −

* **run()** − The run() method is the entry point for a thread.
* **start()** − The start() method starts a thread by calling the run method.
* **join([time])** − The join() waits for threads to terminate.
* **isAlive()** − The isAlive() method checks whether a thread is still executing.
* **getName()** − The getName() method returns the name of a thread.
* **setName()** − The setName() method sets the name of a thread.

## Creating Thread Using *Threading* Module

To implement a new thread using the threading module, you have to do the following −

* Define a new subclass of the *Thread* class.
* Override the *\_\_init\_\_(self [,args])* method to add additional arguments.
* Then, override the run(self [,args]) method to implement what the thread should do when started.

Once you have created the new *Thread* subclass, you can create an instance of it and then start a new thread by invoking the *start()*, which in turn calls *run()* method.

### **Example**

#!/usr/bin/python

import threading

import time

exitFlag = 0

class myThread (threading.Thread):

def \_\_init\_\_(self, threadID, name, counter):

threading.Thread.\_\_init\_\_(self)

self.threadID = threadID

self.name = name

self.counter = counter

def run(self):

print("Starting " + self.name)

print\_time(self.name, 5, self.counter)

print("Exiting " + self.name)

def print\_time(threadName, counter, delay):

while counter:

if exitFlag:

threadName.exit()

time.sleep(delay)

print("%s: %s" % (threadName, time.ctime(time.time())))

counter -= 1

# Create new threads

thread1 = myThread(1, "Thread-1", 1)

thread2 = myThread(2, "Thread-2", 2)

# Start new Threads

thread1.start()

thread2.start()

print("Exiting Main Thread")

When the above code is executed, it produces the following result −

Starting Thread-1

Starting Thread-2

Exiting Main Thread

Thread-1: Thu Mar 21 09:10:03 2013

Thread-1: Thu Mar 21 09:10:04 2013

Thread-2: Thu Mar 21 09:10:04 2013

Thread-1: Thu Mar 21 09:10:05 2013

Thread-1: Thu Mar 21 09:10:06 2013

Thread-2: Thu Mar 21 09:10:06 2013

Thread-1: Thu Mar 21 09:10:07 2013

Exiting Thread-1

Thread-2: Thu Mar 21 09:10:08 2013

Thread-2: Thu Mar 21 09:10:10 2013

Thread-2: Thu Mar 21 09:10:12 2013

Exiting Thread-2

## Synchronizing Threads

The threading module provided with Python includes a simple-to-implement locking mechanism that allows you to synchronize threads. A new lock is created by calling the *Lock()* method, which returns the new lock.

The *acquire(blocking)* method of the new lock object is used to force threads to run synchronously. The optional *blocking* parameter enables you to control whether the thread waits to acquire the lock.

If *blocking* is set to 0, the thread returns immediately with a 0 value if the lock cannot be acquired and with a 1 if the lock was acquired. If blocking is set to 1, the thread blocks and wait for the lock to be released.

The *release()* method of the new lock object is used to release the lock when it is no longer required.

### **Example**

#!/usr/bin/python

import threading

import time

class myThread (threading.Thread):

def \_\_init\_\_(self, threadID, name, counter):

threading.Thread.\_\_init\_\_(self)

self.threadID = threadID

self.name = name

self.counter = counter

def run(self):

print("Starting " + self.name)

# Get lock to synchronize threads

threadLock.acquire()

print\_time(self.name, self.counter, 3)

# Free lock to release next thread

threadLock.release()

def print\_time(threadName, delay, counter):

while counter:

time.sleep(delay)

print("%s: %s" % (threadName, time.ctime(time.time())))

counter -= 1

threadLock = threading.Lock()

threads = []

# Create new threads

thread1 = myThread(1, "Thread-1", 1)

thread2 = myThread(2, "Thread-2", 2)

# Start new Threads

thread1.start()

thread2.start()

# Add threads to thread list

threads.append(thread1)

threads.append(thread2)

# Wait for all threads to complete

for t in threads:

t.join()

print("Exiting Main Thread")

When the above code is executed, it produces the following result −

Starting Thread-1

Starting Thread-2

Thread-1: Thu Mar 21 09:11:28 2013

Thread-1: Thu Mar 21 09:11:29 2013

Thread-1: Thu Mar 21 09:11:30 2013

Thread-2: Thu Mar 21 09:11:32 2013

Thread-2: Thu Mar 21 09:11:34 2013

Thread-2: Thu Mar 21 09:11:36 2013

Exiting Main Thread

## Multithreaded Priority Queue

The *Queue* module allows you to create a new queue object that can hold a specific number of items. There are following methods to control the Queue −

* **get()** − The get() removes and returns an item from the queue.
* **put()** − The put adds item to a queue.
* **qsize()** − The qsize() returns the number of items that are currently in the queue.
* **empty()** − The empty( ) returns True if queue is empty; otherwise, False.
* **full()** − the full() returns True if queue is full; otherwise, False.

### **Example**

#!/usr/bin/python

import threading

import time

exitFlag = 0

class myThread (threading.Thread):

def \_\_init\_\_(self, threadID, name, counter):

threading.Thread.\_\_init\_\_(self)

self.threadID = threadID

self.name = name

self.counter = counter

def run(self):

print("Starting " + self.name)

print\_time(self.name, 5, self.counter)

print("Exiting " + self.name)

def print\_time(threadName, counter, delay):

while counter:

if exitFlag:

threadName.exit()

time.sleep(delay)

print("%s: %s" % (threadName, time.ctime(time.time())))

counter -= 1

# Create new threads

thread1 = myThread(1, "Thread-1", 1)

thread2 = myThread(2, "Thread-2", 2)

# Start new Threads

thread1.start()

thread2.start()

print("Exiting Main Thread")

When the above code is executed, it produces the following result −

Starting Thread-1

Starting Thread-2

Starting Thread-3

Thread-1 processing One

Thread-2 processing Two

Thread-3 processing Three

Thread-1 processing Four

Thread-2 processing Five

Exiting Thread-3

Exiting Thread-1

Exiting Thread-2

Exiting Main Thread

## What Is Itertools and Why Should You Use It?

According to the [itertools docs](https://docs.python.org/3/library/itertools.html), it is a “module [that] implements a number of iterator building blocks inspired by constructs from APL, Haskell, and SML… Together, they form an ‘iterator algebra’ making it possible to construct specialized tools succinctly and efficiently in pure Python.”

Loosely speaking, this means that the functions in itertools “operate” on iterators to produce more complex iterators. Consider, for example, the [built-in zip() function](https://docs.python.org/3/library/functions.html#zip), which takes any number of iterables as arguments and returns an iterator over tuples of their corresponding elements:

>>>

>>> list(zip([1, 2, 3], ['a', 'b', 'c']))

[(1, 'a'), (2, 'b'), (3, 'c')]

The arguments that are given after the name of the program in the command line shell of the operating system are known as [Command Line Arguments](https://www.geeksforgeeks.org/command-line-arguments-in-python/). Python provides various ways of dealing with these types of arguments. One of them is sys module.

## sys Module

A [module](https://www.geeksforgeeks.org/python-modules/) is a file containing Python definitions and statements. The sys module provides functions and variables used to manipulate different parts of the Python runtime environment. This module provides access to some variables used or maintained by the interpreter and to functions that interact strongly with the interpreter.

#### sys.argv

sys.argv is used in python to retrieve command line arguments at runtime. For a program to be able to use it, it has to be imported from the “sys” module. The arguments so obtained are in the form of an array named sys.argv.

**Note:** sys.argv[0] gives the name of the program and the following indices work like members of an array.

**Approach:**  
The name of the program is “cmdlist.py”.

Python CMD Line Argument: -

1. **Working with command line:** Consider the below code written in cmdlis.py

|  |
| --- |
| import sys      print("the name of the program is ", sys.argv[0])  print("argument list :", sys.argv) |

1. **Output:**
2. ![python-command-line](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYQAAABKCAAAAACeQ3x/AAAAIGNIUk0AAHomAACAhAAA+gAAAIDoAAB1MAAA6mAAADqYAAAXcJy6UTwAAAACYktHRAD/h4/MvwAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAAd0SU1FB+QBEwspH/vWXwoAAAT/SURBVHja7VoLjusgDOT+p/LR3uptA2N7DKab9BN5pFU3xP8BQ5q2VigUCoVCoVAoFAoO8gM2+vuXtzKXBydKTLj7Jivni/tL/UhlxLNv4aFnrcrsuruCYeHDS49LeUMCXgUs0JyYQRrREyV8qAQkZO3ZmusRWqcH+21MhInwxOUGCfoyUlzPR37nD/PYkJDxRsTmJFBTOEHFRKKWp/TVasepvBi9Fuh1RSL/qwMGDzNadcweLc/jMdVS9pEEn7cyYP3O2NogQY+M2ui/w/vwreUj3cGemXC9eMwPJXnuaNwTarc5VSVnpof2a8vEDC9LTPaEYJdwznHGGMdWXmwxdRVNwyAzuDv0XDVXrZgETq7Je0VC2N7SJCRqbvcEa7+ZWtris3iYPiFBFRHPBofUYiXES/ZMElzUmyREs5waw2VCgvcrw7EQTkxavEmhrCFux7Pj2tjJ7egIX5jfoMSRX8cCYQbbgfrs0kpNFUUnBV2skzXYaxL70ZMD74O7BuawSMofSx7NPORUfPjZhl0Vj/IL4Uyuabm/DnHLfW1y7/L7CfCLXy+UV8dxi4ldAJxHKLd04YTZtWw2t49oJyeHoo+b59unHp9SCEi4LM5ECieScKn980LkEb0jzn6EGudrd6KS1uBIZ8+qIEiSWNs/TpPmfj/q6vHwyBftkCxuJCHKz8Tnz7jnstCDVed7uG0fQmdytkYr+6AIR3X7kCTOv/UQ1eiZh7LIwCtIOBIWSkJ/djmSCeW27CN7jZMAD1ExCVGBwP2UhLBtvoeEeQyYDJNbk9BiByxnP85JCEqUJiEi81Uk4HqM20yuHbEkZvYjEnpfS5JwZjsam5IN6CIODmcyoqU1wnbB5FqvmWdhZn+0mV6aft+OK/9KX+IaIZfQ9pSec6RIEMXWLTHp5R+R9AjiI8K5KMeQhY9IWmBBvDuWwlfg6dY55los8Df7i3FJycGesSd37YYeZWV8riJY1zY4Um7aX/mdy409al/uOhK85eh04gaECqRJyHhNCNhefw4JWiMZIhwt3VEUT3B4BO2frJpmJ/NyAQlm9Sq/krf/P3SBqq27kfYf19Yfj5NyqZUwHlJExc4ecsKHssnDT8K7utp9uGqBgY3sM0gK+i0gtxKkkRVgi3E80+RISHQZGiKoTUkI7V9GQr6zs5CWCljU2Upg8rx+pFggJlTNKc9JiOxfRcLG7vpnEo6VkWlHsx02lluTsNuO+iZhEpr7jUsmgVTGHuM+1Y6OdqOUoD21Y4dWTnyOgjs57KeyCkD8Jfpt1i6130kQxdayaDmysnKOez+wRnoVfyqik+HZrf/SIj1B3CdBYEG8O5ZCoVAoFAqFQqFQKBQKhUKhcA/w7xt3v9JeyUvwFbNI+P392uFtYKonfDhWz8rbd0ZwFb6iUh5ig18PfI3V/20bJGTlo5eakeL6hwL3YQEnqMCAe1XbXzuKHafyYvRaoAcvlZ388dpV2x2d6jYsRD+aIL+6aFgFfNeM8pHuYA9pa1Ds4IcEnuTMKvkukDzcrxl+B81ScL8LgJUgXt+xZtgD+607bG1Kwl04cHsCJoy5qpvmv2jVqFp5ElRR8WxwSC1Wwm04MP1ijM3akVIbF6pGVM8WL2hF1hC3cyMO+HPCKCrZmMWrQVEe7Yps1IMsOH5K7EdPDryv3QnLoHAlyE+rioQXwxa8SCgUCoVCoVAoFE7HP6dMVsgQ+TEgAAAAAElFTkSuQmCC)
3. **Calling a list using the command line**

|  |
| --- |
| import sys      print ("the name of the program is ", sys.argv[0])    a = sys.argv[1]  print (a) |

1. **Output:**
2. ![python-command-line](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaQAAABKCAAAAADRHn+vAAAAIGNIUk0AAHomAACAhAAA+gAAAIDoAAB1MAAA6mAAADqYAAAXcJy6UTwAAAACYktHRAD/h4/MvwAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAAd0SU1FB+QBEwspIqO+ExsAAARmSURBVHja7VuLkqMwDMv/f5U/7W6uSyLbcgI9aNlWmtnZEuJHpMQQSlsTBEEQBEEQBEEQBEEQBOGmsL9grY+//V7m/SGI62Y8fLNV8MX5pX1lMvI57qGP6PGBNxfHPSAjJLBrvLlOaW//IBIeFSqFCLVDmtETFG/kcg97/XHzyA/hq54dP7OnjYlUOlmmtFMkf1gZruczP/Mf6yCItCda2TEvnOyiWlrFEvvpFDJ1y996NYjttL8Fu1bYdUPS/2EDDjc33nTMLt+f5xM4cf5RpDxu5yDGzYzyolUeQ0WZiORbBnf+b8tu5Ob7V7ZD3TBhO7ksDp0E80DjnFG/LZm6fpFlFzfSxBzvptqS1QGReHI440Jisb9FskMWPheyAnrArGVLbNYicfEzlVORSuYOizRfWQZLdXlNivFb4DqKw/Jl9kQkRzIkFstjJVK95M8UKWX9pEjValhb+tEj/bNy5znvB+XEpuROiIyOuJ+sXiqTJ5e7LX1jcUuqLQ2fHc9FSkH+tWG5cf9hTeLkR9L8oKFKdjFHWs3qOH7y4HkI18CdJwHitSwStm/9XH74H8h2+VBSvTnk446z38TwL0Zd6l87tr1xV5em368IGzObt6+ff++KK9wd500I7unCCXfUcyz9v2EpnJyqv50+3z+N+JRBda98VZ4nDPFEkS71f16KPKMb5Qk5pf1FulO11twNYrE9oJu+tf/tbjmc77fyvt3dwfu4Fek5bwM5qvGF/PI9/GtV6oPZiGSbPvg87Rc5XPkHQ9iqxE2kpfgxQsXhM5vWysEdRNoIMSqSbZu0bbBlv0P+Ud3GRYJNZi1SRSCEn4pUluV7ijTPEQfL+q1FanUAxklu5yIVFO4WqRL7LiLheq/L2L5yxwY581+J1OvmTpHOLHfjohgTepNGWzI2RkM5xHLE+rXOaVZp5n+UsU5dPx/bXXxnbzWHqDWUVWeXAjmRzKn5lZhcS25BykjiFum8iYNSpVuQYrCg3p2LcG+MYsybi+M2boc0xy4HvyyWd2/YRC2FC8DXA7twV0tLIl2OmuqpSLAxlUiXo6S6qm79pER6GWYPreoW2zaBTSK9AIVIhPnZYznhUuTnjNawnPFjZilcBv8IC561ueP8bKt+WidcjdWlSYoIgiAIgiAIgiAIgiAIgiAIgnAm+PdBR1/zXfWHIOFdCf511PJLqq/6yiSwa7y5Nt/bP4iER9PfrDRbOvx44E8O+sd2QKS9/atXKGa/WSF2tccPBk5wg4b0s5zxZXlsp/0t2LXCrhuS/g8b/y39oynm/uGoXtwiPx5ryBK+mIL9K9uhLsraQAwWp7FJ8H1vwFRvbjlSWnMzOpSo2N8i2b1XXkNsxbQesLWpSN+iUbomISHIRXqPi1xW6ArKS827gpXk/K5X0tdoFOrRaJuVO2c2DhyH1C6SW5S66Ij7+SKN+D7J2IXcv2XnzB5ntnYkFm84uphwe211HD958DyEE+4IiXN/sHUvCIIgfAT+AB7y4Srtu5GTAAAAAElFTkSuQmCC)
3. **Working with the list called by command line.**  
   sys.argv is a string array. Thus, any argument passed to it is a string so in order to properly put in use we have to convert it to an appropriate list form.
   * **Program to take list as command line argument and convert it to a proper list form**

|  |
| --- |
| import sys      print("the name of the program is ", sys.argv[0])    n = len(sys.argv[1])  a = sys.argv[1][1:n-1]  a = a.split(', ')    for i in a:      print(i) |

* + **Output:**  
    ![python-command-line-argument](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAakAAABrBAMAAAA/VWBjAAAAIGNIUk0AAHomAACAhAAA+gAAAIDoAAB1MAAA6mAAADqYAAAXcJy6UTwAAAAPUExURdCCYLFvUgAAAMDAwP////x2HW4AAAABYktHRASPaNlRAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAAB3RJTUUH5AETCykpNGzKkwAAA6lJREFUeNrtnAt23CAMRdMdtDvogR1I+99bDZJAwvbUn2AHHZSm4wEh6/Lzmzbh61fwZ3+/JtUoNqnGsUk1jk2qcWxSjWOJCrG8xYCbbm05wvJXBLpGsOXKYvO+ra+OuPyBdQPTeMkhijuY15Sh4lioIlAo2KHaKo9MRS9oy3ViaAPtJ41UKQ6w7SLxJJ+SV1SVmQpTqIUZd6i2yuXmmK9rrjox47hVt0W1bmZcsKGqmGuqkKdGipS806imbwS+VuXIdVHVJapYypcaZF/uv/RayqHGoS5O16mMqMq9OX1p245VaKhovqyopC/U1+IJSIXcN6oOo+BSxrVN7QUozPwVcjvxlT7HSGUymNRWxkxaNlRlskCJs0OlIlL/cTwpRyz1uYazqOMQ7NgCXRkqaKnCikrP1F2qZswwD/7WupKxIIq6I9gRxEIidZRp4PJmrNj3DJWQfaKq605jrvZA3qrtDJSRpXVj6+TWOk8ZF+XDMzTImoKjMxB5rVNbkzjnol/XVGqfr6seKRg/Dyg7XhO0kyTSXAmo23AP0XuZlXzH0g4KFV2nMopH30CZcgy9z+VdRHYTvk/2lYQrVSers8hMmfMxmrYm7nbojlRYu1jLl9MxLrT1qwPDB32m7YPe+2h7s++I9rtOdTBw0XtnE9l1PqD9LlN91mfr5I76/98OaL/LVFqf5XspLaYVfxEprf8yk4pmRNJZWsvJrl+yP6P9LlNpfUY9KKrUlhVF2vjzk1drQZD20kBr/lPa7x4Vazm5a9Z8sSkrd7X+pNmVwqUnqqHSOZ7SfvepdF+W/qxlK6qgs6jtyrWi0lintN8NqqrP1lRbY2X9NZWoJLw0Aze032Uqrc8KAXLu5tOdpGX982wrmlGuRb3neljtFke133Wqm2bXzK1sarx72/w3UOnJosfkTrx7E9CxDoxvJ9GF6v5S+GmWFdPbSfSg8jlWk2oQm1TjGH9qdGZ+tYU/c0v1HTr7h1n+nx6Pu4VPqpufpn+i5c9X8HYWPajcDZX8e6Azc7tbTB04iE2qcWzqwHHMr2LySeVyXTkdK5dUPvdAn8+rt1OYVJPK425Bv2Phyprf6XFi/HNMzsztUxjR3WPY7x7ok8qfEHSsLdzZpBrHJtU4NqnGsUk1jk2qcWxSjWN+qR48N+Y5qsfOjXmU6qlzY56mCl3PjXmRKoRu58a8TNXp3Ji3qPqeG/MOVe9zY96h6n1uDD7/A4gPnBvji6qeG/MG1R9/9vsf8hgPbi/mxncAAAAASUVORK5CYII=)
  + **Program to find the sum of all the members of the list**  
    Also, keep in find to change the members to the required data type if not string.

|  |
| --- |
| import sys      print ("the name of the program is", sys.argv[0])    n=len(sys.argv[1])  a=sys.argv[1][1:n-1]  a=a.split(',')    A = [int(i) for i in a]    b = 0    for i in A:      b += i  print("sum of all the list members is ", b) |

* + **Output:**
  + ![python-command-line](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcYAAABKBAMAAADTSekNAAAAIGNIUk0AAHomAACAhAAA+gAAAIDoAAB1MAAA6mAAADqYAAAXcJy6UTwAAAAPUExURdCCYLFvUgAAAMDAwP////x2HW4AAAABYktHRASPaNlRAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAAB3RJTUUH5AETCyksRAY+HAAABAVJREFUeNrtmgt24yAMRbOFaXcAO0D739sEJCEJQ4InYOcwqKe1zVeXn58pj8ePW90em3EJ24xr2GZcwzbjGrYZ17D/hNFD4CcffKilKsM9xL9A91CEKyueD/GSMLhUTjNBzPz0gdzgOnPdT/8Ux4ERsGDfYKyGE6NPFxUHlEEaxxbURIgJFaNvJKHy2B/xC4KtzDL+hugsUBEVxtBipFJBeX7oCnDtuBrjMZtOwl0l/jD0W0YcREB5Y/9DxOZ7CfcU51RcYszhzxjAcecDUOvEZw5X5SSWdB/DkDHXDdRPmLfsR7mhK/j3jNxOQX6iV+lK4c7puMDwyCV5grSJtAD9xCElaR2XiGHcYJSX+xPqjDyQOKqTUZWPbRsgzzvsx5DrTzE0+HIfOWf7nRrBMLqCMf5aRjOmW4xFfz7rh575yK2KTFyPhItvoBiRAUvnMawZwZ1m5KJfMeb5qqHbjGldpZeBHat5bgPOLxMHuRGgCAd1T2M5rQnA7dEzVtMCI3k1hqc06vqWUd4rXtYOKhrotZJcIF9SXOJOhXuTh9oLn3n8BloUOZ+si+k+hgUsD39xnnmQvDggQ5oTntYkrsfTJHn1fnSTDPQVPigDKmGVa9PmMeYhBi8kSEcZ/5r3CsbvMWT0PUNJJepKn62VuEOjjmJ8qSO1Szz3z7rVStyhUUcx9jalnuNDmr5Dow5i/FU6MtWsNaP+hsnyqUgf4prO+jWAF00aJK9mOaFRBzH+KB2JdbA2tWGio216eu9rzQqcnzPo75ZTGnUoI2lOZkzaNBRh2QeTHj1SWhvf54ZRe3xKo45mDLqdua0l7MAY8jOw7tMa0DAql09p1GGMoiOPjGr8Zh9ses3I+q1k7BurFY06ilHpSOEJRKK/ZblTbfo0LrO29XRP+TEeDmtOr0YdxfhpEWauDfDtE307idEMK/jctzEadSzj91uD0dv5o/vHaNU3erOua8vAQHPwYka9Z1pqysPe4gu92cOI22IThXmLscHxbv+0i7FAhLTvN5eR92qMvmQf1TvaHbVqVW/y/iprUr1Xm8u3wuepUacy/qp3PlaptGn5/VNq1Yre5Pd7Ko+1Au/VUh7zjkmMYXI/Wl1iNQ1UGJVWrehN1rmZ0ezVOkmvGWEyo4Mmo9WUijH3wlFvss6VfuTsjQ9QlHCXj9U2Y6FVS73pWmPV/I+pMlYnr6v8bSv6UnSG1pTJn4NWtXrT8c45alL83jV7tQf9Kt/LExnnFf4lthnXsM24hm3GNWwzrmGbcQ3bjGvYZlzDrj2/ehvjVedXb2S87PzqvYxTz6/eTXjJ+dXb7YLzq7fbBedXb7cLzq/ebhecX73dLji/ervNP796vz0ef5a3x7Yl7C/08Mbt1MN9igAAAABJRU5ErkJggg==)

1. **Working with multiple list retrieved through command line.**

|  |
| --- |
| import sys      print ("the name of the program is ", sys.argv[0])    n = len(sys.argv[1])  a = sys.argv[1][1:n-1]  a = a.split(', ')    A = [int(i) for i in a]  b = 0    for i in A:      b += i  print("sum of all the list members is ", b)    n = len(sys.argv[2])  c = sys.argv[2][1:n-1]  c = c.split(', ')    d = ""    for i in c:      d = d+i    print ("sum of all the list members is ", d) |

1. **Output:**  
   ![python-command-line](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhYAAABVBAMAAADnOrALAAAAIGNIUk0AAHomAACAhAAA+gAAAIDoAAB1MAAA6mAAADqYAAAXcJy6UTwAAAAPUExURQAAAMDAwLFvUtCCYP///8airdcAAAABYktHRASPaNlRAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAAB3RJTUUH5AETCy00MwZjTgAABIBJREFUeNrtWwu2pCoMhB2QLbwtzP73Ng1JSIFg6+tR8ZxUn268/ExKwBReQ3A4HA6Hw+FwOByOhxAp1cMU07BKlx8p/5IcU5cP6P7elFvFFEo/0wpip5ih56zn/tinfnxStfdjG6GL1dVsCPgN9nL9CRfDfOEilgTKSBoYiW1HU1dzReAiTqpIf9XXahdhoeWLifW8NYXOECm3IDnVgIs040J6I/Bwc2kpzMtGXGybYZV6fas96v+UizBKY/Z5zAWPGZJz5GFFmR49tvwoZQHKChc1/1NCPN5jImEx/6350E+xrRznPOainpvkunPbflzYgfrcDBrkYsjJLhfQh36y9SWtfWNZUpLYf2uTjDtjSj55KFvdoD1ynhIrbdV2GnOhTmlRx4VwGWp6kguwg69Vorou8LhI1c5SIoO+XvMQ2nEk52u4CB0X+dty0cylGRfd+OA1cndcREx3uCDmV20kXQfkB0eL2Fy5YF+5V507yAWF01xo13tc1PUEydldLwjTKRekXJiddXwkXR2pmz/VYMJWbDkcyxwqaxspb0fmSBno1hbdjVIH0iEX3D5CP5BO7iN2n422BooJcntmn8TmUlb4KUbEpo2ei3iuks5ZsZ2MV5nPMrIS98dfvf9bW7GzzMUoa6ueJ8rk7OMLrkejdBpfXIVmvaIf+qBB3iDdPf+B+hcCY73/ewl+aev4HfHIuIFKh+pXTAfxdw1yOxEHzVHdcbT+Vy4OaJC7cfTS0Mn6X3FAg9zOhemEYiFqAtTGNezt6qd8r1N9kiia5kjWFn0+oUFu5yJY7BAstrcYSGKiyktbX+Ir1CSk7bUB6txTGuQRLkRTKBdFe6Qub1yfLQfNxXFTwwV6dkqDPMVFUlv1k5q8DRepsT30sXvDBbh2SoPczoXphC0XMG9oXB+50Li75+LYHBlokLsBOsH8TuIx7rmkYf0yH6p2iXIs7bmcNmvnUQ3yNjRrwT/w4Rf98jCa4Uy/++AaZGHEdn7j9W60yBc9MdYtfWayfckVgc88es2w2fPf0RNHuODt5XUXiJm/355/HOKio4LKntwaXOheZqMfrAwJ6LXIUE/o8xHVHPispfbfBqIfDbIGFxBbsWmgPXpd3WuRgZ7QOKr0pzGZPmuRNs29t3CR1uCiixPbGJMGXIAWGegJ1TGVi+ZZS7D6yAUtwkWgKRetZgAuEvjV6QnVMTYutPlkA4RD7zW4GMyRORedFun1RJjNkeaZ+GCOLMKF7sGYfrC4DzVDsXujRVo9EfRJGmsO3pdpnrVs9Int6zgcjlfiRj0i8QxVfbpICGrm3qdH5D4T7fa82D7OnXpE7+HyffT++rAeES7SElw8rEeMswW4eFiPwLjIa0Z8NgZ9Vo80/w9HgVabI3fqEbiPGBtP4Wk9UuML/i4XXzgcDofD4XA4HA6Hw+F4Hje+z7487nqf/Q0oO2w3vM/+BmR/Lnyf/Wn3TnORES96n/1NUC7gmc8/fZ/9TZD14rL32d+Eq99nfxOufp/d8brpcSVe+Q7Ifw5F+ONQ/AUvoeIqUcHTtQAAAABJRU5ErkJggg==)

# **Assertions in Python**

An assertion is a sanity-check that you can turn on or turn off when you are done with your testing of the program.

The easiest way to think of an assertion is to liken it to a **raise-if** statement (or to be more accurate, a raise-if-not statement). An expression is tested, and if the result comes up false, an exception is raised.

Assertions are carried out by the assert statement, the newest keyword to Python, introduced in version 1.5.

Programmers often place assertions at the start of a function to check for valid input, and after a function call to check for valid output.

## The *assert* Statement

When it encounters an assert statement, Python evaluates the accompanying expression, which is hopefully true. If the expression is false, Python raises an *AssertionError exception*.

The syntax for assert is −

assert Expression[, Arguments]

If the assertion fails, Python uses ArgumentExpression as the argument for the AssertionError. AssertionError exceptions can be caught and handled like any other exception using the try-except statement, but if not handled, they will terminate the program and produce a traceback.

## Example

Here is a function that converts a temperature from degrees Kelvin to degrees Fahrenheit. Since zero degrees Kelvin is as cold as it gets, the function bails out if it sees a negative temperature −

#!/usr/bin/python

def KelvinToFahrenheit(Temperature):

assert (Temperature >= 0),"Colder than absolute zero!"

return ((Temperature-273)\*1.8)+32

print KelvinToFahrenheit(273)

print int(KelvinToFahrenheit(505.78))

print KelvinToFahrenheit(-5)

When the above code is executed, it produces the following result −

32.0

451

Traceback (most recent call last):

File "test.py", line 9, in <module>

print KelvinToFahrenheit(-5)

File "test.py", line 4, in KelvinToFahrenheit

assert (Temperature >= 0),"Colder than absolute zero!"

AssertionError: Colder than absolute zero!

**Python Lambda Functions**

In Python, an anonymous function means that a function is without a name. As we already know that the *def* keyword is used to define a normal function in Python. Similarly, the *lambda* keyword is used to define an anonymous function in Python. It has the following syntax:

**Syntax:** lambda arguments: expression

* This function can have any number of arguments but only one expression, which is evaluated and returned.
* One is free to use lambda functions wherever function objects are required.
* You need to keep in your knowledge that lambda functions are syntactically restricted to a single expression.
* It has various uses in particular fields of programming besides other types of expressions in functions.

Let’s look at this example and try to understand the **difference between a normal def defined function and lambda function**. This is a program that returns the cube of a given value:

* Python

|  |
| --- |
| # Python code to illustrate cube of a number  # showing difference between def() and lambda().  def cube(y):      return y\*y\*y    lambda\_cube = lambda y: y\*y\*y    # using the normally  # defined function  print(cube(5))    # using the lambda function  print(lambda\_cube(5)) |

**Output:**

125

125

As we can see in the above example both the cube() function and lambda\_cube() function behave the same and as intended. Let’s analyze the above example a bit more:

* **Without using Lambda:** Here, both of them return the cube of a given number. But, while using def, we needed to define a function with a name cube and needed to pass a value to it. After execution, we also needed to return the result from where the function was called using the *return* keyword.
* **Using Lambda:** Lambda definition does not include a “return” statement, it always contains an expression that is returned. We can also put a lambda definition anywhere a function is expected, and we don’t have to assign it to a variable at all. This is the simplicity of lambda functions.

Lambda functions can be used along with built-in functions like filter(), map() and reduce().

**Using lambda() Function with filter()**

The filter() function in Python takes in a function and a list as arguments. This offers an elegant way to filter out all the elements of a sequence “sequence”, for which the function returns True. Here is a small program that returns the odd numbers from an input list: 

**Example 1:**

* Python

|  |
| --- |
| # Python code to illustrate  # filter() with lambda()  li = [5, 7, 22, 97, 54, 62, 77, 23, 73, 61]    finalist = list(filter(lambda x: (x%2 != 0) , li))  print(finalist) |

**Output:**

[5, 7, 97, 77, 23, 73, 61]

**Example 2:**

* Python3

|  |
| --- |
| # Python 3 code to people above 18 yrs  ages = [13, 90, 17, 59, 21, 60, 5]    adults = list(filter(lambda age: age>18, ages))    print(adults) |

**Output:**

[90, 59, 21, 60]

**Using lambda() Function with map()**

The map() function in Python takes in a function and a list as an argument. The function is called with a lambda function and a list and a new list is returned which contains all the lambda modified items returned by that function for each item. Example: 

**Example 1:**

* Python

|  |
| --- |
| # Python code to illustrate  # map() with lambda()  # to get double of a list.  li = [5, 7, 22, 97, 54, 62, 77, 23, 73, 61]    final\_list = list(map(lambda x: x\*2, li))  print(final\_list) |

**Output:**

[10, 14, 44, 194, 108, 124, 154, 46, 146, 122]

**Example 2:**

* Python3

|  |
| --- |
| # Python program to demonstrate  # use of lambda() function  # with map() function  animals = ['dog', 'cat', 'parrot', 'rabbit']    # here we intend to change all animal names  # to upper case and return the same  uppered\_animals = list(map(lambda animal: str.upper(animal), animals))    print(uppered\_animals) |

**Output:**

['DOG', 'CAT', 'PARROT', 'RABBIT']

**Using lambda() Function with reduce()**

The reduce() function in Python takes in a function and a list as an argument. The function is called with a lambda function and an iterable and a new reduced result is returned. This performs a repetitive operation over the pairs of the iterable. The reduce() function belongs to the  ***functools***module.

**Example 1:**

* Python

|  |
| --- |
| # Python code to illustrate  # reduce() with lambda()  # to get sum of a list    from functools import reduce  li = [5, 8, 10, 20, 50, 100]  sum = reduce((lambda x, y: x + y), li)  print (sum) |

**Output:**

193

Here the results of previous two elements are added to the next element and this goes on till the end of the list like (((((5+8)+10)+20)+50)+100).

**Example 2:**

* Python3

|  |
| --- |
| # python code to demonstrate working of reduce()  # with a lambda function    # importing functools for reduce()  import functools    # initializing list  lis = [ 1 , 3, 5, 6, 2, ]    # using reduce to compute maximum element from list  print ("The maximum element of the list is : ",end="")  print (functools.reduce(lambda a,b : a if a > b else b,lis)) |

**Output:**

The maximum element of the list is : 6

# Read and Write to an excel file using Python openpyxl module

Python provides openpyxl module for operating with Excel files.

How to create Excel files, how to write, read etc. can be implemented by this module.

For installing openpyxl module, we can write this command in command prompt. Alt + F12

pip install openpyxl

## If we want to give a sheet title name

## Example code

import openpyxl

my\_wb = openpyxl.Workbook()

my\_sheet = my\_wb.active

my\_sheet\_title = my\_sheet.title

print("My sheet title: " + my\_sheet\_title)

## Output

My sheet title:Sheet

## To change Title Name

## Example code

import openpyxl

my\_wb = openpyxl.Workbook()

my\_sheet = my\_wb.active

my\_sheet.title = "My New Sheet"

print("sheet name is : " + my\_sheet.title)

## Output

sheet name is : My New Sheet

## Insert data or to write to an Excel sheet

## Example code

import openpyxl

my\_wb = openpyxl.Workbook()

my\_sheet = my\_wb.active

c1 = my\_sheet.cell(row=1, column=1)

c1.value = "Aadrika"

c2 = my\_sheet.cell(row=1, column=2)

c2.value = "Adwaita"

c3 = my\_sheet['A2']

c3.value = "Satyajit"

c4 = my\_sheet['B2']

c4.value = "Bivas"

my\_wb.save(r"C:\Users\Pragyandeep\Desktop\Book1.xlsx")

## Output
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## To add Sheets in the Workbook

## Example code

import openpyxl

my\_wb = openpyxl.Workbook()

my\_sheet = my\_wb.active

my\_wb.create\_sheet(index = 1 , title = "new sheet")

my\_wb.save("C:\Users\TP\Desktop\Book1.xlsx")

## Output
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## Display Total number of rows.

## Example code

import openpyxl

my\_path = r"C:\Users\TP\Desktop\Book1.xlsx"

my\_wb\_obj = openpyxl.load\_workbook(my\_path)

my\_sheet\_obj = my\_wb\_obj.active

print(my\_sheet\_obj.max\_row)

## Output

2

## Display a particular cell value

## Example code

import openpyxl

# Give the location of the file

My\_path = "C:\Users\TP\Desktop\Book1.xlsx"

wb\_obj = openpyxl.load\_workbook(my\_path)

my\_sheet\_obj = my\_wb\_obj.active

my\_cell\_obj = my\_sheet\_obj.cell(row = 1, column = 1)

print(my\_cell\_obj.value)

## Output

Aadrika

## Display total number of columns

## Example code

import openpyxl

# Give the location of the file

my\_path = "C:\Users\TP\Desktop\Book1.xlsx"

my\_wb\_obj = openpyxl.load\_workbook(path)

my\_sheet\_obj = my\_wb\_obj.active

print(my\_sheet\_obj.max\_column)

## Output

2

## Display all columns name

## Example code

import openpyxl

# Give the location of the file

my\_path = "C:\Users\TP\Desktop\Book1.xlsx"

# workbook object is created

my\_wb\_obj = openpyxl.load\_workbook(my\_path)

my\_sheet\_obj = my\_wb\_obj.active

my\_max\_col = my\_sheet\_obj.max\_column

for i in range(1, my\_max\_col + 1):

my\_cell\_obj = my\_sheet\_obj.cell(row = 1, column = i)

print(my\_cell\_obj.value)

## Output

Aadrika

Adwaita

## Display first column value

## Example code

import openpyxl

# Give the location of the file

my\_path = "C:\Users\TP\Desktop\Book1.xlsx"

my\_wb\_obj = openpyxl.load\_workbook(my\_path)

my\_sheet\_obj = my\_wb\_obj.active

my\_row = my\_sheet\_obj.max\_row

for i in range(1, my\_row + 1):

cell\_obj = my\_sheet\_obj.cell(row = i, column = 1)

print(cell\_obj.value)

## Output

Aadrika

Satyajit

## Print a particular row value

## Example code

import openpyxl

# Give the location of the file

my\_path = "C:\Users\TP\Desktop\Book1.xlsx"

my\_wb\_obj = openpyxl.load\_workbook(my\_path)

my\_sheet\_obj = my\_wb\_obj.active

my\_max\_col = my\_sheet\_obj.max\_column

for i in range(1, my\_max\_col + 1):

cell\_obj = my\_sheet\_obj.cell(row = 2, column = i)

print(cell\_obj.value, end = " ")

## Output

Satyajit Bivas

# **Python - Random Module**

The random module is a built-in module to generate the pseudo-random variables. It can be used perform some action randomly such as to get a random number, selecting a random elements from a list, shuffle elements randomly, etc.

## Generate Random Floats

The random.random() method returns a random float number between 0.0 to 1.0. The function doesn't need any arguments.

Example: random()

>>> import random

>>> random.random()

0.645173684807533

## Generate Random Integers

The random.randint() method returns a random integer between the specified integers.

Example: randint()

>>> import random

>>> random.randint(1, 100)

95

>>> random.randint(1, 100)

49

## Generate Random Numbers within Range

The random.randrange() method returns a randomly selected element from the range created by the start, stop and step arguments. The value of start is 0 by default. Similarly, the value of step is 1 by default.

Example:

>>> random.randrange(1, 10)

2

>>> random.randrange(1, 10, 2)

5

>>> random.randrange(0, 101, 10)

80

## Select Random Elements

The random.choice() method returns a randomly selected element from a non-empty sequence. An empty sequence as argument raises an IndexError.

Example:

>>> import random

>>> random.choice('computer')

't'

>>> random.choice([12,23,45,67,65,43])

45

>>> random.choice((12,23,45,67,65,43))

67

## Shuffle Elements Randomly

The random.shuffle() method randomly reorders the elements in a [list](https://www.tutorialsteacher.com/python/python-list).

Example:

>>> numbers=[12,23,45,67,65,43]

>>> random.shuffle(numbers)

>>> numbers

[23, 12, 43, 65, 67, 45]

>>> random.shuffle(numbers)

>>> numbers

[23, 43, 65, 45, 12, 67]

# **Python - OS Module**

It is possible to automatically perform many operating system tasks. The OS module in Python provides functions for creating and removing a directory (folder), fetching its contents, changing and identifying the current directory, etc.

You first need to import the os module to interact with the underlying operating system. So, import it using the import os statement before using its functions.

## Getting Current Working Directory

The getcwd() function confirms returns the current working directory.

Example: Get Current Working Directory

>>> import os

>>> os.getcwd()

'C:\\Python311'

## Creating a Directory

We can create a new directory using the os.mkdir() function, as shown below.

Example: Create a Physical Directory

>>> import os

>>> os.mkdir("C:\MyPythonProject")

A new directory corresponding to the path in the string argument of the function will be created. If you open the C:\ drive, then you will see the MyPythonProject folder has been created.

By default, if you don't specify the whole path in the mkdir() function, it will create the specified directory in the current working directory or drive. The following will create MyPythonProject in the C:\Python37 directory.

Example: Create a Physical Directory

>>> import os

>>> os.getcwd()

'C:\Python311'

>>> os.mkdir("MyPythonProject")

## Changing the Current Working Directory

We must first change the current working directory to a newly created one before doing any operations in it. This is done using the chdir() function. The following change current working directory to C:\MyPythonProject.

Example: Change Working Directory

>>> import os

>>> os.chdir("C:\MyPythonProject") # changing current workign directory

>>> os.getcwd()

'C:\MyPythonProject'

You can change the current working directory to a drive. The following makes the C:\ drive as the current working directory.

Example: Change Directory to Drive

>>> os.chdir("C:\\")

>>> os.getcwd()

'C:\\'

In order to set the current directory to the parent directory use ".." as the argument in the chdir() function.

Example: Change CWD to Parent

>>> os.chdir("C:\\MyPythonProject")

>>> os.getcwd()

'C:\\MyPythonProject'

>>> os.chdir("..")

>>> os.getcwd()

'C:\\'

ADVERTISEMENT

## Removing a Directory

The rmdir() function in the OS module removes the specified directory either with an absolute or relative path. Note that, for a directory to be removed, it should be empty.

Example: Remove Directory

>>> import os

>>> os.rmdir("C:\\MyPythonProject")

However, you can not remove the current working directory. To remove it, you must change the current working directory, as shown below.

Example: Remove Directory

>>> import os

>>> os.getcwd()

'C:\\MyPythonProject'

>>> os.rmdir("C:\\MyPythonProject")

PermissionError: [WinError 32] The process cannot access the file because it is being used by another process: 'd:\\MyPythonProject'

>>> os.chdir("..")

>>> os.rmdir("MyPythonProject")

Above, the MyPythonProject will not be removed because it is the current directory. We changed the current working directory to the parent directory using os.chdir("..") and then remove it using the rmdir() function.

## List Files and Sub-directories

The listdir() function returns the list of all files and directories in the specified directory.

Example: List Directories

>>> import os

>>> os.listdir("c:\python311")

['DLLs', 'Doc', 'fantasy-1.py', 'fantasy.db', 'fantasy.py', 'frame.py',

'gridexample.py', 'include', 'Lib', 'libs', 'LICENSE.txt', 'listbox.py', 'NEWS.txt',

'place.py', 'players.db', 'python.exe', 'python3.dll', 'python36.dll', 'pythonw.exe',

'sclst.py', 'Scripts', 'tcl', 'test.py', 'Tools', 'tooltip.py', 'vcruntime140.dll',

'virat.jpg', 'virat.py']

If we don't specify any directory, then list of files and directories in the current working directory will be returned.

Example: List Directories of CWD

>>> import os

>>>os.listdir()

['.config', '.dotnet', 'python']

# **Python - sys Module**

The sys module provides functions and variables used to manipulate different parts of the Python runtime environment. You will learn some of the important features of this module here.

## sys.argv

sys.argv returns a list of command line arguments passed to a Python script. The item at index 0 in this list is always the name of the script. The rest of the arguments are stored at the subsequent indices.

Here is a Python script (test.py) consuming two arguments from the command line.

test.py

import sys

print("You entered: ",sys.argv[1], sys.argv[2], sys.argv[3])

This script is executed from command line as follows:

C:\python36> python test.py Python C# Java  
You entered: Python C# Java

Above, sys.argv[1] contains the first argument 'Python', sys.argv[2] contains the second argument 'Python', and sys.argv[3] contains the third argument 'Java'. sys.argv[0] contains the script file name test.py.

## sys.exit

This causes the script to exit back to either the Python console or the command prompt. This is generally used to safely exit from the program in case of generation of an exception.

## sys.maxsize

Returns the largest integer a variable can take.

Example: sys.maxsize

>>> import sys

>>>sys.maxsize

9223372036854775807

## sys.path

This is an environment variable that is a search path for all Python modules.

Example: sys.path

>>> import sys

>>>sys.path

['', 'C:\\python36\\Lib\\idlelib', 'C:\\python36\\python36.zip',

'C:\\python36\\DLLs', 'C:\\python36\\lib', 'C:\\python36',

'C:\\Users\\acer\\AppData\\Roaming\\Python\\Python36\\site-packages',

'C:\\python36\\lib\\site-packages']

## sys.version

This attribute displays a string containing the version number of the current Python interpreter.

Example: sys.version

>>> import sys

>>>sys.version

'3.11.4 (v3.11.4:f59c0932b4, Mar 28 2024, 17:00:18) [MSC v.1900 64 bit (AMD64)]'

# **Python statistics module**

Python statistics module provides the functions to mathematical statistics of numeric data. There are some popular statistical functions defined in this module.

## mean() function

The mean() function is used to calculate the arithmetic mean of the numbers in the list.

**Example**

1. **import** statistics
2. # list of positive integer numbers
3. datasets = [5, 2, 7, 4, 2, 6, 8]
4. x = statistics.mean(datasets)
5. # Printing the mean
6. **print**("Mean is :", x)

**Output:**

Mean is : 4.857142857142857

## median() function

The median() function is used to return the middle value of the numeric data in the list.

**Example**

Skip Ad

1. **import** statistics
2. datasets = [4, -5, 6, 6, 9, 4, 5, -2]
3. # Printing median of the
4. # random data-set
5. **print**("Median of data-set is : % s "
6. % (statistics.median(datasets)))

**Output:**

Median of data-set is : 4.5

## mode() function – Maximum Occurrence

The mode() function returns the most common data that occurs in the list.

**Example**

1. **import** statistics
2. # declaring a simple data-set consisting of real valued positive integers.
3. dataset =[2, 4, 7, 7, 2, 2, 3, 6, 6, 8]
4. # Printing out the mode of given data-set
5. **print**("Calculated Mode % s" % (statistics.mode(dataset)))

**Output:**

Calculated Mode 2

## stdev() function

The stdev() function is used to calculate the standard deviation on a given sample which is available in the form of the list.

**Example**

1. **import** statistics
2. # creating a simple data - set
3. sample = [7, 8, 9, 10, 11]
4. # Prints standard deviation
5. **print**("Standard Deviation of sample is % s "
6. % (statistics.stdev(sample)))

**Output:**

Standard Deviation of sample is 1.5811388300841898

## median\_low()

The median\_low function is used to return the low median of numeric data in the list.

**Example**

1. **import** statistics
2. # simple list of a set of integers
3. set1 = [4, 6, 2, 5, 7, 7]
4. # Note: low median will always be a member of the data-set.
5. # Print low median of the data-set
6. **print**("Low median of data-set is % s "
7. % (statistics.median\_low(set1)))

**Output:**

Low median of the data-set is 5

## median\_high()

The median\_high function is used to return the high median of numeric data in the list.

**Example**

1. **import** statistics
2. # list of set of the integers
3. dataset = [2, 1, 7, 6, 1, 9]
4. **print**("High median of data-set is %s "
5. % (statistics.median\_high(dataset)))

**Output:**

High median of the data-set is 6