**Node.**

Node.js is an open-source, cross-platform runtime environment that allows you to run JavaScript code on the server side. It uses the V8 JavaScript engine and is designed for building scalable, high-performance, event-driven, and non-blocking applications, such as web servers and APIs.

**Npm init.**

npm init is a command used in Node.js to create a new **package.json** file, which serves as a metadata file for your project. This file contains important details like the project name, version, description, main file, dependencies, and scripts.

**Usage:**

* Run npm init in your terminal.
* It will prompt you to input various details about your project.
* You can skip prompts with defaults using npm init -y.

The package.json file is crucial for managing dependencies and scripts in a Node.js project.

**Package.json.**

package.json is a configuration file in a Node.js project that contains metadata and information about the project. It helps manage the project’s dependencies, scripts, and other settings.

**Key Sections of package.json:**

1. **Basic Metadata**:
   * "name": The project name.
   * "version": The project version.
   * "description": A brief description of the project.
   * "main": The entry point file (e.g., index.js).
2. **Scripts**:
   * "scripts": Custom terminal commands for running tasks.
   * Example:

json
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"scripts": {

"start": "node index.js",

"test": "jest"

}

1. **Dependencies**:
   * "dependencies": Lists packages required for the project to run.
   * "devDependencies": Lists packages needed only for development.
   * Example:

json
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"dependencies": {

"express": "^4.18.2"

},

"devDependencies": {

"nodemon": "^2.0.22"

}

1. **Keywords**:
   * "keywords": An array of keywords related to the project.
2. **Author**:
   * "author": The creator’s name.
3. **License**:
   * "license": The project’s license (e.g., MIT).

**Packagelock.json.**

package-lock.json is a file automatically generated by npm when you run commands like npm install. It ensures consistent dependency versions are installed across different environments, even if the versions in package.json use loose ranges (e.g., ^1.0.0 or ~1.0.0).

**Key Features:**

1. **Exact Versions**:
   * It locks the exact versions of all installed packages, including nested dependencies.
2. **Faster Installs**:
   * Speeds up future installations by avoiding version resolution steps.
3. **Ensures Consistency**:
   * Ensures the same dependency tree for all collaborators and deployment environments.
4. **Immutable**:
   * Should not be manually edited; it’s maintained automatically by npm.

**Structure:**

* Lists every installed package, their resolved versions, and their dependencies.
* Includes metadata like integrity hashes for package verification.

**Example:**

json
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{

"name": "my-node-app",

"lockfileVersion": 2,

"requires": true,

"packages": {

"": {

"name": "my-node-app",

"version": "1.0.0",

"dependencies": {

"express": "^4.18.2"

}

},

"node\_modules/express": {

"version": "4.18.2",

"resolved": "https://registry.npmjs.org/express/-/express-4.18.2.tgz",

"integrity": "sha512-randomhash",

"dependencies": {

"body-parser": "^1.19.0"

}

}

}

}

**Do You Need to Commit It to Git?**

Yes, it’s recommended to commit package-lock.json to your version control system (e.g., Git) to ensure consistent builds.

**Fs module.**

The fs module in Node.js is a built-in module that provides functionality to interact with the file system, allowing you to read, write, update, delete, and manage files and directories.

**How to Import:**

javascript
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const fs = require('fs');

**Common Methods:**

1. **Reading Files**:
   * fs.readFileSync(path, encoding): Synchronous file read.
   * fs.readFile(path, encoding, callback): Asynchronous file read.

javascript
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const data = fs.readFileSync('example.txt', 'utf8');

fs.readFile('example.txt', 'utf8', (err, data) => {

if (err) throw err;

console.log(data);

});

1. **Writing Files**:
   * fs.writeFileSync(path, data, options): Synchronous file write.
   * fs.writeFile(path, data, options, callback): Asynchronous file write.

javascript
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fs.writeFileSync('example.txt', 'Hello, World!');

fs.writeFile('example.txt', 'Hello, Async!', (err) => {

if (err) throw err;

});

1. **Appending Files**:
   * fs.appendFileSync(path, data): Synchronous append.
   * fs.appendFile(path, data, callback): Asynchronous append.

javascript
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fs.appendFile('example.txt', '\nAppended Text', (err) => {

if (err) throw err;

});

1. **Deleting Files**:
   * fs.unlinkSync(path): Synchronous delete.
   * fs.unlink(path, callback): Asynchronous delete.

javascript
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fs.unlink('example.txt', (err) => {

if (err) throw err;

console.log('File deleted');

});

1. **Working with Directories**:
   * fs.mkdirSync(path): Create a directory synchronously.
   * fs.mkdir(path, callback): Create a directory asynchronously.
   * fs.readdirSync(path): Synchronous read directory contents.
   * fs.rmdirSync(path): Synchronous remove directory.

javascript
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fs.mkdir('newFolder', (err) => {

if (err) throw err;

});

**Modes:**

* **Synchronous**: Blocking operations that wait until the task is completed.
* **Asynchronous**: Non-blocking operations that use callbacks or promises.

**Advanced Usage:**

* Use fs.promises for Promise-based methods:

javascript
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const fs = require('fs').promises;

async function readFile() {

const data = await fs.readFile('example.txt', 'utf8');

console.log(data);

}

readFile();

The fs module is essential for file and directory operations in Node.js applications!

**Os module.**

The os module in Node.js is a built-in module that provides operating system-related utility methods and properties. It allows you to interact with the underlying operating system and retrieve information about it.

**How to Import:**

javascript
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const os = require('os');

**Common Methods and Properties:**

1. **System Information**:
   * os.type(): Returns the operating system name (e.g., 'Linux', 'Windows\_NT').
   * os.platform(): Returns the platform (e.g., 'win32', 'darwin', 'linux').
   * os.arch(): Returns the CPU architecture (e.g., 'x64', 'arm').

javascript
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console.log(os.type()); // 'Linux'

console.log(os.platform()); // 'linux'

console.log(os.arch()); // 'x64'

1. **CPU Information**:
   * os.cpus(): Returns an array of objects containing information about each CPU core.
   * os.loadavg(): Returns an array of load averages (only for Unix-like systems).

javascript
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console.log(os.cpus()); // [{ model: 'Intel', speed: 2600, times: {...} }]

1. **Memory Information**:
   * os.totalmem(): Returns the total system memory in bytes.
   * os.freemem(): Returns the free system memory in bytes.
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console.log(os.totalmem()); // Total memory in bytes

console.log(os.freemem()); // Free memory in bytes

1. **Network Information**:
   * os.networkInterfaces(): Returns an object with network interfaces and their addresses.
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console.log(os.networkInterfaces());

1. **User Information**:
   * os.userInfo(): Returns information about the current user.
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console.log(os.userInfo());

1. **System Uptime**:
   * os.uptime(): Returns the system uptime in seconds.
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console.log(os.uptime()); // Uptime in seconds

1. **Path and Directory Information**:
   * os.homedir(): Returns the current user's home directory.
   * os.tmpdir(): Returns the default directory for temporary files.
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console.log(os.homedir()); // User's home directory

console.log(os.tmpdir()); // Temporary directory

1. **Endianness**:
   * os.endianness(): Returns the byte order of the CPU ('BE' for Big-Endian, 'LE' for Little-Endian).

javascript
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console.log(os.endianness()); // 'LE'

**Example Usage:**

javascript
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const os = require('os');

console.log('OS Type:', os.type());

console.log('Platform:', os.platform());

console.log('CPU Cores:', os.cpus().length);

console.log('Free Memory:', os.freemem() / 1024 / 1024, 'MB');

console.log('Total Memory:', os.totalmem() / 1024 / 1024, 'MB');

console.log('Home Directory:', os.homedir());

The os module is useful for gathering system-level information and building platform-specific functionality.

**Import / export**

**import export**

In JavaScript, **import** and **export** are used to share and reuse code between files or modules. They are part of the ES6 module system.

### ****Exporting:****

Allows you to make variables, functions, or classes available to other files.

1. **Named Export**:
   * Allows you to export multiple values.
   * Each must be imported with the same name.

javascript
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// file: math.js

export const add = (a, b) => a + b;

export const subtract = (a, b) => a - b;

1. **Default Export**:
   * Allows you to export one value as the default export.
   * Can be imported with any name.

javascript
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// file: math.js

const multiply = (a, b) => a \* b;

export default multiply;

### ****Importing:****

Allows you to bring exported code into a file.

1. **Import Named Exports**:
   * Use curly braces {} to specify the names.

javascript
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import { add, subtract } from './math.js';

console.log(add(5, 3)); // 8

console.log(subtract(5, 3)); // 2

1. **Import Default Export**:
   * No curly braces are needed; use any name.

javascript

Copy code

import multiply from './math.js';

console.log(multiply(5, 3)); // 15

1. **Import All as an Object**:
   * Use \* to import everything as an object.

javascript
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import \* as math from './math.js';

console.log(math.add(5, 3)); // 8

console.log(math.subtract(5, 3)); // 2

### ****CommonJS (Node.js):****

Before ES6, Node.js used CommonJS modules with require() and module.exports.

1. **Export**:

javascript
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// file: math.js

module.exports = {

add: (a, b) => a + b,

subtract: (a, b) => a - b,

};

1. **Import**:

javascript
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const math = require('./math.js');

console.log(math.add(5, 3)); // 8

console.log(math.subtract(5, 3)); // 2

### Comparison:

| **Feature** | **ES6 Modules** | **CommonJS** |
| --- | --- | --- |
| Syntax | import/export | require/module.exports |
| Static/Dynamic | Static imports | Dynamic require() |
| Browser Support | Native in modern browsers | Needs bundler like Webpack for browsers |

**ES6 modules** are now standard and recommended for modern JavaScript projects.

**Server in Node.js**

In Node.js, a **server** is a program that listens for and responds to client requests. You can create servers using the built-in http or https modules, or frameworks like **Express.js** for additional features.

**Creating a Basic HTTP Server:**

1. **Using the http Module**:

const http = require('http');

const server = http.createServer((req, res) => {

// Set response headers

res.writeHead(200, { 'Content-Type': 'text/plain' });

// Send response data

res.end('Hello, Node.js Server!');

});

// Start the server

server.listen(3000, () => {

console.log('Server is running on http://localhost:3000');

});

1. **Explanation**:
   * **http.createServer()**: Creates an HTTP server.
   * **Callback Function (req, res)**:
     + req: Represents the incoming request object (e.g., URL, headers, etc.).
     + res: Represents the response object to send data back to the client.
   * **res.writeHead()**: Sets HTTP response status and headers.
   * **res.end()**: Ends the response and sends data to the client.

**Creating a Basic HTTPS Server:**

To create a secure HTTPS server, you need an SSL/TLS certificate.

const https = require('https');

const fs = require('fs');

// Read SSL/TLS certificate and key

const options = {

key: fs.readFileSync('server-key.pem'),

cert: fs.readFileSync('server-cert.pem'),

};

const server = https.createServer(options, (req, res) => {

res.writeHead(200, { 'Content-Type': 'text/plain' });

res.end('Hello, Secure Node.js Server!');

});

server.listen(3001, () => {

console.log('HTTPS server is running on https://localhost:3001');

});

**Using Express.js (Simpler and More Feature-Rich):**

Express is a web framework for Node.js that simplifies server creation.

const express = require('express');

const app = express();

// Define a route

app.get('/', (req, res) => {

res.send('Hello, Express.js Server!');

});

// Start the server

app.listen(3000, () => {

console.log('Express server is running on http://localhost:3000');

});

**Key Concepts:**

1. **Routing**:
   * Define how the server responds to different URLs or HTTP methods.
   * Example:

javascript

Copy code

app.get('/about', (req, res) => res.send('About Page'));

1. **Middleware**:
   * Functions executed during the request-response cycle.
   * Example: Parsing JSON data.

app.use(express.json());

1. **Request and Response**:
   * req: Contains information about the HTTP request.
   * res: Used to send a response back to the client.
2. **Static Files**:
   * Serve HTML, CSS, and JavaScript files.
   * Example:

app.use(express.static('public'));

**Choosing Between http and Express.js:**

* **Use http**: For lightweight, low-level custom servers.
* **Use Express.js**: For easier routing, middleware, and advanced features like templating and RESTful APIs.

**JSON, REST API and other types of API’s**

**JSON**, **REST API**, and **other types of APIs** in the context of Node.js and other backend technologies:

**JSON (JavaScript Object Notation):**

* **Definition**: A lightweight data-interchange format that's easy for humans to read and machines to parse.
* **Usage**: Commonly used to exchange data between clients and servers.
* **Example**:

{

"name": "John Doe",

"age": 30,

"skills": ["JavaScript", "Node.js"]

}

* **In Node.js**: JSON is often used in REST APIs to send and receive data.

const data = { name: 'John', age: 30 };

const jsonData = JSON.stringify(data); // Convert object to JSON

const objData = JSON.parse(jsonData); // Convert JSON to object

**REST API (Representational State Transfer API):**

* **Definition**: A set of rules for creating web services that use HTTP requests to perform CRUD operations.
* **Key Features**:
  + **Stateless**: Each request is independent.
  + **Resource-based**: Operates on resources (e.g., users, products).
  + **HTTP Methods**:
    - GET: Retrieve data.
    - POST: Create data.
    - PUT: Update data.
    - DELETE: Remove data.
* **In Node.js**: Using **Express.js** to build a REST API:

const express = require('express');

const app = express();

app.use(express.json());

// Routes

app.get('/users', (req, res) => res.json([{ id: 1, name: 'John' }]));

app.post('/users', (req, res) => res.status(201).json(req.body));

app.listen(3000, () => console.log('REST API running on http://localhost:3000'));

**Other Types of APIs:**

1. **GraphQL API**:
   * **Definition**: A query language for APIs that lets clients request only the data they need.
   * **Example**:

query {

user(id: 1) {

name

email

}

}

* + **In Node.js**: Using **Apollo Server**:

const { ApolloServer, gql } = require('apollo-server');

const typeDefs = gql`

type User { id: ID!, name: String! }

type Query { user(id: ID!): User }

`;

const resolvers = { Query: { user: () => ({ id: 1, name: 'John' }) } };

const server = new ApolloServer({ typeDefs, resolvers });

server.listen().then(({ url }) => console.log(`GraphQL running at ${url}`));

1. **SOAP API (Simple Object Access Protocol)**:
   * **Definition**: A protocol for exchanging structured information using XML.
   * **Example**: Often used in enterprise-level applications.
   * **In Backend**: Handled using libraries like soap in Node.js.

const soap = require('soap');

const url = 'http://example.com/wsdl';

soap.createClient(url, (err, client) => {

client.myFunction({ param: 'value' }, (err, result) => console.log(result));

});

1. **WebSocket API**:
   * **Definition**: A protocol for real-time, full-duplex communication between client and server.
   * **Use Cases**: Chat apps, live notifications, gaming.
   * **In Node.js**: Using ws module:

const WebSocket = require('ws');

const server = new WebSocket.Server({ port: 3000 });

server.on('connection', ws => {

ws.on('message', message => console.log(`Received: ${message}`));

ws.send('Hello Client!');

});

1. **gRPC (Google Remote Procedure Call)**:
   * **Definition**: A high-performance RPC framework that uses Protocol Buffers (protobuf) for data serialization.
   * **Use Cases**: Microservices, real-time systems.
   * **In Backend**: Handled using grpc in Node.js.

const grpc = require('@grpc/grpc-js');

const protoLoader = require('@grpc/proto-loader');

const packageDefinition = protoLoader.loadSync('service.proto');

const service = grpc.loadPackageDefinition(packageDefinition);

const server = new grpc.Server();

server.addService(service.MyService.service, {

myMethod: (call, callback) => callback(null, { message: 'Hello' }),

});

server.bindAsync('localhost:50051', grpc.ServerCredentials.createInsecure(), () => server.start());

1. **RESTful API with JSON-RPC**:
   * **Definition**: A remote procedure call protocol encoded in JSON.
   * **Example**:

{ "jsonrpc": "2.0", "method": "getData", "params": { "id": 1 }, "id": 1 }

**Comparison of API Types:**

| **API Type** | **Data Format** | **Protocol** | **Use Case** | **Complexity** |
| --- | --- | --- | --- | --- |
| REST API | JSON, XML | HTTP | General-purpose | Simple |
| GraphQL | JSON | HTTP | Dynamic data querying | Medium |
| SOAP API | XML | HTTP, SMTP | Enterprise systems | Complex |
| WebSocket API | Binary/Text | WebSocket | Real-time communication | Medium |
| gRPC | Protobuf | HTTP/2 | Microservices, high-performance | High |

**Which One to Use?**

* **REST API**: Most common for web and mobile apps.
* **GraphQL**: For flexible querying and modern apps.
* **SOAP**: Legacy enterprise systems.
* **WebSocket**: Real-time applications.
* **gRPC**: High-performance and microservices.

**![](data:image/png;base64,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)**

**Methods**

### 1. ****Using REST API (HTTP Requests)****:

REST APIs use HTTP methods (GET, POST, etc.) to share data between systems.

#### Example (Node.js with Express):

**Server:**

javascript

Copy code

const express = require('express');

const app = express();

app.use(express.json()); // Parse JSON body

app.get('/data', (req, res) => {

res.json({ message: 'Hello, this is data from the server!' });

});

app.post('/data', (req, res) => {

console.log(req.body); // Log the received data

res.json({ message: 'Data received successfully!' });

});

app.listen(3000, () => console.log('Server running on http://localhost:3000'));

**Client:**

javascript

Copy code

const fetch = require('node-fetch');

fetch('http://localhost:3000/data', { method: 'GET' })

.then(response => response.json())

.then(data => console.log(data));

fetch('http://localhost:3000/data', {

method: 'POST',

headers: { 'Content-Type': 'application/json' },

body: JSON.stringify({ name: 'John', age: 30 }),

}).then(response => response.json())

.then(data => console.log(data));

### 2. ****Using WebSocket (Real-Time Communication)****:

WebSocket enables two-way, real-time communication between client and server.

#### Example (Node.js with ws):

**Server:**

javascript

Copy code

const WebSocket = require('ws');

const server = new WebSocket.Server({ port: 3000 });

server.on('connection', ws => {

ws.on('message', message => {

console.log(`Received: ${message}`);

ws.send('Hello Client!');

});

});

**Client:**

javascript

Copy code

const WebSocket = require('ws');

const client = new WebSocket('ws://localhost:3000');

client.on('open', () => {

client.send('Hello Server!');

});

client.on('message', message => {

console.log(`Received: ${message}`);

});

### 3. ****Using Message Queues (e.g., RabbitMQ, Kafka)****:

Message queues facilitate asynchronous data sharing between systems.

#### Example (Node.js with amqplib for RabbitMQ):

**Producer:**

javascript

Copy code

const amqp = require('amqplib');

async function sendMessage() {

const connection = await amqp.connect('amqp://localhost');

const channel = await connection.createChannel();

const queue = 'dataQueue';

const message = 'Hello, RabbitMQ!';

await channel.assertQueue(queue);

channel.sendToQueue(queue, Buffer.from(message));

console.log('Message sent:', message);

setTimeout(() => connection.close(), 500);

}

sendMessage();

**Consumer:**

javascript

Copy code

const amqp = require('amqplib');

async function receiveMessage() {

const connection = await amqp.connect('amqp://localhost');

const channel = await connection.createChannel();

const queue = 'dataQueue';

await channel.assertQueue(queue);

channel.consume(queue, msg => {

console.log('Received:', msg.content.toString());

channel.ack(msg);

});

}

receiveMessage();

### 4. ****Using Files (Local or Cloud Storage)****:

Data can be shared using files stored locally or in cloud services like AWS S3.

#### Example (Writing and Reading JSON in Node.js):

**Write Data to File:**

javascript

Copy code

const fs = require('fs');

const data = { name: 'John', age: 30 };

fs.writeFileSync('data.json', JSON.stringify(data));

console.log('Data written to file.');

**Read Data from File:**

javascript

Copy code

const fs = require('fs');

const rawData = fs.readFileSync('data.json');

const data = JSON.parse(rawData);

console.log('Data read from file:', data);

### 5. ****Using Shared Databases****:

Databases like MongoDB or MySQL can be used to share data between systems.

#### Example (Node.js with MongoDB):

**Insert Data:**

javascript

Copy code

const { MongoClient } = require('mongodb');

async function insertData() {

const client = new MongoClient('mongodb://localhost:27017');

await client.connect();

const db = client.db('testdb');

const collection = db.collection('data');

await collection.insertOne({ name: 'John', age: 30 });

console.log('Data inserted');

await client.close();

}

insertData();

**Retrieve Data:**

javascript

Copy code

const { MongoClient } = require('mongodb');

async function fetchData() {

const client = new MongoClient('mongodb://localhost:27017');

await client.connect();

const db = client.db('testdb');

const collection = db.collection('data');

const result = await collection.findOne({ name: 'John' });

console.log('Data fetched:', result);

await client.close();

}

fetchData();

### 6. ****Using GraphQL (Flexible Data Queries)****:

GraphQL allows sharing only the requested data.

#### Example (Node.js with Apollo Server):

**Server:**

javascript

Copy code

const { ApolloServer, gql } = require('apollo-server');

const typeDefs = gql`

type Query {

hello: String

}

`;

const resolvers = {

Query: {

hello: () => 'Hello, GraphQL!',

},

};

const server = new ApolloServer({ typeDefs, resolvers });

server.listen().then(({ url }) => console.log(`Server ready at ${url}`));

**Client:**

javascript

Copy code

const fetch = require('node-fetch');

fetch('http://localhost:4000/', {

method: 'POST',

headers: { 'Content-Type': 'application/json' },

body: JSON.stringify({

query: '{ hello }',

}),

})

.then(response => response.json())

.then(data => console.log(data));

### 7. ****Using Shared Memory (Inter-Process Communication)****:

For high-performance, low-latency data sharing within the same system.

#### Example (Using Redis for Data Sharing):

**Set Data:**

javascript

Copy code

const redis = require('redis');

const client = redis.createClient();

client.set('key', 'value', redis.print);

**Get Data:**

javascript

Copy code

const redis = require('redis');

const client = redis.createClient();

client.get('key', (err, reply) => {

console.log(reply); // Output: value

});

### Summary of Methods:

| **Method** | **Best Use Case** | **Example Technology** |
| --- | --- | --- |
| REST API | Web apps and client-server communication | Express.js, Flask |
| WebSocket | Real-time apps (chat, notifications) | ws, Socket.IO |
| Message Queues | Asynchronous communication | RabbitMQ, Kafka |
| Files | Sharing structured data | Local/Cloud storage |
| Shared Databases | Persistent and scalable data storage | MongoDB, MySQL |
| GraphQL API | Dynamic querying | Apollo, GraphQL.js |
| Shared Memory | High-speed IPC | Redis, Memcached |

Each method has its own strengths and is suited for specific scenarios based on requirements like scalability, latency, or complexity.

**REST Methods**

### REST Methods Overview

RESTful APIs use HTTP methods to perform operations on resources. Common methods include:

1. **GET**: Retrieve data from the server.
2. **POST**: Send data to the server to create a new resource.
3. **PUT**: Update an existing resource entirely.
4. **PATCH**: Update a part of an existing resource.
5. **DELETE**: Remove a resource from the server.

### Example: REST Methods with Flag Data

Imagine we are building an API for managing country flags.

#### **Server Implementation (Node.js with Express)**

const express = require('express');

const app = express();

app.use(express.json());

let flags = [

{ id: 1, country: 'India', flag: '🇮🇳' },

{ id: 2, country: 'USA', flag: '🇺🇸' },

];

// GET all flags

app.get('/flags', (req, res) => {

res.json(flags);

});

// GET a specific flag

app.get('/flags/:id', (req, res) => {

const flag = flags.find(f => f.id === parseInt(req.params.id));

if (!flag) return res.status(404).send('Flag not found');

res.json(flag);

});

// POST a new flag

app.post('/flags', (req, res) => {

const newFlag = {

id: flags.length + 1,

country: req.body.country,

flag: req.body.flag,

};

flags.push(newFlag);

res.status(201).json(newFlag);

});

// PUT to update a flag completely

app.put('/flags/:id', (req, res) => {

const flag = flags.find(f => f.id === parseInt(req.params.id));

if (!flag) return res.status(404).send('Flag not found');

flag.country = req.body.country;

flag.flag = req.body.flag;

res.json(flag);

});

// PATCH to update part of a flag

app.patch('/flags/:id', (req, res) => {

const flag = flags.find(f => f.id === parseInt(req.params.id));

if (!flag) return res.status(404).send('Flag not found');

if (req.body.country) flag.country = req.body.country;

if (req.body.flag) flag.flag = req.body.flag;

res.json(flag);

});

// DELETE a flag

app.delete('/flags/:id', (req, res) => {

const flagIndex = flags.findIndex(f => f.id === parseInt(req.params.id));

if (flagIndex === -1) return res.status(404).send('Flag not found');

flags.splice(flagIndex, 1);

res.status(204).send(); // No Content

});

app.listen(3000, () => console.log('Server running on http://localhost:3000'));

#### **Client Code for REST Methods**

Here’s how a client (e.g., Node.js script) can interact with the API using fetch.

**Install node-fetch if needed**:

npm install node-fetch

**Client Code:**

const fetch = require('node-fetch');

const apiUrl = 'http://localhost:3000/flags';

// GET all flags

async function getAllFlags() {

const response = await fetch(apiUrl);

const data = await response.json();

console.log('All Flags:', data);

}

// GET a specific flag

async function getFlagById(id) {

const response = await fetch(`${apiUrl}/${id}`);

if (response.ok) {

const data = await response.json();

console.log(`Flag with ID ${id}:`, data);

} else {

console.log(`Flag with ID ${id} not found.`);

}

}

// POST a new flag

async function createFlag(country, flag) {

const response = await fetch(apiUrl, {

method: 'POST',

headers: { 'Content-Type': 'application/json' },

body: JSON.stringify({ country, flag }),

});

const data = await response.json();

console.log('New Flag Created:', data);

}

// PUT to update a flag

async function updateFlag(id, country, flag) {

const response = await fetch(`${apiUrl}/${id}`, {

method: 'PUT',

headers: { 'Content-Type': 'application/json' },

body: JSON.stringify({ country, flag }),

});

const data = await response.json();

console.log(`Flag with ID ${id} Updated:`, data);

}

// PATCH to update part of a flag

async function patchFlag(id, partialUpdate) {

const response = await fetch(`${apiUrl}/${id}`, {

method: 'PATCH',

headers: { 'Content-Type': 'application/json' },

body: JSON.stringify(partialUpdate),

});

const data = await response.json();

console.log(`Flag with ID ${id} Partially Updated:`, data);

}

// DELETE a flag

async function deleteFlag(id) {

const response = await fetch(`${apiUrl}/${id}`, { method: 'DELETE' });

if (response.ok) console.log(`Flag with ID ${id} Deleted`);

else console.log(`Flag with ID ${id} not found.`);

}

// Example Usage

(async () => {

await getAllFlags();

await createFlag('Japan', '🇯🇵');

await getFlagById(3);

await updateFlag(3, 'Japan Updated', '🏳️');

await patchFlag(3, { flag: '🇯🇵' });

await deleteFlag(3);

})();

**HTTP response codes**

HTTP response codes indicate the status of a request made to a server. These codes are grouped into five categories based on their purpose.

**1. Informational (100–199)**

Used to indicate that a request is being processed.

* **100 Continue**: Server received the initial part of the request; client should continue.
* **101 Switching Protocols**: Server agrees to switch protocols as requested by the client.

**2. Success (200–299)**

Indicates the request was successful.

* **200 OK**: Request succeeded; response contains the data (default for GET).
* **201 Created**: Request succeeded; a new resource was created (default for POST).
* **202 Accepted**: Request accepted but not yet processed.
* **204 No Content**: Request succeeded, but no content is returned.

**3. Redirection (300–399)**

Indicates that further action is needed to complete the request.

* **301 Moved Permanently**: Resource has been moved to a new URL permanently.
* **302 Found**: Temporary redirection to another URL.
* **304 Not Modified**: Client can use cached data as the resource hasn't changed.

**4. Client Errors (400–499)**

Indicates issues with the client request.

* **400 Bad Request**: Request is malformed or invalid.
* **401 Unauthorized**: Authentication is required or has failed.
* **403 Forbidden**: Client doesn’t have permission to access the resource.
* **404 Not Found**: Resource not found at the given URL.
* **405 Method Not Allowed**: HTTP method is not supported for the resource.
* **429 Too Many Requests**: Client has sent too many requests in a short time.

**5. Server Errors (500–599)**

Indicates issues with the server.

* **500 Internal Server Error**: Generic server error.
* **501 Not Implemented**: Server doesn’t support the requested functionality.
* **502 Bad Gateway**: Invalid response from an upstream server.
* **503 Service Unavailable**: Server is temporarily overloaded or under maintenance.
* **504 Gateway Timeout**: Server acting as a gateway didn’t get a response in time.

**Common Use Cases in REST APIs**

| **Scenario** | **Response Code** | **Meaning** |
| --- | --- | --- |
| Successful data retrieval | 200 OK | Data retrieved successfully. |
| Resource creation | 201 Created | A new resource was successfully created. |
| Resource update | 200 OK | Resource updated successfully. |
| Partial update (PATCH) | 200 OK / 204 No Content | Partial resource update successful. |
| Deleting a resource | 204 No Content | Resource deleted successfully. |
| Client sends invalid data | 400 Bad Request | Client needs to fix the request. |
| Unauthorized access | 401 Unauthorized | Client must authenticate. |
| Requesting a non-existent resource | 404 Not Found | Resource does not exist at the specified URL. |
| Server-side error | 500 Internal Server Error | Server failed to process the request. |

**Example in Node.js with Express:**

app.get('/example', (req, res) => {

res.status(200).json({ message: 'Success' }); // 200 OK

});

app.post('/example', (req, res) => {

if (!req.body.name) {

res.status(400).json({ error: 'Bad Request: Name is required' }); // 400 Bad Request

} else {

res.status(201).json({ message: 'Resource created', data: req.body }); // 201 Created

}

});

app.delete('/example/:id', (req, res) => {

const resourceExists = false; // Simulate missing resource

if (!resourceExists) {

res.status(404).json({ error: 'Not Found: Resource does not exist' }); // 404 Not Found

} else {

res.status(204).send(); // 204 No Content

}

});

By using these codes appropriately, APIs can clearly communicate the result of a request to the client.
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