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# Java Bsics

JDK 1.0

* This is the first version of JDK introduced in way back in year 1996
* In the initial years, Java was actually referred as OAK, after an OAK tree that stood outside the office of developer/inventor James Gosling
* Through minor release, a stable version of JDK 1.0.2 is introduced by a new name called Java, which is now very popular computer masses even after 20 years
* **Release date:** 26th January, 1996

JDK 1.1

* This release is referred as Java 1
* **Release date:** 19th February, 1997

New features added in JDK 1.1:

* AWT event model
* Inner classes
* JavaBeans
* JDBC (**J**ava **D**ata**B**ase **C**onnectivity)
* RMI (**R**emote **M**ethod **I**nvocation)
* Reflection
* JIT (**J**ust-**I**n-**T**ime compiler)
* Internalization (I18N)
* Unicode

J2SE 1.2

* This release is commonly referred as Java 2 and alternatively as **Playground** after its codename
* Due to the 2nd edition of JDK release it is re-branded as J2SE, to distinguish it from J2ME
* This is very significant release, as size got tripled with 1520 classes and 59 packages
* **Release date:** 8th December, 1998

New features added in J2SE 1.2:

* Collection framework
* strictfp keyword
* Swing graphical API
* Sun’s JVM was equipped with a JIT compiler for the first time
* Java plug-in

**J2SE 1.3**

* This release is commonly referred as Java 3 and alternatively as **Kestrel** after its codename
* **Release date:** 8th May, 2000

New features added in J2SE 1.3:

* HotSpot JVm
* RMI (actually this is modified to support CORBA)
* JNDI (**J**ava **N**aming and **D**irectory **I**nterface)
* JPDA (**J**ava **P**latform **D**ebugger **A**rchitecture)
* JavaSound
* Synthetic Proxy classes

J2SE 1.4

* This release is commonly referred as Java 4 and alternatively as **Merlin** after its codename
* This release was first time that, it is developed under Java Community Process as JSR 59
* **Release date:** 6th February, 2002

New features added in J2SE 1.4:

* assert keyword
* Regex (Regular Expression)
* Exception chaining process
* Support for IPV6 (Internet Protocol Version 6)
* NIO (Non-blocking I/O)
* Logging API
* Image I/O API
* JAXP (Integrated XML parser and XSLT processor)
* Integrated security and cryptography extensions (JCE, JSSE, JAAS)
* Java Web Start
* Preferences API (*java.util.prefs*)

J2SE 5.0

* This release is commonly referred as Java 5 and alternatively as **Tiger** after its codename
* After this release, numbering concept totally changed and it is referred as J2SE 5.0
* It is one of the popular version among its release for major overhaul in its features
* This is release ensemble with major Java language features. We will list them below
* **Release date:** 30th September, 2004

New features added in J2SE 5.0:

* Auto-boxing and Un-boxing (automatic type-conversion)
* Generics
* Annotations (Metadata)
* forEach loop
* varargs
* static imports
* Enumerations
* Concurrent classes (*java.util.concurrent*)
* Co-variant return-type
* Scanner classes

Java SE 6

* This release is commonly referred as Java 6 and alternatively as **Mustang** after its codename
* From here, Sun replaced J2SE with just Java SE and point notation like .0 from its actual version (i.e.; 2 is removed, actually it was continued from successful 2nd edition and also 6.0 replaced with just 6)
* **Release date:** 11th December, 2006

New features added in Java SE 6:

* Support for Scripting Language (JSR-223)
* JAXB 2.0
* JAX-WS (JSR-224)
* JDBC 4.0 API
* Java Compiler API
* Pluggable annotation (JSR-269)
* GC algorithm
* Performance improvement
* NavigableSet and NavigableMap interface

Java SE 7

* This release is commonly referred as Java 7 and alternatively as **Dolphin** after its codename
* **Release date:** 28th July, 2011

New features added in Java SE 7:

* switch statement with String
* ARM (Automatic Resource Management)
* try-with-resources for ARM
* Multi catch block (with pipe separator)
* JVM support for dynamic languages
* Binary integer literals
* Numeric literals with underscore support
* NIO 2.0
* Simplified varargs method declaration
* Timsort is used to sort collections and arrays of objects instead of merge sort
* Compressed 64-bit pointers
* Diamond operator (Improved type inference for generic instance creation)

Java SE 8

* This release is commonly referred as Java 8 and alternatively as **Spider** after its codename
* **Release date:** 18th March, 2014

New features added in Java SE 8:

* Lambda expression
* Method references
* Functional interface
* Static and default methods in interface
* New date and time API
* Streams
* forEach method
* Collectors
* Project Nashorn, a JavaScript runtime which allows developers to embed JavaScript code within applications
* Annotation on Java Types
* Unsigned Integer Arithmetic
* Repeating annotations
* Statically-linked JNI libraries
* Launch JavaFX applications
* Remove the permanent generation

What is Class Loader in java ?

Java Runtime Environment that dynamically loads Java classes into the Java Virtual Machine on demand

There are three types of class loaders. There are

 Bootstrap class loader

         The bootstrap class loader loads the core Java libraries[5] located in the {JAVA\_HOME}/lib directory  
  Extensions class loader

          extensions class loader loads the code in the extensions directories {JAVA\_HOME}/lib/ext directory  
   System Class  Path Loader

              The system class loader loads code found on java.class.path, which maps to the system CLASSPATH variable

# What are the SOLID principles in Java?

| Principle | Description |
| --- | --- |
| **Single Responsibility Principle** | Each class should be responsible for a single part or functionality of the system. |
| **Open-Closed Principle** | Software components should be open for extension, but not for modification. |
| **Liskov Substitution Principle** | Objects of a superclass should be replaceable with objects of its subclasses without breaking the system. |
| **Interface Segregation Principle** | No client should be forced to depend on methods that it does not use. |
| **Dependency Inversion Principle** | High-level modules should not depend on low-level modules, both should depend on abstractions. |

# **Why string is immutable in java?**

[String in java](https://javagoal.com/string-class-in-java/) is a [final class](https://javagoal.com/final-class-in-java/) and **immutable class**, so it can’t be inherited, and we can’t alter the object. There are a number of factors that considered when the string was introduced in java. We will discuss them one by one and need the concept of memory, synchronization, data structures, etc.

**1. Requirement of String Pool**

In java, the String is the most widely used data structure. The **string constant pool** is special storage in heap memory that Caching the **String literals** and reusing them. Whenever we create a string, the **JVM**checks whether the string already exists in the**string constant pool** or not. If string already presented the reference of the existing string will be returned, instead of creating a new object. Let’s see how to **string constant pool** working in memory. Here we will create three strings with same and different reference variables.

String str1 = "JavaGoal";

String str2 = "JavaGoal";

String str3 = "JavaGoal";
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Suppose if the string is not immutable and here three reference variables pointing to the same object. If we change the string with one reference will lead to the wrong value for the other references. It creates problems and affects all other references.

**2. Cache of Hashcode**

As we know string objects have a large use in java. The **hashcode()** implementation of the string is widely used in java like **HashMap, HashTable, HashSet,** etc. The [hashcode() method](https://javagoal.com/hashcode-method-in-java/" \t "_blank) returns the value of a particular string object. As we know strings are very popular as HashMap key, The immutable string gives guarantees that their value will not be changed.It means, there is no need to calculate hashcode every time it is used.

**3. Security**

In java, security parameters are also represented as String like in network connections, opening files, database connection URLs, usernames, and passwords, etc. Suppose if the string is mutable then any hacker could change the referenced value break the security.

**4. Synchronized**

Due to the immutable nature of string, it is thread-safe. Suppose multiple threads are running but they can’t be changed because if a thread changes the value, then instead of modifying the same, a new String would be created in the String pool. This eliminates the requirements of doing synchronization.

**5. Performance**

As we have seen the string constant pool enhances memory storage and performance. Since String is the most widely used data structure, improving the performance

**6. Classloader**

The String object is also used as arguments for class loading. Due to the immutability of string the correct class is getting loaded by Classloader.

**What is the order of execution of Class Loader in java?**  
Java applications  involve three classloaders – Bootstrap, Extensions and System-Classpath classloaders  
Bootstrap classloader is the parent of all classloaders ,extensions Classloader is the immediate child of Bootstrap classloader and System-Classpath classloader is the immediate child of Extensions classloader. Generally  Order of execution happens from sub-sequent children to parent.   
So order of execution is starts from System-classpath-loader then extension then Bootstrap Loader.

**If we are using importing a class e.g java.util.ArrayList , and we are not using that class in side our program, does class loader will load the class?**  
No, it won't

**Local variable, instance variable, method and object, amonng of these which one will store in heap and which one will store in stack?**  
local variable and method will store in stack  
instance variable and object will store in heap

**Can I write like this?**  
void methodA()  
{  
int a;  
System.out.println("I am in methodA " + (a+5));  
}  
no, because as long as we are not using local variable it won't give any error, but we should initialise it before using it(using of a).

**Can we declare a local variable with in static block, like below?**  
public class TestVariable {  
        static{  
         int i=9;  
         System.out.println("print  "+i);  
    }  
yes

**Backpropagation** is a common method for training a neural network.Backpropagation is a method to calculate the gradient of the loss function with respect to the weights in an artificial neural network. It is commonly used as a part of algorithms that optimize the performance of the network by adjusting the weights, for example in the gradient descent algorithm.

**Can I use instance variable in static variable like below?**  
public class TestBlock {  
    int z=98;  
    static{  
        System.out.println("I am in static block"+new TestBlock().z);  
    }  
    public static void main(String a[]){  
        TestBlock block=new TestBlock();    }}  
yes, you can execute this program, out put will  
I am in static block98

**What will be the output for following program?**  
public class TypeCast {  
    public static void main(String [] args) {  
        long l = 129L;  
        byte b = (byte)l;  
        System.out.println("The byte is " + b);  
        }  
}  
Ans The byte is -127  
byte range is -128 to 127. After 127 it'll calculate  form -128

Super class object can not cast to sub class.

**What is the difference between stackoverflowerror vs outofmemoryerror ?**

 stackoverflow happens in overflow of stack ,and outofmemory ocuures if you dreained your heap.

**How can you make your custom  class iterate through advanced for loop ?**  
You need to make your class implement the Iterable interface, override the iterator() method , and create Iterator class , which can iterate your items in the class.

class A{}

class B extends A{}

class C extends B{}

public class MainClass {

static void overloadedMethod(A a) {

System.out.println("ONE"); }

static void overloadedMethod(B b) {

System.out.println("TWO"); }

static void overloadedMethod(Object obj) {

System.out.println("THREE"); }

public static void main(String[] args) {

C c = new C();

overloadedMethod(c);

}}

**Answer : TWO**

**2) In a class, one method has two overloaded forms. One form is defined as static and another form is defined as non-static. Is that method properly overloaded?**

**Answer :**  
Yes. Compiler checks only method signature to verify whether a particular method is properly overloaded or not. It doesn’t check static or non-static feature of the method.

class A{

    static void staticMethod()    {

        System.out.println("Static Method");

    }}

public class MainClass{

    public static void main(String[] args)    {

        A a = null;

        a.staticMethod();

    }}

Yes, the code is correct. You can call static methods through reference variable which is pointing to null. Output will be**, Static Method**

**In the below class, is ‘method’ overloaded or duplicated?**

public class MainClass {

    void method(int ... a)    {

        System.out.println(1);    }

    void method(int[] a)    {

        System.out.println(2);

    }

}

Duplicated. Because, var args (int … a) are nothing but the arrays. So here, (int … a) and (int[] a) are the same.

**Can you instantiate this class?**

|  |  |
| --- | --- |
| 1  2  3  4 | public class A  {      A a = new A();  } |

 Not possible. Because while instantiating, constructor will be called recursively.

**What is cloning in java?**

Cloning is done for copying the object, cloning can be done using shallow or deep copy, Few key points about clone method>

1) Definition of clone method -

|  |
| --- |
| protected native Object clone() throws CloneNotSupportedException; |

Clone is a protected method - clone method can’t be called outside class without inheritance.

Clone is native method, if not overridden its implementation is provided by JVM.

It returns Object - Means explicitly cast is needed to convert it to original object.

2) By default clone method do shallow copy.

3) Class must implement marker interface java.lang.Cloneable. If class doesn’t implement Cloneable than calling clone method on its object will throw CloneNotSupportedException.

4) shallow copy- If we implement Cloneable interface, we must override clone method and call super.clone() from it, invoking super.clone() will do shallow copy.

5) Deep copy - We need to provide custom implementation of clone method for deep copying.  When the copied object contains some other object its references are copied recursively in deep copy.

|  |
| --- |
| /\*\* Copyright (c), AnkitMittal [www.JavaMadeSoEasy.com](http://www.javamadesoeasy.com/) \*/  **public** **class** ReverseStringRecursionExample {  **public** **static** **void** main(String...args){            String originalString="abcde"; //String to be reversed              System.*out*.println("Original String: "+originalString);            System.*out*.print("Reversed String: ");  ***reverseRecursively***(originalString);   }  **public** **static** **void** **reverseRecursively**(String str) {  **if** (str.length() == 1){                   System.*out*.print(str);          }  **else** {  ***reverseRecursively***(str.substring(1, str.length()));                   System.*out*.print(str.substring(0, 1));            }  }} |

public class reverseString {

public static void main(String[] args) {

String input = "Be in present";

char[] temparray= input.toCharArray();

int left,right=0;

right=temparray.length-1;

for (left=0; left < right ; left++ ,right--)

{

// Swap values of left and right

char temp = temparray[left];

temparray[left] = temparray[right];

temparray[right]=temp;

}

for (char c : temparray) System.out.print(c); System.out.println(); }}

|  |  |  |
| --- | --- | --- |
|  | Method overloading | Method overriding |
| 1 | When a class have same method name with different argument, than it is called method overloading. | Method overriding - Method of superclass is overridden in subclass to provide more specific implementation. |
| 2 | Method is overloaded by - keeping same name of method and only changing number of arguments  Let’s compare with method overriding in java.  Method name - same method name.  Access modifier - Does not matter.  return type - Does not matter.    Number of parameters in java - Have different number of [parameters](http://www.javamadesoeasy.com/2015/06/difference-between-arguments-and.html)  Exception thrown - Does not matter. | In Method overriding - Method of superclass is overridden in subclass when overriding method of subclass in java -  Method name - Have same name as of superclass method,  [Access modifier](http://www.javamadesoeasy.com/2015/06/access-modifier-access-specifier-in.html) - Must not have more restrictive modifier. Example - public method cannot be overridden by private method.  https://lh4.googleusercontent.com/57jtmPxTx9UfXgbCbDGbAUgpEG4xsBuQIBfO790kOsGKYeFsmqlp7SsIemRoefbLVzcBrZqEDLk3JnAEKr7q2Rd3EOGV_3BOGPsNMH7ZSvw5W9AAsn12WJy0rbWL2SnWo9fBz-A  Return type - Java allow overriding by changing the return type, but only Covariant return type are allowed in java.  Number of parameters in java - Have same number of parameters in java.  [Exception thrown](http://www.javamadesoeasy.com/2015/05/throwdeclare-checked-and-unchecked.html) -  Overriding method must not throw new or broader [checked exception](http://www.javamadesoeasy.com/2015/05/checked-compile-time-exceptions-and.html),  though Overriding method may throw new narrower(subclass) of checked exception or  Overriding method can throw any runtime exception in java.  For more detail on this point please Read : [Throw/declare checked and unchecked exception while overriding superclass method in java](http://www.javamadesoeasy.com/2015/05/throwdeclare-checked-and-unchecked.html) |
| 3 | Method overloading is generally done in same class but can also be done in SubClass (See [Program 3](http://www.javamadesoeasy.com/2015/06/method-overloading-in-java-in-detail.html)) | Method overriding is always done in subClass in java. |
| 4 | Both [Static](http://www.javamadesoeasy.com/2015/05/static-keyword-in-java-variable-method.html) and instance method can be overloaded in java. | Only instance methods can be overridden in java.  Static methods can’t be overridden in java. ([Please refer this article for detailed analysis and explanation with program](http://www.javamadesoeasy.com/2015/05/why-static-method-cannot-be-overridden.html)) |
| 5 | Main method can also be overloaded in java (In [Program 4](http://www.javamadesoeasy.com/2015/06/method-overloading-in-java-in-detail.html)) | Main method can’t be overridden in java, because main is static method and static methods can’t be overridden in java (as mentioned in above point) |
| 6 | private methods can be overloaded in java. | private methods can’t be overridden in java, because private methods are not inherited in subClass in java. |
| 7 | [final](http://www.javamadesoeasy.com/2015/05/final-keyword-in-java-20-salient.html) methods can be overloaded in java. | final methods can’t be overridden in java, because final methods are not inherited in subClass in java. |
| 8 | Call to overloaded method is bonded at compile time in java. | Call to overridden method is bonded at runtime in java. |

The purpose of a nested class is to clearly group the nested class with its surrounding class, signaling that these two classes are to be used together. Or perhaps that the nested class is only to be used from inside its enclosing (owning) class.

Java developers often refer to *nested classes* as *inner classes*, but inner classes (non-static nested classes) are only one out of several different types of nested classes in Java.

In Java nested classes are considered members of their enclosing class. Thus, a nested class can be declared public, package (no access modifier), protected and private (see [access modifiers](http://tutorials.jenkov.com/java/access-modifiers.html) for more info). Therefore nested classes in Java can also be inherited by subclasses as explained in my tutorial about [Java inheritance](http://tutorials.jenkov.com/java/inheritance.html).You can create several different types of nested classes in Java. The different Java nested class types are:

Static nested classes

Non-static nested classes

Local classes

Anonymous classes

All these types of nested classes will be covered in the following sections.

Static Nested Classes

Static nested classes are declared in Java like this:

public class Outer {

public static class Nested { }}

In order to create an instance of the Nested class you must reference it by prefixing it with the Outer class name, like this:

Outer.Nested instance = new Outer.Nested();

In Java a static nested class is essentially a normal class that has just been nested inside another class. Being static, a static nested class can only access instance variables of the enclosing class via a reference to an instance of the enclosing class.

Non-static Nested Classes (Inner Classes)

Non-static nested classes in Java are also called *inner classes*. Inner classes are associated with an instance of the enclosing class. Thus, you must first create an instance of the enclosing class to create an instance of an inner class. Here is an example inner class definition:

public class Outer {

public class Inner { }}

Here is how you create an instance of the Inner class:

Outer outer = new Outer();

Outer.Inner inner = outer.new Inner();

Notice how you put new after the reference to the outer class in order to create an instance of the inner class.

Non-static nested classes (inner classes) have access to the fields of the enclosing class, even if they are declared private. Here is an example of that:

public class Outer {

private String text = "I am private!";

public class Inner {

public void printText() { System.out.println(text); } }}

Notice how the printText() method of the Inner class references the private text field of the Outer class. This is perfectly possible. Here is how you would call the printText() method:

Outer outer = new Outer();

Outer.Inner inner = outer.new Inner();

**inner.printText();**

Inner Class Shadowing

If a Java inner class declares fields or methods with the same names as field or methods in its enclosing class, the inner fields or methods are said to *shadow* over the outer fields or methods. Here is an example:

public class Outer {

private String text = "I am Outer private!";

public class Inner {

private String text = "I am Inner private";

public void printText() {

System.out.println(text); } }}

In the above example both the Outer and Inner class contains a field named text. When the Inner class refers to text it refers to its own field. When Outer refers to text it also refers to its own field.

Java makes it possible though, for the Inner class to refer to the text field of the Outer class. To do so it has to prefix the text field reference with Outer.this. (the outer class name + .this. + field name) like this:

public class Outer {

private String text = "I am Outer private!";

public class Inner {

private String text = "I am Inner private";

public void printText() {

System.out.println(text);

System.out.println(**Outer.this.text**);

} }}

Now the Inner.printText() method will print both the Inner.text and Outer.text fields.Local Classes

Local classes in Java are like inner classes (non-static nested classes) that are defined inside a method or scope block ({ ... }) inside a method. Here is an example:

class Outer {

public void printText() {

class Local { }

Local local = new Local();

}}

Local classes can only be accessed from inside the method or scope block in which they are defined.

Local classes can access members (fields and methods) of its enclosing class just like regular inner classes.

Local classes can also access local variables inside the same method or scope block, provided these variables are declared final.

From Java 8 local classes can also access local variables and parameters of the method the local class is declared in. The parameter will have to be declared final or be *effectually final*. Effectually final means that the variable is never changed after it is initialized. Method parameters are often effectually final.

Local classes can also be declared inside static methods. In that case the local class only has access to the static parts of the enclosing class. Local classes cannot contain all kinds of static declarations (constants are allowed - variables declared static final), because local classes are non-static in nature - even if declared inside a static method.

The same shadowing rules apply for local classes as for inner classes.

Anonymous Classes

Anonymous classes in Java are nested classes without a class name. They are typically declared as either subclasses of an existing class, or as implementations of some [**interface**](http://tutorials.jenkov.com/java/interfaces.html).

Anonymous classes are defined when they are instantiated. Here is an example that declares an anonymous subclass of a superclass called SuperClass:

public class SuperClass {

public void doIt() {

System.out.println("SuperClass doIt()");

}}

SuperClass instance = new SuperClass() {

public void doIt() {

System.out.println("Anonymous class doIt()"); }};

instance.doIt();

Running this Java code would result in Anonymous class doIt() being printed to System.out. The anonymous class subclasses (extends) SuperClass and overrides the doIt() method.A Java anonymous class can also implement an interface instead of extending a class. Here an example:

public interface MyInterface {

public void doIt();}

MyInterface instance = new MyInterface() {

public void doIt() {

System.out.println("Anonymous class doIt()");

}};

instance.doIt();As you can see, an anonymous class implementing an interface is pretty similar to an anonymous class extending another class.

An anonymous class can access members of the enclosing class. It can also access local variables which are declared final or effectively final (since Java 8).You can declare fields and methods inside an anonymous class, but you cannot declare a constructor. You can declare a static initializer for the anonymous class instead, though. Here is an example:

final Strint textToPrint = "Text...";

MyInterface instance = new MyInterface() {

private String text;

//static initializer

{ this.text = textToPrint; }

public void doIt() { System.out.println(this.text); }};

instance.doIt();

The same shadowing rules apply to anonymous classes as to inner classes.

Nested Class Benefits

The benefits of Java nested classes are that you can group classes together that belong together. You could do so already by putting them in the same package, but putting one class inside another makes an even stronger grouping.

A nested class is typically only used *by* or *with* its enclosing class. Sometimes a nested class is only visible to the enclosing class, is only used internally, and is thus never visible outside the enclosing class. Other times the nested class is visible outside its enclosing class, but can only be used in conjunction with the enclosing class.

An example would be a Cache class. Inside the Cache class you might declare a CacheEntry class which can contain information about a specific cache entry (cached value, time inserted, number of times accessed etc.). Users of the Cache class may never see the CacheEntry class, if they have no need to obtain information about the CacheEntry itself, but only the cached value. However, the Cache class may choose to make the CacheEntry class visible to the outside world, so they can access more than just the cached value (for instance information about when the value was last refreshed etc.).

public boolean equals(Object obj){

          if(obj==null)

                 return false;

          if(this.getClass()!=obj.getClass())

                 return false;

             Employee emp=(Employee)obj;

          return (emp.id==this.id || emp.id.equals(this.id))

                              && (emp.name==this.name || emp.name.equals(this.name));

   }             @Override

   public int hashCode(){

          int hash=(this.id==null ? 0: this.id.hashCode() ) +

                       (this.name==null ? 0: this.name.hashCode() );

          return hash;         }

Association

Association is a relationship between two objects. In other words, association defines the multiplicity between objects. You may be aware of one-to-one, one-to-many, many-to-one, many-to-many all these words define an association between objects. Aggregation is a special form of association. Composition is a special form of aggregation.

![http://javapapers.com/wp-content/uploads/2010/06/association.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAAlAK4DASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACikYFkKhipIwGGMj35rA/tDV9F+XVbc39mP+X6ziO9B6yQjJ/wCBJn/dUUAdBRUFne2uo2qXVlcRXFu4yskThlP4ip6AOa1LVvFtvqE0Wn+FbS8tFI8ud9WERcY7p5ZxznvVT+3PHP8A0JNj/wCDwf8AxmuwooA4/wDtzxz/ANCTY/8Ag8H/AMZo/tzxz/0JNj/4PB/8ZrsKKAOP/tzxz/0JNj/4PB/8Zo/tzxz/ANCTY/8Ag8H/AMZrsKKAOP8A7c8c/wDQk2P/AIPB/wDGaP7c8c/9CTY/+Dwf/Ga7CigDj/7c8c/9CTY/+Dwf/GaP7c8c/wDQk2P/AIPB/wDGa7CigDj/AO3PHP8A0JNj/wCDwf8Axmj+3PHP/Qk2P/g8H/xmuwooA4/+3PHP/Qk2P/g8H/xmj+3PHP8A0JNj/wCDwf8AxmuwooA4/wDtzxz/ANCTY/8Ag8H/AMZo/tzxz/0JNj/4PB/8ZrsKKAOP/tzxz/0JNj/4PB/8Zo/tzxz/ANCTY/8Ag8H/AMZrsKKAOP8A7c8c/wDQk2P/AIPB/wDGaP7d8df9CTY/+Dwf/Ga652KozBS5AyFXGT7DPFYP2bXtY5u7gaPaH/lhaMHuGHo0pG1PcICfR6AOF1zWPEVhqPnW3he10/Wp/mCWOsebJcdsyQLCfMHYsQCB0Za9F8OXWs3mh28+v6fDYaiw/ewQy+Yo989s+mTj1qxpukafpETpY2yReYd0j5LPIfV3OWY+5JNXaACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA//Z)

Example: A Student and a Faculty are having an association.

Aggregation

Aggregation is a special case of association. A directional association between objects. When an object ‘has-a’ another object, then you have got an aggregation between them. Direction between them specified which object contains the other object. Aggregation is also called a “Has-a” relationship.

![http://javapapers.com/wp-content/uploads/2010/06/aggregation.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAAkALADASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKjnnhtYHnuJUihjG55JGCqo9ST0oAkorn/7cvtW+TQLQNCf+YjeKyw/VE4aX8Nqns1H2jX9H5u401i06tLaxiKeP6xk4cf7pB7bWPNAHQUVT07VrHVoWlsblJgh2yLyrxt/ddThlb2IBq5QBgaz/wAJd9uH9h/2H9k2DP27zfM3c5+5xjp+tZ3/ABcf/qVf/JiuwooA4/8A4uP/ANSr/wCTFH/Fx/8AqVf/ACYrsKKAOP8A+Lj/APUq/wDkxR/xcf8A6lX/AMmK7CigDj/+Lj/9Sr/5MUf8XH/6lX/yYrsKKAOP/wCLj/8AUq/+TFH/ABcf/qVf/JiuwooA4/8A4uP/ANSr/wCTFH/Fx/8AqVf/ACYrsKKAOP8A+Lj/APUq/wDkxR/xcf8A6lX/AMmK7CigDj/+Lj/9Sr/5MUf8XH/6lX/yYrsKKAOPP/CyMHH/AAime2ftFQWSxDUIR4zEjanvHkGcg2Jft5GPlz6eZ+89Miu3qO4t4bq3kt7iGOaGQbXjkUMrD0IPBFAElFc//ZGo6N82hXAlth/zDrxyUA9IpOWT6HcvYBetHm+ItW+WOBdDt+jPKUnuT67VUmNfYkv/ALooAPEdtocXl3+oXP2C8HyQXcD7Jyf7q4yZP9whgfQ07w1ea1dR3A1O3It0I+y3MsfkzTr3LxAnbjjngn+6tWtO0DT9Nma5jjea9cYe8uXMszD03HoP9kYA7AVqUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQB//Z)

Composition

Composition is a special case of aggregation. In a more specific manner, a restricted aggregation is called composition. When an object contains the other object, if the contained object cannot exist without the existence of container object, then it is called composition.
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What are immutable classes in java? How we can create immutable classes in java? And what are advantages of using immutable classes?

Any change made to object of immutable class produces new object.

Example- [String is Immutable class in java](http://www.javamadesoeasy.com/2015/05/string-is-immutable-in-java.html), any changes made to Sting class.

We must follow following steps for creating immutable classes -

    1) [Final](http://www.javamadesoeasy.com/2015/05/final-keyword-in-java-20-salient.html) class - Make class final so that it cannot be inherited

2) private member variable -> Making member variables private ensures that fields cannot be accessed outside class.

3) final member variable -> Make member variables final so that once assigned their values cannot be changed

4) Constructor -> Initialize all fields in constructor.

     assign all mutable member variable using new keyword.

5) Don't provide setter methods in class/ provide only getter methods.

Iterator returned by few Collection framework Classesare **fail-fast,** means any structural modification made to these classes during iteration will throw ConcurrentModificationException.

Some important classes whose returned iterator is **fail-fast >**

[ArrayList](http://www.javamadesoeasy.com/2015/04/arraylist-in-java.html) [LinkedList](http://www.javamadesoeasy.com/2015/04/linkedlist-in-java.html) [vector](http://www.javamadesoeasy.com/2015/04/arraylist-vs-vector-similarity-and.html) [HashSet](http://www.javamadesoeasy.com/2015/04/hashset-in-java.html)

Welcome to my introduction to Java 8. This tutorial guides you step by step through all new language features. Backed by short and simple code samples you'll learn how to use default interface methods, lambda expressions, method references and repeatable annotations. At the end of the article you'll be familiar with the most recent API changes like streams, functional interfaces, map extensions and the new Date API.

No walls of text - just a bunch of commented code snippets. Enjoy!

Default Methods for Interfaces

Java 8 enables us to add non-abstract method implementations to interfaces by utilizing the default keyword. This feature is also known as Extension Methods. Here is our first example:

interface Formula {

double calculate(int a);

default double sqrt(int a) {

return Math.sqrt(a);

}}

Besides the abstract method calculate the interface Formula also defines the default method sqrt. Concrete classes only have to implement the abstract method calculate. The default method sqrt can be used out of the box.

Formula formula = new Formula() {

@Override

public double calculate(int a) {

return sqrt(a \* 100);

}};

formula.calculate(100); // 100.0

formula.sqrt(16); // 4.0

The formula is implemented as an anonymous object. The code is quite verbose: 6 lines of code for such a simple calucation of sqrt(a \* 100). As we'll see in the next section, there's a much nicer way of implementing single method objects in Java 8.

Lambda expressions

Let's start with a simple example of how to sort a list of strings in prior versions of Java:

List<String> names = Arrays.asList("peter", "anna", "mike", "xenia");

Collections.sort(names, new Comparator<String>() {

@Override

public int compare(String a, String b) {

return b.compareTo(a); }});

The static utility method Collections.sort accepts a list and a comparator in order to sort the elements of the given list. You often find yourself creating anonymous comparators and pass them to the sort method.

Instead of creating anonymous objects all day long, Java 8 comes with a much shorter syntax, lambda expressions:

Collections.sort(names, (String a, String b) -> {

return b.compareTo(a);});

As you can see the code is much shorter and easier to read. But it gets even shorter:

Collections.sort(names, (String a, String b) -> b.compareTo(a));

For one line method bodies you can skip both the braces {} and the return keyword. But it gets even more shorter:

Collections.sort(names, (a, b) -> b.compareTo(a));

The java compiler is aware of the parameter types so you can skip them as well. Let's dive deeper into how lambda expressions can be used in the wild.

Functional Interfaces

How does lambda expressions fit into Javas type system? Each lambda corresponds to a given type, specified by an interface. A so called functional interface must contain exactly one abstract method declaration. Each lambda expression of that type will be matched to this abstract method. Since default methods are not abstract you're free to add default methods to your functional interface.

We can use arbitrary interfaces as lambda expressions as long as the interface only contains one abstract method. To ensure that your interface meet the requirements, you should add the @FunctionalInterface annotation. The compiler is aware of this annotation and throws a compiler error as soon as you try to add a second abstract method declaration to the interface.

Example:

@FunctionalInterface

interface Converter<F, T> {

T convert(F from);}

Converter<String, Integer> converter = (from) -> Integer.valueOf(from);

Integer converted = converter.convert("123");

System.out.println(converted); // 123

Keep in mind that the code is also valid if the @FunctionalInterface annotation would be ommited.

Method and Constructor References

The above example code can be further simplified by utilizing static method references:

Converter<String, Integer> converter = Integer::valueOf;

Integer converted = converter.convert("123");

System.out.println(converted); // 123

Java 8 enables you to pass references of methods or constructors via the :: keyword. The above example shows how to reference a static method. But we can also reference object methods:

class Something {

String startsWith(String s) {

return String.valueOf(s.charAt(0)); }}

Something something = new Something();

Converter<String, String> converter = something::startsWith;

String converted = converter.convert("Java");

System.out.println(converted); // "J"

Let's see how the :: keyword works for constructors. First we define an example bean with different constructors:

class Person {

String firstName;

String lastName;

Person() {}

Person(String firstName, String lastName) {

this.firstName = firstName;

this.lastName = lastName; }}

Next we specify a person factory interface to be used for creating new persons:

interface PersonFactory<P extends Person> {

P create(String firstName, String lastName);}

Instead of implementing the factory manually, we glue everything together via constructor references:

PersonFactory<Person> personFactory = Person::new;

Person person = personFactory.create("Peter", "Parker");

We create a reference to the Person constructor via Person::new. The Java compiler automatically chooses the right constructor by matching the signature of PersonFactory.create.

Lambda Scopes

Accessing outer scope variables from lambda expressions is very similar to anonymous objects. You can access final variables from the local outer scope as well as instance fields and static variables.

Accessing local variables

We can read final local variables from the outer scope of lambda expressions:

final int num = 1;

Converter<Integer, String> stringConverter =

(from) -> String.valueOf(from + num);

stringConverter.convert(2); // 3

But different to anonymous objects the variable num does not have to be declared final. This code is also valid:

int num = 1;

Converter<Integer, String> stringConverter =

(from) -> String.valueOf(from + num);

stringConverter.convert(2); // 3

However num must be implicitly final for the code to compile. The following code does not compile:

int num = 1;

Converter<Integer, String> stringConverter =

(from) -> String.valueOf(from + num);

num = 3;

Writing to num from within the lambda expression is also prohibited.

Accessing fields and static variables

In constrast to local variables we have both read and write access to instance fields and static variables from within lambda expressions. This behaviour is well known from anonymous objects.

class Lambda4 {

static int outerStaticNum;

int outerNum;

void testScopes() {

Converter<Integer, String> stringConverter1 = (from) -> {

outerNum = 23;

return String.valueOf(from); };

Converter<Integer, String> stringConverter2 = (from) -> {

outerStaticNum = 72;

return String.valueOf(from); }; }}

Accessing Default Interface Methods

Remember the formula example from the first section? Interface Formula defines a default method sqrt which can be accessed from each formula instance including anonymous objects. This does not work with lambda expressions.

Default methods cannot be accessed from within lambda expressions. The following code does not compile:

Formula formula = (a) -> sqrt( a \* 100);

Built-in Functional Interfaces

The JDK 1.8 API contains many built-in functional interfaces. Some of them are well known from older versions of Java like Comparator or Runnable. Those existing interfaces are extended to enable Lambda support via the @FunctionalInterface annotation.

But the Java 8 API is also full of new functional interfaces to make your life easier. Some of those new interfaces are well known from the Google Guava library. Even if you're familiar with this library you should keep a close eye on how those interfaces are extended by some useful method extensions.

Predicates

Predicates are boolean-valued functions of one argument. The interface contains various default methods for composing predicates to complex logical terms (and, or, negate)

Predicate<String> predicate = (s) -> s.length() > 0;

predicate.test("foo"); // true

predicate.negate().test("foo"); // false

Predicate<Boolean> nonNull = Objects::nonNull;

Predicate<Boolean> isNull = Objects::isNull;

Predicate<String> isEmpty = String::isEmpty;

Predicate<String> isNotEmpty = isEmpty.negate();

Functions

Functions accept one argument and produce a result. Default methods can be used to chain multiple functions together (compose, andThen).

Function<String, Integer> toInteger = Integer::valueOf;

Function<String, String> backToString = toInteger.andThen(String::valueOf);

backToString.apply("123"); // "123"

Suppliers

Suppliers produce a result of a given generic type. Unlike Functions, Suppliers don't accept arguments.

Supplier<Person> personSupplier = Person::new;

personSupplier.get(); // new Person

Consumers

Consumers represents operations to be performed on a single input argument.

Consumer<Person> greeter = (p) -> System.out.println("Hello, " + p.firstName);

greeter.accept(new Person("Luke", "Skywalker"));

Comparators

Comparators are well known from older versions of Java. Java 8 adds various default methods to the interface.

Comparator<Person> comparator = (p1, p2) -> p1.firstName.compareTo(p2.firstName);

Person p1 = new Person("John", "Doe");

Person p2 = new Person("Alice", "Wonderland");

comparator.compare(p1, p2); // > 0

comparator.reversed().compare(p1, p2); // < 0

Optionals

Optionals are not functional interfaces, instead it's a nifty utility to prevent NullPointerException. It's an important concept for the next section, so let's have a quick look at how Optionals work.

Optional is a simple container for a value which may be null or non-null. Think of a method which may return a non-null result but sometimes return nothing. Instead of returning null you return an Optional in Java 8.

Optional<String> optional = Optional.of("bam");

optional.isPresent(); // true

optional.get(); // "bam"

optional.orElse("fallback"); // "bam"

optional.ifPresent((s) -> System.out.println(s.charAt(0))); // "b"

Streams

A java.util.Stream represents a sequence of elements on which one or more operations can be performed. Stream operations are either intermediate or terminal. While terminal operations return a result of a certain type, intermediate operations return the stream itself so you can chain multiple method calls in a row. Streams are created on a source, e.g. a java.util.Collection like lists or sets (maps are not supported). Stream operations can either be executed sequential or parallel.

Let's first look how sequential streams work. First we create a sample source in form of a list of strings:

List<String> stringCollection = new ArrayList<>();

stringCollection.add("ddd2");

stringCollection.add("aaa2");

stringCollection.add("bbb1");

stringCollection.add("aaa1");

stringCollection.add("bbb3");

stringCollection.add("ccc");

stringCollection.add("bbb2");

stringCollection.add("ddd1");

Collections in Java 8 are extended so you can simply create streams either by calling Collection.stream() or Collection.parallelStream(). The following sections explain the most common stream operations.

Filter

Filter accepts a predicate to filter all elements of the stream. This operation is intermediate which enables us to call another stream operation (forEach) on the result. ForEach accepts a consumer to be executed for each element in the filtered stream. ForEach is a terminal operation. It's void, so we cannot call another stream operation.

stringCollection

.stream()

.filter((s) -> s.startsWith("a"))

.forEach(System.out::println);

// "aaa2", "aaa1"

Sorted

Sorted is an intermediate operation which returns a sorted view of the stream. The elements are sorted in natural order unless you pass a custom Comparator.

stringCollection

.stream().sorted().filter((s) -> s.startsWith("a")) .forEach(System.out::println);

// "aaa1", "aaa2"

Keep in mind that sorted does only create a sorted view of the stream without manipulating the ordering of the backed collection. The ordering of stringCollection is untouched:

System.out.println(stringCollection);

// ddd2, aaa2, bbb1, aaa1, bbb3, ccc, bbb2, ddd1

Map

The intermediate operation map converts each element into another object via the given function. The following example converts each string into an upper-cased string. But you can also use map to transform each object into another type. The generic type of the resulting stream depends on the generic type of the function you pass to map.

stringCollection

.stream().map(String::toUpperCase).sorted((a, b) -> b.compareTo(a)) .forEach(System.out::println);

// "DDD2", "DDD1", "CCC", "BBB3", "BBB2", "AAA2", "AAA1"

Match

Various matching operations can be used to check whether a certain predicate matches the stream. All of those operations are terminal and return a boolean result.

boolean anyStartsWithA =

stringCollection.stream() .anyMatch((s) -> s.startsWith("a"));

System.out.println(anyStartsWithA); // true

boolean allStartsWithA =

stringCollection.stream() .allMatch((s) -> s.startsWith("a"));

System.out.println(allStartsWithA); // false

boolean noneStartsWithZ =

stringCollection .stream().noneMatch((s) -> s.startsWith("z"));

System.out.println(noneStartsWithZ); // true

Count

Count is a terminal operation returning the number of elements in the stream as a long.

long startsWithB =

stringCollection.stream().filter((s) -> s.startsWith("b")).count();

System.out.println(startsWithB); // 3

Reduce

This terminal operation performs a reduction on the elements of the stream with the given function. The result is an Optional holding the reduced value.

Optional<String> reduced =

stringCollection

.stream()

.sorted()

.reduce((s1, s2) -> s1 + "#" + s2);

reduced.ifPresent(System.out::println);

// "aaa1#aaa2#bbb1#bbb2#bbb3#ccc#ddd1#ddd2"

Parallel Streams

As mentioned above streams can be either sequential or parallel. Operations on sequential streams are performed on a single thread while operations on parallel streams are performed concurrent on multiple threads.

The following example demonstrates how easy it is to increase the performance by using parallel streams.

First we create a large list of unique elements:

int max = 1000000;

List<String> values = new ArrayList<>(max);

for (int i = 0; i < max; i++) {

UUID uuid = UUID.randomUUID();

values.add(uuid.toString());}

Now we measure the time it takes to sort a stream of this collection.

Sequential Sort

long t0 = System.nanoTime();

long count = values.stream().sorted().count();

System.out.println(count);

long t1 = System.nanoTime();

long millis = TimeUnit.NANOSECONDS.toMillis(t1 - t0);

System.out.println(String.format("sequential sort took: %d ms", millis));

// sequential sort took: 899 ms

Parallel Sort

long t0 = System.nanoTime();

long count = values.parallelStream().sorted().count();

System.out.println(count);

long t1 = System.nanoTime();

long millis = TimeUnit.NANOSECONDS.toMillis(t1 - t0);

System.out.println(String.format("parallel sort took: %d ms", millis));

// parallel sort took: 472 ms

As you can see both code snippets are almost identical but the parallel sort is roughly 50% faster. All you have to do is change stream() to parallelStream().

Map

As already mentioned maps don't support streams. Instead maps now support various new and useful methods for doing common tasks.

Map<Integer, String> map = new HashMap<>();

for (int i = 0; i < 10; i++) {

map.putIfAbsent(i, "val" + i);}

map.forEach((id, val) -> System.out.println(val));

The above code should be self-explaining: putIfAbsent prevents us from writing additional if null checks; forEach accepts a consumer to perform operations for each value of the map.

This example shows how to compute code on the map by utilizing functions:

map.computeIfPresent(3, (num, val) -> val + num);

map.get(3); // val33

map.computeIfPresent(9, (num, val) -> null);

map.containsKey(9); // false

map.computeIfAbsent(23, num -> "val" + num);

map.containsKey(23); // true

map.computeIfAbsent(3, num -> "bam");

map.get(3); // val33

Next, we learn how to remove entries for a a given key, only if it's currently mapped to a given value:

map.remove(3, "val3");

map.get(3); // val33

map.remove(3, "val33");

map.get(3); // null

Another helpful method:

map.getOrDefault(42, "not found"); // not found

Merging entries of a map is quite easy:

map.merge(9, "val9", (value, newValue) -> value.concat(newValue));

map.get(9); // val9

map.merge(9, "concat", (value, newValue) -> value.concat(newValue));

map.get(9); // val9concat

Merge either put the key/value into the map if no entry for the key exists, or the merging function will be called to change the existing value.

UPDATE - I'm currently working on a JavaScript implementation of the Java 8 Streams API for the browser. If I've drawn your interest check out Stream.js on GitHub. Your Feedback is highly appreciated.

Date API

Java 8 contains a brand new date and time API under the package java.time. The new Date API is comparable with the Joda-Time library, however it's not the same. The following examples cover the most important parts of this new API.

Clock

Clock provides access to the current date and time. Clocks are aware of a timezone and may be used instead of System.currentTimeMillis() to retrieve the current milliseconds. Such an instantaneous point on the time-line is also represented by the class Instant. Instants can be used to create legacy java.util.Date objects.

Clock clock = Clock.systemDefaultZone();

long millis = clock.millis();

Instant instant = clock.instant();

Date legacyDate = Date.from(instant); // legacy java.util.Date

Timezones

Timezones are represented by a ZoneId. They can easily be accessed via static factory methods. Timezones define the offsets which are important to convert between instants and local dates and times.

System.out.println(ZoneId.getAvailableZoneIds());

// prints all available timezone ids

ZoneId zone1 = ZoneId.of("Europe/Berlin");

ZoneId zone2 = ZoneId.of("Brazil/East");

System.out.println(zone1.getRules());

System.out.println(zone2.getRules());

// ZoneRules[currentStandardOffset=+01:00]

// ZoneRules[currentStandardOffset=-03:00]

LocalTime

LocalTime represents a time without a timezone, e.g. 10pm or 17:30:15. The following example creates two local times for the timezones defined above. Then we compare both times and calculate the difference in hours and minutes between both times.

LocalTime now1 = LocalTime.now(zone1);

LocalTime now2 = LocalTime.now(zone2);

System.out.println(now1.isBefore(now2)); // false

long hoursBetween = ChronoUnit.HOURS.between(now1, now2);

long minutesBetween = ChronoUnit.MINUTES.between(now1, now2);

System.out.println(hoursBetween); // -3

System.out.println(minutesBetween); // -239

LocalTime comes with various factory method to simplify the creation of new instances, including parsing of time strings.

LocalTime late = LocalTime.of(23, 59, 59);

System.out.println(late); // 23:59:59

DateTimeFormatter germanFormatter =

DateTimeFormatter

.ofLocalizedTime(FormatStyle.SHORT)

.withLocale(Locale.GERMAN);

LocalTime leetTime = LocalTime.parse("13:37", germanFormatter);

System.out.println(leetTime); // 13:37

LocalDate

LocalDate represents a distinct date, e.g. 2014-03-11. It's immutable and works exactly analog to LocalTime. The sample demonstrates how to calculate new dates by adding or substracting days, months or years. Keep in mind that each manipulation returns a new instance.

LocalDate today = LocalDate.now();

LocalDate tomorrow = today.plus(1, ChronoUnit.DAYS);

LocalDate yesterday = tomorrow.minusDays(2);

LocalDate independenceDay = LocalDate.of(2014, Month.JULY, 4);

DayOfWeek dayOfWeek = independenceDay.getDayOfWeek();

System.out.println(dayOfWeek); // FRIDAY

Parsing a LocalDate from a string is just as simple as parsing a LocalTime:

DateTimeFormatter germanFormatter =

DateTimeFormatter

.ofLocalizedDate(FormatStyle.MEDIUM)

.withLocale(Locale.GERMAN);

LocalDate xmas = LocalDate.parse("24.12.2014", germanFormatter);

System.out.println(xmas); // 2014-12-24

LocalDateTime

LocalDateTime represents a date-time. It combines date and time as seen in the above sections into one instance. LocalDateTime is immutable and works similar to LocalTime and LocalDate. We can utilize methods for retrieving certain fields from a date-time:

LocalDateTime sylvester = LocalDateTime.of(2014, Month.DECEMBER, 31, 23, 59, 59);

DayOfWeek dayOfWeek = sylvester.getDayOfWeek();

System.out.println(dayOfWeek); // WEDNESDAY

Month month = sylvester.getMonth();

System.out.println(month); // DECEMBER

long minuteOfDay = sylvester.getLong(ChronoField.MINUTE\_OF\_DAY);

System.out.println(minuteOfDay); // 1439

With the additional information of a timezone it can be converted to an instant. Instants can easily be converted to legacy dates of type java.util.Date.

Instant instant = sylvester

.atZone(ZoneId.systemDefault())

.toInstant();

Date legacyDate = Date.from(instant);

System.out.println(legacyDate); // Wed Dec 31 23:59:59 CET 2014

Formatting date-times works just like formatting dates or times. Instead of using pre-defined formats we can create formatters from custom patterns.

DateTimeFormatter formatter =

DateTimeFormatter

.ofPattern("MMM dd, yyyy - HH:mm");

LocalDateTime parsed = LocalDateTime.parse("Nov 03, 2014 - 07:13", formatter);

String string = formatter.format(parsed);

System.out.println(string); // Nov 03, 2014 - 07:13

Unlike java.text.NumberFormat the new DateTimeFormatter is immutable and thread-safe.

For details on the pattern syntax read here.

Annotations

Annotations in Java 8 are repeatable. Let's dive directly into an example to figure that out.

First, we define a wrapper annotation which holds an array of the actual annotations:

@interface Hints {

Hint[] value();

}

@Repeatable(Hints.class)

@interface Hint {

String value();

}

Java 8 enables us to use multiple annotations of the same type by declaring the annotation @Repeatable.

Variant 1: Using the container annotation (old school)

@Hints({@Hint("hint1"), @Hint("hint2")})

class Person {}

Variant 2: Using repeatable annotations (new school)

@Hint("hint1")

@Hint("hint2")

class Person {}

Using variant 2 the java compiler implicitly sets up the @Hints annotation under the hood. That's important for reading annotation informations via reflection.

Hint hint = Person.class.getAnnotation(Hint.class);

System.out.println(hint); // null

Hints hints1 = Person.class.getAnnotation(Hints.class);

System.out.println(hints1.value().length); // 2

Hint[] hints2 = Person.class.getAnnotationsByType(Hint.class);

System.out.println(hints2.length); // 2

Although we never declared the @Hints annotation on the Person class, it's still readable via getAnnotation(Hints.class). However, the more convenient method is getAnnotationsByType which grants direct access to all annotated @Hint annotations.

Furthermore the usage of annotations in Java 8 is expanded to two new targets:

@Target({ElementType.TYPE\_PARAMETER, ElementType.TYPE\_USE})

@interface MyAnnotation {}

**Rules for Exception handling w.r.t Method Overriding in Java**

We will consider **different cases** for discussing the rules for exception handling with respect to method overriding

1. If parent class method **doesn’t**declare any exception
2. If parent class method declares**unchecked**exception
3. If parent class method declares**checked**exception
4. If parent class method declares both**checked**&**unchecked**exceptions

**Rule 1:** If parent class method **doesn’t**declare any exception

1. Then child class overriding method can declare **any type of unchecked exception** (this is the only possibility)
2. If child class overriding method declares checked exception, then compiler throws compile-time error stating “**Exception IOException is not compatible with throws clause in ParentClass.testMethod()**”
3. Then child class overriding method can declare **no exception** in the overriding method of child class (very much same as that of overridden method of parent class –> exactly same method signature)

**Rule 2:** If parent class method declares**unchecked**exception

1. Then child class overriding method can declare **any type of unchecked exception** (not necessarily same exception as that of parent class method –> only for unchecked exception)
2. If child class overriding method declares any checked exception, then compiler throws compile-time error stating “**Exception IOException is not compatible with throws clause in ParentClass.testMethod()**”
3. Then child class overriding method can declare **no exception** in the overriding method of child class

**Rule 3:** If parent class method declares**checked**exception

1. Then child class overriding method can declare **any type of unchecked exception**
2. Then child class overriding method can declare **same type of checked exception or one of its sub-class or noexception**  
   OR, sub -type of declared checked exception
3. Then child class overriding method can declare **no exception** in the overriding method of child class

**Rule 4:** If parent class method declares combination of both**checked**&**unchecked**exceptions

1. Then child class overriding method can declare **any type of unchecked exception**
2. Then child class overriding method can declare **same type of checked exception or one of its sub-class or no exception**
3. Then child class overriding method can declare **no exception** in the overriding method of child class

**Conclusion:**

* When parent class method declares **no exception**, then child class overriding method can declare  
  1. No exception or  
  2. Any number of unchecked exception (but strictly no checked exception)
* When parent class method declares **unchecked exception**, then child class overriding method can declare  
  1. No exception or  
  2. Any number of unchecked exception (but strictly no checked exception)
* When parent class method declares **checked exception**, then child class overriding method can declare  
  1. No exception or  
  2. Same checked exception or  
  3. Sub-type of checked exception or  
  4. any number of unchecked exception
* All above conclusion hold true, even if combination of both checked & unchecked exception is declared in parent class method

# Exception Handling
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**Q) Whether it is possible to write any statements after finally block ?**

* If there is no return statement for a method, then it is valid to write any valid statements after finally block
* But if there is a method that returns a value then writing any statement after finally block results in compile-time error
* If there is a return statement after finally block, then it is valid

**Q) Whether exception raises from catch block ?**

* It is very much possible that, code inside catch block too raises exception and this need to be handled
* Otherwise, program terminates abnormally

**Can we declare unchecked exception using throws keyword in method signature ?**

* Yes, it is possible to declare unchecked exception using throws clause

**Q) Whether it is valid to throw Java object, which isn’t extending any Exception/Error from exception hierarchy ?**

* As explained in the above question, only exception can be thrown which should extend any one of the types of Throwable class
* Throwing normal Java object which isn’t extending any exception-type from exception hierarchy will results in compile-time error stating “***incompatible types***”

**Q) Explain, what are the new features introduced in Java 1.7 version ?**

* New featured introduced in Java 1.7 version are,
* [***try-with-resources***](http://www.benchresources.net/try-with-resources-in-java-1-7-version/) for automatic resource management
* [***multi-catch block***](http://www.benchresources.net/multi-catch-block-in-java-1-7-version/) for grouping different exception-type for similar handler code with pipe character separating them

**Q) Explain Automatic Resource management feature in Java exception handling ?**

**try-with-resources statement:**

* Using ***try-with-resources*** statement, programmer doesn’t need to ***explicitly*** ***close*** the opened resources
* Rather it will be ***automatically closed*** once control reaches the ***end of try-catch block***
* This new feature introduced in ***Java 1.7***version is alternatively referred as ***Automatic Resource Management***e.;***ARM***
* Read [**try-with-resources statement**](http://www.benchresources.net/try-with-resources-in-java-1-7-version/) for more detail with example

**Rules:**

* All resources declared as part of ***try-with-resources*** statement must be ***AutoCloseable*** (i.e.; all resources must implements ***java.lang.AutoCloseable*** interface)
* ***Multiple resources*** can be declared inside try block argument; but they are all must be ***separated*** by ***semi-colon*** (;)
* While using ***try-with-resources*** statement, try block itself is enough. There is ***no compulsion*** to write either ***catch block*** or ***finally block*** following the ***try block***, whereas in prior versions try block must be followed by either catch block or finally block
* All ***resource reference variable*** declared inside try block argument are ***implicitly final***. Therefore, resource reference variable ***can’t changed***or***re-assigned*** within try block

**Q) Whether it is mandatory to follow catch block or finally block, after try-with-resources statement (try block) ?**

* It isn’t mandatory to have either catch block or finally block following try block
* try block alone can work without the need of catch block or finally block

**Q) How is multi-catch block is useful over traditional multiple catch blocks ?**

**Multi-catch block:**

* In ***Java 1.6*** or lesser version, whenever ***multiple exception***is***thrown***, then programmer has to provide ***multiple catch block***to catch different types of exception, although exception handling code is same
* But in ***Java 1.7*** version, we can write/code ***single catch block*** to ***handle*** multiple types of exceptions using ***multi-catch block***
* By using ***multi-catch block***, helps to provide same handler code by grouping different exception-types. And program/code becomes more readable with lesser lines of code
* Read [**Multi catch block in Java 1.7 version**](http://www.benchresources.net/multi-catch-block-in-java-1-7-version/) for more detail with example

**Rules:**

* There ***shouldn’t*** be any ***relationship*** between the ***declared exception-type*** in ***multi-catch block***.
* Otherwise, compile-time error will be thrown stating “***The exception <child-exception-type> is already caught by the alternative <parent-exception-type>***”
* If a catch block ***handles***more than one***exception-type*** (i.e.; multi-catch block), then exception variable is ***implicitly final***
* Any ***changes***or***re-assignment*** to this implicit final variable within catch block results in ***compile-time error***

# Collections

|  |  |  |  |
| --- | --- | --- | --- |
|  | Property | ***java.lang.Comparable*** | ***java.util.Comparator*** |
| 1 | Comparing instances of class | Comparable is used to compare instances of same class in java. | Comparator can be used to compare instances of same or different classes in java. |
| **2** | **sorting order** | Comparable can be implemented by class which need to define a **natural ordering for its objects.**  **Example** - String, Integer, Long , [Date](http://www.javamadesoeasy.com/2015/07/creating-date-in-java-using-calendar.html) and all other wrapper classes implements Comparable. | Comparator is implemented when one wants a **different sorting order** and define custom way of comparing two instances. |
| 3 | Changes to class | For using Comparable, original Class must implement it.    **Example of Comparable in java-**  **class** Employee **implements Comparable<Employee>**    For using Comparable, Employee Class must implement it, no other class can implement it.  As used in **Program 1** | Class itself can implement Comparator or  any other class can implement Comparator. Hence avoiding modification to original class.  **Example of Comparator in java-**  **class ComparatorName implements Comparator<Employee>**  **class ComparatorId implements Comparator<Employee>**  In above example modifications were made to **ComparatorName** and **ComparatorId.** Hence avoiding modification to Employee class.  As used in **Program 4** |
| 4 | Sorting on basis on one or many criteria in java | Provides sorting only on **one** criteria, **because** Comparable can be implemented by original class only in java. | We can use Comparator to sort class on **many** criterias **because** class itself or any other class can implement Comparator in java. |
| 5 | Method | After implementing Comparable class must override **compareTo** method  **@Override**  **public int compareTo(Employee obj) {**  **//sort Employee on basis of name(ascending order)**  **return this.name.compareTo(obj.name);**  **}**  Method compares **this** with **obj** object and returns a integer.  positive – **this** is **greater** than **obj**  zero – **this** is **equal** to **obj**  negative – **this** is **less** than **obj**    As used in **Program 1** | After implementing Comparable class must override **compare** method  **@Override**  **public int compare(Employee obj1, Employee obj2) {**  **//sort Employee on basis of name(ascending order)**  **return obj1.name.compareTo(obj2.name);**  **}**    Method compares **obj1** with **obj2** object and returns a integer.  positive – **obj1** is **greater** than **obj2**  zero – **obj1** is **equal** to **obj2**  negative – **obj1** is **less** than **obj2**  As used in **Program 3** |
| 6 | Package | **java.lang**  **java.lang** package is automatically imported by every program in java.  Hence, we need **not** to write explicit statement for importing java.lang.Comparable. | **java.util**  We need to write explicit import statement -  **import** java.util.Comparator |
| 7 | Using **Collections.sort** | Let's say we wanna sort list of Employee,  **Collections.sort(**list**)** uses Comparable interface for sorting class.  As used in Program 1 | Let's say we wanna sort list of Employee,  **Collections.*sort*(list,new ComparatorName());**  uses Comparator interface for sorting class.  As used in Program 5 |

Iterator returned by few Collection framework Classes are fail-safe, means any structural modification made to these classes during iteration won’t throw any Exception.

Some important classes whose returned iterator is fail-safe >

[CopyOnWriteArrayList](http://www.javamadesoeasy.com/2015/04/arraylist-vs-copyonwritearraylist.html)

[CopyOnWriteArraySet](http://www.javamadesoeasy.com/2015/04/hashset-vs-copyonwritearrayset.html)

[ConcurrentSkipListSet](http://www.javamadesoeasy.com/2015/04/treeset-vs-concurrentskiplistset.html)

ConcurrentHashMap is divided into different segments based on concurrency level. So different threads can access different segments concurrently in java.

Can threads read the segment locked by some other thread?

Yes. When thread locks one segment for updation it does not block it for retrieval (done by get method) hence some other thread can read the segment (by get method), but it will be able to read the data before locking in java.

For operations such as putAll concurrent retrievals may reflect removal of only some entries in java.For operations such as clear concurrent retrievals may reflect removal of only some entries in java  
1) Custom HashMap in java >
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In this tutorial we will learn how to create and implement own/custom [HashMap](http://www.javamadesoeasy.com/2015/04/hashmap-in-java.html) in java with full working source code.

This is very important and trending topic in java. In this post i will be explaining HashMap custom implementation in lots of detail with diagrams which will help you in visualizing the HashMap implementation. This is must prepare topic for interview and from knowledge point of view as well.

I will be explaining how we will put and get key-value pair in HashMap by overriding-

>equals method - helps in checking equality of entry objects.

>hashCode method - helps in finding bucket’s index on which data will be stored.

We will maintain bucket ([ArrayList](http://javamadesoeasy.com/2015/02/arraylist-custom-implementation.html)) which will store Entry ([LinkedList](http://javamadesoeasy.com/2015/01/doublylinkedlist-insert-and-delete-at.html)).

2) Entry<K,V>

We store key-value pair by using Entry<K,V>

Entry contains

K key,

V value and

Entry<K,V> next  (i.e. next entry on that location of bucket).

|  |
| --- |
| static class Entry<K, V> {         K key;         V value;         Entry<K,V> next;           public Entry(K key, V value, Entry<K,V> next){             this.key = key;             this.value = value;             this.next = next;         }     } |

3) Putting 5 key-value pairs in own/custom HashMap (step-by-step)

I will explain you the whole concept of HashMap by putting 5 key-value pairs in HashMap.

Initially, we have bucket of capacity=4. (all indexes of bucket i.e. 0,1,2,3 are pointing to null)

**![https://lh4.googleusercontent.com/8lyMKGCEcq93Kru2vldmJGMXlG5yLs6B6c4pgX-9dHq3GJdz0grxkdpQzF9j3Nwd61P7wWCjJ36LrUKld3t7ycw2yUXEmBZJqqwbFU9gSU5FbWgkYRRN6CzRQzL92PaTNwieyqk](data:image/png;base64,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)**

Let’s put first key-value pair in HashMap-

Key=21, value=12

newEntry Object will be formed like this >![https://lh3.googleusercontent.com/jVdkgrbzuY9lsRPqptKoBc6sza4njvI1K-iX5cJDm5OZCsERLVYfpyjbU-ubVcOC3F51wvDjuqrk-AABj_ewEd7gdoroqUwAJQUklX8JdpKZzcU2ZPRNwgERODVwEQC3FIQ3xlU](data:image/png;base64,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)

We will calculate hash by using our hash(K key) method - in this case it returns

key/capacity= 21%4= 1.

So, 1 will be the index of bucket on which newEntry object will be stored.

We will go to 1st index as it is pointing to null we will put our newEntry object there.

At completion of this step, our HashMap will look like this-

![https://lh4.googleusercontent.com/P6LVwuqM6ijKbodSbWZEzC0k5XhxnW7HsQoJSsA0F8woFImq3PLcQpp5IX9miH-JmBB9oAkcW7he8xRvXjLpERxazgHeeoUKImqIJGg-2FFUzibGrloxbfD51dBOH5F1R5bEb9k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALIAAAFXCAYAAAAGdBTtAAAX0klEQVR4Ae2dPW/izNfGLz/6f4Ct7xpSRNRbmP6WIA0VzRbp7JI020XarJRuGyih22KbVDSLpe2huOsoxZp66/0GfjRjD5i3APbYM7YvpAi/zJxz5neujAfDeJwoiiLwRQIVJ/B/FY+f4ZOAJFBbIa8nXTjdCdalJXqNSddBd1KexzxNK59PnmjP19Ur5MCH4/gIzvs9XUKHDQT49rCCO7xD67Sn7ZlTPtcTdJ0uLtLm+ideVi6Gd1uPge/AcRz4uYBsw9zZkrHt2ZbtuCze1t0Q7uoFP6vxf7fT9GM7eoV8zEOhxwL4x4QSzDGDh8eRENWJMrrjCt+wQgc3Gx0HmM9ceJ6L2bwIJR9pQG+KKFpCNvvg9B6H1g06WOEtPChYyQMFCPkVz924J9r0zjs93i5Q1Wsd9lxxOSfpztLl4mPiUt7HDMCs70CVE1kI5jPAG6CHwzLykursxSdTdyTuvZQexrAtsP79Cri3aKtD4p/JHeLz5yHc2fO2Vxcsuj58wUgMffb2AzEk2olvd8jy7pAgfQVJemxhqzsJjrBq49YFXn/XpEsWdy20vRaeuAMSeQthcRF5QOSOwyiSx71IHk6OyzI7x5MokmOehwjuOAqlKWH3SP20rU0jYr9xDNs4tvuqYKrcqbjDceTCjUQTTrYhMbdIxxuF0dhN2p7mIMNJM1J2FTMVmywo+Ym4w7G7ab/wI5nK2PbqpeKVdXYanWqvdBPHiJ0yaf/V2i6gR/Yw6IluKf6PVx3UsfeDXmxTaIaZ6Go7N3KMK8thhr7sqeJe+GRPkgwr4hg2Brcb8uogeuR9O+/HfVUMcrwMrB7aGz+rl5+pD54ubjddtwgttX8kvtboER5mmAfxcCU9Dt82bHdLjoFn/eLG6LvujO8VIGQBXLQrxNsq3b5XyKuYFFp8vHXTAVZvkMO09QSTzVDSw2LhAcklWZaDh0UUQdz2Fn/LowPBNSbPaliR9r3djocdC0TRAt72sBignIg7Fes7MbTFdTp5rX++YOWOEap4RVsu/GB1PL4eBgJHX/zzpcfhyuOR99YIyyhCOHYxez5998bd/Y86Yqgih7ReQMQl2vUiz4UcYmyGBsmlVgw71Pn4ipZc3sRxNXTYDDeSc8nwQl66ZTlRNrncyytz4iu+Bm+HAqmGbeqKMskwQthw1eX/VNypS7Uwt7Ej49jGIF3tx71zyd4fZqXqynr7+3EbN/HFzmOmym4ytJBMRTx77U/HqqpsjskD+0ONFLAKborerTYvOS5U4+qyW7Uneu3uddvXbU97g68zWMDQwtSlaI2fL1fcO9YdZusOQ3eFl4JuzAbfHrByh0jdps7Vgnj4o89ermA0VHaE7jXYoQkSMEqgRj2yUY50bpgAhWw4AXSvhwCFrIcjrRgm8L8i/YuvR/myh0CdPw6xR7ZHZ4wkBwEKOQc8VrWHQKFDi3Qz63xZS7fTtu2mDO/YI9umPMaTiQCFnAkbK9lGgEK2LSOMJxMBCjkTNlayjQCFbFtGGE8mAhRyJmysZBsBCtm2jDCeTAQo5EzYWMk2AhSybRlhPJkIUMiZsLGSbQQoZNsywngyEaCQM2FjJdsIUMi2ZYTxZCJAIWfCxkq2EaCQbcsI48lEgELOhI2VbCNAIduWEcaTiQCFnAkbK9lGgEK2LSOMJxMBCjkTNlayjQCFbFtGGE8mAhRyJmysZBsBCtm2jDCeTAQo5EzYWMk2AhSybRlhPJkIUMiZsLGSbQQoZNsywngyEaCQL8QmVz1NLSq9v3+hGRYriMDFQt5Z+jaV0ILiolkSuIrAZUIOfLRfhskCiCHGr/1iVry/KnQWJoEtgYuELJav9R5HcjldoIW7oVufxbi3LLhVYQIXCTncXYsX8ZK6VWr1GpOuAz8I4Mv1rMVa1F1M1qoN6rzaByDXhPaxWVU4dYqb9hG4SMjpdZZFE+IFxu1rzLmIZv1n3IbxWtYLb4WH+9NrNJ+zxfN2EbhIyKIH3i7MHa8w2rlp2dWSC6LxFkuotdh7YpVytaD7BXVZxG4Cly290JtiMXfQdh5ka9xxiGXP7oYxumYRuEzIAHrTCNG0WXDY2uoQuGhoUZ3mZI20hZsOMJurj3YB/P4sqzHWM0CAQk6g96YLeLM+xCpIjjPHIBzDNZAQusxGwIkKXDcsvTRWgW6ytbwhtZqSA/bIDRF03ZtJIdc9ww1pH4XckETXvZkUct0z3JD2UcgNSXTdm0kh1z3DDWkfhdyQRNe9mRRy3TPckPZRyA1JdN2bSSHXPcMNaR+F3JBE172ZFHLdM9yQ9lHIDUl03ZtJIdc9ww1pH4XckETXvZkUct0z3JD2UcgNSXTdm0kh1z3DDWkfhdyQRNe9mRRy3TPckPZRyA1JdN2bSSHXPcMNaR+F3JBE172ZFHLdM9yQ9lHIDUl03ZtJIdc9ww1pH4XckETXvZkUct0z3JD2UcgNSXTdm0kh1z3DDWkfhdyQRNe9mRRy3TPckPZRyA1JdN2bSSHXPcMNaR+F3JBE172ZFHLdM9yQ9lHIDUl03ZtJIdc9ww1pH4XckETXvZkXL+GbF0R6vbe8tlifBPYJsEfeJ8L9ShKgkCuZNga9T6A0IYslfG36W3iAt9iNKRy7cMeh1jjP2owD0eozzXk/4bXdF2tRF/UCEKm/XD4W3saOOw4PTYXjyHXH0ZEzh2XlkUXkwYsWURSFYzc6ajNV85Iyorgqp95TJnY3d+INo7Ebx7JbSM+e4i/e6/wqrUfO3RN4C9lrLUctrCddiA+P4s8P1pjcP2C1ekDbD7bnuj78rjgPYD1BtzvBWgWx/o1Xb4Ce2k/ehd3uZL21Ie1vC6nz0t7GP4DAl7G0H1bbwqds+pOdeIEWbjozzEWcfGUmUB0hz/qJcOO2iiGAuGy//gZG38dw3THCaSJNIfrlFJ+H4vwa658vwPAOLYUpfMOh5NTJffux/FcPbbTfHiH+kYJvD5v6s3mAYD6TwxQRz6lX+LYSYxlE09FBvO3bOM5TdXn8PIHqCDnpkZVW32uae9uWp1t3Q+DlHvcPHTyONjJ+r+rJc+54DG82h+o4N+PrSwIC0JtGiAZzOOkrw0lvPHEtgeoIOemRxaX/4NW6QScZWuyca91hiBVW+8OI9i3c19+boYbobcUw5f5lp/bezh2mC6DvB+h9HuO1Hw9tRDy9gYdZ30F6aLFvM/AdOP0Z0LlBay9e0Vt3bvL9o+0F27hdR3wAKKrV6S9BCnTzbvhCQM+3oRwSbAsG8J05BtH0YJy8LVPWVrGx2JCDMkhWVsjpBJUBqggf8p9bfFCcDxBdOES5No40J1OdybUxZylfaSE/RU9Z2mxFnSfnSd6FKTqYpgi5OmPkojNO+5UmQCFXOn0MXhGgkBUJvleaAIVc6fQxeEWAQlYk+F5pAhRypdPH4BUBClmR4HulCVDIlU4fg1cEKGRFgu+VJlBLIX9Zf8Av/6P2xHz0nyC+kXtyfuHD+suOfXmu+wGfsHt8pxB3CiNQ2izqwlpQkmHxz+HfhniKfuBL8AfO/QTh8gtaWGPSbWM+HMN9LSkYujkgUMseWbXyCz7hQ/cJvyaf5KFPk19Jj/qEp6THFj3pnyDuRd/ryb+2/uKf0Y/YtPgZaOcGP/AVX/EDf5dPmN4pr3w3QaDWPXLgt/H2GGEpJo6sP6D79ogoimeRBH4Xv9dL9AZ/0J8HeOpBzvzoDCJ8mjzv/LYY8LCIpvgPX2WOxAwRUQ74z0TO6PMIgfoKedZHXwhwmrRaTG+aPcCZbSl4AzF1YwCvP8fH6QDzmYfBFPjR+xdPo3+3BaVkYxGLXv3+NsS/vXh/pxB3jBGor5DF1KhkalG4HMXz9bwFnqbpXlQMDYDP41d884GZN8A/+Aoh1vRsD9Ujw3diEashhrG00fE+gfoKGcDX3j8If7+g7d/gafoPFvM++o5C4GIcLvG39RVibt/rwwvG4RR/8R9+jA575J74AbzszdtYPQgbcf1RK/6w5ySzWduOsBPbVZ74XjwB/rAegPiQ170Hvi9H8gNc8dghP3SWMWODP6w/k005mbImM4LV4wLEXQi+qkkgw+03cSl1ML8d4/RTHKoFQwwl/uW418KkiYm5fvIIhvT2YagZhNzCaBnxvukhSx4xSCCDkA1GS9fGCaTH3FcHIx5d5vvwk8eNOfJ5ZoePNBP3+I89vuQ9fxTye3R47oCA+IAqxKz+DgqcOzB7xW0onoIaYvz6fLVgT5mv/O038SMevsolkL7bku6h08dPRuQOcScfqiQe3gj8PlnwuhMZhBzfN1UPnlT3TXM+Wu26qFOlq/psi7r8A6bFq0SdPpZK1YWba/zO8OOrDEKOP+yNLgyLxZpDQAlYCVq0XB17l0JrhMeOg7Yjvmly4brA8N0Khyf5hcghk1KO1PFJQ0rASrxiX20XDTVDj1x0SLRfNQL7Ahbxlyli4Y9CrppqLIr3mIBNhUchmyJfYb/nBFx2byxQUsgVFlTZoZ8TcNnxpP019guRL/iIP84ffNQ8WfTYJFR57MSk1XQybN0WAla9bFkf3q5l0VghXwvqXHk1P3D/x1TiJ6JzOWn1CdGig4f7SWVmWmcRsBL8OV66z9dKyB/97TR9NZFUvsveMJnKf+QxAbJMaip/2s6xCavHknBqEuqxSau2rxaSRcDHmJR5rFZj5N6gg/63AE/T7URStHpYRurrG/Gt5DfcQEzkU+szncYtBH5swurdz+7RqVBqcuopi9tJq6dKmD0uBCxeWYcPpnpjEXOthHxsIimS506or9Tl/LtL9XJiwurfI1OhzolYTVqVM7ov9V9COSVe4SqrgEsI86yLWgn5K/7DwJth7gOv489yImkv+IOXYYhoKS7ocY/8HhUx1p28/toWkYs87q6Ruj4xOfWUmMWHPTHzWiw2actLCVineHXaupZTrYQsGi/WvOv3XzEOW/gbH0Cn34b8Gl9+j9/B4x4lMY597DwdfNcvJq+KCavJFXcz4fRYj9zDGr+7T9ifhDoKt5NWVQxicqqpVxECNtWWtF/+1iJNo8RtE7+1EM0z2WsWibdWdy2KBFUH23UVschN7YYWdRCcjjaoIYQOW1WwQSFXIUtXxKgErHpftX+FiUoWpZArmbbDoJVglYAPS9T7CIVc8fw2XcAqfRSyIlGxdwp4N2GVvv2225Tq7WUZBlwrYFVe0MnirypUK90jV3UGtRDHNbOomyLGPP80lRZynoZXoa4ScJ17Ul15oJB1kdRohwK+HiaFfD2zwmpQwNnRUsjZ2WmrSQHnR0kh52eY2QIFnBndQUUK+QBJ8QfUHQt+iNPHmr9+u5JlPMk02+xrIWD5F/EJoldiP1u8UT2ynIP37Q2d2QxygabUcmU7S5Ilx+VSvfOBXNJMTlXCd3x8a0NOm3JmcMfhRUs2qB64yve9zyrJcIFGCVmyVg+alsuK3QPrJUaYHJ1kih6wmDuYT8a4f3vEciqmKokHVH/DzXK7EuqpHFLAp8joP948IScPmhbT9z+qB02fmGQqVpnsfR7juf2C4RXTkyhg/UI9Z5FjZEVITDKNxJIA8d9UzjddY3L/guFiiJf7CdaqLF7xe7uzOao2xBCCwwhFo5x3CjlZIXUBMclUrY0RL8ayntzjZfgdf3t/8X34gvvJGqInv+ms8NB28GvyqZws0ctZApX+9VuVez0x/Cjj9pu6Vy2UUIa/s4orqAB75ILA0my5BCjkcnnTW0EEKOSCwNJsuQQqPUYuF5V+b2WMWZsyRq7sfeQyRKBfurRYFAEOLYoiS7ulEqCQS8VNZ0URoJCLIku7pRIobYyc/tBRagvprBEE2CM3Is31bySFXP8cN6KFpQ0teLvMjJ6aMqRjj2xGX/SqmQCFrBkozZkhQCGb4U6vmglQyJqB0pwZAhSyGe70qpkAhawZKM2ZIUAhm+FOr5oJUMiagdKcGQIUshnu9KqZAIWsGSjNmSFAIZvhTq+aCVDImoHSnBkCFLIZ7vSqmQCFrBkozZkhQCGb4U6vmglQyJqB0pwZAhSyGe70qpkAhawZKM2ZIUAhm+FOr5oJUMiagdKcGQIUshnu9KqZAIWsGSjNmSFAIZvhTq+aCVDImoHSnBkCFLIZ7vSqmQCFrBkozZkhQCGb4U6vmglQyJqB0pwZArmEHPi7K4WaaQK9kgCQXcjrCea3Ybx286KDh521momWBMoloGd5svUE3W83WMYrkW9akH6kKR8ru8FS6kZTcqDl+cjBtwd0BlGpCaIzEkgTyC3k9aSL59sQy17aLLdJoFwC2cfIAMSHvXt8x3LUKjdqeiOBPQLZhRz46M+A1UMbYhzmOF1M1nvWa7Yr79L4waZV+/ubE9wonUD2oUVviiialh4wHZLAMQLZe+Rj1niMBAwRoJANgadbvQQaJOQ1Jl0HfhDAl2P6/XG9Op8CHPhwHB/bUXHqHDetItAgIcfcZ/1n3IaR/EZy4a34jaRVcsweTOOE7C2WUHcLewMPWL0hzM6PNS0h0DghW8KdYWgmQCFrBkpzZghQyBvuLdx0gNlcfbQL4ItvfPiqBAEKOZWm3nQBb9ZPvqmcYxCO4abOc9NeAnp+xnmifU35CeGJ5ltxuCk5YI9shdwYRF4CFHJegqxvBQEK2Yo0MIi8BCjkvARZ3woCFLIVaWAQeQlQyHkJsr4VBChkK9LAIPISoJDzEmR9KwhQyFakgUHkJUAh5yXI+lYQoJCtSAODyEuAQs5LkPWtIEAhW5EGBpGXAIWclyDrW0GAQrYiDQwiLwEKOS9B1reCAIVsRRoYRF4CFHJegqxvBQEK2Yo0MIi8BCjkvARZ3woCFLIVaWAQeQlQyHkJsr4VBChkK9LAIPISoJDzEmR9KwhQyFakgUHkJUAh5yXI+lYQoJCtSAODyEuAQs5LkPWtIEAhW5EGBpGXAIWclyDrW0GAQrYiDQwiL4HsK59e6Tn9nN4rq7I4CZwlwB75LCIWqAIBCrkKWWKMZwmUNrSIouhsMCygn0BThnTskfVrhxYNEKCQDUCnS/0EKGT9TGnRAAEK2QB0utRPgELWz5QWDRCgkA1Ap0v9BChk/Uxp0QABCtkAdLrUT4BC1s+UFg0QoJANQKdL/QQoZP1MadEAAQrZAHS61E+AQtbPlBYNEKCQDUCnS/0EKGT9TGnRAAEK2QB0utRPgELWz5QWDRCgkA1Ap0v9BChk/Uxp0QABCtkAdLrUT4BC1s+UFg0QoJANQKdL/QQoZP1MadEAAQrZAHS61E+AQtbPlBYNEKCQDUCnS/0E8gt5PUHXcSAezST+upO1/ihpkQTOEHAinQ9lE6Juv+ExmqIHSGEr/zrdKJt8P08g/ey3Oucgf4+8z9K9RXv/GPdJoGACWoQc+MnQQvTGyxFaBQdN8ySwT0CLkHvTCOKyFUUDzJ0uOEzex8z9ogloEfI2yDZu3e0et0igLAL5hRz4mzsWjtPGy/A7RhxblJU/+kkI6L1rsYe1KZ+Y95pt1W5TcpC/R7YqbcUGIz/U+sHGyf7+5gQ3SidAIZeOnA6LIEAhF0GVNksnQCGXjpwOiyDQICGvMek68IMA/ua3Iel73up8CrO8I+NjOypOneOmVQQaJOSY+6z/jNsw/gJn4a3wcD8Bf+ZklSYzBdM4IXuL5eY+d2/gAas3hJnQsZJNBBonZJvgMxZ9BChkfSxpySABCnkDv4WbDjCbq492Afz+bHOWG3YToJBT+elNF/Bm/eS3I3MMwjH4G6gUIIs3+VsLi5OjIzT+1kIHRdoggZIIcGhREmi6KZYAhVwsX1oviQCFXBJouimWAIVcLF9aL4kAhVwSaLoplgCFXCxfWi+JAIVcEmi6KZYAhVwsX1oviQCFXBJouimWAIVcLF9aL4kAhVwSaLoplgCFXCxfWi+JAIVcEmi6KZYAhVwsX1oviQCFXBJouimWAIVcLF9aL4kAhVwSaLoplgCFXCxfWi+JAIVcEmi6KZYAhVwsX1oviQCFXBJouimWAIVcLF9aL4kAhVwSaLoplgCFXCxfWi+JAIVcEmi6KZYAhVwsX1ovicD/SvIjHwxYli/6aR4B9sjNy3ktW0wh1zKtzWtUoUOLKIqaR5QtNkKAPbIR7HSqmwCFrJso7RkhQCEbwU6nuglQyLqJ0p4RAv8PCzTmTE5+VsQAAAAASUVORK5CYII=)

Let’s put second key-value pair in HashMap-

Key=25, value=121

newEntry Object will be formed like this >![https://lh3.googleusercontent.com/_GmkQHQWCrmdL0kW8-1gjCoYT-xcDNEAS2737UnGZcXjUL5Xmmei4E9guBo1kpZNMuwlPnBBC5bBV67ZvPbuqyyWFn25eStEfPL4Pv1pVTrIokZaYdFNmWHNlJkynpz64JvSdDc](data:image/png;base64,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)

We will calculate hash by using our hash(K key) method - in this case it returns

key/capacity= 25%4= 1.

So, 1 will be the index of bucket on which newEntry object will be stored.

We will go to 1st index, it contains entry with key=21, we will compare two keys(i.e. compare 21 with 25 by using equals method), as two keys are different we check whether entry with key=21’s next is null or not, if next is null we will put our newEntry object on next.

At completion of this step our HashMap will look like this-
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Let’s put third key-value pair in HashMap-

Key=30, value=151

newEntry Object will be formed like this >![https://lh3.googleusercontent.com/jmah6VSBF3-4shcqBTB_PuV9g72dtpZ95MC_U_BfOIb5-KQ8N-jQK5m8lJTYvAojCXtrbNa4ZwIxhivv7XK5vKwz6VXDjnYzfGrPxaU9CWl7KtriINtEE1nkFoM0xt0XRtCU75c](data:image/png;base64,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)

We will calculate hash by using our hash(K key) method - in this case it returns

key/capacity= 30%4= 2.

So, 2 will be the index of bucket on which newEntry object will be stored.We will go to 2nd  index as it is pointing to null we will put our newEntry object there.

At completion of this step, our HashMap will look like this-
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Let’s put fourth key-value pair in HashMap-

Key=33, value=15

Entry Object will be formed like this >![https://lh6.googleusercontent.com/cWSX64vRPGg-hN3Ys5hzIBxCEYlQq38N9oNmMSQiF7_eY6j-phfqTLyf1rgNHEgFj8kgz80odH7wC-PVKlp2eXk_MiUXPz0ZAojgVuaIhScuq2sTWwYY_KBXfxKL9ZMdPJxlNdA](data:image/png;base64,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)

We will calculate hash by using our hash(K key) method - in this case it returns

key/capacity= 33%4= 1,

So, 1 will be the index of bucket on which newEntry object will be stored.

We will go to 1st index -

>it contains entry with key=21, we will compare two keys (i.e. compare 21 with 33 by using equals method, as two keys are different,  proceed to next  of entry with key=21 (proceed only if next is not null).

>now, next contains entry with key=25, we will compare two keys (i.e. compare 25 with 33 by using equals method, as two keys are different,  now next of entry with key=25 is pointing to null so we won’t proceed further, we will put our newEntry object on next.

At completion of this step our HashMap will look like this-
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Let’s put fifth key-value pair in HashMap-
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**Segments** in ConcurrentHashMap with **diagram** >

we have ConcurrentHashMap with **4 segments -**

(Diagram shows how **segments** are formed in ConcurrentHashMap)
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Now let’s form few questions to clear your doubts (based on above diagram) >

Question 1 : What will happen map.put(25,12) is called and some other thread concurrently calls map.get(25)?

Answer : When map.put(25,12) is called segment 2 will be locked,

key=25 also lies in segment 2, When thread locks one segment for updation it does not block it for retrieval hence some other thread can read the same segment, but it will be able to read the data before locking (hence map.get(25) will return 121)

Question 2 : What will happen map.put(25,12) is called and some other thread concurrently calls map.get(33)?

Answer : When map.put(25,12) is called segment 2 will be locked,

key=33 also lies in segment 2, When thread locks one segment for updation it does not block it for retrieval hence some other thread can read the same segment, but it will be able to read the data before locking (hence map.get(33) will return 15)

Question 3 : What will happen map.put(25,12) is called and some other thread concurrently calls map.put(33,24)?

Answer : When map.put(25,12) is called segment 2 will be locked,

key=33 also lies in segment 2, When thread locks one segment for updation it does not allow any other thread to perform updations in same segment until lock is not released on segment.

hence map.put(33,24) will have to wait for map.put(25,12) operation to release lock on segment.

Question 4 : What will happen map.put(25,12) is called and some other thread concurrently calls map.put(30,29)?

Answer : When map.put(25,12) is called segment 2 will be locked,

but key=30 lies in segment 3.

Both the kays lies in different segments, hence both operations can be performed concurrently.

Question 5 : What will happen updations (put/remove) are in process in certain segments and new key-pair have to be put/remove in same segment ?

Answer : When updations are in process thread locks the segment and it does not allow any other thread to perform updations (put/remove) in same segment until lock is not released on segment.

load() :   
- Use load() method only when you are sure that object you want to read already exists.   
- If unique Id of an object does not exists in database then load() method will throw an exception.  
- load() method return proxy object default and database won't be hit until the proxy is first invoked.  
get() :  
- Use get() method when you are not sure obout the object existance in the database.  
- If object does not exists in the database, the get() method will return null.  
- get() method will hit database immediately.  
sess.refresh(cat); //re-read the state (after the trigger executes)

s**orting HashSet – 2 ways:**

1. Using **Collections.sort(list);** method
2. Using **TreeSet** inter-conversion constructor

Let us move forward to discuss 2 ways of sorting HashSet contents

**Way 1:**Using Collections.sort(list); method

**Steps:**

1. Create new HashSet object
2. Store HashSet contents into ArrayList using inter-conversion constructor
3. Finally, invoke Collections.sort(al); method to sort elements in ascending order
4. **Note:** similarly elements can be sorted in descending order as well using Comparator

**Syntax:**

[?](http://www.benchresources.net/how-to-sort-hashset-in-java-2-ways/)

|  |  |  |  |
| --- | --- | --- | --- |
| 1  2  3 | List<String> al = new ArrayList<String>(hsObject);  Collections.sort(al);  Way 2: Using TreeSet inter-conversion constructor  Steps:  Create new HashSet object  Create TreeSet object and pass HashSet contents as constructor-argument to TreeSet  That’s it, HashSet are sorted and stored inside new TreeSet object  Note: similarly elements can be sorted in descending order as well using Comparator  Syntax:  [?](http://www.benchresources.net/how-to-sort-hashset-in-java-2-ways/)   |  |  | | --- | --- | | 1 | TreeSet<String> set = new TreeSet<String>(hashSet); |     **Various ways to remove duplicate elements from Arrays:**  using List implemented classes  using Set implemented classes  using combination of both List & Set implemented classes  without using any collection classes  using Streams class in Java 8    **Way 1:**Using List implemented classes (i.e.; ArrayList class)  **Steps:**  Iterate through original Arrays to read duplicate elements  Initialize ArrayList (i.e.; to store unique elements, after checking)  While iterating String Array, check whether element already present in the unique list (created in step-2)  // check whether list contains duplicate, while iterating              if(!uniqueList.contains(strArray[index])) {  If it doesn’t contains inside unique List, then add element to unique List  Repeat step 3-4, until all elements of Arrays are compared and unique elements are stored inside List  Convert unique list into Arrays using toArray() method  Again, iterate through Arrays to print unique elements  Way 2: Using Set implemented classes (i.e.; HashSet class)  Steps:  Iterate through original Arrays to read duplicate elements  Initialize HashSet (i.e.; to store unique elements, while iterating)  While iterating String Array, just simply add elements to HashSet; because Set allows only unique items thereby removing duplicate items  Convert Set into Arrays using toArray() method  Again, iterate through Arrays to print unique elements  Difference between above 2 implemented approaches:  In the 1st way, we have to check manually for each items inside String Arrays with unique List and then add to List for each iteration  Whereas for Set implemented classes, we don’t need to do any comparison or checking because Set allows only unique items thereby removing duplicate items  In addition to this, 1st approach maintains insertion order whereas 2nd approach follows random order as HashSet internally uses hashing algorithm to store elements    Way 3: Using both List & Set classes  Steps:  Iterate through original Arrays to read duplicate elements  Convert Arrays into List; using Arrays’ asList(arrObj); method  Add converted List object into HashSet using inter-conversion collection constructor; for removing duplicates  Create new Arrays of required data-type  Convert Set to Arrays (using newly created Arrays in step-4)  // convert Arrays into List  List<String> lst = Arrays.asList(strArray);    // again convert List into Set, for removing duplicates  // using inter-conversion constructor  Set<String> set = new HashSet<String>(lst);    // create new String[] with no. of elements inside Set  String[] uniqueArr = new String[set.size()];    // convert back Set into Arrays  set.toArray(uniqueArr);  Way 4: Without using any collection classes  Steps:  Iterate through original Arrays to read duplicate elements  Construct outer for-loop for iterating Arrays elements  Construct inner for-loop for iterating Arrays elements starting from 2nd position (or 1st index)  Within inner for-loop, check whether outer for-loop element with inner for-loop elements (while iterating)  If comparison comes out to be true, then assign last element at this position (thereby replacing duplicate element)  While doing step 5, decrement the size of Arrays by 1 as well as decrement inner for-loop count (this will give unique elements inside Arrays after all iterations are completed)  Finally print Arrays elements again  Way 5: Using Streams class in Java 8  Steps:  Iterate through original Arrays to read duplicate elements  Using Streams class, remove duplicate elements (i.e.; using distinct() method)  At the same time, convert back to Object[] arrays by invoking toArray() method  Finally print Arrays elements again  // convert to unique/distinct Arrays using Java 8 Streams class          Object[] uniqueArrays = Arrays.stream(strArray).distinct().toArray();    Remove duplicate elements from ArrayList in Java  Solution:  using collection class (i.e.; convert ArrayList to HashSet class to remove duplicates)  without using any collection class (i.e.; using 2 for-loop iterations)  Using Collection class:  Steps:  Iterate through original ArrayList to read duplicate elements  Create HashSet (using inter-conversion collection constructor)  Add ArrayList object to constructor argument of HashSet (to remove duplicates)  Reason: Set allows only unique elements   // outer for-loop          for(int outForLoop = 0; outForLoop < techCompanies.size(); outForLoop++) {              // inner for-loop              for(int inForLoop = outForLoop + 1; inForLoop < techCompanies.size(); inForLoop++) {                  // check whether, it already contains this element                  if(techCompanies.get(outForLoop).equals(techCompanies.get(inForLoop))) {                      // remove, if its already duplicate element                      techCompanies.remove(inForLoop);                  }            }        } |

**Without using Collection class:**

**Steps:**

Iterate through original ArrayList to read duplicate elements

Construct outer for-loop for iterating ArrayList elements

Construct inner for-loop for iterating ArrayList elements starting from 2nd position (or 1st index)

Within inner for-loop, check whether outer for-loop element with inner for-loop elements (while iterating)

Remove element from ArrayList, if it is found to be same; otherwise repeat step until both for-loop iteration gets completed

Note: we will count of number of duplicate elements present in List using Collections class’s utility  public static int frequency(Collection c, Object o) **method**

// remove duplicates, maintaining insertion order

// convert to LinkedHashSet

Collection<String> lhs = new LinkedHashSet<String>(ArrayList0bject);

**Note: ConcurrentModificationException**will be thrown when **one thread** is iterating and **other thread** is trying to modify ArrayList contents (i.e.; add or remove)

* Comparable is meant for objects with natural ordering which means the object itself must know how it is to be ordered. For example Roll Numbers of students. Whereas, Comparator interface sorting is done through a separate class.
* Logically, Comparable interface compares “this” reference with the object specified and Comparator in Java compares two different class objects provided.
* If any class implements Comparable interface in Java then collection of that object either List or Array can be sorted automatically by using Collections.sort() or Arrays.sort() method and objects will be sorted based on there natural order defined by CompareTo method.

***To summarize, if sorting of objects needs to be based on natural order then use Comparable whereas if you sorting needs to be done on attributes of different objects, then use Comparator in Java.***

# **Serialization**

* **Rule 1:** all classes that need to be serialized must implement ***java.io.Serializable*** interface
* **Rule 2:** All reference classes inside a serializable class must be ***java.io.Serializable***
* **Rule 3:** If any of the class is not implementing ***java.io.Serializable***in the serialization process***,*** then JVM will throw ***NotSerializableException***

**Serialization** is a process of saving the state of an Object to File, only instance variables will be participated and persisted to file storage or some other storage via network capability

**De-Serialization** is a process of restoring Object’s state back from file storage to Java heap memory

* The process of **writing a state of an Object**to a file is called ***Serialization***
* In other words, the ***process of saving an Object’s state to a file*** is called ***Serialization***
* But practically, it is the ***process of converting & storing Java Object’s state from heap memory*** (in byte stream)**to file supported form** (in binary format)
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  fos = new FileOutputStream("Customer.ser");

            // converting java-object to binary-format

            oos = new ObjectOutputStream(fos);

**Customer class**

* Customer class is the one to be ***serialized***
* Therefore, it is must to implement ***java.io.Serializable*** interface
* Consists of **3 member variables** namely
* Two integer member (customer id and customer age) and String member (customer name)

**Note:** Object must implement **java.io.Serializable**, otherwise Run time exception will be thrown saying **NotSerializableException**

**De-Serialization:**

* The ***process of reading a state of an Object from a file*** is called **De-Serialization**
* But practically, it is the **process of converting & re-storing Java Object’s state into heap memory from file supported form**(which is in binary format)
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 fis = new FileInputStream("Customer.ser");

            // converting binary-data to java-object

            ois = new ObjectInputStream(fis);

            // reading object's value and casting to Customer class

            customer = (Customer) ois.readObject();

Using **ObjectInputStream** and **FileInputStream** classes available from **java.io** package, we can***de-serialize*** an Object from file

**Note:** we will use **Customer object** from above example to de-serialize (and make sure class implements **java.io.Serializable**interface)

Serialization with Inheritance

When ***super*** ***class*** is serialized, only ***properties of super class*** will be serialized

When ***sub*** ***class*** is serialized, ***properties of sub class***as well as***inherited properties of super class*** will also be serialized

**Case 1:** ***Super* *class***implements ***java.io.Serializable*** but ***sub* *class***doesn’t implement ***java.io.Serializable***

When super class is serializable, then ***any class extending super class*** will also be serializable ***by default***(inheritance principle)

So, here sub class ***not required*** to implement ***java.io.Serializable*** explicitly

When ***sub class is serialized***, then sub class properties as well as ***inherited***super class properties will also be ***serialized***(during serialization process)

**Note:** To ***prevent sub class from serializing by default***, then we need to override ***writeObject()*** and ***readObject()*** methods

**Case 2:** ***Sub* *class***implements ***java.io.Serializable*** but ***super* *class***doesn’t implement ***java.io.Serializable***

Before moving ahead, we should understand ***is it possible to serializable sub class***, if its ***super class isn’t serializable?***

The answer is ***yes***, because if the condition to serialize any class on the basis of its super classes implementing ***java.io.Serializable*** interface, then ***no class in Java can be serialized***

**Reason:** *java.lang.Object* is the base class for any class defined in Java, and it ***doesn’t***implements ***java.io.Serializable***interface

In that way, it is very well possible to serialize a sub class even if its super class ***doesn’t***implement ***java.io.Serializable***interface

**Serialization process:**

While serializing sub class, ***JVM will check if there are any super class***which is not implementing ***java.io.Serializable***interface

Then, inheriting instance variables of ***non-serializable*** super class will be stored to ***default value*** ignoring their original values

Like 0 for Integer, null for String, etc

**De-Serialization process:**

While de-serializing sub class, ***JVM will check if there are any non-serializable*** super class

Then, it will ***execute instance initialization*** flow (i.e.; similar to object instantiation flow)

**1st check:** if there are direct initialization at ***instance variable declaration***

**2nd check:** if there are any***initialization block*** for instance variable assignment

**3rd check:** invokes ***no-argument constructor*** and looks for instance variable assignment

To execute the ***3rd check***, non-serializable super class requires ***no-argument constructor***

**Exception:** otherwise ***InvalidClassException***will be thrown

|  |  |
| --- | --- |
| **Serializable** | **Externalizable** |
| Serializable is a marker interface which doesn’t contain any methods and JVM provides special ability during serialization process | Externalizable is a sub-interface of Serializable interface and contains 2 methods viz.; readExternal() and writeExternal() |
| During Serialization process, all member variables of an object is serialized (even if some of the variables not required to be serialized) | But in Externalization, programmer has to provide serialization logic |
| That’s why, it is referred as default serialization | This is referred as custom serialization, as programmer has to write custom logic for serialization to happen |
| From above stated points, it is clear that JVM takes the complete control over serialization process | Programmer has complete control over serialization process (to write custom logic for the required variables to be serialized) |
| Performance-wise, Serializable is relatively low as complete object need to be serialized, even if we require only partial object | Performance is high in extenalizable, as programmer design what all required variable need to be serialized |
| Doesn’t require any public no-argument constructor for serializable | Public no-argument constructor is very must in externalizable, otherwise InvalidClassException is thrownThis is mainly required during readExternal() method; that is while restoring object back to heap memory from file storage |
| For variable that needn’t to be serialized use transient modifier (but still its default value is stored into file)Transient modifier play a very important role in serializable | Variable with transient modifier not required; as programmer can write custom logic to ignore those variables which is not requiredSo, transient modifier doesn’t play any important role in externaizable |
| This is the best suit; when whole or complete object required to be serialized to the file storage | This is the best suit; when partial object or few of the member variables of an object need to be serialized to the file storage |

Note: For any other case, constructor is not invoked with only exception being for non-serializable super class

Important points to remember while Serialization with Inheritance:

If super class implements java.io.Serializable interface, then all sub class is also serializable by default

It is possible to serialize sub class, even if its corresponding super class doesn’t implements java.io.Serializable interface

While serializing sub class whose super class doesn’t implements io.Serializable interface, then during serialization process inheriting instance variables of non-serializable super class will be stored to default value ignoring their original values (like 0 for Integer, null for String, etc)

During de-serialization process, JVM will execute instance initialization flow in 3 steps i.e.;  
1st checks direct variable assignment,  
2nd check inside initialization block and  
3rd check inside no-argument constructor

For the 3rd check, it is very must to code a no-argument constructor inside non-serializable super class

Otherwise, InvalidClassException will be thrown at run time

**serialVersionUID**

In addition to implementing the Serializable interface, a class intended for serialization should also contain a private static final long variable named serialVersionUID.

Here is the Person class from before, with a serialVersionUID variable added:

import java.io.Serializable;

public static class Person implements Serializable {

private static final long serialVersionUID = 1234L;

public String name = null;

public int age = 0;}

The serialVersionUID variable is used by Java's object serialization API to determine if a deserialized object was serialized (written) with the same version of the class, as it is now attempting to deserialize it into.

Imagine that a Person object is serialized to disk. Then a change is made to the Person class. Then you try to deserialize the stored Person object. Now the serialized Person object may not correspond to the new version of the Person class.

To detect such problems a class implementing Serializable should contain a serialVersionUID field. If you make big changes to the class, you should also change its serialVersionUID value.

The Java SDK and many Java IDEs contains tools to generate the serialVersionUID so you don't have to.

# THREAD

Life cycle of a Thread
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New : A thread begins its life cycle in the new state. It remains in this state until the start() method is called on it.

Runnable : After invocation of start() method on new thread, the thread becomes runnable.

Running : A thread is in running state if the thread scheduler has selected it.

Waiting : A thread is in waiting state if it waits for another thread to perform a task. In this stage the thread is still alive.

Terminated : A thread enter the terminated state when it complete its task.

Thread Priorities

Every thread has a priority that helps the operating system determine the order in which threads are scheduled for execution. In java thread priority ranges between 1 to 10,

MIN-PRIORITY (a constant of 1)

MAX-PRIORITY (a constant of 10)

By default every thread is given a NORM-PRIORITY(5). The main thread always have NORM-PRIORITY.

Note: Thread priorities cannot guarantee that a higher priority thread will always be executed first than the lower priority thread. The selection of the threads for execution depends upon the thread scheduler which is platform dependent.

The Logic Behind The Synchronization In Java :The synchronization in java is built around an entity called **object lock**or**monitor**. Here is the brief description about lock or monitor.

Whenever an object is created to any class, an object lock is created and is stored inside the object.

One object will have only one object lock associated with it.

Any thread wants to enter into synchronized methods or blocks of any object, they must acquire object lock associated with that object and release the lock after they are done with the execution.

The other threads which wants to enter into synchronized methods of that object have to wait until the currently executing thread releases the object lock.

To enter into static synchronized methods or blocks, threads have to acquire class lock associated with that class as static members are stored inside the class memory.

Synchronized Blocks :

Some times, you need only some part of the method to be synchronized not the whole method. This can be achieved with synchronized blocks. Synchronized blocks must be defined inside a definition blocks like methods, constructors, static initializer or instance initializer.

synchronized block takes one argument and it is called **mutex**. if synchronized block is defined inside non-static definition blocks like non-static methods, instance initializer or constructors, then this mutex must be an instance of that class. If synchronized block is defined inside static definition blocks like static methods or static initializer, then this mutex must be like ClassName.class.

**1)** You can use **synchronized** keyword only with methods but not with variables, constructors, static initializer and instance initializers.

**2)** Constructors, Static initializer and instance initializer can’t be declared with synchronized keyword, but they can contain synchronized

**3)** Both static and non-static methods can use synchronized keyword. For static methods, thread need class level lock and for non-static methods, thread need object level lock.

**4)** It is possible that both static synchronized and non-static synchronized methods can run simultaneously. Because, static methods need class level lock and non-static methods need object level lock.

**5)** A method can contain any number of synchronized blocks. This is like synchronizing multiple parts of a method.

Synchronization blocks can be nested.

|  |  |
| --- | --- |
| [?](http://javaconceptoftheday.com/synchronization-in-java/)1  2  3  4  5  6  7 | synchronized (this)  {      synchronized (this)      {          //Nested synchronized blocks      }} |

**7)** Lock acquired by the thread before executing a synchronized method or block must be released after the completion of execution, no matter whether execution is completed normally or abnormally (due to exceptions).

**8)** Synchronization in java is **Re-entrant in nature**. A thread can not acquire a lock that is owned by another thread. But, a thread can acquire a lock that it already owns. That means if a synchronized method gives a call to another synchronized method which needs same lock, then currently executing thread can directly enter into that method or block without acquiring the lock.

**9)** synchronized method or block is very slow. They decrease the performance of an application. So, special care need to be taken while using synchronization. Use synchronization only when you needed it the most.

**10)** Use synchronized blocks instead of synchronized methods. Because, synchronizing some part of a method improves the performance than synchronizing the whole method.

[**Differences between implementing Runnable interface and extending Thread class**](http://www.javamadesoeasy.com/2015/03/differences-between-implementing.html) **-**

Multiple inheritance in not allowed in java : When we [implement Runnable](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) interface we can extend another class as well, but if we extend Thread class we cannot extend any other class because java does not allow multiple inheritance. So, same work is done by implementing Runnable and [extending Thread](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) but in case of implementing Runnable we are still left with option of extending some other class. So, it’s better to implement Runnable.

[Thread safety](http://www.javamadesoeasy.com/2015/03/guidelines-to-thread-safe-code-most.html) : When we implement Runnable interface, same object is shared amongst multiple threads, but when we extend Thread class each and every thread gets associated with new object.

Inheritance (Implementing Runnable is lightweight operation) : When we extend Thread unnecessary all Thread class features are inherited, but when we implement Runnable interface no extra feature are inherited, as Runnable only consists only of one abstract method i.e. run() method.  So, implementing Runnable is lightweight operation.

Coding to interface : Even java recommends coding to interface. So, we must implement Runnable rather than extending thread. Also, Thread class implements Runnable interface.

Don’t extend unless you wanna modify fundamental behaviour of class, Runnable interface has only one abstract method i.e. run()  : We must [extend Thread](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) only when you are looking to modify run() and other methods as well. If you are simply looking to modify only the run() method [implementing Runnable](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) is the best option (Runnable interface has only one abstract method i.e. run() ). We must not extend Thread class unless we're looking to modify fundamental behaviour of Thread class.

Flexibility in code when we implement Runnable : When we extend Thread first a fall all thread features are inherited and our class becomes direct subclass of Thread , so whatever action we are doing is in Thread class. But, when we implement Runnable we create a new thread and pass runnable object as parameter, we could pass runnable object to executorService & much more. So, we have more options when we implement Runnable and our code becomes more flexible.

ExecutorService : If we implement Runnable, we can start multiple thread created on runnable object  with ExecutorService (because we can start Runnable object with new threads), but not in the case when we extend Thread (because thread can be started only once).

**Question 7 . When threads are not lightweight process in java?**

Answer. Threads are [lightweight process](http://www.javamadesoeasy.com/2015/03/when-threads-are-not-lightweight.html) only if threads of same process are executing concurrently. But if threads of different processes are executing concurrently then threads are [heavy weight process](http://www.javamadesoeasy.com/2015/03/when-threads-are-not-lightweight.html).

**Question 8. How can you ensure all threads that started from main must end in order in which they started and also main should end in last? (Important)**

We can use [join() method](http://www.javamadesoeasy.com/2015/03/join-method-ensure-all-threads-that.html) to ensure all threads that started from main must end in order in which they started and also main should end in last.In other words waits for this thread to die. Calling join() method internally calls join(0);

**Question 15. Why wait(), notify()  and notifyAll() are in Object class and not in Thread class? (Important)**

**Answer.**

Every Object has a monitor, acquiring that monitors allow thread to hold lock on object. But Thread class does not have any monitors.

wait(), notify() and notifyAll() are called on objects only > When wait() method is called on object by thread it waits for another thread on that object to release object monitor by calling [notify() or notifyAll()](http://www.javamadesoeasy.com/2015/03/difference-between-notify-and-notifyall.html) method on that object.

When notify() method is called on object by thread it notifies all the threads

which are waiting for that object monitor that object monitor is available now.

So, this shows that wait(), notify() and notifyAll() are called on objects only.

Wait(), notify() and notifyAll() method being in Object class allows all the threads created on that object to communicate with other.  [As multiple threads may exist on same object].

As multiple threads exists on same object. Only one thread can hold object monitor at a time. As a result thread can notify other threads of same object that lock is available now. But, thread having these methods does not make any sense because multiple threads exists on object its not other way around (i.e. multiple objects exists on thread).

Now let’s discuss one hypothetical scenario, what will happen if Thread class contains wait(), notify() and notifyAll() methods?

|  |
| --- |
| public static native void yield(); |

[synchronized block](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) : thread need not to to acquire object lock before calling yield() method i.e. yield() method can be called from outside synchronized block.

What Is Deadlock In Java?

Deadlock in java is a condition which occurs when two or more threads get blocked waiting for each other for an infinite period of time to release the resources(Locks) they hold. Deadlock is the common problem in multi threaded programming which can completely stops the execution of an application. So, extra care need to be taken while writing the multi threaded programs so that deadlock never occurs.

In the above multithreaded program, thread **t1** and **t2** are concurrent threads i.e they are executing their task simultaneously. There are two Shared class objects, **s1** and **s2**, which are shared by both the threads. Shared class has two synchronized methods, **methodOne()** and **methodTwo()**. That means, only one thread can execute these methods at a given time.
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First, thread **t1** enters the **methodOne()** of **s1** object by acquiring the object lock of **s1**. At the same time, thread **t2** also enters the **methodTwo()** of **s2** object by acquiring the object lock of **s2**. **methodOne()** of **s1** object, currently executing by thread **t1**, calls **methodTwo()**of **s2** object from it’s body. So, thead **t1** tries to acquire the object lock of **s2** object. But object lock of **s2** object is already acquired by thread **t2**. So, thread **t1** waits for thread **t2** to release the object lock of **s2** object.

At the same time, thread **t2** is also executing **methodTwo()** of **s2** object. **methodTwo()** of **s2** object also makes a call to **methodOne()** of **s1**object. So, thread **t2** tries to acquire the object lock of **s1** object. But, it is already acquired by thread **t1**. So, thread **t2** also waits for thread **t1**to release the object lock of **s1** object.

Thus, both the threads wait for each other to release the object locks they own. They wait for infinite period of time to get the object locks owned by opposite threads. This condition of threads waiting forever is called Deadlock

Deadlock is a dangerous condition, if it happens , it will bring the whole application to complete halt. So, extra care need to be taken to avoid the deadlock. Followings are some tips that can be used to avoid the deadlock in java.

Try to avoid nested synchronized blocks. Nested synchronized blocks makes a thread to acquire another lock while it is already holding one lock. This may create the deadlock if another thread wants the same lock which is currently held by this thread.

[?](http://javaconceptoftheday.com/avoid-the-deadlock-java/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | synchronized (Lock A)  {      //Some statements        synchronized (Lock B)      {          //Try to avoid this block      }  } |

**Lock Ordering :**

If you needed nested synchronized blocks at any cost, then make sure that threads acquire the needed locks in some predefined order. For example, If there are three threads t1, t2 and t3 running concurrently and they needed locks A, B and C in the following manner,[?](http://javaconceptoftheday.com/avoid-the-deadlock-java/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | Thread t1 :          Lock A          Lock B  Thread t2 :          Lock A          Lock C  Thread t3 :          Lock A          Lock B          Lock C |

In the above scenario, t1 needs A and B locks, t2 needs A and C locks and t3 needs A, B and C locks. If you define an order to acquire the locks like, Lock A must be acquired before Lock B and Lock B must be acquired before Lock c, then deadlock never occurs in the above case.

If you define such lock ordering, then thread t2 never acquire lock C and t3 never acquire lock B and lock C until they got lock A. They will wait for lock A until it is released by t1. After lock A is released by t1, any one of these threads will acquire lock A on the priority basis and finishes their task. Other thread which is waiting for lock A, will never try to acquire remaining locks.

By defining such lock ordering, you can avoid the deadlock.

**Lock Timeout :**

Another deadlock preventive tip is to specify the time for a thread to acquire the lock. If it fails to acquire the specified lock in the given time, then it should give up trying for a lock and retry after some time. Such method of specifying time to acquire the lock is called lock timeout.

Lock the code where it is actually needed. For example,If you want only some part of the method to be thread safety, then lock only that part not the whole method.

[?](http://javaconceptoftheday.com/avoid-the-deadlock-java/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | void method()  {      //Some statements        synchronized (this)      {          //Locking only some part of the method      }        //Some statements  } |

The Executor framework is based on the Executor interface, which describes an *executor* as any object capable of executing java.lang.Runnable tasks. This interface declares the following solitary method for executing a Runnable task:

void execute(Runnable command)

You submit a Runnable task by passing it to execute(Runnable). If the executor cannot execute the task for any reason (for instance, if the executor has been shut down), this method will throw a RejectedExecutionException.

The key concept is that *task submission is decoupled from the task-execution policy*, which is described by an Executor implementation. The *runnable* task is thus able to execute via a new thread, a pooled thread, the calling thread, and so on.

Note that Executor is very limited. For example, you can't shut down an executor or determine whether an asynchronous task has finished. You also can't cancel a running task. For these and other reasons, the Executor framework provides an [ExecutorService](http://www.javaworld.com/javaworld/jw-10-2011/111004-jtip-recursion-in%20-java-7.html" \t "_blank) interface, which extends Executor.

Five of ExecutorService's methods are especially noteworthy:

**boolean awaitTermination(long timeout, TimeUnit unit)** blocks the calling thread until all tasks have completed execution after a shutdown request, the timeout occurs, or the current thread is interrupted, whichever happens first. The maximum time to wait is specified by timeout, and this value is expressed in the unit units specified by the TimeUnit enum; for example, TimeUnit.SECONDS. This method throws java.lang.InterruptedExceptionwhen the current thread is interrupted. It returns *true* when the executor is terminated and *false* when the timeout elapses before termination.

**boolean isShutdown()** returns *true* when the executor has been shut down.

**void shutdown()** initiates an orderly shutdown in which previously submitted tasks are executed but no new tasks are accepted.

**<T> Future<T> submit(Callable<T> task)** submits a value-returning task for execution and returns a Future representing the pending results of the task.

**Future<?> submit(Runnable task)** submits a Runnable task for execution and returns a Future representing that task.

The Future<V> interface represents the result of an asynchronous computation. The result is known as a *future* because it typically will not be available until some moment in the future. You can invoke methods to cancel a task, return a task's result (waiting indefinitely or for a timeout to elapse when the task hasn't finished), and determine if a task has been cancelled or has finished.

The Callable<V> interface is similar to the Runnable interface in that it provides a single method describing a task to execute. Unlike Runnable's void run()method, Callable<V>'s V call() throws Exception method can return a value and throw an exception.

Executor factory methods

At some point, you'll want to obtain an executor. The Executor framework supplies the Executors utility class for this purpose. Executors offers several factory methods for obtaining different kinds of executors that offer specific thread-execution policies. Here are three examples:

**ExecutorService newCachedThreadPool()** creates a thread pool that creates new threads as needed, but which reuses previously constructed threads when they're available. Threads that haven't been used for 60 seconds are terminated and removed from the cache. This thread pool typically improves the performance of programs that execute many short-lived asynchronous tasks.

**ExecutorService newSingleThreadExecutor()** creates an executor that uses a single worker thread operating off an unbounded queue -- tasks are added to the queue and execute sequentially (no more than one task is active at any one time). If this thread terminates through failure during execution before shutdown of the executor, a new thread will be created to take its place when subsequent tasks need to be executed.

**ExecutorService newFixedThreadPool(int nThreads)** creates a thread pool that re-uses a fixed number of threads operating off a shared unbounded queue. At most nThreads threads are actively processing tasks. If additional tasks are submitted when all threads are active, they wait in the queue until a thread is available. If any thread terminates through failure during execution before shutdown, a new thread will be created to take its place when subsequent tasks need to be executed. The pool's threads exist until the executor is shut down.

The Executor framework offers additional types (such as the ScheduledExecutorService interface), but the types you are likely to work with most often are ExecutorService, Future, Callable, and Executors.

ExecutorService Implementations

Since ExecutorService is an interface, you need to its implementations in order to make any use of it. The ExecutorService has the following implementation in the java.util.concurrent package:

[**ThreadPoolExecutor**](http://tutorials.jenkov.com/java-util-concurrent/threadpoolexecutor.html)

[**ScheduledThreadPoolExecutor**](http://tutorials.jenkov.com/java-util-concurrent/scheduledexecutorservice.html)

Creating an ExecutorService

How you create an ExecutorService depends on the implementation you use. However, you can use the Executors factory class to create ExecutorService instances too. Here are a few examples of creating an ExecutorService:

ExecutorService executorService1 = Executors.newSingleThreadExecutor();

ExecutorService executorService2 = Executors.newFixedThreadPool(10);

ExecutorService executorService3 = Executors.newScheduledThreadPool(10);

ExecutorService Usage

There are a few different ways to delegate tasks for execution to an ExecutorService:

execute(Runnable)

submit(Runnable)

submit(Callable)

invokeAny(...)

invokeAll(...)

I will take a look at each of these methods in the following sections.

execute(Runnable)

The execute(Runnable) method takes a java.lang.Runnable object, and executes it asynchronously. Here is an example of executing a Runnable with an ExecutorService:

ExecutorService executorService = Executors.newSingleThreadExecutor();

executorService.execute(new Runnable() {

public void run() {

System.out.println("Asynchronous task");

}

});

executorService.shutdown();

There is no way of obtaining the result of the executed Runnable, if necessary. You will have to use a Callable for that (explained in the following sections).

submit(Runnable)

The submit(Runnable) method also takes a Runnable implementation, but returns a Future object. This Future object can be used to check if the Runnable as finished executing.Here is a ExecutorService submit() example:

Future future = executorService.submit(new Runnable() {

public void run() {

System.out.println("Asynchronous task");

}

});

future.get(); //returns null if the task has finished correctly.

submit(Callable)

The submit(Callable) method is similar to the submit(Runnable) method except for the type of parameter it takes. The Callable instance is very similar to a Runnable except that its call() method can return a result. The Runnable.run() method cannot return a result.

The Callable's result can be obtained via the Future object returned by the submit(Callable) method. Here is an ExecutorService Callable example:

Future future = executorService.submit(new Callable(){

public Object call() throws Exception {

System.out.println("Asynchronous Callable");

return "Callable Result";

}

});

System.out.println("future.get() = " + future.get());

The above code example will output this:

Asynchronous Callable

future.get() = Callable Result

invokeAny()

The invokeAny() method takes a collection of Callable objects, or subinterfaces of Callable. Invoking this method does not return a Future, but returns the result of one of the Callable objects. You have no guarantee about which of the Callable's results you get. Just one of the ones that finish.

If one of the tasks complete (or throws an exception), the rest of the Callable's are cancelled.Here is a code example:

ExecutorService executorService = Executors.newSingleThreadExecutor();

Set<Callable<String>> callables = new HashSet<Callable<String>>();

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 1";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 2";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 3";

}

});

String result = executorService.invokeAny(callables);

System.out.println("result = " + result);

executorService.shutdown();

This code example will print out the object returned by one of the Callable's in the given collection. I have tried running it a few times, and the result changes. Sometimes it is "Task 1", sometimes "Task 2" etc.

invokeAll()

The invokeAll() method invokes all of the Callable objects you pass to it in the collection passed as parameter. The invokeAll() returns a list of Future objects via which you can obtain the results of the executions of each Callable.

Keep in mind that a task might finish due to an exception, so it may not have "succeeded". There is no way on a Future to tell the difference.

Here is a code example:

ExecutorService executorService = Executors.newSingleThreadExecutor();

Set<Callable<String>> callables = new HashSet<Callable<String>>();

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 1";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 2";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 3";

}

});

List<Future<String>> futures = executorService.invokeAll(callables);

for(Future<String> future : futures){

System.out.println("future.get = " + future.get());

}

executorService.shutdown();

ExecutorService Shutdown

When you are done using the ExecutorService you should shut it down, so the threads do not keep running.

For instance, if your application is started via a main() method and your main thread exits your application, the application will keep running if you have an active ExexutorService in your application. The active threads inside this ExecutorService prevents the JVM from shutting down.

To terminate the threads inside the ExecutorService you call its shutdown() method. The ExecutorServicewill not shut down immediately, but it will no longer accept new tasks, and once all threads have finished current tasks, the ExecutorService shuts down. All tasks submitted to the ExecutorService before shutdown() is called, are executed.

If you want to shut down the ExecutorService immediately, you can call the shutdownNow() method. This will attempt to stop all executing tasks right away, and skips all submitted but non-processed tasks. There are no guarantees given about the executing tasks. Perhaps they stop, perhaps the execute until the end. It is a best effort attempt.

Thread Pools

Managing thread life cycle is expensive so one of the reason behind this framework is to abstract it. In complicated or real life applications, allocating and deallocating memory to multiple threads become even more complicated (compared to single thread). So to handle this, Java introduced concept of thread pools.

*Thread pool consists of worker threads. Tasks are submitted to a thread pool via a queue. Worker threads have a simple life : request new task from a work queue, execute it, and go back to pool for assignment to next task.Executors* class provides factory method to create thread pools. Let's cover them

***Executors.newFixedThreadPool(10)****:*This is one of the most common type of thread pool. This type of pool always has a specified number of threads running. If a thread from the pool is terminated due to some reason then it automatically gets replaced with a new thread.

**Executors.newCachedThreadPool()**: Creates an expandable thread pool which reuses previously created threads if available. These pools will improve the performance of the program that creates many short-lived asynchronous tasks. Threads that have been used for 60 seconds are terminated and removed from the cache. Thus if pool remains idle for longer time will not consume any resource.  
  
**Executors.newSingleThreadExecutor()**: Creates a single-threaded executor. It's a single worker thread to process tasks, and replaces it if it dies due to some reason/error. So using this, tasks will be executed sequentially. So if you have a queue having 10 tasks, then tasks will get executed one after another depending on the order.  
  
**Executors.newScheduledThreadPool()** : Creates a fixed size thread pool that supports delayed and periodic task execution.

Thread concurrency interview Question 9.

What is CountDownLatch in java?

Answer. There might be situation where we might like our thread to wait until one or more threads completes certain operation in java.

A [CountDownLatch](http://www.javamadesoeasy.com/2015/03/countdownlatch-in-java.html) is initialized with a given count .

count specifies the number of events that must occur before latch is released.

Every time a event happens count is reduced by 1. Once count reaches 0 latch is released.

CountDownLatch’s  constructor >

CountDownLatch(int count)

CountDownLatch is initialized with given count.

count specifies the number of events that must occur befor latch is released.

CountDownLatch’s await() method has 2 forms :

void await( ) throws InterruptedException

Causes the current thread to wait until  one of the following things happens-

latch count has down to reached 0, or

unless the thread is interrupted.

boolean await(long timeout, TimeUnit unit)

Causes the current thread to wait until  one of the following things happens-

latch count has down to reached 0,

unless the thread is interrupted, or

specified timeout elapses.

CountDownLatch’s countDown() method in java :

void **countDown**( )

Reduces latch **count** by 1.

If **count** reaches 0, all waiting threads are released.

Differences between synchronized and volatile keyword in Java? (Important)

[Volatile](http://www.javamadesoeasy.com/2015/03/volatile-keyword-in-java-difference.html) does not acquire any lock on variable or object, but [Synchronization](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) acquires lock on method or block in which it is used.

Volatile variables are not cached, but variables used inside synchronized method or block are cached.

When volatile is used will never create deadlock in program, as volatile never obtains any kind of lock . But in case if synchronization is not done properly, we might end up creating dedlock in program.

What is race condition in multithreading and how can we solve it? (Important)

This is very important question, this forms the core of multi threading, you should be able to explain about [race condition in detail](http://www.javamadesoeasy.com/2015/03/race-condition-in-multithreading-and.html). When more than one thread try to access same resource without synchronization causes race condition.

So we can solve race condition by using either [synchronized block or synchronized method](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html). When no two threads can access same resource at a time phenomenon is also called as mutual exclusion.

**Threads can communicate** with each other by using [**wait(), notify() and notifyAll()**](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) methods.

What is busy spin?

When one thread loops continuously waiting for another thread to signal.

Performance point of view - Busy spin is very bad from performance point of view, because one thread keeps on looping continuously ( and consumes CPU) waiting for another thread to signal.

Solution to busy spin -

We must use [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) or [wait() and notify()](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) method. Using wait() is better option.

Program - Consumer Producer problem with busy spin >

Consumer thread continuously execute (busy spin) in while loop till productionInProcess is true. Once producer thread has ended it will make boolean variable productionInProcess false and busy spin will be over.

|  |
| --- |
| while(productionInProcess){    System.out.println("BUSY SPIN - Consumer waiting for production to get over");  } |

**Overview**

[ExecutorService](https://docs.oracle.com/javase/8/docs/api/java/util/concurrent/ExecutorService.html) is a framework provided by the JDK which simplifies the execution of tasks in asynchronous mode. Generally speaking, ExecutorService automatically provides a pool of threads and API for assigning tasks to it.

**2. Instantiating**ExecutorService

**2.1. Factory Methods of the**Executors**Class**

The easiest way to create ExecutorService is to use one of the factory methods of the Executorsclass.

For example, the following line of code will create a thread-pool with 10 threads:

|  |  |
| --- | --- |
| 1 | ExecutorService executor = Executors.newFixedThreadPool(10); |

The are several other factory methods to create predefined ExecutorService that meet specific use cases. To find the best method for your needs, consult [Oracle’s official documentation](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Executors.html).

**2.2. Directly Create an**ExecutorService

Because ExecutorService is an interface, an instance of any its implementations can be used. There are several implementations to choose from in the [java.util.concurrent](https://docs.oracle.com/javase/8/docs/api/java/util/concurrent/Executors.html) package or you can create your own.

For example, the ThreadPoolExecutor class has a few constructors which can be used to configure an executor service and its internal pool.

|  |  |
| --- | --- |
| 1  2  3 | ExecutorService executorService =    new ThreadPoolExecutor(1, 1, 0L, TimeUnit.MILLISECONDS,    new LinkedBlockingQueue<Runnable>()); |

You may notice that the code above is very similar to the [source code](http://grepcode.com/file/repository.grepcode.com/java/root/jdk/openjdk/6-b14/java/util/concurrent/Executors.java#Executors.newSingleThreadExecutor%28%29) of the factory method newSingleThreadExecutor(). For most cases, a detailed manual configuration isn’t necessary.

**3. Assigning Tasks to the**ExecutorService

ExecutorService can execute Runnable and Callable tasks. To keep things simple in this article, two primitive tasks will be used. Notice that lambda expressions are used here instead of anonymous inner classes:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | Runnable runnableTask = () -> {      try {          TimeUnit.MILLISECONDS.sleep(300);      } catch (InterruptedException e) {          e.printStackTrace();      }  };    Callable<String> callableTask = () -> {      TimeUnit.MILLISECONDS.sleep(300);      return "Task's execution";  };    List<Callable<String>> callableTasks = new ArrayList<>();  callableTasks.add(callableTask);  callableTasks.add(callableTask);  callableTasks.add(callableTask); |

Tasks can be assigned to the ExecutorService using several methods, including execute(), which is inherited from the Executor interface, and also submit(), invokeAny(), invokeAll().

The execute() method is void, and it doesn’t give any possibility to get the result of task’s execution or to check the task’s status (is it running or executed).

|  |  |
| --- | --- |
| 1 | executorService.execute(runnableTask); |

submit() submits a Callable or a Runnable task to an ExecutorService and returns a result of type Future.

|  |  |
| --- | --- |
| 1  2 | Future<String> future =    executorService.submit(callableTask); |

invokeAny() assigns a collection of tasks to an ExecutorService, causing each to be executed, and returns the result of a successful execution of one task (if there was a successful execution).

|  |  |
| --- | --- |
| 1 | String result = executorService.invokeAny(callableTasks); |

**invokeAll()** assigns a collection of tasks to an ExecutorService, causing each to be executed, and returns the result of all task executions in the form of a list of objects of type Future.

|  |  |
| --- | --- |
| 1 | List<Future<String>> futures = executorService.invokeAll(callableTasks); |

Now, before going any further, two more things must be discussed: shutting down an ExecutorService and dealing with Future return types.

**4. Shutting Down an**ExecutorService

In general, the ExecutorService will not be automatically destroyed when there is not task to process. It will stay alive and wait for new work to do.

In some cases this is very helpful; for example, if an app needs to process tasks which appear on an irregular basis or the quantity of these tasks is not known at compile time.

On the other hand, an app could reach its end, but it will not be stopped because a waiting ExecutorService will cause the JVM to keep running.

To properly shut down an ExecutorService, we have the shutdown() and shutdownNow() APIs.

The **shutdown()** method doesn’t cause an immediate destruction of the ExecutorService. It will make the ExecutorService stop accepting new tasks and shut down after all running threads finish their current work.

|  |  |
| --- | --- |
| 1 | executorService.shutdown(); |

The shutdownNow() method tries to destroy the ExecutorService immediately, but it doesn’t guarantee that all the running threads will be stopped at the same time. This method returns a list of tasks which are waiting to be processed. It is up to the developer to decide what to do with these tasks.

|  |  |
| --- | --- |
| 1 | List<Runnable> notExecutedTasks = executorService.shutDownNow(); |

One good way to shut down the ExecutorService (which is also [recommended by Oracle](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorService.html)) is to use both of these methods combined with the awaitTermination() method. With this approach, the ExecutorService will first stop taking new tasks, the wait up to a specified period of time for all tasks to be completed. If that time expires, the execution is stopped immediately:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | executorService.shutdown();  try {      if (!executorService.awaitTermination(800, TimeUnit.MILLISECONDS)) {          executorService.shutdownNow();      }  } catch (InterruptedException e) {      executorService.shutdownNow();  } |

**5. The**Future**Interface**

The submit() and invokeAll() methods return an object or a collection of objects of type Future, which allows us to get the result of a task’s execution or to check the task’s status (is it running or executed).

The Future interface provides a special blocking method get() which returns an actual result of the Callable task’s execution or null in the case of Runnable task. Calling the get() method while the task is still running will cause execution to block until the task is properly executed and the result is available.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | Future<String> future = executorService.submit(callableTask);  String result = null;  try {      result = future.get();  } catch (InterruptedException | ExecutionException e) {      e.printStackTrace();  } |

With very long blocking caused by the get() method, an application’s performance can degrade. If the resulting data is not crucial, it is possible to avoid such a problem by using timeouts:

|  |  |
| --- | --- |
| 1 | String result = future.get(200, TimeUnit.MILLISECONDS); |

If the execution period is longer than specified (in this case 200 milliseconds), a TimeoutException will be thrown.

The isDone() method can be used to check if the assigned task is already processed or not.

The Future interface also provides for the cancellation of task execution with the cancel() method, and to check the cancellation with isCancelled() method:

|  |  |
| --- | --- |
| 1  2 | boolean canceled = future.cancel(true);  boolean isCancelled = future.isCancelled(); |

**6. The**ScheduledExecutorService**Interface**

The ScheduledExecutorService runs tasks after some predefined delay and/or periodically. Once again, the best way to instantiate a ScheduledExecutorService is to use the factory methods of the Executors class.

For this section, a ScheduledExecutorService with one thread will be used:

|  |  |
| --- | --- |
| 1  2 | ScheduledExecutorService executorService = Executors    .newSingleThreadScheduledExecutor(); |

To schedule a single task’s execution after a fixed delay, us the scheduled() method of the ScheduledExecutorService. There are two scheduled() methods that allow you to execute Runnable or Callable tasks:

|  |  |
| --- | --- |
| 1  2 | Future<String> resultFuture =    executorService.schedule(callableTask, 1, TimeUnit.SECONDS); |

The scheduleAtFixedRate() method lets execute a task periodically after a fixed delay. The code above delays for one second before executing callableTask.

The following block of code will execute a task after an initial delay of 100 milliseconds, and after that, it will execute the same task every 450 milliseconds. If the processor needs more time to execute an assigned task than the period parameter of the scheduleAtFixedRate()method, the ScheduledExecutorService will wait until the current task is completed before starting the next:

|  |  |
| --- | --- |
| 1  2 | Future<String> resultFuture =    service.scheduleAtFixedRate(callableTask, 100, 450, TimeUnit.MILLISECONDS); |

If it is necessary to have a fixed length delay between iterations of the task, scheduleWithFixedDelay() should be used. For example, the following code will guarantee a 150-millisecond pause between the end of the current execution and the start of another one.

|  |  |
| --- | --- |
| 1 | service.scheduleWithFixedDelay(task, 100, 150, TimeUnit.MILLISECONDS); |

According to the scheduleAtFixedRate() and scheduleWithFixedDelay() method contracts, period execution of the task will end at the termination of the ExecutorService or if an exception is thrown during task execution.

**7.**ExecutorService**vs. Fork/Join**

After the release of Java 7, many developers decided that the ExecutorService framework should be replaced by the fork/join framework. This is not always the right decision, however. Despite the simplicity of usage and the frequent performance gains associated with fork/join, there is also a reduction in the amount of developer control over concurrent execution.

ExecutorService gives the developer the ability to control the number of generated threads and the granularity of tasks which should be executed by separate threads. The best use case for ExecutorService is the processing of independent tasks, such as transactions or requests according to the scheme “one thread for one task.”

In contrast, [according to Oracle’s documentation](https://docs.oracle.com/javase/tutorial/essential/concurrency/forkjoin.html), fork/join was designed to speed up work which can be broken into smaller pieces recursively.

**8. Conclusion**

Even despite the relative simplicity of ExecutorService, there are a few common pitfalls. Let’s summarize them:

**Keeping an unused**ExecutorService**alive:** There is a detailed explanation in section 4 of this article about how to shut down an ExecutorService;

**Wrong thread-pool capacity while using fixed length thread-pool:**It is very important to determine how many threads the application will need to execute tasks efficiently. A thread-pool that is too large will cause unnecessary overhead just to create threads which mostly will be in the waiting mode. Too few can make an application seem unresponsive because of long waiting periods for tasks in the queue;

**Calling a**Future**‘s**get()**method after task cancellation:**An attempt to get the result of an already canceled task will trigger a CancellationException.

**Unexpectedly-long blocking with**Future**‘s**get()**method:** Timeouts sh

**Using Blocking Queue to implement Producer Consumer Pattern**

*BlockingQueue* amazingly simplifies implementation of Producer-Consumer design pattern by providing outofbox support of blocking on put() and take(). Developer doesn't need to write confusing and critical piece of wait-notify code to implement communication. **BlockingQuue** is an interface and Java 5 provides different implantation like ArrayBlockingQueue and LinkedBlockingQueue , both implement FIFO order or elements, while ArrayLinkedQueue isbounded in nature LinkedBlockingQueue is optionally bounded. here is a complete **code example of Producer Consumer pattern** with BlockingQueue. Compare it with classic [wait notify](http://javarevisited.blogspot.com/2012/02/why-wait-notify-and-notifyall-is.html) code, its much simpler and easy to understand.

public class **ProducerConsumerPattern** {

    public static void main(String args[]){

**//Creating shared object**

     BlockingQueue sharedQueue = new LinkedBlockingQueue();

**//Creating Producer and Consumer Thread**

     Thread prodThread = new Thread(new Producer(sharedQueue));

     Thread consThread = new Thread(new Consumer(sharedQueue));

**//Starting producer and Consumer thread**

     prodThread.start();

     consThread.start();

    } }

//Producer Class in java

class Producer implements Runnable {

    private final BlockingQueue sharedQueue;

    public Producer(BlockingQueue sharedQueue) {

        this.sharedQueue = sharedQueue;

    }

    @Override

    public void run() {

        for(int i=0; i<10; i++){

            try {

                System.out.println("Produced: " + i);

                sharedQueue.put(i);

            } catch (InterruptedException ex) {

                Logger.getLogger(Producer.class.getName()).log(Level.SEVERE, null, ex);

            }        }    } }

**//Consumer Class in Java**

class Consumer implements Runnable{

    private final BlockingQueue sharedQueue;

    public Consumer (BlockingQueue sharedQueue) {

        this.sharedQueue = sharedQueue;

    }

     @Override

    public void run() {

        while(true){

            try {

                System.out.println("Consumed: "+ sharedQueue.take());

            } catch (InterruptedException ex) {

                Logger.getLogger(Consumer.class.getName()).log(Level.SEVERE, null, ex);

            }        }    } }  
**Reentrant Lock in Java**

On class level,  ReentrantLock is a concrete implementation of Lock [interface](http://javarevisited.blogspot.sg/2012/04/10-points-on-interface-in-java-with.html) provided in Java concurrency package from Java 1.5 onwards.  As per Javadoc, ReentrantLock is mutual exclusive lock, similar to implicit locking provided by [synchronized keyword in Java](http://javarevisited.blogspot.sg/2011/04/synchronization-in-java-synchronized.html), with extended feature like fairness, which can be used to provide lock to longest waiting thread. Lock is acquired by lock() method and held by [Thread](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html)until a call to unlock() method. Fairness  parameter is provided while creating instance of ReentrantLock in constructor. ReentrantLock provides same visibility and ordering guarantee, provided by implicitly locking, which means, unlock() happens before another thread get lock().

Difference between ReentrantLock and synchronized keyword in Java

Though ReentrantLock provides same visibility and orderings guaranteed as implicit lock, acquired by synchronized keyword in Java, it provides more functionality and differ in certain aspect. As stated earlier,  **main difference between synchronized and ReentrantLock** is ability to trying for lock interruptibly, and with timeout. [Thread](http://javarevisited.blogspot.com/2012/01/difference-thread-vs-runnable-interface.html)doesn’t need to block infinitely, which was the case with synchronized. Let’s see few more differences between synchronized and Lock in Java.

1) Another significant difference between ReentrantLock and synchronized keyword is **fairness**. synchronized keyword doesn't support fairness. Any thread can acquire lock once released, no preference can be specified, on the other hand you can make ReentrantLock fair by specifying fairness property, while creating instance of ReentrantLock. Fairness property provides lock to longest waiting thread, in case of contention.

2) Second difference between synchronized and Reentrant lock is **tryLock()** method. ReentrantLock provides convenient tryLock() method, which acquires lock only if its available or not held by any other thread. This reduce [blocking](http://javarevisited.blogspot.com/2012/02/what-is-blocking-methods-in-java-and.html)of thread waiting for lock in Java application.

3) One more worth noting difference between ReentrantLock and synchronized keyword in Java is, **ability to interrupt**Thread while waiting for Lock. In case of [synchronized](http://javarevisited.blogspot.com/2012/03/mixing-static-and-non-static.html) keyword, a thread can be blocked waiting for lock, for an indefinite period of time and there was no way to control that. ReentrantLock provides a method called lockInterruptibly(), which can be used to interrupt thread when it is [waiting for lock](http://javarevisited.blogspot.com/2011/05/wait-notify-and-notifyall-in-java.html). Similarly tryLock() with timeout can be used to timeout if lock is not available in certain time period.

4) ReentrantLock also provides convenient method to get List of all threads waiting for lock.

So, you can see, lot of significant differences between synchronized keyword and ReentrantLock in Java. In short, Lock interface adds lot of power and flexibility and allows some control over lock acquisition process, which can be leveraged to write highly scalable systems in Java.  
Read more: <http://javarevisited.blogspot.com/2013/03/reentrantlock-example-in-java-synchronized-difference-vs-lock.html#ixzz4lSKXKi6n>

# Design Patterns

## [Singleton Pattern](http://www.learn4master.com/tag/singleton-pattern)

To stop cloning of Object we will implement the Cloneable interface and throw CloneNotSupportedException. Also Serialized interface will be implemented and readObject will be used to return only one object at all time.

class JBT implements Cloneable, Serializable{

@Override

protected Object clone() throws CloneNotSupportedException {

return new CloneNotSupportedException();

}

protected Object readResolve() {

return createInstance();

}

/\*

\* As private constructor is used so can not create object of this class

\* directly. Except by using static method of same class.

\*/

private JBT() {

}

/\*

\* Here static inner class is used instead of Static variable. It means

\* Object will be lazy initialized.

\*/

private static class LazyInit {

private static final JBT instance = new JBT();

}

/\*

\* Whenever object JBT is required this method will be invoked and it will

\* return the instance of JBT.

\*/

static JBT createInstance() {

return LazyInit.instance;

}

int i;

}

Five ways to implement Singleton pattern in Java

Tags: [Design pattern](http://www.learn4master.com/tag/design-pattern), [Enum](http://www.learn4master.com/tag/enum), [Java](http://www.learn4master.com/tag/java), [Singleton Pattern](http://www.learn4master.com/tag/singleton-pattern)

In this post, I will describe five ways to implement the Singleton pattern in Java. They are Synchronization the getInstane() method,static final variable, using double checking lock with volatile keyword, using SingletonHolder, and Enum.

1. Classic Java Singleton pattern

The following code is the simplest implementation of Singleton Pattern in Java. However it is not multiple thread-safe.

Java Singleton Pattern 1

public class Singleton {

private static Singleton instance;

private Singleton (){}

public static Singleton getInstance() {

if (instance == null) {

instance = new Singleton(); }

return instance;

}}

The singleton pattern implemented in the above example is easy to understand. We maintain a static reference to the singleton instance and returns that reference from the static getInstance() method. We also make the Constructor private, such that the client can only get the object of the Singleton class by calling the static getInstance() method.

The above example also uses a technique known as lazy instantiation to create the singleton object. So the singleton instance is not created until the getInstance() method is called for the first time.

The advantage of the lazy instantiation is that it ensures the singleton instances are created only when needed. This is important for the system performance if it is very expensive to create the singleton instance.

Why the above code is not thread-safe

The code in example 1 is not thread-safe because of the following code:

if(instance == null) {

instance = new Singleton();}

If a thread is preempted at Line 2 before the assignment is made, the instancemember variable will still be null, and another thread can subsequently enter the ifblock. In that case, two distinct singleton instances will be created. Unfortunately, that scenario rarely occurs and is therefore difficult to produce during testing.

2 A thread-safe singleton pattern in java using Synchronization

We can synchronize thegetInstance() method to make the above code thread-safe:

thread save singleton pattern in Java

public synchronized static Singleton getInstance() {

if(singleton == null) {

singleton = new Singleton();

} return singleton;}

The code in example 2 is thread-safe now, as only one thread can enter to the getInstance() method.

However, this method is not efficient, as we actually only need the method be synchronized the first time when it is called . Because synchronization is very expensive, **synchronized methods can run up to 100 times slower than unsynchronized methods**, we need to introduce a performance enhancement that only synchronize the singleton assignment in getInstance().

3.  Synchronize the critical code only

We might choose to rewrite thegetInstance() method by synchronizing the critical code only, like the following example:

public static Singleton getInstance() {

if(singleton == null) {

synchronized(Singleton.class) {

singleton = new Singleton();

} }

return singleton;

}

 However, this method is not thread-safe. Consider the following scenario: Thread 1 enters the synchronized block, and, before it can assign the singleton member variable, the thread is preempted. Then another thread can enter the if block. The second thread will wait for the first thread to finish, but we will still wind up with two distinct singleton instances. Is there a way to fix this problem?

4. Double-checked locking

Double-checked locking is a technique appears to make lazy instantiation thread-safe. That technique is illustrated in the following code:

public static Singleton getInstance() {

if(singleton == null) {

synchronized(Singleton.class) {

if(singleton == null) {

singleton = new Singleton();

} } }

return singleton;}

Let’s reconsider the case that two threads enter the if code at the same tie. Imagine Thread 1 enters the synchronized block and is preempted. Subsequently, a second thread enters the if block. When Thread 1 exits the synchronized block, Thread 2 makes a second check to see if the singleton instance is still null. Since Thread 1 set thesingleton member variable, Thread 2’s second check will fail, and a second singleton will not be created. Or so it seems.

Unfortunately, **double-checked locking** is not guaranteed to work because **the compiler is free to assign a value to the singleton member variable before the singleton’s constructor is called**. If that happens, **Thread 1 can be preempted after the singleton reference has been assigned, but before the singleton is initialized**, so **Thread 2 can return a reference to an uninitialized singleton instance**.

Since double-checked locking is not guaranteed to work, we have to develop alternative methods

5.Double-checked locking with volatile keyword

A thread safe Single pattern

public class Singleton {

private volatile static Singleton instance; //声明成 volatile

private Singleton (){}

public static Singleton getSingleton() {

if (instance == null) {

synchronized (Singleton.class) {

if (instance == null) {

instance = new Singleton(); }

} }

return instance; }}

 The volatile prevents memory writes from being re-ordered, making it impossible for other threads to read uninitialized fields of your singleton through the singleton’s pointer.

However, we should avoid use the volatile based method, as it is hard to understand and it is easy to make mistakes.

6. Thread-safe but not lay initialized

public class Singleton{

//the variable will be created when the class is loaded

private static final Singleton instance = new Singleton();

private Singleton(){}

public static Singleton getInstance(){

return instance;

}

}

This method is thread-safe, but it is not lazy initialized . The singleton object is created as soon as the class is loaded.

7. The ultimate Thread-safe and efficient singleton pattern in Java

Java singleton Pattern

/ Correct lazy initialization in Java

@ThreadSafe

class Singleton {

private static class SingletonHolder {

public static Singleton instance = new Singleton();

} public static Singleton getInstance() {

return Singleton

The method is recommend by effective java.  It is lazy initialized, and multiple-thread safe.

8. Using Enum

The best way to implement a thread safe Singleton Pattern in Java is using Enum. See the following example.

enum Color {

RED(1), GREEN(2), YELLOW(3);

private int nCode ;

private Color( int \_nCode) {

this.nCode = \_nCode; }

@Override

public String toString() {

return String.valueOf ( this . nCode );

} }

public class ColorTest {

public static void main(String[] args) {

Color red = Color.RED;

Color red2 = Color.RED;

System.out.println(red == red2); // return true

**Summary**

In this post, I described 8 ways to implement java Singleton pattern. Actually, only 5 ways are correct: Synchronization the method, static final variable, using double checking

//to prevent reflection API

private Singleton() {

// Check if we already have an instance

if (INSTANCE != null) {

throw new IllegalStateException("Singleton" +

" instance already created.");

}

System.out.println("Singleton Constructor Running..."); }

public class Student implements Serializable, Cloneable {

// Eager-Instantiation: only-time INSTANCE created

private volatile static Student INSTANCE = new Student();

// private constructor

private Student() {

// Check if we already have an instance

if (INSTANCE != null) {

throw new IllegalStateException("Singleton" +

" instance already created.");

}

}

// create static method to get same instance every time

public static Student getInstance(){

return INSTANCE;

}

// readResolve method to suppress creating new object during de-serialization

private Object readResolve() throws ObjectStreamException {

return INSTANCE;

}

@Override

protected Object clone() throws CloneNotSupportedException {

// directly throw Clone Not Supported Exception

throw new CloneNotSupportedException();

}

// other utility methods and details of this class

}

## **factory pattern:**

Factory method is a [creational design pattern](http://www.geeksforgeeks.org/design-patterns-set-1-introduction/), i.e., related to object creation. In Factory pattern, we create object without exposing the creation logic to client and the client use the same common interface to create new type of object.  
The idea is to use a static member-function (static factory method) which creates & returns instances, hiding the details of class modules from user.

A factory pattern is one of the core design principles to create an object, allowing clients to create objects of a library(explained below) in a way such that it doesn’t have tight coupling with the class hierarchy of the library.

***What is meant when we talk about library and clients?***  
A library is something which is provided by some third party which exposes some public APIs and clients make calls to those public APIs to complete its task. A very simple example can be different kinds of Views provided by Android OS.

***Why factory pattern?***  
Let us understand it with an example:

|  |
| --- |
|  |

Output: I am two wheeler

***What is the problems with above design?***  
As you must have observed in the above example, Client creates objects of either TwoWheeler or FourWheeler based on some input during constructing its object.  
Say, library introduces a new class ThreeWheeler to incorporate three wheeler vehicles also. What would happen? Client will end up chaining a new else if in the conditional ladder to create objects of ThreeWheeler. Which in turn will need Client to be recompiled. So, each time a new change is made at the library side, Client would need to make some corresponding changes at its end and recompile the code. Sounds bad? This is a very bad practice of design.

**How to avoid the problem?**  
The answer is, create a static (or factory) method. Let us see below code.

|  |
| --- |
|  |

Run on IDE

Output:

I am three wheeler

In the above example, we have totally decoupled the selection of type for object creation from Client. The library is now responsible to decide which object type to create based on an input. Client just needs to make call to library’s factory Create method and pass the type it wants without worrying about the actual implementation of creation of objects.

Thanks to [Rumplestiltskin](http://qa.geeksforgeeks.org/user/Rumplestiltskin) for providing above explanation [here](http://qa.geeksforgeeks.org/559/what-is-factory-pattern-how-to-implement-it-in-c?show=559#q559).  
**Other examples of Factory Method:**

Say, in a ‘Drawing’ system, depending on user’s input, different pictures like square, rectangle, circle can be drawn. Here we can use factory method to create instances depending on user’s input. For adding new type of shape, no need to change client’s code.

Another example: In travel site, we can book train ticket as well bus tickets and flight ticket. In this case user can give his travel type as ‘bus’, ‘train’ or ‘flight’.  
Here we have an abstract class ‘AnyTravel’ with a static member function ‘GetObject’ which depending on user’s travel type, will create & return object of ‘BusTravel’ or ‘ TrainTravel’. ‘BusTravel’ or ‘ TrainTravel’ have common functions like passenger name, Origin, destinationparameters.

Also see [this](http://qa.geeksforgeeks.org/423/factory-design-pattern?show=423#q423)interview question.

## Abstract Factory Pattern

Abstract Factory design pattern is one of the Creational pattern. Abstract Factory pattern is almost similar to [Factory Pattern](http://www.geeksforgeeks.org/design-patterns-set-2-factory-method/) is considered as another layer of abstraction over factory pattern. Abstract Factory patterns work around a super-factory which creates other factories.

Abstract factory pattern implementation provides us a framework that allows us to create objects that follow a general pattern. So at runtime, abstract factory is coupled with any desired concrete factory which can create objects of desired type.

[![http://contribute.geeksforgeeks.org/wp-content/uploads/class-example-abstract-factory.png](data:image/png;base64,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)](http://contribute.geeksforgeeks.org/wp-content/uploads/class-example-abstract-factory.png)  
UML class diagram example for the Abstract Factory Design Pattern.

**AbstractFactory** : Declares an interface for operations that create abstract product objects.

**ConcreteFactory** : Implements the operations declared in the AbstractFactory to create concrete product objects.

**Product** : Defines a product object to be created by the corresponding concrete factory and implements the AbstractProduct interface.

**Client** : Uses only interfaces declared by AbstractFactory and AbstractProduct classes.

Abstract Factory provides interfaces for creating families of related or dependent objects without specifying their concrete classes.

Client software creates a concrete implementation of the abstract factory and then uses the generic interfaces to create the concrete objects that are part of the family of objects.  
The client does not know or care which concrete objects it gets from each of these concrete factories since it uses only the generic interfaces of their products.

So with this idea of Abstract Factory pattern, we will now try to create a design that will facilitate the creation of related objects.

**Implementation**

Let’s take an example, Suppose we want to build a global car factory. If it was [factory design pattern](http://www.geeksforgeeks.org/design-patterns-set-2-factory-method/), then it was suitable for a single location. But for this pattern, we need multiple locations and some critical design changes.

We need car factories in each location like IndiaCarFactory, USACarFactory and DefaultCarFactory. Now, our application should be smart enough to identify the location where it is being used, so we should be able to use appropriate car factory without even knowing which car factory implementation will be used internally. This also saves us from someone calling wrong factory for a particular location.

Here we need another layer of abstraction which will identify the location and internally use correct car factory implementation without even giving a single hint to user. This is exactly the problem, which abstract factory pattern is used to solve.

|  |
| --- |
| // Java Program to demonstrate the  // working of Abstract Factory Pattern   enum CarType  {    MICRO, MINI, LUXURY  }    abstract class Car  {      Car(CarType model, Location location)      {          this.model = model;          this.location = location;    }        abstract void construct();      CarType model = null;      Location location = null;      CarType getModel()      {        return model;    }      void setModel(CarType model)      {        this.model = model;    }      Location getLocation()      {        return location;    }      void setLocation(Location location)      {        this.location = location;    }        @Override      public String toString()      {        return "CarModel - "+model + " located in "+location;   }}  class LuxuryCar extends Car  {      LuxuryCar(Location location)    {          super(CarType.LUXURY, location);          construct();    }      protected void construct()    {          System.out.println("Connecting to luxury car");    }}   class MicroCar extends Car  {    MicroCar(Location location)      {        super(CarType.MICRO, location);          construct();    }      protected void construct()    {        System.out.println("Connecting to Micro Car ");    }}   class MiniCar extends Car  {    MiniCar(Location location)      {        super(CarType.MINI,location );          construct();    }      void construct()      {        System.out.println("Connecting to Mini car");    }}    enum Location  {  DEFAULT, USA, INDIA}   class INDIACarFactory  {    static Car buildCar(CarType model)      {        Car car = null;          switch (model)          {            case MICRO:                  car = new MicroCar(Location.INDIA);                  break;                case MINI:                  car = new MiniCar(Location.INDIA);                  break;                               case LUXURY:                car = new LuxuryCar(Location.INDIA);                break;                                   default:                break;                     }          return car;    }}    class DefaultCarFactory  {    public static Car buildCar(CarType model)      {        Car car = null;          switch (model)          {            case MICRO:                  car = new MicroCar(Location.DEFAULT);                break;                           case MINI:                car = new MiniCar(Location.DEFAULT);                break;                               case LUXURY:                car = new LuxuryCar(Location.DEFAULT);                break;                                   default:                break;          }        return car;   }}    class USACarFactory  {    public static Car buildCar(CarType model)      {          Car car = null;          switch (model)          {              case MICRO:                car = new MicroCar(Location.USA);                break;              case MINI:                car = new MiniCar(Location.USA);                break;                               case LUXURY:                car = new LuxuryCar(Location.USA);                break;                                   default:                break;                       }        return car;    }}   class CarFactory  {    private CarFactory()      {             }      public static Car buildCar(CarType type)      {        Car car = null;          // We can add any GPS Function here which          // read location property somewhere from configuration          // and use location specific car factory          // Currently I'm just using INDIA as Location          Location location = Location.INDIA;             switch(location)          {            case USA:                  car = USACarFactory.buildCar(type);                  break;                     case INDIA:                car = INDIACarFactory.buildCar(type);                break;                default:                car = DefaultCarFactory.buildCar(type);            }          return car;     }}    class AbstractDesign  {    public static void main(String[] args)      {        System.out.println(CarFactory.buildCar(CarType.MICRO));          System.out.println(CarFactory.buildCar(CarType.MINI));          System.out.println(CarFactory.buildCar(CarType.LUXURY));      } |

Output :

Connecting to Micro Car

CarModel - MICRO located in INDIA

Connecting to Mini car

CarModel - MINI located in INDIA

Connecting to luxury car

CarModel - LUXURY located in INDIA

**Difference**

The main difference between a “factory method” and an “abstract factory” is that the factory method is a single method, and an abstract factory is an object.

The factory method is just a method, it can be overridden in a subclass, whereas the abstract factory is an object that has multiple factory methods on it.

The Factory Method pattern uses inheritance and relies on a subclass to handle the desired object instantiation.

**Advantages**

This pattern is particularly useful when the client doesn’t know exactly what type to create.

**Isolation of concrete classes:** The Abstract Factory pattern helps you control the classes of objects that an application creates. Because a factory encapsulates the responsibility and the process of creating product objects, it isolates clients from implementation classes. Clients manipulate instances through their abstract interfaces. Product class names are isolated in the implementation of the concrete factory; they do not appear in client code.

**Exchanging Product Families easily:** The class of a concrete factory appears only once in an application, that is where it’s instantiated. This makes it easy to change the concrete factory an application uses. It can use various product configurations simply by changing the concrete factory. Because an abstract factory creates a complete family of products, the whole product family changes at once.

**Promoting consistency among products:** When product objects in a family are designed to work together, it’s important that an application use objects from only one family at a time. AbstractFactory makes this easy to enforce.n.

**Disadvantages**

**Difficult to support new kind of products:** Extending abstract factories to produce new kinds of Products isn’t easy. That’s because the AbstractFactory interface fixes the set of products that can be created. Supporting new kinds of products requires extending the factory interface, which involves changing the AbstractFactory class and all of its subclasses.

**NOTE :**  
Somewhat the above example is also based on How the Cabs like uber and ola functions on the large scale.

## Builder Design Pattern:

Builder pattern aims to “Separate the construction of a complex object from its representation so that the same construction process can create different representations.” It is used to construct a complex object step by step and the final step will return the object. The process of constructing an object should be generic so that it can be used to create different representations of the same object.

**UML Diagram of Builder Design Pattern**
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**Product –**The product class defines the type of the complex object that is to be generated by the builder pattern.

**Builder –**This abstract base class defines all of the steps that must be taken in order to correctly create a product. Each step is generally abstract as the actual functionality of the builder is carried out in the concrete subclasses. The GetProduct method is used to return the final product. The builder class is often replaced with a simple interface.

**ConcreteBuilder –**There may be any number of concrete builder classes inheriting from Builder. These classes contain the functionality to create a particular complex product.

**Director –**The director class controls the algorithm that generates the final product object. A director object is instantiated and its Construct method is called. The method includes a parameter to capture the specific concrete builder object that is to be used to generate the product. The director then calls methods of the concrete builder in the correct order to generate the product object. On completion of the process, the GetProduct method of the builder object can be used to return the product.

**Lets see an Example of Builder Design Pattern :**

Consider a construction of a home. Home is the final end product (object) that is to be returned as the output of the construction process. It will have many steps like basement construction, wall construction and so on roof construction. Finally the whole home object is returned. Here using the same process you can build houses with different properties.

|  |
| --- |
| interface HousePlan  {      public void setBasement(String basement);      public void setStructure(String structure);      public void setRoof(String roof);      public void setInterior(String interior);}   class House implements HousePlan  {   private String basement;      private String structure;      private String roof;      private String interior;     public void setBasement(String basement)      {        this.basement = basement;    }      public void setStructure(String structure)      {        this.structure = structure;    }       public void setRoof(String roof)     {        this.roof = roof;    }      public void setInterior(String interior)      {        this.interior = interior;    } }  interface HouseBuilder  {     public void buildBasement();      public void buildStructure();      public void bulidRoof();      public void buildInterior();      public House getHouse();}   class IglooHouseBuilder implements HouseBuilder  {    private House house;      public IglooHouseBuilder()     {          this.house = new House();    }      public void buildBasement()      {        house.setBasement("Ice Bars");    }      public void buildStructure()      {        house.setStructure("Ice Blocks");    }       public void buildInterior()      {        house.setInterior("Ice Carvings");    }       public void bulidRoof() {       house.setRoof("Ice Dome");    }       public House getHouse()      {        return this.house;    }}   class TipiHouseBuilder implements HouseBuilder  {    private House house;      public TipiHouseBuilder()      {        this.house = new House();    }       public void buildBasement()      {        house.setBasement("Wooden Poles");    }       public void buildStructure()      {        house.setStructure("Wood and Ice");    }       public void buildInterior()      {        house.setInterior("Fire Wood");    }       public void bulidRoof()      {        house.setRoof("Wood, caribou and seal skins");    }       public House getHouse()      {        return this.house;    } }   class CivilEngineer  {    private HouseBuilder houseBuilder;      public CivilEngineer(HouseBuilder houseBuilder)      {        this.houseBuilder = houseBuilder;    }       public House getHouse()      {        return this.houseBuilder.getHouse();    }       public void constructHouse()      {  this.houseBuilder.buildBasement();          this.houseBuilder.buildStructure();          this.houseBuilder.bulidRoof();          this.houseBuilder.buildInterior();    }}    class Builder  {    public static void main(String[] args)      {        HouseBuilder iglooBuilder = new IglooHouseBuilder();          CivilEngineer engineer = new CivilEngineer(iglooBuilder);           engineer.constructHouse();           House house = engineer.getHouse();           System.out.println("Builder constructed: "+ house);    }} |

Builder constructed: House@6d06d69c

**Advantages of Builder Design Pattern**

* The parameters to the constructor are reduced and are provided in highly readable method calls.
* Builder design pattern also helps in minimizing the number of parameters in constructor and thus there is no need to pass in null for optional parameters to the constructor.
* Object is always instantiated in a complete state
* Immutable objects can be build without much complex logic in object building process.

**Disadvantages of Builder Design Pattern**

* The number of lines of code increase at least to double in builder pattern, but the effort pays off in terms of design flexibility and much more readable code.
* Requires creating a separate ConcreteBuilder for each different type of Product.

## Prototype Design Pattern

Prototype allows us to hide the complexity of making new instances from the client. The concept is to copy an existing object rather than creating a new instance from scratch, something that may include costly operations. The existing object acts as a prototype and contains the state of the object. The newly copied object may change same properties only if required. This approach saves costly resources and time, especially when the object creation is a heavy process.

The prototype pattern is a creational design pattern. Prototype patterns is required, when object creation is time consuming, and costly operation, so we create object with existing object itself. One of the best available way to create object from existing objects are **clone() method**. Clone is the simplest approach to implement prototype pattern. However, it is your call to decide how to copy existing object based on your business model.

**Prototype Design Participants**

1) **Prototype** : This is the prototype of actual object.

2) **Prototype registry** : This is used as registry service to have all prototypes accessible using simple string parameters.

3) **Client** : Client will be responsible for using registry service to access prototype instances.

**When to use the Prototype Design Pattern**

When a system should be independent of how its products are created, composed, and represented and  
When the classes to instantiate are specified at run-time.  
For example,  
1) By dynamic loading or To avoid building a class hierarchy of factories that parallels the class hierarchy of products or

2) When instances of a class can have one of only a few different combinations of state. It may be more convenient to install a corresponding number of prototypes and clone them rather than instantiating the class manually, each time with the appropriate state.

|  |
| --- |
| // A Java program to demonstrate working of  // Prototype Design Pattern with example  // of a ColorStore class to store existing objects.  abstract class Color implements Cloneable{      protected String colorName;      abstract void addColor();      public Object clone()      {        Object clone = null;          try        {            clone = super.clone();        }          catch (CloneNotSupportedException e)          {            e.printStackTrace();        }          return clone;    }}  class blueColor extends Color  {    public blueColor()      {        this.colorName = "blue";    }      void addColor()     {        System.out.println("Blue color added");    }     }  class blackColor extends Color{      public blackColor()    {        this.colorName = "black";    }      @Override      void addColor()     {        System.out.println("Black color added");    }}  class ColorStore {      private static Map<String, Color> colorMap = new HashMap<String, Color>();      static      {        colorMap.put("blue", new blueColor());          colorMap.put("black", new blackColor());    }           public static Color getColor(String colorName)      {        return (Color) colorMap.get(colorName).clone();    }}  // Driver class  class Prototype  {    public static void main (String[] args)      {          ColorStore.getColor("blue").addColor();          ColorStore.getColor("black").addColor();          ColorStore.getColor("black").addColor();          ColorStore.getColor("blue").addColor();      }} |

Output :

Blue color added

Black color added

Black color added

Blue color added

**Advantages of Prototype Design Pattern**

* **Adding and removing products at run-time –** Prototypes let you incorporate a new concrete product class into a system simply by registering a prototypical instance with the client. That’s a bit more flexible than other creational patterns, because a client can install and remove prototypes at run-time.
* **Specifying new objects by varying values –**Highly dynamic systems let you define new behavior through object composition by specifying values for an object’s variables and not by defining new classes.
* **Specifying new objects by varying structure –**Many applications build objects from parts and subparts. For convenience, such applications often let you instantiate complex, user-defined structures to use a specific subcircuit again and again.
* **Reduced subclassing –**Factory Method often produces a hierarchy of Creator classes that parallels the product class hierarchy. The Prototype pattern lets you clone a prototype instead of asking a factory method to make a new object. Hence you don’t need a Creator class hierarchy at all.

**Disadvantages of Prototype Design Pattern**

* Overkill for a project that uses very few objects and/or does not have an underlying emphasis on the extension of prototype chains.
* It also hides concrete product classes from the client
* Each subclass of Prototype must implement the clone() operation which may be difficult, when the classes under consideration already exist. Also implementing clone() can be difficult when their internals include objects that don’t support copying or have circular references.

## Facade Design Pattern

Facade is a part of Gang of Four design pattern and it is categorized under Structural design patterns. Before we dig into the details of it, let us discuss some examples which will be solved by this particular Pattern.

So, As the name suggests, it means the face of the building. The people walking past the road can only see this glass face of the building. They do not know anything about it, the wiring, the pipes and other complexities. It hides all the complexities of the building and displays a friendly face.

**More examples**

In Java, the interface JDBC can be called a facade because, we as users or clients create connection using the “java.sql.Connection” interface, the implementation of which we are not concerned about. The implementation is left to the vendor of driver.

Another good example can be the startup of a computer. When a computer starts up, it involves the work of cpu, memory, hard drive, etc. To make it easy to use for users, we can add a facade which wrap the complexity of the task, and provide one simple interface instead.  
Same goes for the **Facade Design Pattern**. It hides the complexities of the system and provides an interface to the client from where the client can access the system.
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**Facade Design Pattern Diagram**

Now Let’s try and understand the facade pattern better using a simple example. Let’s consider a hotel. This hotel has a hotel keeper. There are a lot of restaurants inside hotel e.g. Veg restaurants, Non-Veg restaurants and Veg/Non Both restaurants.  
You, as client want access to different menus of different restaurants . You do not know what are the different menus they have. You just have access to hotel keeper who knows his hotel well. Whichever menu you want, you tell the hotel keeper and he takes it out of from the respective restaurants and hands it over to you. Here, the hotel keeper acts as the **facade**, as he hides the complexities of the system hotel.  
Let’s see how it works :

**Interface of Hotel**

|  |
| --- |
| package structural.facade;  public interface Hotel{      public Menus getMenus();} |

The hotel interface only returns Menus.  
Similarly, the Restaurant are of three types and can implement the hotel interface. Let’s have a look at the code for one of the Restaurants.

**NonVegRestaurant.java**

|  |
| --- |
| package structural.facade;   public class NonVegRestaurant implements Hotel  {    public Menus getMenus()      {        NonVegMenu nv = new NonVegMenu();          return nv;    }} |

**VegRestaurant.java**

|  |
| --- |
| package structural.facade;  public class VegRestaurant implements Hotel  {    public Menus getMenus()      {        VegMenu v = new VegMenu();          return v;    }} |

**VegNonBothRestaurant.java**

|  |
| --- |
| package structural.facade;  public class VegNonBothRestaurant implements Hotel  {    public Menus getMenus()      {        Both b = new Both();          return b;    }} |

Now let’s consider the facade,

**HotelKeeper.java**

|  |
| --- |
| package structural.facade;  public class HotelKeeper  {    public VegMenu getVegMenu()      {        VegRestaurant v = new VegRestaurant();          VegMenu vegMenu = (VegMenu)v.getMenus();          return vegMenu;    }      public NonVegMenu getNonVegMenu()      {        NonVegRestaurant v = new NonVegRestaurant();          NonVegMenu NonvegMenu = (NonVegMenu)v.getMenus();          return NonvegMenu;    }           public Both getVegNonMenu()      {        VegNonBothRestaurant v = new VegNonBothRestaurant();          Both bothMenu = (Both)v.getMenus();          return bothMenu;      }    } |

From this, It is clear that the complex implementation will be done by HotelKeeper himself. The client will just access the HotelKeeper and ask for either Veg, NonVeg or VegNon Both Restaurant menu.

**How will the client program access this façade?**

|  |
| --- |
| package structural.facade;  public class Client  {    public static void main (String[] args)      {        HotelKeeper keeper = new HotelKeeper();          VegMenu v = keeper.getVegMenu();          NonVegMenu nv = keeper.getNonVegMenu();          Both = keeper.getVegNonMenu();    }} |

In this way the implementation is sent to the façade. The client is given just one interface and can access only that. This hides all the complexities.

**When Should this pattern be used?**

The facade pattern is appropriate when you have a **complex system**that you want to expose to clients in a simplified way, or you want to make an external communication layer over an existing system which is incompatible with the system. Facade deals with interfaces, not implementation. Its purpose is to hide internal complexity behind a single interface that appears simple on the outside.

This article is contributed by [Saket Kumar](https://www.linkedin.com/in/saketkumar95/). If you like GeeksforGeeks and would like to contribute, you can also write an article using [contribute.geeksforgeeks.org](http://www.contribute.geeksforgeeks.org/) or mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

## Decorator Design Pattern

To extend or modify the behaviour of ‘an instance’ at runtime decorator [design pattern](http://javapapers.com/design-patterns/introduction-to-design-patterns/) is used. Inheritance is used to extend the abilities of ‘a class’. Unlike inheritance, you can choose any single object of a class and [modify its behaviour](http://javapapers.com/core-java/overloading-and-overriding/) leaving the other instances unmodified.

In implementing the decorator pattern you construct a wrapper around an object by extending its behavior. The wrapper will do its job before or after and delegate the call to the wrapped instance.

Design of decorator pattern

You start with an [interface](http://javapapers.com/core-java/abstract-and-interface-core-java-2/java-interface/) which creates a blue print for the class which will have decorators. Then implement that interface with basic functionalities. Till now we have got an interface and an implementation concrete class. Create an [abstract class](http://javapapers.com/core-java/abstract-and-interface-core-java-2/difference-between-a-java-interface-and-a-java-abstract-class/) that contains ([aggregation relationship](http://javapapers.com/oops/association-aggregation-composition-abstraction-generalization-realization-dependency/)) an attribute type of the interface. The constructor of this class assigns the interface type instance to that attribute. This class is the decorator base class. Now you can extend this class and create as many concrete decorator classes. The concrete decorator class will add its own methods. After / before executing its own method the concrete decorator will call the base instance’s method. Key to this decorator design pattern is the binding of method and the base instance happens at runtime based on the object [passed as parameter](http://javapapers.com/core-java/java-pass-by-value-and-pass-by-reference/) to the constructor. Thus dynamically customizing the behavior of that specific instance alone.

Decorator Design Pattern – UML Diagram
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Implementation of decorator pattern

Following given example is an implementation of decorator design pattern. Icecream is a classic example for decorator design pattern. You create a basic icecream and then add toppings to it as you prefer. The added toppings change the taste of the basic icecream. You can add as many topping as you want. This sample scenario is implemented below.

public interface Icecream {

public String makeIcecream();

}

The above is an interface depicting an icecream. I have kept things as simple as possible so that the focus will be on understanding the design pattern. Following class is a concrete implementation of this interface. This is the base class on which the decorators will be added.

package com.javapapers.sample.designpattern;

public class SimpleIcecream implements Icecream {

@Override

public String makeIcecream() {

return "Base Icecream"; }}

Following class is the decorator class. It is the core of the decorator design pattern. It contains an attribute for the type of interface. Instance is assigned dynamically at the creation of decorator using its constructor. Once assigned that instance method will be invoked.

abstract class IcecreamDecorator implements Icecream {

protected Icecream specialIcecream;

public IcecreamDecorator(Icecream specialIcecream) {

this.specialIcecream = specialIcecream; }

public String makeIcecream() {

return specialIcecream.makeIcecream(); }}

Following two classes are similar. These are two decorators, concrete class implementing the abstract decorator. When the decorator is created the base instance is passed using the constructor and is assigned to the super class. In the makeIcecream method we call the base method followed by its own method addNuts(). This addNuts() extends the behavior by adding its own steps.

public class NuttyDecorator extends IcecreamDecorator {

public NuttyDecorator(Icecream specialIcecream) {

super(specialIcecream); }

public String makeIcecream() {

return specialIcecream.makeIcecream() + addNuts(); }

private String addNuts() { return " + cruncy nuts"; }}

public class HoneyDecorator extends IcecreamDecorator {

public HoneyDecorator(Icecream specialIcecream) {

super(specialIcecream); }

public String makeIcecream() {

return specialIcecream.makeIcecream() + addHoney(); }

private String addHoney() {

return " + sweet honey"; }}

Execution of the decorator pattern

I have created a simple icecream and decorated that with nuts and on top of it with honey. We can use as many decorators in any order we want. This excellent flexibility and changing the behaviour of an instance of our choice at runtime is the main advantage of the decorator design pattern.

public class TestDecorator {

public static void main(String args[]) {

Icecream icecream = new HoneyDecorator(new NuttyDecorator(new SimpleIcecream()));

System.out.println(icecream.makeIcecream()); }}

Output

Base Icecream + cruncy nuts + sweet honey

Decorator Design Pattern in java API

java.io.BufferedReader;  
java.io.FileReader;  
java.io.Reader;

The above readers of java API are designed using decorator design pattern.

# JavaPrograms

Occurences of every character in the String

String str="hhh rr rrr ttt" ;

**char**[] charArray=str.toCharArray();

Map<Character,Integer> resultMap= **new** HashMap<>();

**for**(**char** ch:charArray){

**if**(resultMap.containsKey(ch)){

resultMap.put(ch, resultMap.get(ch)+1);

}**else**{

resultMap.put(ch, 1);

}

}

System.***out***.println(resultMap);

//MostFrequent Element

**public** **static** **int** mostFrequentElement(**int** []arr){

Map<Integer,Integer> resultMap= **new** HashMap<>();

**for**(**int** ele:arr){

**if**(resultMap.containsKey(ele)){

resultMap.put(ele, resultMap.get(ele)+1);

}**else**{

resultMap.put(ele, 1);

}

}

**int** element=0,frequency=1;

Set<Entry<Integer,Integer>> elements=resultMap.entrySet();

**for**(Entry<Integer,Integer> entry:elements){

**if**(entry.getValue()>frequency){

element=entry.getKey();

frequency=entry.getValue();

} }

System.***out***.println("Most Frequent element"+element);

System.***out***.println(" Frequency element"+frequency);

**return** element;}

CountCharacterOccurence without looping

  String s = "Java is java again java again";

        char c = 'a';

        int count = s.length() - s.replace("a", "").length();

        System.out.println("Number of occurances of 'a' in "+s+" = "+count);

/\* \* Using LinkedHashMap to find first non repeated character of String

\* Algorithm : \* Step 1: get character array and loop through it to build a \* hash table with char and their count. \* Step 2: loop through LinkedHashMap to find an entry with \* value 1, that's your first non-repeated character, \* as LinkedHashMap maintains insertion order. \*/

 public static char getFirstNonRepeatedChar(String str) {

Map<Character,Integer> counts = new LinkedHashMap<>(str.length());

for (char c : str.toCharArray()) {

counts.put(c, counts.containsKey(c) ? counts.get(c) + 1 : 1); }

for (Entry<Character,Integer> entry : counts.entrySet()) {

 if (entry.getValue() == 1) {

return entry.getKey();

} } throw new RuntimeException("didn't find any non repeated Character"); }

/\* \* Finds first non repeated character in a String in just one pass. \* It uses two storage to cut down one iteration, standard space vs time \* trade-off.Since we store repeated and non-repeated character separately, \* at the end of iteration, first element from List is our first non \* repeated character from String. \*/

public static char firstNonRepeatingChar(String word) {

Set<Character> repeating = new HashSet<>();

List<Character> nonRepeating = new ArrayList<>();

for (int i = 0; i < word.length(); i++) {

char letter = word.charAt(i);

if (repeating.contains(letter)) { continue; }

if (nonRepeating.contains(letter)) {

nonRepeating.remove((Character) letter);

repeating.add(letter); } else {

nonRepeating.add(letter); } }

return nonRepeating.get(0); }

 /\* \* Using HashMap to find first non-repeated character from String in Java. \* Algorithm : \* Step 1 : Scan String and store count of each character in HashMap \* Step 2 : traverse String and get count for each character from Map. \* Since we are going through String from first to last character, \* when count for any character is 1, we break, it's the first \* non repeated character. Here order is achieved by going \* through String again. \*/

public static char firstNonRepeatedCharacter(String word) {

HashMap<Character,Integer> scoreboard = new HashMap<>();

 // build table [char -> count]

for (int i = 0; i < word.length(); i++) {

char c = word.charAt(i);

if (scoreboard.containsKey(c)) {

scoreboard.put(c, scoreboard.get(c) + 1);

} else {

scoreboard.put(c, 1); } }

// since HashMap doesn't maintain order, going through string again

 for (int i = 0; i < word.length(); i++) {

char c = word.charAt(i);

 if (scoreboard.get(c) == 1) { return c; } }

throw new RuntimeException("Undefined behaviour"); }

**static** **int** maxSubArraySum(**int** a[]) {

**int** size = a.length;

**int** max\_so\_far = Integer.***MIN\_VALUE***, max\_ending\_here = 0, start = 0, end = 0, s = 0;

**for** (**int** i = 0; i < size; i++) {

max\_ending\_here = max\_ending\_here + a[i];

**if** (max\_so\_far < max\_ending\_here) {

max\_so\_far = max\_ending\_here;

start = s;

end = i;

}

**if** (max\_ending\_here < 0) {

max\_ending\_here = 0;

s = i + 1;

}

}

**for** (**int** i = start; i <= end; i++)

System.***out***.print(a[i] + " ");

System.***out***.println(start);

**return** max\_so\_far;

}

**public** **static** **void** maxSumSubArray() {

**int** maxSumSoFar = -2147483648;

**int** curSum = 0, maxSum;

**int** start = 0;

**int** end = 0, s = 0, i;

**int**[] array = { -2, 1, -3, 4, -1, 2, 1, -5, 4 };

// int []array={-6,2,-3,-4,-1,-5,-5};

**for** (i = 0; i < array.length; i++) {

curSum = curSum + array[i];//

**if** (curSum > maxSumSoFar) {

maxSumSoFar = curSum;

start = s;

end = i;

}

**if** (curSum < 0) {

curSum = 0;

s = i + 1;

}

}

**for** (i = start; i <= end; i++)

System.***out***.print(array[i] + " ");

System.***out***.println(start);

}

**static** **int** getMissingNo() {

**int** i, total;

**int** a[]={1,2,4,5};

**int** n=a.length+1;

total = (n) \* (n + 1) / 2;

**for** (i = 0; i < a.length; i++)

total -= a[i];

**return** total;

}

// print sum of two numbers equal to given number

**public** **static** **void** printPairsUsingSet() {

// given sum=7

**int** numbers[] = { 2, 4, 3, 5, 6, -2, 4, 7, 8, 9 }, sum = 7;

**if** (numbers.length < 2) {

**return**;

}

Set set = **new** HashSet(numbers.length);

**for** (**int** value : numbers) {

**int** target = sum - value;

// if target number is not in set then add

**if** (!set.contains(target)) {

set.add(value);

} **else** {

System.***out***.printf("(%d, %d) %n", value, target);

}

}

System.***out***.println(set);

}

**public** **static** **void** topTwo(**int**[] numbers) {

**int** max1 = Integer.***MIN\_VALUE***;

**int** max2 = Integer.***MIN\_VALUE***;

**for** (**int** number : numbers) {

**if** (number > max1) {

max2 = max1;

max1 = number;

} **else** **if** (number > max2) {

max2 = number;

}

}

}

**public** **static** **long** getBinary(**int** n){

**long** binary=0,rem,i=1;

**while**(n!=0){

/\*r=decimal%2;

sum=r+ sum\*10;

decimal=decimal/2;\*/

rem=n%2;

n/=2;

binary+=rem\*i;

i\*=10;

}

**return** binary;

}

**public** **static** **long** getDecimal(**long** l){

**long** sum=0,r,i=0;

**while**(l!=0){

r=l%10;

sum=(**long**) (sum+r\*Math.*pow*(2, i));

l=l/10;

i++;

}

**return** sum;

}

**void** selectionSort(**int**[] ar) {

**for** (**int** i = 0; i < ar.length - 1; i++) {

**int** min = i;

**for** (**int** j = i + 1; j < ar.length; j++)

**if** (ar[j] < ar[min])

min = j;

**int** temp = ar[i];

ar[i] = ar[min];

ar[min] = temp;

}

}

**public** **static** **void** bubbleSort(**int** ar[]) {

**for** (**int** i = (ar.length - 1); i >= 0; i--) {

**for** (**int** j = 1; j <= i; j++) {

**if** (ar[j - 1] > ar[j]) {

**int** temp = ar[j - 1];

ar[j - 1] = ar[j];

ar[j] = temp;

}

}

}

**for** (**int** a : ar)

System.***out***.print(" " + a);

}

//To sort unordered list of elements, we remove its entries one at a time and then insert each of

//them into a sorted part (initially empty):

**void** insertionSort(**int**[] ar)

{

**for** (**int** i=1; i < ar.length; i++)

{

**int** index = ar[i]; **int** j = i;

**while** (j > 0 && ar[j-1] > index)

{

ar[j] = ar[j-1];

j--;

}

ar[j] = index;

} }

What Is Anagram?

Two strings are called anagrams if they contain same set of characters but in different order. For example, **“Dormitory – Dirty Room”**, **“keep – peek”,  “School Master – The Classroom”** are some.

static void isAnagram(String s1, String s2)    {

        //Removing all white spaces from s1 and s2

        String copyOfs1 = s1.replaceAll("\\s", "");

        String copyOfs2 = s2.replaceAll("\\s", "");

        //Initially setting status as true

        boolean status = true;

        if(copyOfs1.length() != copyOfs2.length())        {

            //Setting status as false if copyOfs1 and copyOfs2 doesn't have same length

            status = false;

        } else {

      //Changing the case of characters of both copyOfs1 and copyOfs2 and converting them to char array

            char[] s1Array = copyOfs1.toLowerCase().toCharArray();

            char[] s2Array = copyOfs2.toLowerCase().toCharArray();

            //Sorting both s1Array and s2Array

            Arrays.sort(s1Array);

            Arrays.sort(s2Array);

            //Checking whether s1Array and s2Array are equal

            status = Arrays.equals(s1Array, s2Array);

        }

## singleLinked List

public class SinglyLinkedListImpl<T> {

    private Node<T> head;

    private Node<T> tail;

    public void add(T element){

        Node<T> nd = new Node<T>();

        nd.setValue(element);

        System.out.println("Adding: "+element);

        /\*\*

         \* check if the list is empty

         \*/

        if(head == null){

            //since there is only one element, both head and

            //tail points to the same object.

            head = nd;

            tail = nd;

        } else {

            //set current tail next link to new node

            tail.setNextRef(nd);

            //set tail as newly created node

            tail = nd;

        }    }

    public void addAfter(T element, T after){

        Node<T> tmp = head;

        Node<T> refNode = null;

        System.out.println("Traversing to all nodes..");

        /\*\*

         \* Traverse till given element

         \*/

        while(true){

            if(tmp == null){

                break;            }

            if(tmp.compareTo(after) == 0){

                //found the target node, add after this node

                refNode = tmp;

                break;

            }

            tmp = tmp.getNextRef();

        }

        if(refNode != null){

            //add element after the target node

            Node<T> nd = new Node<T>();

            nd.setValue(element);

            nd.setNextRef(tmp.getNextRef());

            if(tmp == tail){

                tail = nd;

            }

            tmp.setNextRef(nd);

        } else {

            System.out.println("Unable to find the given element...");

        }    }

    public void deleteFront(){

        if(head == null){

            System.out.println("Underflow...");        }

        Node<T> tmp = head;

        head = tmp.getNextRef();

        if(head == null){

            tail = null;

        }

        System.out.println("Deleted: "+tmp.getValue());

    }

      public void deleteAfter(T after){

        Node<T> tmp = head;

        Node<T> refNode = null;

        System.out.println("Traversing to all nodes..");

        /\*\*

         \* Traverse till given element

         \*/

        while(true){

            if(tmp == null){

                break;

            }

            if(tmp.compareTo(after) == 0){

                //found the target node, add after this node

                refNode = tmp;

                break;

            }

            tmp = tmp.getNextRef();

        }

        if(refNode != null){

            tmp = refNode.getNextRef();

            refNode.setNextRef(tmp.getNextRef());

            if(refNode.getNextRef() == null){

                tail = refNode;

            }

            System.out.println("Deleted: "+tmp.getValue());

        } else {

            System.out.println("Unable to find the given element...");

        }

    }

    public void traverse(){

        Node<T> tmp = head;

        while(true){

            if(tmp == null){

                break;

            }

            System.out.println(tmp.getValue());

            tmp = tmp.getNextRef();       }    }

    public static void main(String a[]){

        SinglyLinkedListImpl<Integer> sl = new SinglyLinkedListImpl<Integer>();

        sl.add(3);        sl.add(32);        sl.add(54);        sl.add(89);        sl.addAfter(76, 54);

        sl.deleteFront();        sl.deleteAfter(76);

        sl.traverse();        }}

class Node<T> implements Comparable<T> {

    private T value;

    private Node<T> nextRef;

//getters& settrs

    @Override

    public int compareTo(T arg) {

        if(arg == this.value){

            return 0;

        } else {

            return 1;        }   }}

## Stack

public class Stack<Item> implements Iterable<Item> {

private int n; *// size of the stack*

private Node first; *// top of stack*

*// helper linked list class*

private class Node {

private Item item;

private Node next; }

*/\*\**

*\* Initializes an empty stack.*

*\*/*

public **Stack**() { first = null;

n = 0; }

*/\*\**

*\* Returns true if this stack is empty. \**

*\** @return *true if this stack is empty; false otherwise*

*\*/*

public boolean **isEmpty**() {

return first == null; }

*/\*\**

*\* Returns the number of items in this stack. \**

*\** @return *the number of items in this stack*

*\*/*

public int **size**() { return n; }

*/\*\**

*\* Adds the item to this stack. \**

*\** @param *item the item to add*

*\*/*

public void **push**(Item item) {

Node oldfirst = first;

first = new **Node**();

first.item = item;

first.next = oldfirst;

n++; }

*/\*\**

*\* Removes and returns the item most recently added to this stack. \**

*\** @return *the item most recently added*

*\** @throws *NoSuchElementException if this stack is empty*

*\*/*

public Item **pop**() {

if (**isEmpty**()) throw new **NoSuchElementException**("Stack underflow");

Item item = first.item; *// save item to return*

first = first.next; *// delete first node*

n--;

return item; *// return the saved item*

} */\*\**

*\* Returns (but does not remove) the item most recently added to this stack. \**

*\** @return *the item most recently added to this stack*

*\** @throws *NoSuchElementException if this stack is empty*

*\*/*

public Item **peek**() {

if (**isEmpty**()) throw new **NoSuchElementException**("Stack underflow");

return first.item; }

*/\*\**

*\* Returns a string representation of this stack. \**

*\** @return *the sequence of items in this stack in LIFO order, separated by spaces*

*\*/*

public String **toString**() {

StringBuilder s = new **StringBuilder**();

for (Item item : this) {

s.**append**(item);

s.**append**(' '); }

return s.**toString**(); }

/\*\*

\* Returns an iterator to this stack that iterates through the items in LIFO order. \*

\* @return an iterator to this stack that iterates through the items in LIFO order

\*/

public Iterator<Item> iterator() { return new ListIterator(); }

// an iterator, doesn't implement remove() since it's optional

private class ListIterator implements Iterator<Item> {

private Node current = first;

public boolean hasNext() { return current != null; }

public void remove() { throw new UnsupportedOperationException(); }

public Item next() {

if (!hasNext()) throw new NoSuchElementException();

Item item = current.item;

current = current.next;

return item; } }

*/\*\**

*\* Unit tests the {*@code *Stack} data type.*

*\*/*

public static void **main**(String[] args) {

Stack<String> stack = new Stack<String>();

while (!StdIn.**isEmpty**()) {

String item = StdIn.**readString**();

if (!item.**equals**("-")) stack.**push**(item);

else if (!stack.**isEmpty**()) StdOut.**print**(stack.**pop**() + " ");

}

StdOut.**println**("(" + stack.**size**() + " left on stack)"); }}

## Queue

This is a Java Program to implement a Double Ended Queue. Queue is a particular kind of abstract data type or collection in which the entities in the collection are kept in order and the principal (or only) operations on the collection are the addition of entities to the rear terminal position and removal of entities from the front terminal position. This makes queue a First-In-First-Out (FIFO) data structure. However in a double ended queue addition and removal of entities can be performed at both ends. A double-ended queue (dequeue) is an abstract data type that generalizes a queue, for which elements can be added to or removed from either the front (head) or back (tail).

Here is the source code of the Java program to implement a Double Ended Queue. The Java program is successfully compiled and run on a Windows system. The program output is also shown below.

import java.util.\*;

/\* Class Node \*/

class Node

{

protected int data;

protected Node link;

/\* Constructor \*/

public Node()

{

link = null;

data = 0;

}

/\* Constructor \*/

public Node(int d,Node n)

{

data = d;

link = n;

}

//setters and getters for link&data

}}

/\* Class Dequeue \*/

class Dequeue

{ private Node front, rear;

private int size;

/\* Constructor \*/

public Dequeue()

{ front = null;

rear = null;

size = 0; }

/\* Function to check if queue is empty \*/

public boolean isEmpty()

{ return front == null; }

/\* Function to get the size of the queue \*/

public int getSize()

{ return size; }

/\* Clear dequeue \*/

public void clear()

{ front = null;

rear = null;

size = 0; }

/\* Function to insert an element at begining \*/

public void insertAtFront(int val)

{ Node nptr = new Node(val, null);

size++ ;

if (front == null) {

front = nptr;

rear = front; }

else {

nptr.setLink(front);

front = nptr; } }

/\* Function to insert an element at end \*/

public void insertAtRear(int val)

{ Node nptr = new Node(val,null);

size++ ;

if (rear == null) {

rear = nptr;

front = rear; }

else { rear.setLink(nptr);

rear = nptr; } }

/\* Function to remove front element from the queue \*/

public int removeAtFront()

{ if (isEmpty() )

throw new NoSuchElementException("Underflow Exception");

Node ptr = front;

front = ptr.getLink();

if (front == null)

rear = null; size-- ;

return ptr.getData(); }

/\* Function to remove rear element from the queue \*/

public int removeAtRear()

{ if (isEmpty() )

throw new NoSuchElementException("Underflow Exception");

int ele = rear.getData();

Node s = front;

Node t = front;

while (s != rear) {

t = s;

s = s.getLink(); }

rear = t;

rear.setLink(null); size --;

return ele; }

/\* Function to check the front element of the queue \*/

public int peekAtFront() {

if (isEmpty() )

throw new NoSuchElementException("Underflow Exception");

return front.getData(); }

/\* Function to check the front element of the queue \*/

public int peekAtRear() {

if (isEmpty() )

throw new NoSuchElementException("Underflow Exception");

return rear.getData(); }

/\* Function to display the status of the queue \*/

public void display() {

System.out.print("\nDequeue = ");

if (size == 0)

{ System.out.print("Empty\n");

return ; }

Node ptr = front;

while (ptr != rear.getLink() ) {

System.out.print(ptr.getData()+" ");

ptr = ptr.getLink(); }

System.out.println(); }}

/\* Class DoubleEndedQueueTest \*/

public class DoubleEndedQueueTest

{ public static void main(String[] args) {

Scanner scan = new Scanner(System.in);

/\* Creating object of class Dequeue \*/

Dequeue dq = new Dequeue();

/\* Perform Dequeue Operations \*/

System.out.println("Dequeue Test\n");

char ch;

do {

System.out.println("\nDequeue Operations");

System.out.println("1. insert at front");

System.out.println("2. insert at rear");

System.out.println("3. delete at front");

System.out.println("4. delete at rear");

System.out.println("5. peek at front");

System.out.println("6. peek at rear");

System.out.println("7. size");

System.out.println("8. check empty");

System.out.println("9. clear");

int choice = scan.nextInt();

switch (choice) {

case 1 : System.out.println("Enter integer element to insert");

dq.insertAtFront( scan.nextInt() ); break;

case 2 : System.out.println("Enter integer element to insert");

dq.insertAtRear( scan.nextInt() ); break;

case 3 : try { System.out.println("Removed Element = "+ dq.removeAtFront()); }

catch (Exception e) {

System.out.println("Error : " + e.getMessage()); } break;

case 4 : try {

System.out.println("Removed Element = "+ dq.removeAtRear()); }

catch (Exception e) { System.out.println("Error : " + e.getMessage()); } break;

case 5 : try {

System.out.println("Peek Element = "+ dq.peekAtFront()); }

catch (Exception e) {

System.out.println("Error : " + e.getMessage()); } break;

case 6 : try {

System.out.println("Peek Element = "+ dq.peekAtRear());

}

catch (Exception e) {

System.out.println("Error : " + e.getMessage()); } break;

case 7 : System.out.println("Size = "+ dq.getSize()); break;

case 8 : System.out.println("Empty status = "+ dq.isEmpty()); break;

case 9 : System.out.println("\nDequeue Cleared\n"); dq.clear(); break;

default : System.out.println("Wrong Entry \n "); break; }

/\* display dequeue \*/

dq.display();

System.out.println("\nDo you want to continue (Type y or n) \n");

ch = scan.next().charAt(0);

} while (ch == 'Y'|| ch == 'y');

} }

## Bubble sort in java.

Bubble sort, also referred to as sinking sort, is a simple sorting algorithm that works by repeatedly stepping through the list to be sorted, comparing each pair of adjacent items and swapping them if they are in the wrong order. The pass through the list is repeated until no swaps are needed, which indicates that the list is sorted. The algorithm gets its name from the way smaller elements "bubble" to the top of the list. Because it only uses comparisons to operate on elements, it is a comparison sort. Although the algorithm is simple, most of the other sorting algorithms are more efficient for large lists.

![Bubble Sort](data:image/jpeg;base64,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)

Bubble sort has worst-case and average complexity both О(n2), where n is the number of items being sorted. There exist many sorting algorithms with substantially better worst-case or average complexity of O(n log n). Even other О(n2) sorting algorithms, such as insertion sort, tend to have better performance than bubble sort. Therefore, bubble sort is not a practical sorting algorithm when n is large.Performance of bubble sort over an already-sorted list (best-case) is O(n).

public class MyBubbleSort {

// logic to sort the elements

public static void bubble\_srt(int array[]) {

int n = array.length;

int k;

for (int m = n; m >= 0; m--) {

for (int i = 0; i < n - 1; i++) {

k = i + 1;

if (array[i] > array[k]) {

swapNumbers(i, k, array);

} }

printNumbers(array); } }

private static void swapNumbers(int i, int j, int[] array) {

int temp;

temp = array[i];

array[i] = array[j];

array[j] = temp;

}

private static void printNumbers(int[] input) {

for (int i = 0; i < input.length; i++) {

System.out.print(input[i] + ", "); }

System.out.println("\n"); }

public static void main(String[] args) {

int[] input = { 4, 2, 9, 6, 23, 12, 34, 0, 1 };

bubble\_srt(input); }}

## selection sort in java.

The selection sort is a combination of searching and sorting. During each pass, the unsorted element with the smallest (or largest) value is moved to its proper position in the array. The number of times the sort passes through the array is one less than the number of items in the array. In the selection sort, the inner loop finds the next smallest (or largest) value and the outer loop places that value into its proper location.
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Selection sort is not difficult to analyze compared to other sorting algorithms since none of the loops depend on the data in the array. Selecting the lowest element requires scanning all n elements (this takesn − 1 comparisons) and then swapping it into the first position. Finding the next lowest element requires scanning the remaining n − 1 elements and so on, for (n − 1) + (n − 2) + ... + 2 + 1 = n(n − 1) / 2 ∈ Θ(n2) comparisons. Each of these scans requires one swap for n − 1 elements.

public class MySelectionSort {

public static int[] doSelectionSort(int[] arr){

for (int i = 0; i < arr.length - 1; i++) {

int index = i;

for (int j = i + 1; j < arr.length; j++)

if (arr[j] < arr[index])

index = j;

int smallerNumber = arr[index];

arr[index] = arr[i];

arr[i] = smallerNumber; }

return arr; }

public static void main(String a[]){

int[] arr1 = {10,34,2,56,7,67,88,42};

int[] arr2 = doSelectionSort(arr1);

for(int i:arr2){

System.out.print(i);

System.out.print(", ");

} }}

## insertion sort in java.

Insertion sort is a simple sorting algorithm, it builds the final sorted array one item at a time. It is much less efficient on large lists than other sort algorithms.

Advantages of Insertion Sort:   
1) It is very simple.  
2) It is very efficient for small data sets.  
3) It is stable; i.e., it does not change the relative order of elements with equal keys.  
4) In-place; i.e., only requires a constant amount O(1) of additional memory space.

Insertion sort iterates through the list by consuming one input element at each repetition, and growing a sorted output list. On a repetition, insertion sort removes one element from the input data, finds the location it belongs within the sorted list, and inserts it there. It repeats until no input elements remain.
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Image source: “Introduction to Algorithms”, The MIT Press

The best case input is an array that is already sorted. In this case insertion sort has a linear running time (i.e., Θ(n)). During each iteration, the first remaining element of the input is only compared with the right-most element of the sorted subsection of the array. The simplest worst case input is an array sorted in reverse order. The set of all worst case inputs consists of all arrays where each element is the smallest or second-smallest of the elements before it. In these cases every iteration of the inner loop will scan and shift the entire sorted subsection of the array before inserting the next element. This gives insertion sort a quadratic running time (i.e., O(n2)). The average case is also quadratic, which makes insertion sort impractical for sorting large arrays. However, insertion sort is one of the fastest algorithms for sorting very small arrays, even faster than quicksort; indeed, good quicksort implementations use insertion sort for arrays smaller than a certain threshold, also when arising as subproblems; the exact threshold must be determined experimentally and depends on the machine, but is commonly around ten.

public class MyInsertionSort {

public static void main(String a[]){

int[] arr1 = {10,34,2,56,7,67,88,42};

int[] arr2 = doInsertionSort(arr1);

for(int i:arr2){

System.out.print(i);

System.out.print(", "); } }

public static int[] doInsertionSort(int[] input){

int temp;

for (int i = 1; i < input.length; i++) {

for(int j = i ; j > 0 ; j--){

if(input[j] < input[j-1]){

temp = input[j];

input[j] = input[j-1];

input[j-1] = temp;

} } }

return input; }}

## quick sort in java.

Quicksort or partition-exchange sort, is a fast sorting algorithm, which is using divide and conquer algorithm. Quicksort first divides a large list into two smaller sub-lists: the low elements and the high elements. Quicksort can then recursively sort the sub-lists.

Steps to implement Quick sort:  
1) Choose an element, called pivot, from the list. Generally pivot can be the middle index element.  
2) Reorder the list so that all elements with values less than the pivot come before the pivot, while all elements with values greater than the pivot come after it (equal values can go either way). After this partitioning, the pivot is in its final position. This is called the partition operation.  
3) Recursively apply the above steps to the sub-list of elements with smaller values and separately the sub-list of elements with greater values.
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The complexity of quick sort in the average case is Θ(n log(n)) and in the worst case is Θ(n2).

public class MyQuickSort {

private int array[];

private int length;

public void sort(int[] inputArr) {

if (inputArr == null || inputArr.length == 0) {

return; }

this.array = inputArr;

length = inputArr.length;

quickSort(0, length - 1); }

private void quickSort(int lowerIndex, int higherIndex) {

int i = lowerIndex;

int j = higherIndex;

// calculate pivot number, I am taking pivot as middle index number

int pivot = array[lowerIndex+(higherIndex-lowerIndex)/2];

// Divide into two arrays

while (i <= j) {

/\*\*

\* In each iteration, we will identify a number from left side which

\* is greater then the pivot value, and also we will identify a number

\* from right side which is less then the pivot value. Once the search

\* is done, then we exchange both numbers.

\*/

while (array[i] < pivot) { i++; }

while (array[j] > pivot) { j--; }

if (i <= j) {

exchangeNumbers(i, j);

//move index to next position on both sides

i++;

j--;

} }

// call quickSort() method recursively

if (lowerIndex < j)

quickSort(lowerIndex, j);

if (i < higherIndex)

quickSort(i, higherIndex); }

private void exchangeNumbers(int i, int j) {

int temp = array[i];

array[i] = array[j];

array[j] = temp; }

public static void main(String a[]){

MyQuickSort sorter = new MyQuickSort();

int[] input = {24,2,45,20,56,75,2,56,99,53,12};

sorter.sort(input);

for(int i:input){

System.out.print(i);

System.out.print(" "); } }}

## merge sort in java.

Merge sort is a divide and conquer algorithm.

Steps to implement Merge Sort:  
1) Divide the unsorted array into n partitions, each partition contains 1 element. Here the one element is considered as sorted.  
2) Repeatedly merge partitioned units to produce new sublists until there is only 1 sublist remaining. This will be the sorted list at the end.
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Merge sort is a fast, stable sorting routine with guaranteed O(n\*log(n)) efficiency. When sorting arrays, merge sort requires additional scratch space proportional to the size of the input array. Merge sort is relatively simple to code and offers performance typically only slightly below that of quicksort.

public class MyMergeSort {

private int[] array;

private int[] tempMergArr;

private int length;

public static void main(String a[]){

int[] inputArr = {45,23,11,89,77,98,4,28,65,43};

MyMergeSort mms = new MyMergeSort();

mms.sort(inputArr);

for(int i:inputArr){

System.out.print(i);

System.out.print(" "); } }

public void sort(int inputArr[]) {

this.array = inputArr;

this.length = inputArr.length;

this.tempMergArr = new int[length];

doMergeSort(0, length - 1); }

private void doMergeSort(int lowerIndex, int higherIndex) {

if (lowerIndex < higherIndex) {

int middle = lowerIndex + (higherIndex - lowerIndex) / 2;

// Below step sorts the left side of the array

doMergeSort(lowerIndex, middle);

// Below step sorts the right side of the array

doMergeSort(middle + 1, higherIndex);

// Now merge both sides

mergeParts(lowerIndex, middle, higherIndex); } }

private void mergeParts(int lowerIndex, int middle, int higherIndex) {

for (int i = lowerIndex; i <= higherIndex; i++) {

tempMergArr[i] = array[i];

}

int i = lowerIndex;

int j = middle + 1;

int k = lowerIndex;

while (i <= middle && j <= higherIndex) {

if (tempMergArr[i] <= tempMergArr[j]) {

array[k] = tempMergArr[i];

i++;

} else {

array[k] = tempMergArr[j];

j++; }

k++; }

while (i <= middle) {

array[k] = tempMergArr[i];

k++;

i++; } }

\*/ public static int performBinarySearch(int[] input, int number) {

int low = 0; int high = input.length - 1;

 while (high >= low) {

 int middle = (low + high) / 2; if (input[middle] == number) {

 return middle; }

else if (input[middle] < number) {

low = middle + 1;

} else if (input[middle] > number) {

high = middle - 1; }

}

return -1; }  
**import v/s static import**

The static import declaration is analogous to the normal import declaration. Where the normal import declaration imports classes from packages, allowing them to be used without package qualification, the static import declaration imports static members from classes, allowing them to be used without class qualification.

**Marker Interface** in java is an interface with no fields or methods within it. It is used to convey to the JVM that the class implementing an interface of this category will have some special behavior.

Hence, an empty interface in java is called a marker interface. In java we have the following major marker interfaces as under:

Searilizable interface

Cloneable interface

Remote interface

ThreadSafe interface

The marker interface can be described as a design pattern which is used by many languages to provide run-time type information about the objects. The marker interface provides a way to associate metadata with the class where the language support is not available.

**In java, garbage means unreferenced objects.?**

**garbage collection** (**GC**) is a form of automatic [memory management](https://en.wikipedia.org/wiki/Memory_management). Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects. The garbage collector, or just collector, attempts to reclaim garbage, or memory occupied by objects that are no longer in use by the program. Garbage collection was invented by John McCarthy.

**Advantages of Garbage Collection :**

It makes java **memory efficient** because garbage collector removes the unreferenced objects from heap memory.

It is **automatically done** by the garbage collector(a part of JVM) so we don't need to make extra efforts.

**Dangling Else problem**

When there is multiple IF and a single ELSE then the ELSE part doesn't get a clear view to go with which IF, this problem is called dangling else problem.

For Eg:

if(....)

{}

if(.....)

{}else{}  
Different parsers will interpret it differently, as you have not provided a definite unambiguous way as to how it should be.

[Dangling pointer](https://en.wikipedia.org/wiki/Dangling_pointer) bugs, which occur when a piece of memory is freed while there are still pointers to it, and one of those pointers is dereferenced. By then the memory may have been reassigned to another use, with unpredictable results.

Double free bugs, which occur when the program tries to free a region of memory that has already been freed, and perhaps already been allocated again.

Certain kinds of memory leaks, in which a program fails to free memory occupied by objects that have become unreachable, which can lead to memory exhaustion. (Garbage collection typically does not deal with the unbounded accumulation of data that is reachable, but that will actually not be used by the program.)

Efficient implementations of persistent data structure.

**Finalize() method** : The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as: protected void finalize(){}

**gc() method**: The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

A house has 3 switches on the ground floor and bulb on the 1st floor. Can you determine which is the correct switch of the bulb if you are allowed to go upstairs only once. Explain your ans?

i will switch on first switch and after a while switch it off. then after waiting for 5 min i will switch on 2 switch and go up.if bulb is on then switch 2 is right.if not tand bulb is hot then 1st switch was right else 3rd key will be right.

**What is time complexity?**

The **time complexity** of an algorithm quantifies the amount of **time** taken by an algorithm to run as a function of the length of the string representing the input. The **time complexity** of an algorithm is commonly expressed using big O notation, which excludes coefficients and lower order terms.

**Constant time:**

An algorithm is said to be **constant time** (also written as **O(1)** time) if the value of T(n) is bounded by a value that does not depend on the size of the input.

**Logarithmic time:**

An algorithm is said to take **logarithmic time** if T(n) = **O(log**n**)**. Due to the use of the [binary numeral system](https://en.wikipedia.org/wiki/Binary_numeral_system) by computers, the [logarithm](https://en.wikipedia.org/wiki/Logarithm) is frequently base 2 (that is, log2 n, sometimes written lg n). However, by the [change of base](https://en.wikipedia.org/wiki/Logarithmic_identities#Changing_the_base) for logarithms, loga n and logb n differ only by a constant multiplier, which in big-O notation is discarded; thus O(log n) is the standard notation for logarithmic time algorithms regardless of the base of the logarithm.

**Polylogarithmic time:**

An algorithm is said to run in [polylogarithmic](https://en.wikipedia.org/wiki/Polylogarithmic_function)**time** if T(n) = O((log n)k), for some constant k. For example, [matrix chain ordering](https://en.wikipedia.org/wiki/Matrix_chain_multiplication) can be solved in polylogarithmic time on a [Parallel Random Access Machine](https://en.wikipedia.org/wiki/Parallel_Random_Access_Machine).

**Sub-linear time:**

An algorithm is said to run in **sub-linear time** (often spelled **sublinear time**) if T(n) = o(n). In particular this includes algorithms with the time complexities defined above, as well as others such as the O(n½) [Grover's search](https://en.wikipedia.org/wiki/Grover%27s_algorithm) algorithm.

**Linear time:**

An algorithm is said to take **linear time**, or **O(**n**)** time, if its time complexity is O(n). Informally, this means that for large enough input sizes the running time increases linearly with the size of the input. For example, a procedure that adds up all elements of a list requires time proportional to the length of the list. This description is slightly inaccurate, since the running time can significantly deviate from a precise proportionality, especially for small values of n.

**Quasilinear time:**

An algorithm is said to run in quasilinear time if T(n) = **O(**n**log**kn**)** for some positive constant k; linearithmic time is the case k = 1.[[6]](https://en.wikipedia.org/wiki/Time_complexity#cite_note-6) Using [soft-O notation](https://en.wikipedia.org/wiki/Big_O_notation#Extensions_to_the_Bachmann.E2.80.93Landau_notations) these algorithms are Õ(n). Quasilinear time algorithms are also O(n1+ε) for every ε > 0, and thus run faster than any polynomial in n with exponent strictly greater than 1.

**Polynomial time:**

An algorithm is said to be of **polynomial time** if its running time is [upper bounded](https://en.wikipedia.org/wiki/Upper_bound) by a [polynomial expression](https://en.wikipedia.org/wiki/Polynomial_expression) in the size of the input for the algorithm, i.e., T(n) = O(nk) for some constant k.

Problem solving # 1 : (9 marks) Input is

  [1,34,3,98,9,76,45,4] and the output should be 998764543431

public class ABC {  
    public static String solve(int[] arr) {  
        String result = "";  
        Map> map = new TreeMap(new Comparator() {  
            public int compare(Integer o1, Integer o2) {  
                return o2 - o1;  
            }        });  
        for(int num: arr) {  
            int key = getKey(num);  
            Set set = map.get(key);  
            if(set == null) {  
                set = new TreeSet(new Comparator() {  
                    @Override  
                    public int compare(Integer o1, Integer o2) {  
                        return getValueToCompare(o2) - getValueToCompare(o1);  
                    }                });  
                map.put(key, set);  
            }            set.add(num);  
        }  
        for(Map.Entry> entry: map.entrySet() ) {  
            for(Integer num: entry.getValue()) {  
                result = result + num;  
            }        }  
        return result;  
    }  
    static int getValueToCompare(int num) {  
        while(num > 10) {  
            num = num % 10;  
        }        return num;    }  
    static int getKey(int num) {  
        while(num > 10) {  
            num = num/ 10;  
        }        return num;    }  
    public static void main(String[] args) {  
        System.out.println(solve(new int[]{1,34,3,98,9,76,45,4}));  
    }}

# Java Errors