**ConcurrentHashMap**

## Data Structure

ConcurrentHashMap main motive is to allow concurrent access to the map. [HashTable](http://javarticles.com/2012/06/hashmap.html" \t "_blank) offers synchronized access to the map but the entire map is locked to perform any sort of operation.

In ConcurrentHashMap, the basic strategy is to subdivide the table among segments so that the lock is applied only on a segment rather than the entire table. Each segment manages its own internal hash table in size 2x >=(capacity/no. of segments).

Locking is applied only for updates. In case of of retrievals, it allows full concurrency, retrievals reflect the results of the most recently completed update operations.

If we assume four threads are going to concurrently work on a map of initial capacity 32, we would want the table to be partitioned into four segments, each managing a hash table of capacity 8.

ConcurrentHashMap Data Structure would be:

|  |
| --- |
| [ConcurrentHashMap](http://i1.wp.com/4.bp.blogspot.com/-bC-jGRWvehA/T9sUqE1-hZI/AAAAAAAAA9A/Oypuh4H_Apc/s1600/ConcurrentHashMapDataSructure.png) |
| ConcurrentHashMap |

For comparison sake, below figure shows the data structure of a HashMap.

|  |
| --- |
| [ConcurrentHashMap](http://i1.wp.com/3.bp.blogspot.com/-BVkWRzmS3Z0/T9sUgPup0mI/AAAAAAAAA80/MWa2MjWbHdk/s1600/HashMapDataStructure.png) |
| ConcurrentHashMap |

## Segment

The collection maintains a list of 16 segments by default, each of which is used to guard (or lock on) a single bucket of the map. This effectively means that 16 threads can modify the collection at a single time (as long as they’re all working on different buckets). This level of concurrency can be increased using the optional concurrencyLevelconstructor argument.

[?](http://javarticles.com/2012/06/concurrenthashmap.html)

|  |  |
| --- | --- |
| 1 | public ConcurrentHashMap(int initialCapacity, float loadFactor, int concurrencyLevel) |

The maximum size it can go up to is 216. Greater the concurrency level, greater would be the no. of segments and lesser the size of hash table that the segment manages. Using a significantly higher value than you need can waste space and time, and a significantly lower value can lead to thread contention.

## Put Entry

### New Entry

ConcurrentHashMap doesn’t allow NULL values. The key cannot be NULL, it is used to locate the segment index and then the actual bucket within the segment. The key’s hash is re-hashed to strengthen the hash value to defend against poor quality hash functions. This is important as the hash will be used to locate both segment and hash table index. The upper bits will be used to locate the segment index and the lower bits to locate the table index within the segment. This is why re-hashing function is different from that of HashMap as the hash bits need to be spread better to regularize both segment and index locations.

[?](http://javarticles.com/2012/06/concurrenthashmap.html)

|  |  |
| --- | --- |
| 1  2  3  4  5 | private static int hash(int h) {      h += (h <>> 10);      h += (h <>>  6);      h += (h <<   2) + (h <>> 16);  } |
| [ConcurrentHashMap](http://i2.wp.com/1.bp.blogspot.com/-pUarxXbgKH4/T9sU5s1hQdI/AAAAAAAAA9M/BRjSVRvPHyE/s1600/ConcurrentHashMapNewEntry.png) |
| ConcurrentHashMap |

### Put If Absent

ConcurrentMap offers new method putIfAbsent() which is similar to put except that the value will not be overridden if key already exists. This is equivalent to

[?](http://javarticles.com/2012/06/concurrenthashmap.html)

|  |  |
| --- | --- |
| 1  2  3  4 | if (!map.containsKey(key))      return map.put(key, value);  else     return map.get(key); |

except that the action is performed atomically.

containsKey is not synchronized so the above code may cause unexpected behavior. Lets look into the below scenario:

1. Thread A is trying to remove a key, calls remove(key), acquires lock.
2. Thread B tries to execute above code, calls containsKey(key). The key exists as Thread A has not yet released the lock so the old value is returned.
3. Thread A removes the key and releases the lock.

The above scenario proves that the code is not atomic as it returned a key which it thinks exists but actually doesn’t.  
Also, performance wise it is slow, containsKey has to locate the segment and traverse through the table to find the key. Method put needs to do the same traversing to locate the bucket and put the value. The new methodputIfAbsent is a bit faster as it avoids double traversing. It goes through the same internal flow as put, avoids overriding the old value if key already exists and simply returns the old value.

## Class Diagram

Below class diagram shows that ConurrentHashMap is made up of Segments which in turn is made up ofHashEntries.

|  |
| --- |
| [ConcurrentHashMap](http://i2.wp.com/4.bp.blogspot.com/-VRadR-OxLKk/T9sVWiXMxOI/AAAAAAAAA9Y/-dho6ItqV9I/s1600/ConcurrentHashMapClassDiagram.png) |
| ConcurrentHashMap |

## Remove Entry

HashEntry is an immutable class so the next link can’t be adjusted. All entries following removed node stays in the list, but all preceding ones need to be cloned.

[?](http://javarticles.com/2012/06/concurrenthashmap.html)

|  |  |
| --- | --- |
| 1  2  3  4  5 | HashEntry newFirst = e.next;  for (HashEntry p = first; p != e; p = p.next) {      newFirst = new HashEntry(p.key, p.hash, newFirst, p.value);      tab[index]= newFirst;  } |
| [ConcurrentHashMap](http://i0.wp.com/1.bp.blogspot.com/-Fw4mhDB6amQ/T9sVtWam3GI/AAAAAAAAA9k/45e_tCAbhRU/s1600/ConcurrentHashMapRemoveEntry.png) |
| ConcurrentHashMap |

## Re-sizing

Since power-of-two expansion is used, the elements from each bin must either stay at same index, or move with a power of two offset.

[?](http://javarticles.com/2012/06/concurrenthashmap.html)

|  |  |
| --- | --- |
| 1 | int idx = e.hash & sizeMask; |

For a capacity of 16 elements, sizeMask would be 1111 so the lower 4 bits of hash will form the index.  
When the capacity is doubled, sizeMask would be 11111 and now the lower 5 bits of hash will form the index.

So the index would be same if the 5th is 0 else the index would be incremented by 24.  
The trailing consecutive sequence nodes can be re-used instead of unnecessary node creation if they they point to the same slot after the re-hashing. Here in the below example the trailing nodes in blue hues will all end up in the same index.

[![http://i1.wp.com/2.bp.blogspot.com/-u8JHswAuqzc/T9sV71DN0aI/AAAAAAAAA9w/FYsTc0wZkkI/s640/ConcurrentHashMapResize.png?resize=640%2C345](data:image/png;base64,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)](http://i1.wp.com/2.bp.blogspot.com/-u8JHswAuqzc/T9sV71DN0aI/AAAAAAAAA9w/FYsTc0wZkkI/s1600/ConcurrentHashMapResize.png)

Home

## LinkedHashMap vs. HashMap

LinkedHashMap is a HashMap that also defines the iteration ordering using an additional data structure, a double linked list. By default, the iteration order is same as insertion-order. It can also be the order in which its entries were last accessed so it can be easily extended to build[LRU cache](http://javaopensourcecode.blogspot.in/2012/06/lru-cache.html).

## Data Structure

The data structure of LinkedHashMap extends that of HashMap.

In [HashMap](http://javaopensourcecode.blogspot.in/2012/06/hashmap.html), the data structure is based on array and linked list. An entry finds its location in the array based on its hash value. If an array element is already occupied, the new entry replaces the old entry and the old entry is linked to the new one.

In HashMap, there is no control on the iteration order.

In LinkedHashMap, the iteration order is defined, either by the insertion order or access order.

LinkedHashMap differs from HashMap in that it maintains a doubly-linked list running through all of its entries. The below one is a modified example of the above data structure. It defines the iteration ordering based on the order in which keys were inserted into the map. In order to do so, the entry element is extended to keep track of the after and before element. A zero size LinkedHashMap contains just the Head element with before and after pointing to itself.

|  |
| --- |
| [LinkedHashMap data structure](http://i1.wp.com/1.bp.blogspot.com/-lf_tDJGSjTQ/T9sXJMOrORI/AAAAAAAAA-I/xqkY8G3c1K0/s1600/LinkedHashMapDataStructure.png) |
| LinkedHashMap data strutcture |

Below is the HashMap data structure:

|  |
| --- |
| [HashMap Data Structure](http://i2.wp.com/2.bp.blogspot.com/-5KRTUbSlEy0/T9sWmM9MDsI/AAAAAAAAA98/qBS4y3-a1SU/s1600/HashMapDataStructure.png) |
| HashMap data structure |

## Entry

LinkedHashMap's Entry extends the HashMap's Entry so it also inherits the same properties key, value, hash and the next Entry sharing the index. Other than these, it also has couple of additional properties to maintain the double-linked list, after and before entries.

|  |
| --- |
| [LinkedHashMap Entry class](http://i1.wp.com/3.bp.blogspot.com/-jlesknZ66GE/T9sXjZS4bqI/AAAAAAAAA-g/nnUJN-k3O7E/s1600/LinkedHashMapEntry.png) |
| LinkedHashMap Entry class |

## New Entry

LinkedHashMap inherits HashMap so its internal data structure is same as that of HashMap. Apart from that it also maintains a double-linked list which is circularly linked via the sentinel node called head. Each node contains references to the previous and to the next node . A new node is always added to the end of the list. In order to do so, the last node’s and the header node’s links have to be adjusted.

1. The new node’s next reference will point to the head.
2. The new node’s previous reference will point to the current last node.
3. The current last node’s next reference will point to the new node instead of head.
4. Head’s previous reference will point to the new node.

[?](http://javarticles.com/2012/06/linkedhashmap.html)

|  |  |
| --- | --- |
| 1  2  3  4 | after  = head;  before = head.before;  before.after = this;  after.before = this; |
| [Double linked-list](http://i1.wp.com/2.bp.blogspot.com/-JpROO8qL0E0/T9sXrPfYCYI/AAAAAAAAA-s/P5eL6csaMjM/s1600/LinkedHashMapNewEntry.png) |
| Double linked-list |

Performance is likely to be just slightly below that of HashMap, due to the added expense of maintaining the linked list.

## Access Ordered

A special LinkedHashMap(capacity, loadFactor, accessOrderBoolean) constructor is provided to create a linked hash map whose order of iteration is the order in which its entries were last accessed, from least-recently accessed to most-recently. Invoking the put or get method results in an access to the corresponding entry. If the enclosing Map is access-ordered, it moves the entry to the end of the list; otherwise, it does nothing.

[?](http://javarticles.com/2012/06/linkedhashmap.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | public void testLinkedHashMap() {      LinkedHashMap lru = new LinkedHashMap(16, 0.75f, true);      lru.put("one", null);      lru.put("two", null);      lru.put("three", null);        Iterator itr = lru.keySet().iterator();      while (itr.hasNext()) {          System.out.println(itr.next());      }        System.out.println("\*\* Access one, will move it to end \*\*");      lru.get("one");        itr = lru.keySet().iterator();      while (itr.hasNext()) {          System.out.println(itr.next());      }        System.out.println("\*\* Access two, will move it to end \*\*");      lru.put("two", "two");        itr = lru.keySet().iterator();      while (itr.hasNext()) {          System.out.println(itr.next());      }  } |

[?](http://javarticles.com/2012/06/linkedhashmap.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | Result:  one  two  three  \*\* Access one, will move it to end \*\*  two  three  one  \*\* Access two, will move it to end \*\*  three  one  two |

Thus in access-ordered linked hash maps, merely querying the map with get is a structural modification.

## Iterator

In HashMap, the iterator has to traverse through each table element and the element’s own linked list, requiring time proportional to its *capacity*.  
In LinkedHashMap, it simply has to traverse through its own double-linked list thus requires time proportional to the *size* of the map and not its capacity so HashMap iteration is likely to be more expensive.

## Transfer

Re-sizing is supposed to be faster as it iterates through its double-linked list to transfer the contents into a new table array.

[?](http://javarticles.com/2012/06/linkedhashmap.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | void transfer(HashMap.Entry[] newTable) {      int newCapacity = newTable.length;      for (Entry e = header.after; e != header; e = e.after) {          int index = indexFor(e.hash, newCapacity);          e.next = newTable[index];          newTable[index]= e;      }  } |

## Contains Value

containsValue() is Overridden to take advantage of the faster iterator.

## LRU Cache

If access ordered is true, order of iteration is the order in which its entries were last accessed, from least-recently accessed to most-recently (*access-order*). This kind of map is well-suited to building LRU caches. TheremoveEldestEntry(Entry) method may be overridden to impose a policy for removing stale mappings automatically when new mappings are added to the map. For example,

[?](http://javarticles.com/2012/06/linkedhashmap.html)

|  |  |
| --- | --- |
| 1  2  3 | protected boolean removeEldestEntry(Map.Entry eldest) {      return size() > maxCacheSize;  } |

The eldest entry is returned by header.after. The default implementation of removeEldestEntry() returns false.

## Access Order

The main reason why one prefers LinkedHashMap over HashMap is that it can retain the order in which the elements are accessed. Below is the basic flow that a HashMap goes through to put a new entry. The blue boxes, ‘Add Entry’ and ‘Record Access’ are the ones LinkedHashMap overrides.

|  |
| --- |
| [LinkedHashMap](http://i1.wp.com/3.bp.blogspot.com/-LRZZ17yXKBQ/Uo3hnAan-4I/AAAAAAAADTQ/sJOAuun7Zi0/s1600/hashMap_putEntry.png) |
| LinkedHashMap |

It overrides ‘Record Access’ to record the access order. If the user is interested in the access order, it updates its double linked list.

|  |
| --- |
| [LinkedHashMap](http://i2.wp.com/3.bp.blogspot.com/-XBonkbMFmwU/Uo3ipvtBufI/AAAAAAAADTg/sOrkyTsGotc/s1600/linkedHashMap_RecordAceess.png) |
| LinkedHashMap |

Below entry picture shows how the entry moves up the linked list. Head’s next entry will point to the latest entry accessed.

|  |
| --- |
| [LinkedHashMap](http://i1.wp.com/3.bp.blogspot.com/-UAUOrI0VhSA/Uo3i6YlF31I/AAAAAAAADTo/t7IQ5g7244k/s1600/LinkedHashMap_entry.png) |
| LinkedHashMap |

If E2 is accessed again, HashMap identifies the entry and then calls record access.

The record access is overridden in LinkedHashMap. Below is the class diagram where LinkedHashMap extends HashMap’s entry to override the recordAccess.

|  |
| --- |
| [LinkedHashMap](http://i0.wp.com/2.bp.blogspot.com/-o6jvdvNJ3-A/Uo3kdJwbyiI/AAAAAAAADT8/Je1KsyZPj0Y/s1600/LinkedHashMap_RecordAccessOverride.png) |
| LinkedHashMap |

## Double linked list vs Single Linked List

|  |
| --- |
| [LinkedHashMap](http://i2.wp.com/3.bp.blogspot.com/-psAZ5usCbwE/Uo3lUQiqYfI/AAAAAAAADUE/jbWL-Vbcyzs/s1600/LinkedHashMap_removeEntry.png) |
| LinkedHashMap |

Suppose we want to remove an entry E2.

If we have a single linked list, E3’s next should point to E1 which means if want to eliminate E2, we need to know its previous entry. If it is a single linked list, we will end up traversing the entire list to search the entry previous to E2, thus the performance would in the O(n)

In case of double linked list, the previous pointer in E2 will take us to E3 in O(1).

# HashMap Interview Questions

In this article, we will look into some of the most important HashMap interview questions from the perspective of data structure. Each question takes us to the next one and we will follow it to get to the bottom of the data structure.

1. **Where is the key, value pair stored in HashMap?**

The key and value pair is stored in an array.

1. **How is the index identified?**

The key is used to identify the table index. If we divide the key’s hash code number by the table’s capacity, the remainder will be the table index which is why it is important to override hashCode().

1. **What is collision?**

If two different keys result in the same hash code or different hash codes map to the same table index, there will be a collision. Since two keys can’t sit in the same location, each slot of the bucket array is a pointer to a linked list that contains the key-value pairs hashed to the same location.

1. **What is the maximum capacity of a HashMap?**

The capacity is always in power of 2 irrespective of the size we pass to the constructor. The maximum capacity would be the maximum power of 2 which would be 0100 0000 0000 0000 0000 0000 0000 0000 = 1 << 30

1. **Why is the capacity in power of 2?**

In general, the number of buckets should be prime is so that the hash values are well distributed and will have less collisions. In case of HashMap, the capacity is always a power-of-two. In contrast, Hashtable by default allocates a size of 11, a prime number. If the size is specified, it will create an array of the specified size.

Whereas in HashMap, if the size is specified and is not a power-of-2, it will be incremented to power-of-2 to create the internal array.

In order to convert the hash code to index, we divide it by the capacity and the remainder would be the index. There seems to be a [Bug](http://bugs.sun.com/bugdatabase/view_bug.do?bug_id=4631373) in versions from JDK1.4 on-wards where integer and modulus operation are much slower than its earlier versions. If the capacity of array is in power-of-two, the hash code can be easily converted to the index based on a simple AND operation and this seems to be more efficient as compared to modulus operation:

index =  hashCode & (array length-1)

This might be the reason why the array capacity always has to be a power-of-two.

1. **How can a simple AND operation translate the hash code into table index?**

Suppose the hash code=311 and length=16, that is, 24, applying the modulus operation we get:

hash code=length\*quotient + index, or 311 = 16 \* 19 + 7, where table index = 7.

Let us convert the hash code to binary.

311 = 1 0011 0111 in binary

= 1 0011 0111

= 1 0011 0000 + 0111

= 24\*1 + 25\*1 + 26\*0 + 27\*0 + 28\*1 + 0111

= 24(20\*1 + 21\*1 + 22\*0 + 23\*0 + 24\*1) + 0111

= 24(10011) + 0111

This is in the same form as the length\*quotient + index, so table index = 0111.

Thus,we can obtain the table index by masking the hash code using & operation.

table Index = hash code & (2length - 1) = 1 0111 0111 & 1111 = 0111

1. **What effect does table capacity have on the procedure of converting hash code into table index?**

If length=2x, table index = hash code & (2x - 1)

So if hash code=311, table index would be, 1 0111 0111 & 1111 = 0111 which is nothing but the lower xbits of hash code.

Thus, if the table capacity is in power-of-two, only the lower bits of hash code determine the table index.

1. **What is re-hashing in context of HashMap?**

Since HashMap has table capacity in power-of-two, only the lower bits influence the table index. This is why a supplemental hash function is applied to the given hashCode before masking off the low order bits. Its job is to distribute the information over all the bits, and in particular, into the low order bits. This is called re-hashing.

1. **How does put() method of HashMap work in java?**

When the put (key, value) method is called to store the key and value pair on HashMap, it first determines the bucket location where the key and value entry should go.

The implementation calls hashcode() method on the key object to map the hash code on to a table index. Since the table length is in power-of-two and only the lower bits determine the table index, it applies a supplementary hash function on the hash code to further strengthen it. Its on this final hash code that the below AND operation is applied.

Table index = supplementaryHashFunction(key's hash code) & (tableLength -1)

There may be an existing entry for the determined bucket location. In the simplest case, where there is no entry, an entry is created and inserted into the identified bucket.

1. **So what’s the basic algorithm of put method?**

From our last answer, we can summarize it as:

* 1. Get key’s hash code
  2. Apply supplementary hash function on it
  3. Determine table index, based on the new hash code
  4. Insert a new entry of key and value into the identified location

There are many subtle variations to the above algorithm, like, what if the key is null or what if an entry already exists in the bucket location? In the questions that follow, we will discuss these variations.

1. **Does HashMap allow NULL keys?**

Yes. Since key is null, it won’t be able to derive the table index, so it stores the entry into index 0.

1. **What will be the hash code for NULL key?**

Zero.

1. **What happens if the key already exists?**

If key already exists, its value will be replaced by the new one and the old value will be returned to the caller.

1. **What if an entry already exists in the bucket location?**

The old entry will replaced by the new entry and the new entry’s **next**will point to the old entry.

1. **How does get(key) method of HashMap work in java?**

First the key is converted to a table index. There may be 0 or more entries in the form of a linked structure in the bucket found. If an entry already exists then we just need to traverse through the linked structure to find the key’s entry. We know we have found the key’s entry if both the below conditions hold true.

* 1. The key’s hash code and entry’s **hash**code match.
  2. The passed in key and the entry’s **key**are equal

If the hash code doesn’t match then we don’t have to check key’s equality.

If an entry is found then its **value**will be returned to the caller else a NULL will be returned.

1. **What is the type of the object stored in the array?**

It is of type Entry. Its attributes are key, value, next entry and hash.

1. **Does HashMap retain the order of its elements?**

It doesn’t retain the order. Iterator starts traversing from 0th element and returns the first not null element in the array (E0). Next element would be the one that the array element points to (E1), till it reaches the end of the linked list (E2). Once it reaches the end of linked list, it retrieves the next not null element (E3) from the array and the process goes on it reaches the end of array (E4->E5…E9).
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*HashMap Data Structure*