**OOPS**

**Interface or Abstract Class**

**What is the difference between an Abstract Class and an Interface?**  
Well, isn't it an interesting question or for few, a foolish question?  
  
For a number of Java newbies, the only difference between two is, "You can't have method body in Interface.". Well, I would say that it is technically (Implementation vise) correct, but doesn't reflect the concept.  
  
**Abstract Class**  
An abstract class, is the most generalized form of an Entity hierarchy (In Java, a Class is an entity), such that it doesn't represent a real entity on its own, but provides a basis on which real entities can be build within that hierarchy. An abstract class provides a default behavior and also provide abstract behavior (Operations that must be override by the real classes).  
  
**Interface**  
An interface, on the other hand is a contract that states that you have to agree to provide following operations if you agree to abide by me, i.e. an entity that agrees to abide by the contract of interface, will have to provide the behavior (operations) declared in interface.  
  
**Interface or Abstract Class**  
Next question is when to use abstract class and when use an Interface? Though it many a depends on requirements as well, but I follow a thumb rule,

* If I have to build a class hierarchy, I should consider generalization. Many a time I will reach to most crude form of generalization, i.e. at an abstract level. I would declare abstract methods and will also define common behavior for few of the methods. This would be my abstract class.
* On the other hand, if I want to expose a particular behavior to the client, then I would define an interface.

Further, I would suggest that one should go through different Java APIs, and spend some time understanding when and why they used interface or abstract class. Java APIs are excellent source for learning on building design blocks for any OOPs language.

**Association, Aggregation, Composition, Abstraction, Generalization, Realization, Dependency**

These terms signify the relationships between classes. These are the building blocks of object oriented programming and very basic stuff. But still for some, these terms look like Latin and Greek. Just wanted to refresh these terms and explain in simpler terms.

**Association**

Association is a relationship between two objects. In other words, association defines the multiplicity between objects. You may be aware of one-to-one, one-to-many, many-to-one, many-to-many all these words define an association between objects. Aggregation is a special form of association. Composition is a special form of aggregation.
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***Example:*** A Student and a Faculty are having an association.

**Aggregation**

Aggregation is a special case of association. A directional association between objects. When an object ‘has-a’ another object, then you have got an aggregation between them. Direction between them specified which object contains the other object. Aggregation is also called a “Has-a” relationship.
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***Example:*** A car has a stereo system. A stereo system can exist without a car. There exists aggregation between car and stereo.

**Composition**

Composition is a special case of aggregation. In a more specific manner, a restricted aggregation is called composition. When an object contains the other object, if the contained object cannot exist without the existence of container object, then it is called composition.
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***Example:*** A class contains students. A student cannot exist without a class. There exists composition between class and students.

**Difference between aggregation and composition**

Composition is more restrictive. When there is a composition between two objects, the composed object cannot exist without the other object. This restriction is not there in aggregation. Though one object can contain the other object, there is no condition that the composed object must exist. The existence of the composed object is entirely optional. In both aggregation and composition, direction is must. The direction specifies, which object contains the other object.

***Example:***A Library contains students and books. Relationship between library and student is aggregation. Relationship between library and book is composition. A student can exist without a library and therefore it is aggregation. A book cannot exist without a library and therefore its a composition. For easy understanding I am picking this example. Don’t go deeper into example and justify relationships!

**Abstraction**

Abstraction is specifying the framework and hiding the implementation level information. Concreteness will be built on top of the abstraction. It gives you a blueprint to follow to while implementing the details. Abstraction reduces the complexity by hiding low level details.

***Example:*** A wire frame model of a car.

**Generalization**

Generalization uses a “is-a” relationship from a specialization to the generalization class. Common structure and behaviour are used from the specializtion to the generalized class. At a very broader level you can understand this as inheritance. Why I take the term inheritance is, you can relate this term very well. Generalization is also called a “Is-a” relationship.
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***Example:*** Consider there exists a class named Person. A student is a person. A faculty is a person. Therefore here the relationship between student and person, similarly faculty and person is generalization.

**Realization**

Realization is a relationship between the blueprint class and the object containing its respective implementation level details. This object is said to realize the blueprint class. In other words, you can understand this as the relationship between the interface and the implementing class.
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***Example:*** A particular model of a car ‘GTB Fiorano’ that implements the blueprint of a car realizes the abstraction.

**Dependency**

Change in structure or behaviour of a class affects the other related class, then there is a dependency between those two classes. It need not be the same vice-versa. When one class contains the other class it this happens.

![http://javapapers.com/wp-content/uploads/2010/06/dependency.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAAlALADASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiisa81e90u7ka9095NOJyl1aAyNGP8AppHjdj/aXd7haANmiobS7tr+1jubS4iuIJBlJInDKw9iKmoAxtc8Q/2G8C/2Pq2oeaCc2Ft5oTGPvcjGc8fQ1kf8J9/1KXir/wAFv/2VdhRQBVgvfP0xL77Ncx74hL5EkeJRxnaV/vdsetcz/wAJ9/1KXir/AMFv/wBlXYUUAYuh+Iv7blmT+xtX0/ylB3X9r5QfPZeTk1FrPin+xr4Wv9g65fZQP5tjZ+bHznjORzxW/RQByUXjvzZkj/4RTxQm9gu59Owq57k7uldDqmof2Xpst59ku7vy8fuLSPzJWyQPlXIzjOT7A1cooA4//hPv+pS8Vf8Agt/+yroNG1X+2bE3X9n39jhynlX0PlScY5xk8c1oUUActeeNvsd7Pbf8Ix4kn8pynmwWG5HwcZU7uQexqXS/F/8AampRWf8AwjviC08zP7+7svLiXAJ+ZtxxnGB7kV0lFAGTrmuf2HFC/wDZWp6h5pI22Fv5pTHduRgVi/8ACff9Sl4q/wDBb/8AZV2FFAFWC98/TEvvs1zHviEvkSR4lHGdpX+92x61zP8Awn3/AFKXir/wW/8A2VdhRQBi6H4i/tuWZP7G1fT/AClB3X9r5QfPZeTk1U13xe+h6gLRfDPiHUgUD+fp9oskfOeMlxzx6dxXS0UAcXD8QpZp44v+EJ8XR72C75LBAq5PUnzOldLrOpnR9LlvVsL2/MZUfZ7KMSStkgcKSM4zk89Aav1jXmq6hJdyWWk6XJLKh2vc3WYbdD7HG6T/AICCOxYUAcLe+J1WeXUNO8HeNNKvW+eWaLTo/Ll95YzJtf68NjowrovAPja48ZWc0k+jXll5JwLh0Ahn90OTz6jJx6mtJfDK3ribX7ttUcHIgZdlqh9ogSD9XLkdiK3gAqhVAAAwAO1AC0UUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH/9k=)

***Example:*** Relationship between shape and circle is dependency.