A Mini Project Report

*on*

**Multi-variate data Analyses and Prediction**

In Subject: Multivariate Analysis

*by*

Prathamesh Lawand : 371031

Om suryawanshi : 371071

Abhishek Walunj : 371065

![](data:image/jpeg;base64,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)

Faculty Guidance: Prof. Prranjali Jadhav

Head of Department: Dr.Parikshit Mahalle

Department of Artificial Intelligence and Data Science

VIIT

**2022-2023**

**Contents**

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr. No.** | **Topic** | | **Page No.** |
| **Chapter-1** | **Introduction** | |  |
|  | 1.1 | Introduction | 3 |
|  | 1.2 | Requirements | 5 |
|  | 1.3 | Problem Statement | 5 |
|  | 1.4 | Motivation | 6 |
| **Chapter-2** | **Methodology** | |  |
|  | 2.1 | Purpose | 7 |
|  | 2.2 | Approach | 8 |
|  | 2.3 | Program Code | 10 |
|  | 2.4 | Outcome | 37 |
| **Chapter-3** | **Conclusion** | | 38 |
|  | **References** | | 39 |

**Introduction**

**1.1 Intro:**

Security attacks against network are increasing significantly with time. Our communication media should also be secure and confidential. Cryptanalysis is the study used to describe the methods of code-breaking or cracking the code without using the security information, usually used by hackers. For this purpose, these three suggestions arrive in every one’s mind: (i) one can transmit the message secretly, so that it can be saved from hackers, (ii) the sender ensures that the message arrives to the desired destination, and (iii) the receiver ensures that the received message is in its original form and coming from the authenticate person. In order to achieve the same one can use two techniques, (i) one can use invisible ink for writing the message or can send the message through the confidential person, and (ii) use of scientific approach called ―Cryptography‖. Cryptography is the technique used to avoid unauthorized access of data. Data can be encrypted using a cryptographic algorithm by various keys. It will be transmitted in an encrypted state, and later decrypted by the intended party. If a third party intercepts the encrypted data, it will be difficult to decipher. The security of modern cryptosystems is not based on the secrecy of the algorithm, but on the secrecy of a relatively small amount of information, called a secret key. The fundamental and classical task of cryptography is to provide confidentiality by encryption methods. It is used in applications present in technologically advanced societies; it includes the security of ATM cards, computer passwords, and electronic commerce. For secured communication between two parties following points are considered:

* Encryption: the process to convert the original message into coded form with the help of key, i.e., plain-text into cipher-text is known as encryption.
* Decryption: the reverse process of encryption, i.e., to convert cipher-text into plain-text with the help of key is known as decryption.

**1.2 Requirement:**

* Python
* Python Modules

**1.3 Problem statement:**

Create a GUI interface for encryption and decryption of any type of file.

**1.4 Motivation**

An encryption algorithm provides Confidentiality, Authentication, Integrity and Non-repudiation. Confidentiality ensures that the information is accessible to only authorized set of people. Authentication is the act of establishing that the algorithm is genuine. Integrity in general means completeness but in encryption it is adhering to some set of principles. It is based on consistency with some mathematical proof. Nonrepudiation in cryptology means that it can be verified that the sender and the recipient were, in fact, the parties who claimed to send or receive the message, respectively. In separate used systems, the computers are exposed to the other users. To keep the data secured from different users various encryption algorithms are entered. As computer systems become more pervasive and complex, security is increasingly important. Cryptographic algorithms and protocols constitute the central component of systems that protect network transmissions and store data. Encryption is the translation of data to a secret code. Apart from its uses in Military and Government to facilitate secret communication, Encryption is used in protecting many kinds of civilian systems such as Internet e-commerce, Mobile networks, automatic teller machine transactions.

**Methodology**

**2.1 Purpose:**

**IP Sec functions by using cryptographic techniques. The term cryptography refers to methods of making data unreadable or undecipherable by anyone except the authorized recipient in the event that the message is intercepted by someone else. IP Sec uses cryptography to provide three basic services:**

* [**Authentication**](https://www.sciencedirect.com/topics/computer-science/authentication)
* **Data integrity**
* [**Data confidentiality**](https://www.sciencedirect.com/topics/computer-science/data-confidentiality)

**There are times when only one or two of these services is needed, and other times when all of these services are needed. We will take a look at each of these services individually.**

**2.2 Approach:**

SHA 256 is a part of the SHA 2 family of algorithms, where SHA stands for Secure Hash Algorithm. Published in 2001, it was a joint effort between the NSA and NIST to introduce a successor to the SHA 1 family, which was slowly losing strength against [brute force attacks.](https://www.simplilearn.com/tutorials/cryptography-tutorial/brute-force-attack)

The significance of the 256 in the name stands for the final hash digest value, i.e. irrespective of the size of plaintext/cleartext, the hash value will always be 256 bits.

The other algorithms in the SHA family are more or less similar to SHA 256. Now, look into knowing a little more about their guidelines.

Some of the standout features of the SHA algorithm are as follows:

* Message Length: The length of the cleartext should be less than 264 bits. The size needs to be in the comparison area to keep the digest as random as possible.
* Digest Length: The length of the hash digest should be 256 bits in SHA 256 algorithm, 512 bits in SHA-512, and so on. Bigger digests usually suggest significantly more calculations at the cost of speed and space.
* Irreversible: By design, all hash functions such as the SHA 256 are irreversible. You should neither get a plaintext when you have the digest beforehand nor should the digest provide its original value when you pass it through the hash function again

**2.3Program Code:**

*import* os

*import* sys

*import* hashlib

*import* tkinter *as* tk

*from* tkinter *import* filedialog

*from* tkinter *import* messagebox

*from* Cryptodome.Cipher *import* AES

class EncryptionTool:

    def \_\_init\_\_(*self*, *user\_file*, *user\_key*, *user\_salt*):

*# get the path to input file*

        self.user\_file = user\_file

        self.input\_file\_size = os.path.getsize(self.user\_file)

        self.chunk\_size = 1024

        self.total\_chunks = (self.input\_file\_size // self.chunk\_size) + 1

*# convert the key and salt to bytes*

        self.user\_key = bytes(user\_key, "utf-8")

        self.user\_salt = bytes(user\_key[::-1], "utf-8")

*# get the file extension*

        self.file\_extension = self.user\_file.split(".")[-1]

*# hash type for hashing key and salt*

        self.hash\_type = "SHA256"

*# encrypted file name*

        self.encrypt\_output\_file = ".".join(self.user\_file.split(".")[:-1]) \

            + "." + self.file\_extension + ".kryp"

*# decrypted file name*

        self.decrypt\_output\_file = self.user\_file[:-5].split(".")

        self.decrypt\_output\_file = ".".join(self.decrypt\_output\_file[:-1]) \

            + "\_\_dekrypted\_\_." + self.decrypt\_output\_file[-1]

*# dictionary to store hashed key and salt*

        self.hashed\_key\_salt = dict()

*# hash key and salt into 16 bit hashes*

        self.hash\_key\_salt()

    def read\_in\_chunks(*self*, *file\_object*, *chunk\_size*=1024):

*while* True:

            data = file\_object.read(chunk\_size)

*if* not data:

*break*

*yield* data

    def encrypt(*self*):

*# create a cipher object*

        cipher\_object = AES.new(

            self.hashed\_key\_salt["key"],

            AES.MODE\_CFB,

            self.hashed\_key\_salt["salt"]

        )

        self.abort() *# if the output file already exists, remove it first*

        input\_file = open(self.user\_file, "rb")

        output\_file = open(self.encrypt\_output\_file, "ab")

        done\_chunks = 0

*for* piece *in* self.read\_in\_chunks(input\_file, self.chunk\_size):

            encrypted\_content = cipher\_object.encrypt(piece)

            output\_file.write(encrypted\_content)

            done\_chunks += 1

*yield* (done\_chunks / self.total\_chunks) \* 100

        input\_file.close()

        output\_file.close()

*# clean up the cipher object*

*del* cipher\_object

    def decrypt(*self*):

*#  exact same as above function except in reverse*

        cipher\_object = AES.new(

            self.hashed\_key\_salt["key"],

            AES.MODE\_CFB,

            self.hashed\_key\_salt["salt"]

        )

        self.abort() *# if the output file already exists, remove it first*

        input\_file = open(self.user\_file, "rb")

        output\_file = open(self.decrypt\_output\_file, "xb")

        done\_chunks = 0

*for* piece *in* self.read\_in\_chunks(input\_file):

            decrypted\_content = cipher\_object.decrypt(piece)

            output\_file.write(decrypted\_content)

            done\_chunks += 1

*yield* (done\_chunks / self.total\_chunks) \* 100

        input\_file.close()

        output\_file.close()

*# clean up the cipher object*

*del* cipher\_object

    def abort(*self*):

*if* os.path.isfile(self.encrypt\_output\_file):

            os.remove(self.encrypt\_output\_file)

*if* os.path.isfile(self.decrypt\_output\_file):

            os.remove(self.decrypt\_output\_file)

    def hash\_key\_salt(*self*):

*# --- convert key to hash*

*#  create a new hash object*

        hasher = hashlib.new(self.hash\_type)

        hasher.update(self.user\_key)

*# turn the output key hash into 32 bytes (256 bits)*

        self.hashed\_key\_salt["key"] = bytes(hasher.hexdigest()[:32], "utf-8")

*# clean up hash object*

*del* hasher

*# --- convert salt to hash*

*#  create a new hash object*

        hasher = hashlib.new(self.hash\_type)

        hasher.update(self.user\_salt)

*# turn the output salt hash into 16 bytes (128 bits)*

        self.hashed\_key\_salt["salt"] = bytes(hasher.hexdigest()[:16], "utf-8")

*# clean up hash object*

*del* hasher

*# class EncryptionThread(threading.Thread):*

*#     mutual\_space = {}*

*#     threadLock = threading.Lock()*

*#     def \_\_init\_\_(self, index):*

*#         threading.Thread.\_\_init\_\_(self)*

*#         self.threadID = index*

*#     def run(self):*

*#         try:*

*#             pass*

*#         except Exception as e:*

*#             print(e)*

*#             return*

*#         # Get lock to synchronize threads*

*#         self.threadLock.acquire()*

*#         # Append stuff to mutual\_space*

*#         # Free lock to release next thread*

*#         self.threadLock.release()*

class MainWindow:

    """ GUI Wrapper """

*# configure root directory path relative to this file*

    THIS\_FOLDER\_G = ""

*if* getattr(sys, "frozen", False):

*# frozen*

        THIS\_FOLDER\_G = os.path.dirname(sys.executable)

*else*:

*# unfrozen*

        THIS\_FOLDER\_G = os.path.dirname(os.path.realpath(\_\_file\_\_))

    def \_\_init\_\_(*self*, *root*):

        self.root = root

        self.\_cipher = None

        self.\_file\_url = tk.StringVar()

        self.\_secret\_key = tk.StringVar()

        self.\_salt = tk.StringVar()

        self.\_status = tk.StringVar()

        self.\_status.set("---")

        self.should\_cancel = False

        root.title("KrypApp")

        root.configure(*bg*="#eeeeee")

*try*:

            icon\_img = tk.Image(

                "photo",

*file*=self.THIS\_FOLDER\_G + "/assets/icon.png"

            )

            root.call(

                "wm",

                "iconphoto",

                root.\_w,

                icon\_img

            )

*except* Exception:

*pass*

        self.menu\_bar = tk.Menu(

            root,

*bg*="#eeeeee",

*relief*=tk.FLAT

        )

        self.menu\_bar.add\_command(

*label*="How To",

*command*=self.show\_help\_callback

        )

        self.menu\_bar.add\_command(

*label*="Quit!",

*command*=root.quit

        )

        root.configure(

*menu*=self.menu\_bar

        )

        self.file\_entry\_label = tk.Label(

            root,

*text*="Enter File Path Or Click SELECT FILE Button",

*bg*="#eeeeee",

*anchor*=tk.W

        )

        self.file\_entry\_label.grid(

*padx*=12,

*pady*=(8, 0),

*ipadx*=0,

*ipady*=1,

*row*=0,

*column*=0,

*columnspan*=4,

*sticky*=tk.W+tk.E+tk.N+tk.S

        )

        self.file\_entry = tk.Entry(

            root,

*textvariable*=self.\_file\_url,

*bg*="#fff",

*exportselection*=0,

*relief*=tk.FLAT

        )

        self.file\_entry.grid(

*padx*=15,

*pady*=6,

*ipadx*=8,

*ipady*=8,

*row*=1,

*column*=0,

*columnspan*=4,

*sticky*=tk.W+tk.E+tk.N+tk.S

        )

        self.select\_btn = tk.Button(

            root,

*text*="SELECT FILE",

*command*=self.selectfile\_callback,

*width*=42,

*bg*="#1089ff",

*fg*="#ffffff",

*bd*=2,

*relief*=tk.FLAT

        )

        self.select\_btn.grid(

*padx*=15,

*pady*=8,

*ipadx*=24,

*ipady*=6,

*row*=2,

*column*=0,

*columnspan*=4,

*sticky*=tk.W+tk.E+tk.N+tk.S

        )

        self.key\_entry\_label = tk.Label(

            root,

*text*="Enter Secret Key (Remember this for Decryption)",

*bg*="#eeeeee",

*anchor*=tk.W

        )

        self.key\_entry\_label.grid(

*padx*=12,

*pady*=(8, 0),

*ipadx*=0,

*ipady*=1,

*row*=3,

*column*=0,

*columnspan*=4,

*sticky*=tk.W+tk.E+tk.N+tk.S

        )

        self.key\_entry = tk.Entry(

            root,

*textvariable*=self.\_secret\_key,

*bg*="#fff",

*exportselection*=0,

*relief*=tk.FLAT

        )

        self.key\_entry.grid(

*padx*=15,

*pady*=6,

*ipadx*=8,

*ipady*=8,

*row*=4,

*column*=0,

*columnspan*=4,

*sticky*=tk.W+tk.E+tk.N+tk.S

        )

        self.encrypt\_btn = tk.Button(

            root,

*text*="ENCRYPT",

*command*=self.encrypt\_callback,

*bg*="#ed3833",

*fg*="#ffffff",

*bd*=2,

*relief*=tk.FLAT

        )

        self.encrypt\_btn.grid(

*padx*=(15, 6),

*pady*=8,

*ipadx*=24,

*ipady*=6,

*row*=7,

*column*=0,

*columnspan*=2,

*sticky*=tk.W+tk.E+tk.N+tk.S

        )

        self.decrypt\_btn = tk.Button(

            root,

*text*="DECRYPT",

*command*=self.decrypt\_callback,

*bg*="#00bd56",

*fg*="#ffffff",

*bd*=2,

*relief*=tk.FLAT

        )

        self.decrypt\_btn.grid(

*padx*=(6, 15),

*pady*=8,

*ipadx*=24,

*ipady*=6,

*row*=7,

*column*=2,

*columnspan*=2,

*sticky*=tk.W+tk.E+tk.N+tk.S

        )

        self.reset\_btn = tk.Button(

            root,

*text*="RESET",

*command*=self.reset\_callback,

*bg*="#aaaaaa",

*fg*="#ffffff",

*bd*=2,

*relief*=tk.FLAT

        )

        self.reset\_btn.grid(

*padx*=15,

*pady*=(4, 12),

*ipadx*=24,

*ipady*=6,

*row*=8,

*column*=0,

*columnspan*=4,

*sticky*=tk.W+tk.E+tk.N+tk.S

        )

        self.status\_label = tk.Label(

            root,

*textvariable*=self.\_status,

*bg*="#eeeeee",

*anchor*=tk.W,

*justify*=tk.LEFT,

*relief*=tk.FLAT,

*wraplength*=350

        )

        self.status\_label.grid(

*padx*=12,

*pady*=(0, 12),

*ipadx*=0,

*ipady*=1,

*row*=9,

*column*=0,

*columnspan*=4,

*sticky*=tk.W+tk.E+tk.N+tk.S

        )

        tk.Grid.columnconfigure(root, 0, *weight*=1)

        tk.Grid.columnconfigure(root, 1, *weight*=1)

        tk.Grid.columnconfigure(root, 2, *weight*=1)

        tk.Grid.columnconfigure(root, 3, *weight*=1)

    def selectfile\_callback(*self*):

*try*:

            name = filedialog.askopenfile()

            self.\_file\_url.set(name.name)

*# print(name.name)*

*except* Exception *as* e:

            self.\_status.set(e)

            self.status\_label.update()

    def freeze\_controls(*self*):

        self.file\_entry.configure(*state*="disabled")

        self.key\_entry.configure(*state*="disabled")

        self.select\_btn.configure(*state*="disabled")

        self.encrypt\_btn.configure(*state*="disabled")

        self.decrypt\_btn.configure(*state*="disabled")

        self.reset\_btn.configure(*text*="CANCEL", *command*=self.cancel\_callback,

*fg*="#ed3833", *bg*="#fafafa")

        self.status\_label.update()

    def unfreeze\_controls(*self*):

        self.file\_entry.configure(*state*="normal")

        self.key\_entry.configure(*state*="normal")

        self.select\_btn.configure(*state*="normal")

        self.encrypt\_btn.configure(*state*="normal")

        self.decrypt\_btn.configure(*state*="normal")

        self.reset\_btn.configure(*text*="RESET", *command*=self.reset\_callback,

*fg*="#ffffff", *bg*="#aaaaaa")

        self.status\_label.update()

    def encrypt\_callback(*self*):

        self.freeze\_controls()

*try*:

            self.\_cipher = EncryptionTool(

                self.\_file\_url.get(),

                self.\_secret\_key.get(),

                self.\_salt.get()

            )

*for* percentage *in* self.\_cipher.encrypt():

*if* self.should\_cancel:

*break*

                percentage = "{0:.2f}%".format(percentage)

                self.\_status.set(percentage)

                self.status\_label.update()

            self.\_status.set("File Encrypted!")

*if* self.should\_cancel:

                self.\_cipher.abort()

                self.\_status.set("Cancelled!")

            self.\_cipher = None

            self.should\_cancel = False

*except* Exception *as* e:

*# print(e)*

            self.\_status.set(e)

        self.unfreeze\_controls()

    def decrypt\_callback(*self*):

        self.freeze\_controls()

*try*:

            self.\_cipher = EncryptionTool(

                self.\_file\_url.get(),

                self.\_secret\_key.get(),

                self.\_salt.get()

            )

*for* percentage *in* self.\_cipher.decrypt():

*if* self.should\_cancel:

*break*

                percentage = "{0:.2f}%".format(percentage)

                self.\_status.set(percentage)

                self.status\_label.update()

            self.\_status.set("File Decrypted!")

*if* self.should\_cancel:

                self.\_cipher.abort()

                self.\_status.set("Cancelled!")

            self.\_cipher = None

            self.should\_cancel = False

*except* Exception *as* e:

*# print(e)*

            self.\_status.set(e)

        self.unfreeze\_controls()

    def reset\_callback(*self*):

        self.\_cipher = None

        self.\_file\_url.set("")

        self.\_secret\_key.set("")

        self.\_salt.set("")

        self.\_status.set("---")

    def cancel\_callback(*self*):

        self.should\_cancel = True

    def show\_help\_callback(*self*):

        messagebox.showinfo(

            "How To",

            """1. Open the App and Click SELECT FILE Button and select your file e.g. "abc.jpg".

2. Enter your Secret Key (This can be any alphanumeric letters). Remember this so you can Decrypt the file later.

3. Click ENCRYPT Button to encrypt. A new encrypted file with ".kryp" extention e.g. "abc.jpg.kryp" will be created in the same directory where the "abc.jpg" is.

4. When you want to Decrypt a file you, will select the file with the ".kryp" extention and Enter your Secret Key which you chose at the time of Encryption. Click DECRYPT Button to decrypt. The decrypted file will be of the same name as before with the suffix "\_\_dekrypted\_\_" e.g. "abc\_\_dekrypted\_\_.jpg".

5. Click RESET Button to reset the input fields and status bar.

6. You can also Click CANCEL Button during Encryption/Decryption to stop the process."""

        )

*if* \_\_name\_\_ == "\_\_main\_\_":

    ROOT = tk.Tk()

    MAIN\_WINDOW = MainWindow(ROOT)

    ROOT.mainloop()

**2.3 Outcome:**
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**Conclusion**

From the observation it has been observed that by increasing the key length better secured system can be achieved. Longer key lengths consume more power and dissipate more heat. Basically it is a trade off between security and overheads. In order to achieve more secured system continuous efforts are required. An efficient encryption algorithm should consist of two factors – fast response and reduced complexity. A proposed direction for the future work could be to analyze the performance/security tradeoff in greater depth. For instance, an algorithm with more complex rounds and a larger number of rounds is generally considered more secure. The impact of these and other such factors on the overall performance of an algorithm needs to be measured. The work can be extended if more number of keys are used for the encryption process and then implemented on DSP
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