## Standard Data Types:

The data stored in memory can be of many types. For example, a person's age is stored as a numeric value and his or her address is stored as alphanumeric characters. Python has various standard data types that are used to define the operations possible on them and the storage method for each of them.

Python has five standard data types:

* Numbers
* String
* Boolean
* List
* Tuple
* Set
* Dictionary

## Python Numbers:

Number data types store numeric values. Number objects are created when you assign a value to them.

Python supports four different numerical types:

* int (signed integers)
* long (long integers, they can also be represented in octal and hexadecimal)
* float (floating point real values)
* complex (complex numbers)

Python allows you to use a lowercase L with long, but it is recommended that you use only an uppercase L to avoid confusion with the number 1. Python displays long integers with an uppercase L.

A complex number consists of an ordered pair of real floating-point numbers denoted by x + yj, where x is the real part and b is the imaginary part of the complex number.

For example:

### Program:

a = 3

b = 2.65

c = 98657412345L

d = 2+5j

print "int is",a print "float is",b print "long is",c

print "complex is",d

### Output:

int is 3

float is 2.65

long is 98657412345 complex is (2+5j)

## Python Strings:

Strings in Python are identified as a contiguous set of characters represented in the quotation marks. Python allows for either pairs of single or double quotes. Subsets of strings can be taken using the slice operator ([ ] and [:] ) with indexes starting at 0 in the beginning of the string and working their way from -1 at the end.

The plus (+) sign is the string concatenation operator and the asterisk (\*) is the repetition operator. For example:

### Program:

str ="WELCOME"

print str # Prints complete string

print str[0] # Prints first character of the string

print str[2:5] # Prints characters starting from 3rd to 5th print str[2:] # Prints string starting from 3rd character print str \* 2 # Prints string two times

print str + "CSE" # Prints concatenated string

### Output:

WELCOME W

LCO LCOME

WELCOMEWELCOME WELCOMECSE

## Built-in String methods for Strings:

|  |  |  |
| --- | --- | --- |
| **SNO** | **Method Name** | **Description** |
| 1 | capitalize() | Capitalizes first letter of string. |
| 2 | center(width, fillchar) | Returns a space-padded string with the original  string centered to a total of width columns. |
| 3 | count(str, beg= 0,end=len(string)) | Counts how many times str occurs in string or in a substring of string if starting index beg and ending  index end are given. |
| 4 | decode(encoding='UTF- 8',errors='strict') | Decodes the string using the codec registered for  encoding. Encoding defaults to the default string encoding. |
| 5 | encode(encoding='UTF- 8',errors='strict') | Returns encoded string version of string; on error, default is to raise a Value Error unless errors is  given with 'ignore' or 'replace'. |
| 6 | endswith(suffix, beg=0, end=len(string)) | Determines if string or a substring of string (if starting index beg and ending index end are given) ends with suffix; returns true if so and false  otherwise. |
| 7 | expandtabs(tabsize=8) | Expands tabs in string to multiple spaces; defaults  to 8 spaces per tab if tabsize not provided. |
| 8 | find(str, beg=0 end=len(string)) | Determine if str occurs in string or in a substring of string if starting index beg and ending index end are  given returns index if found and -1 otherwise. |

|  |  |  |
| --- | --- | --- |
| 9 | index(str, beg=0,  end=len(string)) | Same as find(), but raises an exception if str not  found. |
| 10 | isalnum() | Returns true if string has at least 1 character and all  characters are alphanumeric and false otherwise. |
| 11 | isalpha() | Returns true if string has at least 1 character and all  characters are alphabetic and false otherwise. |
| 12 | isdigit() | Returns true if string contains only digits and false  otherwise. |
| 13 | islower() | Returns true if string has at least 1 cased character and all cased characters are in lowercase and false  otherwise. |
| 14 | isnumeric() | Returns true if a unicode string contains only  numeric characters and false otherwise. |
| 15 | isspace() | Returns true if string contains only whitespace  characters and false otherwise. |
| 16 | istitle() | Returns true if string is properly "titlecased" and  false otherwise. |
| 17 | isupper() | Returns true if string has at least one cased character and all cased characters are in uppercase  and false otherwise. |
| 18 | join(seq) | Merges (concatenates) the string representations of elements in sequence seq into a string, with  separator string. |
| 19 | len(string) | Returns the length of the string. |
| 20 | ljust(width[, fillchar]) | Returns a space-padded string with the original  string left-justified to a total of width columns. |
| 21 | lower() | Converts all uppercase letters in string to  lowercase. |
| 22 | lstrip() | Removes all leading whitespace in string. |
| 23 | maketrans() | Returns a translation table to be used in translates  function. |
| 24 | max(str) | Returns the max alphabetical character from the  string str. |
| 25 | min(str) | Returns min alphabetical character from the string  str. |
| 26 | replace(old, new [, max]) | Replaces all occurrences of old in string with new  or at most max occurrences if max given. |
| 27 | rfind(str,  beg=0,end=len(string)) | Same as find(), but search backwards in string. |
| 28 | rindex( str, beg=0,  end=len(string)) | Same as index(), but search backwards in string. |
| 29 | rjust(width,[, fillchar]) | Returns a space-padded string with the original  string right-justified to a total of width columns. |
| 30 | rstrip() | Removes all trailing whitespace of string. |
| 31 | split(str="", num=string.count(str)) | Splits string according to delimiter str (space if not  provided) and returns list of substrings; split into at most num substrings if given. |
| 32 | splitlines (  num=string.count('\n')) | Splits string at all (or num) NEWLINEs and returns  a list of each line with NEWLINEs removed. |

|  |  |  |
| --- | --- | --- |
| 33 | startswith(str, beg=0,end=len(string)) | Determines if string or a substring of string (if starting index beg and ending index end are given) starts with substring str; returns true if so and false  otherwise. |
| 34 | strip([chars]) | Performs both lstrip() and rstrip() on string. |
| 35 | swapcase() | Inverts case for all letters in string. |
| 36 | title() | Returns "titlecased" version of string, that is, all words begin with uppercase and the rest are  lowercase. |
| 37 | translate(table,  deletechars="") | Translates string according to translation table  str(256 chars), removing those in the del string. |
| 38 | upper() | Converts lowercase letters in string to uppercase. |
| 39 | zfill (width) | Returns original string leftpadded with zeros to a total of width characters; intended for numbers,  zfill() retains any sign given (less one zero). |
| 40 | isdecimal() | Returns true if a unicode string contains only  decimal characters and false otherwise. |

### Example:

str1="welcome"

print "Capitalize function---",str1.capitalize() print str1.center(15,"\*")

print "length is",len(str1)

print "count function---",str1.count('e',0,len(str1))

print "endswith function---",str1.endswith('me',0,len(str1)) print "startswith function---",str1.startswith('me',0,len(str1)) print "find function---",str1.find('e',0,len(str1)) str2="welcome2017"

print "isalnum function---",str2.isalnum() print "isalpha function---",str2.isalpha() print "islower function---",str2.islower() print "isupper function---",str2.isupper() str3=" welcome"

print "lstrip function---",str3.lstrip() str4="77777777cse777777";

print "lstrip function---",str4.lstrip('7') print "rstrip function---",str4.rstrip('7') print "strip function---",str4.strip('7') str5="welcome to java"

print "replace function---",str5.replace("java","python")

### Output:

Capitalize function--- Welcome

\*\*\*\*welcome\*\*\*\* length is 7

count function--- 2 endswith function--- True startswith function--- False find function--- 1

isalnum function--- True isalpha function--- False

islower function--- True isupper function--- False lstrip function--- welcome lstrip function--- cse777777

rstrip function--- 77777777cse strip function--- cse

replace function--- welcome to python

## Python Boolean:

Booleans are identified by True or False. Example:

### Program:

a = True b = False print a print b

### Output:

True False

## Data Type Conversion:

Sometimes, you may need to perform conversions between the built-in types. To convert between types, you simply use the type name as a function. For example, it is not possible to perform “2”+4 since one operand is integer and the other is string type. To perform this we have convert string to integer i.e., **int(“2”) + 4 = 6**.

There are several built-in functions to perform conversion from one data type to another. These functions return a new object representing the converted value.

|  |  |
| --- | --- |
| **Function** | **Description** |
| int(x [,base]) | Converts x to an integer. |
| long(x [,base] ) | Converts x to a long integer. |
| float(x) | Converts x to a floating-point number. |
| complex(real [,imag]) | Creates a complex number. |
| str(x) | Converts object x to a string representation. |
| repr(x) | Converts object x to an expression string. |
| eval(str) | Evaluates a string and returns an object. |
| tuple(s) | Converts s to a tuple. |
| list(s) | Converts s to a list. |
| set(s) | Converts s to a set. |
| dict(d) | Creates a dictionary, d must be a sequence of (key, value) tuples. |
| frozenset(s) | Converts s to a frozen set. |
| chr(x) | Converts an integer to a character. |
| unichr(x) | Converts an integer to a Unicode character. |
| ord(x) | Converts a single character to its integer value. |
| hex(x) | Converts an integer to a hexadecimal string. |
| oct(x) | Converts an integer to an octal string. |

## Types of Operators:

Python language supports the following types of operators.

* Arithmetic Operators **+, -, \*, /, %, \*\*, //**
* Comparison (Relational) Operators **= =, ! =, < >, <, >, <=, >=**
* Assignment Operators **=, +=, -=, \*=, /=, %=, \*\*=, //=**
* Logical Operators **and, or, not**
* Bitwise Operators **&, |, ^, ~,<<, >>**
* Membership Operators **in, not in**
* Identity Operators **is, is not**

## Arithmetic Operators:

Some basic arithmetic operators are +, -, \*, /, %, \*\*, and //. You can apply these operators on numbers as well as variables to perform corresponding operations.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + Addition | Adds values on either side of the operator. | a + b = 30 |
| - Subtraction | Subtracts right hand operand from left hand  operand. | a – b = -10 |
| \* Multiplication | Multiplies values on either side of the operator | a \* b = 200 |
| / Division | Divides left hand operand by right hand  operand | b / a = 2 |
| % Modulus | Divides left hand operand by right hand  operand and returns remainder | b % a = 0 |
| \*\* Exponent | Performs exponential (power) calculation on  operators | a\*\*b =10 to  the power 20 |
| // Floor Division | The division of operands where the result is the quotient in which the digits after the  decimal point are removed. | 9//2 = 4 and 9.0//2.0 = 4.0 |

### Program:

a = 21

b = 10

print "Addition is", a + b print "Subtraction is ", a - b

print "Multiplication is ", a \* b print "Division is ", a / b

print "Modulus is ", a % b a = 2

b = 3

print "Power value is ", a \*\* b a = 10

b = 4

print "Floor Division is ", a // b

### Output:

Addition is 31

Subtraction is 11

Multiplication is 210

Division is 2

Modulus is 1 Power value is 8 Floor Division is 2

## Comparison (Relational) Operators

These operators compare the values on either sides of them and decide the relation among them. They are also called Relational operators.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = = | If the values of two operands are equal, then the  condition becomes true. | (a == b) is not true. |
| != | If values of two operands are not equal, then  condition becomes true. | (a != b) is true. |
| < > | If values of two operands are not equal, then condition becomes true. | (a <> b) is true. This  is similar to != operator. |
| > | If the value of left operand is greater than the value  of right operand, then condition becomes true. | (a > b) is not true. |
| < | If the value of left operand is less than the value of  right operand, then condition becomes true. | (a < b) is true. |
| > = | If the value of left operand is greater than or equal  to the value of right operand, then condition becomes true. | (a >= b) is not true. |
| < = | If the value of left operand is less than or equal to  the value of right operand, then condition becomes true. | (a <= b) is true. |

### Example:

a=20

b=30

if a < b:

print "b is big" elif a > b:

print "a is big" else:

print "Both are equal"

**Output:**

b is big

## Assignment Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Assigns values from right side operands to  left side operand | c = a + b assigns  value of a + b into c |
| +=  Add AND | It adds right operand to the left operand and  assign the result to left operand | c += a is equivalent  to c = c + a |
| -=  Subtract AND | It subtracts right operand from the left  operand and assign the result to left operand | c -= a is equivalent  to c = c - a |
| \*=  Multiply AND | It multiplies right operand with the left  operand and assign the result to left operand | c \*= a is equivalent  to c = c \* a |
| /=  Divide AND | It divides left operand with the right  operand and assign the result to left operand | c /= a is equivalent  to c = c / a |
| %=  Modulus AND | It takes modulus using two operands and assign the result to left operand | c %= a is equivalent to c = c  % a |
| \*\*= Exponent AND | Performs exponential (power) calculation on operators and assign value to the left  operand | c \*\*= a is equivalent to c = c  \*\* a |
| //=  Floor Division | It performs floor division on operators and  assign value to the left operand | c //= a is equivalent  to c = c // a |

### Example:

a=82 b=27

a += b print a a=25 b=12

a -= b print a a=24

b=4

a \*= b print a a=4 b=6

a \*\*= b print a

### Output:

109

13

96

4096

## Logical Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| And  Logical AND | If both the operands are true then condition  becomes true. | (a and b) is  true. |
| Or  Logical OR | If any of the two operands are non-zero then  condition becomes true. | (a or b) is true. |
| not  Logical NOT | Used to reverse the logical state of its operand. | Not (a and b) is  false. |

### Example:

a=20 b=10 c=30

if a >= b and a >= c: print "a is big"

elif b >= a and b >= c: print "b is big"

else:

print "c is big"

### Output:

c is big

## Bitwise Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & Binary AND | Operator copies a bit to the result if it exists in both operands. | (a & b) = 12 (means 0000 1100) |
| | Binary OR | It copies a bit if it exists in either operand. | (a | b) = 61  (means 0011 1101) |
| ^ Binary XOR | It copies the bit if it is set in one operand but not both. | (a ^ b) = 49 (means 0011 0001) |
| ~ Binary Ones Complement | It is unary and has the effect of 'flipping' bits. | (~a ) = -61 (means 1100 0011 in 2's complement form due to a signed binary number. |
| <<  Binary Left Shift | The left operands value is moved left by the number of bits specified by the right operand. | a << 2 = 240  (means 1111 0000) |
| >>  Binary Right Shift | The left operands value is moved right by the number of bits specified by the right operand. | a >> 2 = 15  (means 0000 1111) |

**Membership Operators**

Python‟s membership operators test for membership in a sequence, such as strings, lists, or tuples.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| in | Evaluates to true if it finds a variable in the specified sequence and false otherwise. | x in y, here in results in a 1 if x is a member of sequence y. |
| not in | Evaluates to true if it does not finds a variable in the specified sequence and false otherwise. | x not in y, here not in results in a 1 if x is not a member of sequence y. |

### Example:

a = 3

list = [1, 2, 3, 4, 5 ];

if ( a in list ):

print "available"

else:

### Output:

print " not available"

available

## Identity Operators

Identity operators compare the memory locations of two objects.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| is | Evaluates to true if the variables on either side of the operator point to the same object and false otherwise. | x is y, here is results in 1 if id(x) equals id(y). |
| is not | Evaluates to false if the variables on either side of the operator point to the same object and true otherwise. | x is not y, here is not results in 1 if id(x) is not equal to id(y). |

### Example:

a = 20

b = 20

if ( a is b ):

print "Line 1 - a and b have same identity"

else:

print "Line 1 - a and b do not have same identity"

if ( id(a) == id(b) ):

print "Line 2 - a and b have same identity"

else:

### Output:

print "Line 2 - a and b do not have same identity"

Line 1 - a and b have same identity Line 2 - a and b have same identity

## Python Operators Precedence

The following table lists all operators from highest precedence to lowest.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| () | Parenthesis |
| \*\* | Exponentiation (raise to the power) |
| ~ x, +x, -x | Complement, unary plus and minus |
| \* / % // | Multiply, divide, modulo and floor division |
| + - | Addition and subtraction |
| >> << | Right and left bitwise shift |
| & | Bitwise 'AND' |
| ^ | | Bitwise exclusive `OR' and regular `OR' |
| <= < > >= | Comparison operators |
| <> == != | Equality operators |
| = %= /= //= -= += \*= \*\*= | Assignment operators |
| is is not | Identity operators |
| in not in | Membership operators |
| not or and | Logical operators |

## Expression:

An expression is a combination of variables constants and operators written according to the syntax of Python language. In Python every expression evaluates to a value i.e., every expression results in some value of a certain type that can be assigned to a variable. Some examples of Python expressions are shown in the table given below.

|  |  |
| --- | --- |
| **Algebraic Expression** | **Python Expression** |
| a x b – c | a \* b – c |
| (m + n) (x + y) | (m + n) \* (x + y) |
| (ab / c) | a \* b / c |
| 3x2 +2x + 1 | 3\*x\*x+2\*x+1 |
| (x / y) + c | x / y + c |

## Evaluation of Expressions

Expressions are evaluated using an assignment statement of the form

### Variable = expression

Variable is any valid C variable name. When the statement is encountered, the expression is evaluated first and then replaces the previous value of the variable on the left hand side. All variables used in the expression must be assigned values before evaluation is attempted.

### Example:

a=10 b=22 c=34

x=a\*b+c y=a-b\*c z=a+b+c\*c-a print "x=",x print "y=",y print "z=",z

### Output:

x= 254

y= -738

z= 1178

# Decision Making:

Decision making is anticipation of conditions occurring while execution of the program and specifying actions taken according to the conditions.

Decision structures evaluate multiple expressions which produce True or False as outcome. You need to determine which action to take and which statements to execute if outcome is True or False otherwise.

Following is the general form of a typical decision making structure found in most of the programming languages:
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Python programming language assumes any non-zero and non-null values as True, and if it is either zero or null, then it is assumed as False value.

|  |  |
| --- | --- |
| **Statement** | **Description** |
| if statements | **if statement** consists of a boolean expression followed by one or more  statements. |
| if...else statements | **if statement** can be followed by an optional **else statement**, which  executes when the boolean expression is FALSE. |
| nested if statements | You can use one **if** or **else if** statement inside another **if** or **else if**  statement(s). |

## The *if* Statement

It is similar to that of other languages. The **if** statement contains a logical expression using which data is compared and a decision is made based on the result of the comparison.
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### Syntax:

if condition:

statements

First, the condition is tested. If the condition is True, then the statements given after colon (:) are executed. We can write one or more statements after colon (:).

### Example:

a=10 b=15

if a < b:

print “B is big” print “B value is”,b

**Output:**

B is big

B value is 15

**The *if ... else* statement**

An **else** statement can be combined with an **if** statement. An **else** statement contains the block of code that executes if the conditional expression in the if statement resolves to 0 or a FALSE value.

The *else* statement is an optional statement and there could be at most only one **else**

statement following **if**. **Syntax:**

if condition: statement(s)

else:

statement(s)
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### Example:

a=48 b=34

if a < b:

print “B is big” print “B value is”, b

else:

print “A is big” print “A value is”, a

print “END”

**Output:**

A is big

A value is 48 END

### Q) Write a program for checking whether the given number is even or not. Program:

a=input("Enter a value: ") if a%2==0:

print "a is EVEN number" else:

print "a is NOT EVEN Number"

### Output-1: Output-2:

Enter a value: 56 Enter a value: 27

a is EVEN Number a is NOT EVEN Number

**The *elif* Statement**

The **elif** statement allows you to check multiple expressions for True and execute a block of code as soon as one of the conditions evaluates to True.

Similar to the **else**, the **elif** statement is optional. However, unlike **else**, for which there can be at most one statement, there can be an arbitrary number of **elif** statements following an **if**.

if condition1: statement(s)

elif condition2:

statement(s) else:

statement(s)

### Syntax:

**Example:**

a=20 b=10 c=30

if a >= b and a >= c: print "a is big"

elif b >= a and b >= c: print "b is big"

else:

print "c is big"

**Output:**

c is big

# Decision Loops

In general, statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on. There may be a situation when you need to execute a block of code several number of times.

Programming languages provide various control structures that allow for more complicated execution paths.

A loop statement allows us to execute a statement or group of statements multiple times. The following diagram illustrates a loop statement:
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Python programming language provides following types of loops to handle looping requirements.

|  |  |
| --- | --- |
| **Loop Type** | **Description** |
| while loop | Repeats a statement or group of statements while a given condition is  TRUE. It tests the condition before executing the loop body. |
| for loop | Executes a sequence of statements multiple times and abbreviates the  code that manages the loop variable. |
| nested loops | You can use one or more loop inside any another while, for loop. |

**The *while* Loop**

A **while** loop statement in Python programming language repeatedly executes a target statement as long as a given condition is True.

### Syntax

The syntax of a **while** loop in Python programming language is:

while expression:

statement(s)

Here, **statement(s)** may be a single statement or a block of statements.

The **condition** may be any expression, and true is any non-zero value. The loop iterates while the condition is true. When the condition becomes false, program control passes to the line immediately following the loop.

In Python, all the statements indented by the same number of character spaces after a programming construct are considered to be part of a single block of code. Python uses indentation as its method of grouping statements.

![](data:image/jpeg;base64,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)

### Example-1: Example-2:

i=1

while i < 4:

print i i+=1

print “END”

i=1

while i < 4:

print i i+=1

print “END”

### Output-1: Output-2:

1

END 2 END 3 END

1

2

3

END

**Q) Write a program to display factorial of a given number. Program:**

n=input("Enter the number: ") f=1

while n>0:

print "Factorial is",f

f=f\*n n=n-1

**Output:**

Enter the number: 5 Factorial is 120

The *for* loop:

The *for* loop is useful to iterate over the elements of a sequence. It means, the *for* loop can be used to execute a group of statements repeatedly depending upon the number of elements in the sequence. The *for* loop can work with sequence like string, list, tuple, range etc.

The syntax of the for loop is given below:

for var in sequence:

statement (s)

The first element of the sequence is assigned to the variable written after „for‟ and then the statements are executed. Next, the second element of the sequence is assigned to the variable and then the statements are executed second time. In this way, for each element of the sequence, the statements are executed once. So, the *for* loop is executed as many times as there are number of elements in the sequence.

### Example-1: Example-2:

for i range(1,5):

print i

print “END”

for i range(1,5):

print i print “END”

### Output-1: Output-2:

1

END 2 END 3 END

1

2

3

END

**Example-3: Example-4:**

name= "python"

for letter in name:

print letter

for x in range(10,0,-1): print x,

**Output-3: Output-4:**

p

y t h o n

10 9 8 7 6 5 4 3 2 1

### Q) Write a program to display the factorial of given number. Program:

n=input("Enter the number: ")

f=1

for i in range(1,n+1):

print "Factorial is",f

f=f\*i

**Output:**

Enter the number: 5 Factorial is 120

### Nested Loop:

It is possible to write one loop inside another loop. For example, we can write a for loop inside a while loop or a for loop inside another for loop. Such loops are called “nested loops”.

### Example-1:

for i in range(1,6):

for j in range(1,6): print j,

print ""

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAABpCAIAAABpruByAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADKklEQVR4nO2ZPXLbMBCFH3wW2UUmJ4BOEB0gbTqwlA+RLg1YRp0vQZ3AOkGqUHdZFyL4Z1KOsFh7Jn7foNBwpJ3VI34ofZBEEwQQH0VP9AKkEXS1mlEpCCBNgQZHZXPba+O8sXHBu8rBOTiH3QEFOMI5PJ5GVw5wDsesYvUWbje/uHOo8sqNqF6VLctd/8r7AuW6dgNEuhE9AOyq/JqxHao1AQAOP3FWNHmsUGQKAZNv2o3fAIDZrFZtAs3SOm3FF1y8IkFZLfXjfYlNYOXjd2/cjZu4hwcQ8G18scVp5e0ZdBPN4z63Qv0DJwABT9+LteTSRlr3i2gWf5Eja6A/Gby0ijJheiyE3LnanzPNW9Pt30thqbeis3XKuR4OnPiETbnKX3Ln6q9HAPBxup6y2DwAADzatKu2EQAOOxxhNlsvj2uXETUTdUr/6JYxX7uW0rpRztYr7YVGTGIdnlt1a/9K8Zv7TCfV4ih14/tn//KbQJWeW32EPJdc+xcevpauWI6/f9Kr4XbqZ+toRujv/6Wf+enUTE4Gff28TWAxq/4Qi60glFsak9+ss3H7brD661C9IY73/bxveqW3S9aGTwITTmhv/MRmD2kWrsc2/ZL5ODZ7iCC8ut4InvcA4ETk3bv6/3mv2frJYKwmMFYTGKsJjNUExmoCYzWBsZrAWE0YYr3Ig21doGi9HTyEU8hBoFO546G2rtOyue2d63lj44IU2iZQaOug0J71Q6E9QKEtIhTaBlBoD/FTaOvbo9Cm0E5QaKug0O6g0KbQVkGh/THwj0ETGKsJjNUExmoCYzWBsZrAWE1grCYwVhMotDMLUGgvQKFNoU2hnaDQLtAShTaF9joU2hTaFNpqKLRNoNCm0KbQXoVCm+jhH4MmMFYTGKsJjNUExmoCYzWBsZrAWE1grCZQaGcWoNBegEKbQptCO0GhXaAlCm0K7XUotCm0KbTVUGibQKFNoU2hvQqFNtHDPwZNYKwmMFYTGKsJjNUExmoCYzWBsZrAWE2g0M4sQKG9AIU2hTaFdoJCu0BLFNoU2utQaFNoU2irodA2gUKbQptCe5VPJrRfAPPQ4Bonej+TAAAAAElFTkSuQmCC)

**Example-2:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAABlCAIAAAAebCAJAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABwklEQVR4nO2ZzWnDQBgF35q0kibsCtyI047djNxBKjA5RO7ly8E/KCQXYQ1IaAafbDGGAS0LL/Wkq6S2x5qGdds2eXD9TpLPr0zCym2bfx+VF9mcdmktbZf+8dX5I62ltZzH67TdbcdtJf9/uvHnjLabLbeH+uPgh8P4P/mNtvvZ2g9P3Euu41+KIdoyTN5VHfLq5UNbVb09+x667JN9n8v7BJePldtaVb0qlj94b0UwK4JZEcyKYFYEsyKYFcGsCGZFMCuCWRHMimBWhEHWc1rL7jSReN02B23E5iGA4KDtoL0cm4M2YnPQZmy12NF4zjYHbcTmoI3gvRXBrAhmRTArglkRzIpgVgSzIpgVwawIZkUwK4JZERy0EZuDNmLzEEBw0HbQXo7NQRuxOWgztlrsaDxnm4M2YnPQRvDeimBWBLMimBXBrAhmRTArglkRzIpgVgSzIpgVwawIDtqIzUEbsXkIIDhoO2gvx+agjdgctBlbLXY0nrPNQRuxOWgjeG9FMCuCWRHMimBWBLMimBXBrAhmRTArglkRzIpgVgQHbcTmoI3YPAQQHLQdtJdjc9BGbA7ajK0WOxrP2eagjdh+AIb7ekJIOkleAAAAAElFTkSuQmCC)

**Example-3:**

for i in range(1,6):

for j in range(1,6):

if i==1 or j==1 or i==5 or j==5: print "\*",

else:

print " ", print ""

for i in range(1,6):

for j in range(1,6): print "\*",

print ""

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAABlCAIAAAAebCAJAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB3UlEQVR4nO3dwU0yURhG4fcSW7EJqQAKwXZgayHQARUQF0Iv14VgRkUTmDmD5J4n/0rNpznJTyZ5F5P6aV2T+rSsw2j72iQnh7ck2b5mEI1fm5z9UfU0WU1TSso0+9OXNs8pJaVkc/k5rx2vLZ9qcv7f+vLPGa99XMvHD+2XnW8sLv8lX3nt+Nm6737i7nK4/D9Fl9fSTb6udZG+Dx9eq7U+fPZdrDNLZvvsHgd4+Gj8Wqm19j2sH3xuRZgVYVaEWRFmRZgVYVaEWRFmRZgVYVaEWRFmRXSyblJKpqvb/S136lw3atBuh4P2eAYetNvxd7fT6LLNfJskecn8Fn/lvfqt27e1a5CZtx2jDtrtGG/QbscNBu12OGiPx+dWhFkRZkWYFWFWhFkRZkWYFWFWhFkRZkWYFWFWhIN2bw7aBAft8ThoX8lBm+SgTXDQRjhoD89BG+SgPR6fWxFmRZgVYVaEWRFmRZgVYVaEWRFmRZgVYVaEWREO2r05aBMctMfjoH0lB22SgzbBQRvhoD08B22Qg/Z4fG5FmBVhVoRZEWZFmBVhVoRZEWZFmBVhVoRZEWZFYIN229d8hzZyzQ8BhO/Q9h3a93PNd2gj13yHNnOt3u17qv/zNd+hjVx7B+YmmC1rRh/uAAAAAElFTkSuQmCC)
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for i in range(1,6):

for j in range(1,6): if i==j:

print "\*",

elif i==1 or j==1 or i==5 or j==5: print "\*",

else:

print " ", print ""

for i in range(1,6):

for j in range(1,6): if i==j:

print "$",

elif i==1 or j==1 or i==5 or j==5: print "\*",

else:

print " ", print ""

**Example-5:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAABtCAIAAAAd/claAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADl0lEQVR4nO2dQXLaQBBF/+gsdhYpn0CcgKxyCnmZHCA3yAaW5AjZRz5BfAKXFxZ36SyMCBBAKen3qJvpV2zscrWp39DSzCuGJCLo2a5x/xWrDl/uEEykOvzh108AeO3meSq3hrzTSQ3B8aNpZRKtAFKvphVxW60CgC0W93hm92z7BgDPr4VWqwA8fcczgBqdQAQiaBvOvyyZCsDbCwA037C/bi03EMFmOabieoGUkBbYj+unR6SElPBUVDUR6Vb9bG0IM2dVn87r/WPE3PZbbXcFa9iXr7/dYjTMY7XdXddGIILD6frjEx5HvEN6usNx/oLt+Epuq53tQ9sIIKilm9bGtn83TLm/cVqtAvCYkBZHrVt+ntZHAEDTYglsOtSM+xt/1fZrhMPW7WYz44JWLEk6ubRMiA2EKVS4w8O/v67RScQ6iQr9jYEIVjUANC3kNyLViVTDfxKM4ijZDw8A8PF+nqdyYyQ52PkOiMQ00CKS1SKS1SKS1SKS1UIx2e0aKWE9cZPOLYrJlu7Yj/ZnWK5Yw7Fb5qIV7+G4Yh3HbpmLVpxLOPZ3KrBdMdexW2bYinNdMdexW+a/rLhQXTHdsVtmwIqD6orpjt0yA1ac64pPmOjYLTNgxfdQXLGSY7fMBStObmI49h1sp3B5mVCaY2evFMKx9/DXYOHY34n9WS0Uky3csYcV1yKmgRaRrBaRrBaRrBaRrBZuknXn2N0k68+xH+3PcD9BzcK+Y89kxbl4cOyZrDgXv46db8W5WHbsua04F8uOfQYrzsW4Y89qxbkYd+xzWnEuphx7VivOxYVjz2LFuXh27LadgmfHbnul4Nmx207Ws2O3nqxf3CTrzrHbvoJ5xs1r1h2RrBaRrBaRrBaRrBaFJpvBsReabA7HfrQ/Y9OKc8l1Vrx5K84l41nxZU2DnI7duhXnkvWseLFtxbnkPCvegRXnku2seAdWnEu+s+JPgrdvxbnonRVv3YpzyXpWPK/95snr2EtyCnkde0krhbyOvaRk8zr2spLNSaHJZnDsJV3B8lLoazYDkawWkawWkawWkawWkSyBs449kiVw3rEf7c94++7u+atdduyKVvz2q1117DENxnPdsfOteDnVBhy7eP7u7nmrXXfsWla8kGpXHLuWFS+k2jXHftJGX9/dPXu1Ew4du6IVv/lqA46d1q/SGHLs4RTGMuTYY6UwliHHHsmO57pjj2S1iGQJnHXsfwB8ZHNA5gzlvgAAAABJRU5ErkJggg==)

**Example-6:**
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for i in range(1,6):

for j in range(1,4):

if i==1 or j==1 or i==5: print "\*",

else:

print " ", print ""

### Example-7:
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for i in range(1,6):

for j in range(1,4): if i==2 and j==1:

print "\*",

elif i==4 and j==3: print "\*",

elif i==1 or i==3 or i==5: print "\*",

else:

print " ", print ""

### Example-8:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD4AAABlCAIAAACa6scnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABcUlEQVR4nO2awW3CQBRE51tpJU3gCqAQpx1zTSF2B64A5RDTy88hWeQQE7Fh948czRMnsIZns6y0XwO/MDjgu97LUD+tQeL8DgDTG4oQkNasXroJmmMLM1iLOb01vsAMZhjz40LT+p0D668hf01GpuHzorlffNDlf8l3YtK+1vq8/AeccM7/cZcEpS1va3Dv8OimFpb2dLmHbsAe2M84PRfY1ALSzN0fDSax5X2dLfB3pM5A6gykzkDqDKTO4H+ojzBDe+S5ZFJrmBHAlhdM2fFDJOmAN+EwAQBeceDZ5HF1ei0yfoihyjAjCC89fgij1jAjAA0zGEidgdQZSJ2B1BlInYHUGVQbZtRPUzODgZoZCTUz7kpTM2PtIamZcTNNwwwGUmcgdQZSZyB1BlJnIHUGamYw2PKCUTODwdXpVc2MEFzNjHg0zGAgdQZSZyB1BlJnIHUGUmegZsYP1Mz4DTUzEmpm3JWmZsbaQ1Iz42baB4sdgPb0vshfAAAAAElFTkSuQmCC)

for i in range(1,6):

for j in range(1,4):

if i==1 or j==1 or i==3 or i==5: print "\*",

else:

print " ", print ""

### Example-9:

for i in range(1,6):

for c in range(i,6): print "",

for j in range(1,i+1): print "\*",

print ""
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**Example-10:**
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for i in range(1,6):

for j in range(1,i+1): print j,

print ""

### Example-11:

a=1

for i in range(1,5):

for j in range(1,i+1): print a,

a=a+1 print ""

n=input("Enter the n value") count=0

for i in range(2,n):

if count==0:

print "Prime Number" else:

print "Not Prime Number"

if n%i==0: count=count+1 break

1. **Write a program for print given number is prime number or not using for loop. Program:**

**Output:**

Enter n value: 17 Prime Number

1. **Write a program print Fibonacci series and sum the even numbers. Fibonacci series**

**is 1,2,3,5,8,13,21,34,55**

n=input("Enter n value ") f0=1

f1=2

sum=f1 print f0,f1,

for i in range(1,n-1): f2=f0+f1

print f2, f0=f1 f1=f2

if f2%2==0: sum+=f2

print "\nThe sum of even Fibonacci numbers is", sum

**Output:**

Enter n value 10

1 2 3 5 8 13 21 34 55 89

The sum of even fibonacci numbers is 44

### Write a program to print n prime numbers and display the sum of prime numbers. Program:

n=input("Enter the range: ")

sum=0

for num in range(1,n+1):

print "\nSum of prime numbers is",sum

for i in range(2,num): if (num % i) == 0:

break

else:

print num, sum += num

**Output:**

Enter the range: 21

1 2 3 5 7 11 13 17 19

Sum of prime numbers is 78

### Using a for loop, write a program that prints out the decimal equivalents of 1/2, 1/3, 1/4, . . . ,1/10

**Program:**

for i in range(1,11):

print "Decimal Equivalent of 1/",i,"is",1/float(i)

### Output:

Decimal Equivalent of 1/ 1 is 1.0 Decimal Equivalent of 1/ 2 is 0.5

Decimal Equivalent of 1/ 3 is 0.333333333333 Decimal Equivalent of 1/ 4 is 0.25

Decimal Equivalent of 1/ 5 is 0.2

Decimal Equivalent of 1/ 6 is 0.166666666667 Decimal Equivalent of 1/ 7 is 0.142857142857 Decimal Equivalent of 1/ 8 is 0.125

Decimal Equivalent of 1/ 9 is 0.111111111111 Decimal Equivalent of 1/ 10 is 0.1

### Write a program that takes input from the user until the user enters -1. After display the sum of numbers.

**Program:**

sum=0

while True:

print "The sum is",sum

n=input("Enter the number: ") if n==-1:

break else:

sum+=n

**Output:**

Enter the number: 1 Enter the number: 5 Enter the number: 6 Enter the number: 7 Enter the number: 8 Enter the number: 1 Enter the number: 5 Enter the number: -1 The sum is 33

### Write a program to display the following sequence.

**A B C D E F G H I J K L M N O P Q R S T U V W X Y Z**

**Program:**

ch='A'

for j in range(1,27): print ch, ch=chr(ord(ch)+1)

1. **Write a program to display the following sequence. A**

**A B**

**A B C**

**A B C D A B C D E**

**Program:**

for i in range(1,6): ch='A'

for j in range(1,i+1): print ch, ch=chr(ord(ch)+1)

print ""

1. **Write a program to display the following sequence. A**

**B C D E F**

**G H I J**

**K L M N O**

**Program:**

ch='A'

for i in range(1,6):

for j in range(1,i+1): print ch, ch=chr(ord(ch)+1)

print ""

1. **Write a program that takes input string user and display that string if string contains at least one Uppercase character, one Lowercase character and one digit.**

**Program:**

pwd=input("Enter the password:") u=False

l=False d=False

for i in range(0,len(pwd)):

if u==True and l==True and d==True: print pwd.center(20,"\*")

else:

print "Invalid Password"

if pwd[i].isupper(): u=True

elif pwd[i].islower(): l=True

elif pwd[i].isdigit(): d=True

**Output-1:**

Enter the password:"Mothi556"

\*\*\*\*\*\*Mothi556\*\*\*\*\*\*

### Output-2:

Enter the password:"mothilal" Invalid Password

### Write a program to print sum of digits. Program:

**Output:**

n=input("Enter the number: ")

sum=0 while n>0:

print "sum is",sum

r=n%10

sum+=r n=n/10

Enter the number: 123456789 sum is 45

### Write a program to print given number is Armstrong or not. Program:

n=input("Enter the number: ")

sum=0 t=n

while n>0:

if sum==t:

print "ARMSTRONG" else:

print "NOT ARMSTRONG"

r=n%10 sum+=r\*r\*r n=n/10

**Output:**

Enter the number: 153 ARMSTRONG

### Write a program to take input string from the user and print that string after removing ovals.

**Program:**

st=input("Enter the string:") st2=""

for i in st:

print st2

if i not in "aeiouAEIOU": st2=st2+i

**Output:**

Enter the string:"Welcome to you" Wlcm t y

**Arrays:**

An array is an object that stores a group of elements of same datatype.

* Arrays can store only one type of data. It means, we can store only integer type elements or only float type elements into an array. But we cannot store one integer, one float and one character type element into the same array.
* Arrays can increase or decrease their size dynamically. It means, we need not declare the size of the array. When the elements are added, it will increase its size and when the elements are removed, it will automatically decrease its size in memory.

### Advantages:

* Arrays are similar to lists. The main difference is that arrays can store only one type of elements; whereas, lists can store different types of elements. When dealing with a huge number of elements, arrays use less memory than lists and they offer faster execution than lists.
* The size of the array is not fixed in python. Hence, we need not specify how many elements we are going to store into an array in the beginning.
* Arrays can grow or shrink in memory dynamically (during runtime).
* Arrays are useful to handle a collection of elements like a group of numbers or characters.
* Methods that are useful to process the elements of any array are available in „array‟ module.

### Creating an array:

**Syntax:**

arrayname = array(type code, [elements])

The type code „i‟ represents integer type array where we can store integer numbers. If the type code is „f‟ then it represents float type array where we can store numbers with decimal point.

|  |  |  |
| --- | --- | --- |
| **Type code** | **Description** | **Minimum size in bytes** |
| **„b‟** | Signed integer | 1 |
| **„B‟** | Unsigned integer | 1 |
| **„i‟** | Signed integer | 2 |
| **„I‟** | Unsigned integer | 2 |
| **„l‟** | Signed integer | 4 |
| **„L‟** | Unsigned integer | 4 |
| **„f‟** | Floating point | 4 |
| **„d‟** | Double precision floating point | 8 |
| **„u‟** | Unicode character | 2 |

### Example:

The type code character should be written in single quotes. After that the elements should be written in inside the square braces [ ] as

a = array ( „i‟, [4,8,-7,1,2,5,9] )

### Importing the Array Module:

There are two ways to import the array module into our program.

The first way is to import the entire array module using import statement as,

### import array

when we import the array module, we are able to get the „array‟ class of that module that helps us to create an array.

### a = array.array(‘i’, [4,8,-7,1,2,5,9] )

Here the first „array‟ represents the module name and the next „array‟ represents the class name for which the object is created. We should understand that we are creating our array as an object of array class.

The next way of importing the array module is to write:

### from array import \*

Observe the „\*‟ symbol that represents „all‟. The meaning of this statement is this: import all (classes, objects, variables, etc) from the array module into our program. That means significantly importing the „array‟ class of „array‟ module. So, there is no need to mention the module name before our array name while creating it. We can create array as:

### a = array(‘i’, [4,8,-7,1,2,5,9] )

**Example:**

from array import \*

arr = array(„i‟, [4,8,-7,1,2,5,9])

for i in arr:

print i,

### Output:

4 8 -7 1 2 5 9

### Indexing and slicing of arrays:

An *index* represents the position number of an element in an array. For example, when we creating following integer type array:

### a = array(‘i’, [10,20,30,40,50] )

Python interpreter allocates 5 blocks of memory, each of 2 bytes size and stores the elements 10, 20, 30, 40 and 50 in these blocks.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **10** | **20** | **30** | **40** | **50** |

a[0] a[1] a[2] a[3] a[4]

### Example:

from array import \*

a=array('i', [10,20,30,40,50,60,70])

print "length is",len(a)

print " 1st position character", a[1] print "Characters from 2 to 4", a[2:5] print "Characters from 2 to end", a[2:] print "Characters from start to 4", a[:5]

print "Characters from start to end", a[:]

a[3]=45 a[4]=55

print "Characters from start to end after modifications ",a[:]

### Output:

length is 7

1st position character 20

Characters from 2 to 4 array('i', [30, 40, 50])

Characters from 2 to end array('i', [30, 40, 50, 60, 70])

Characters from start to 4 array('i', [10, 20, 30, 40, 50])

Characters from start to end array('i', [10, 20, 30, 40, 50, 60, 70])

Characters from start to end after modifications array('i', [10, 20, 30, 45, 55, 60, 70])

### Array Methods:

|  |  |
| --- | --- |
| **Method** | **Description** |
| a.append(x) | Adds an element x at the end of the existing array a. |
| a.count(x) | Returns the number of occurrences of x in the array a. |
| a.extend(x) | Appends x at the end of the array a. „x‟ can be another array or  iterable object. |
| a.fromfile(f,n) | Reads n items from from the file object f and appends at the end of  the array a. |
| a.fromlist(*l*) | Appends items from the *l* to the end of the array. *l* can be any list or  iterable object. |
| a.fromstring(s) | Appends items from string s to end of the array a. |
| a.index(x) | Returns the position number of the first occurrence of x in the array.  Raises „ValueError‟ if not found. |
| a.pop(x) | Removes the item x from the array a and returns it. |
| a.pop( ) | Removes last item from the array a |
| a.remove(x) | Removes the first occurrence of x in the array. Raises „ValueError‟  if not found. |
| a.reverse( ) | Reverses the order of elements in the array a. |
| a.tofile( f ) | Writes all elements to the file f. |
| a.tolist( ) | Converts array „a‟ into a list. |
| a.tostring( ) | Converts the array into a string. |

1. **Write a program to perform stack operations using array. Program:**

**Output:**

import sys

from array import \* a=array('i',[])

while True:

print "\n1.PUSH 2.POP 3.DISPLAY 4.EXIT"

ch=input("Enter Your Choice: ") if ch==1:

ele=input("Enter element: ") a.append(ele)

print "Inserted" elif ch==2:

if len(a)==0:

print "\t STACK IS EMPTY" else:

print "Deleted element is", a.pop( ) elif ch==3:

if len(a)==0:

print "\t STACK IS EMPTY" else:

print "\tThe Elements in Stack is", for i in a:

print i, elif ch==4:

sys.exit() else:

print "\tINVALID CHOICE"

* 1. PUSH 2.POP 3.DISPLAY 4.EXIT

Enter Your Choice: 1 Enter element: 15 Inserted

1.PUSH 2.POP 3.DISPLAY 4.EXIT

Enter Your Choice: 1 Enter element: 18 Inserted

1.PUSH 2.POP 3.DISPLAY 4.EXIT

Enter Your Choice: 3

The Elements in Stack is 15 18 1.PUSH 2.POP 3.DISPLAY 4.EXIT

Enter Your Choice: 2 Deleted element is 18

### Write a program to perform queue operations using array. Program:

import sys

from array import \* a=array('i',[])

while True:

print "\n1.INSERT 2.DELETE 3.DISPLAY 4.EXIT"

ch=input("Enter Your Choice: ") if ch==1:

ele=input("Enter element: ") a.append(ele)

elif ch==2:

if len(a)==0:

print "\t QUEUE IS EMPTY" else:

print "Deleted element is”, a[0] a.remove(a[0])

elif ch==3:

if len(a)==0:

print "\t QUEUE IS EMPTY" else:

print "\tThe Elements in Queue is", for i in a:

print i, elif ch==4:

sys.exit() else:

print "\tINVALID CHOICE"

**Output:**

1.INSERT 2.DELETE 3.DISPLAY 4.EXIT

Enter Your Choice: 1 Enter element: 12

1.INSERT 2.DELETE 3.DISPLAY 4.EXIT

Enter Your Choice: 1 Enter element: 13

1.INSERT 2.DELETE 3.DISPLAY 4.EXIT

Enter Your Choice: 1 Enter element: 14

1.INSERT 2.DELETE 3.DISPLAY 4.EXIT

Enter Your Choice: 3

The Elements in Queue is 12 13 14 1.INSERT 2.DELETE 3.DISPLAY 4.EXIT

Enter Your Choice: 2 Deleted element is 12