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101. Write a program that extracts part of the given string from the specified

position. For example, if from the sting "Working with strings is fun",

starting from position 3, 4 characters are extracted then it should return

"king".

Sol.

# include <stdio.h>

# include <stdlib.h>

# include <string.h>

int main( )

{

char str[ 20 ], news[ 20 ] ;

char \*s, \*t ;

int pos, n, i ;

printf ( "\nEnter a string: " ) ;

scanf ( "%s", str ) ;

printf ( "Enter position and no. of characters to extract: " ) ;

scanf ( "%d %d", &pos, &n ) ;

s = str ;

t = news ;

if ( pos < 0 || pos > strlen ( str ) )

{

printf ( "Improper position value" ) ;

exit ( 1 ) ;

}

if ( n < 0 )

n = 0 ;

if ( n > strlen ( str ) )

n = n - strlen ( str ) - 1 ;

s = s + pos ;

for ( i = 0 ; i < n ; i++ )

{

\*t = \*s ;

s++ ;

t++ ;

}

\*t = '\0' ;

printf ( "The substring is: %s\n", news ) ;

return 0 ;

}

102. Write a program that converts a string like "124" to an integer 124.

Sol.

include <stdio.h>

int main( )

{

char str[ 6 ] ;

int num = 0, i ;

printf ( "Enter a string containing a number: " ) ;

scanf ( "%s", str ) ;

for ( i = 0 ; str [ i ] != '\0' ; i++ )

{

if ( str[ i ] >= 48 && str[ i ] <= 57 )

num = num \* 10 + ( str[ i ] - 48 ) ;

else

{

printf ( "Not a valid string\n" ) ;

return 1 ;

}

}

printf ( "The number is: %d\n", num ) ;

return 0 ;

}

103. Write a program that generates and prints the Fibonacci words of order

0 through 5. For example, f(0) = "A", f(1) = "B", f(2) = "BA", f(3) = "BAB",

f(4) = "BABBA", etc.

Sol.

#include <stdio.h>

#include <string.h>

int main( )

{

char str[ 50 ] ;

char lastbutoneterm[ 50 ] = "A" ;

char lastterm[ 50 ] = "B" ;

int i ;

for ( i = 1 ; i <= 5 ; i++ )

{

strcpy ( str, lastterm ) ;

strcat ( str, lastbutoneterm ) ;

printf ( "%s\n", str ) ;

strcpy ( lastbutoneterm, lastterm );

strcpy ( lastterm, str ) ;

}

return 0 ;

}

103. What will be the output of the following programs?

(a) # include <stdio.h>

int main( )

{

char c[ 2 ] = "A" ;

printf ( "%c\n", c[ 0 ] ) ;

printf ( "%s\n", c ) ;

return 0 ;

}

(b) # include <stdio.h>

int main( )

{

char s[ ] = "Get organized! Learn C!!" ;

printf ( "%s\n", &s[ 2 ] ) ;

printf ( "%s\n", s ) ;

printf ( "%s\n", &s ) ;

printf ( "%c\n", s[ 2 ] ) ;

return 0 ;

}

(c) # include <stdio.h>

int main( )

{

char s[ ] = "Borrowers of books spoil the symmetry of shelves" ;

int i = 0 ;

while ( s[ i ] != 0 )

{

printf ( "%c %c\n", s[ i ], \*( s + i ) ) ;

printf ( "%c %c\n", i[ s ], \*( i + s ) ) ;

i++ ;

}

return 0 ;

}

(d) # include <stdio.h>

int main( )

{

char str1[ ] = { ’H’, ’e’, ’l’, ’l’, ’o’, 0 } ;

char str2[ ] = "Hello" ;

printf ( "%s\n", str1 ) ;

printf ( "%s\n", str2 ) ;

return 0 ;

}

(e) # include <stdio.h>

int main( )

{

printf ( 5 + "Good Morning " ) ;

printf ( "%c\n", "abcdefgh"[ 4 ] ) ;

return 0 ;

}

(f) # include <stdio.h>

int main( )

{

printf ( "%d %d %d\n", sizeof ( ’3’ ), sizeof ( "3" ), sizeof ( 3 ) ) ;

return 0 ;

}

Sol.

(a) # include <stdio.h>

int main( )

{

char c[ 2 ] = "A" ;

printf ( "%c\n", c[ 0 ] ) ;

printf ( "%s\n", c ) ;

return 0 ;

}

Output:

A

A

(b) # include <stdio.h>

int main( )

{

char s[ ] = "Get organised! learn C!!" ;

printf ( "%s\n", &s[ 2 ] ) ;

printf ( "%s\n", s ) ;

printf ( "%s\n", &s ) ;

printf ( "%c\n", s[ 2 ] ) ;

return 0 ;

}

Output:

t orgainsed ! learn c !!

Get organised ! learn c !!

et orgainsed ! learn c !!

t

(c) # include <stdio.h>

int main( )

{

char s[ ] = "Borrowers of books spoil the symmetry of shelves" ;

int i = 0 ;

while ( s[ i ] != 0 )

{

printf ( "%c %c\n", s[ i ], \*( s + i ) ) ;

printf ( "%c %c\n", i[ s ], \*( i + s ) ) ;

i++ ;

}

return 0 ;

}

Output:

B B

B B

o o

o o

r r

r r

……

……

s s

s s

(d) # include <stdio.h>

int main( )

{

char str1[ ] = { ’H’, ’e’, ’l’, ’l’, ’o’, 0 } ;

char str2[ ] = "Hello" ;

printf ( "%s\n", str1 ) ;

printf ( "%s\n", str2 ) ;

return 0 ;

}

Output:

Hello

Hello

(e) # include <stdio.h>

int main( )

{

printf ( 5 + "Good Morning " ) ;

printf ( "%c\n", "abcdefgh"[ 4 ] ) ;

return 0 ;

}

Output:

Morning e

(f) # include <stdio.h>

int main( )

{

printf ( "%d %d %d\n", sizeof ( '3' ), sizeof ( "3" ), sizeof ( 3 ) ) ;

return 0 ;

}

Output:

4 2 4

104. If the string "Alice in wonder land" is fed to the following scanf( ) statement, what will be the contents of arrays str1, str2, str3 and str4?

char str1[ 20 ], str2[ 20 ], str3[ 20 ], str4[ 20 ] ;

scanf ( "%s%s%s%s", str1, str2, str3, str4 ) ;

Answer:

str1 – Alice

str2 – in

str3 – wonder

str4 – land

105. To uniquely identify a book a 10-digit ISBN number is used. The rightmost digit in ISBN is a checksum digit. This digit is determined from the other 9 digits using the condition that d1 + 2d2 + 3d3 + ... + 10d10 must be a multiple of 11 (where di denotes the ith digit from the right). The checksum digit d1 can be any value from 0 to 10: the ISBN convention is to use the value X to denote 10. Write a program that receives a 10-digit integer, computes the checksum, and reports whether the ISBN number is correct or not.

Sol.

#include <stdio.h>

#include <string.h>

int main( )

{

char str[ 11 ] ;

int i, j, sum ;

printf ( "Enter 10 digit ISBN number: " ) ;

scanf ( "%s", str ) ;

j = 2 ;

sum = 0 ;

for ( i = 8 ; i >= 0 ; i-- )

{

sum = sum + ( str [ i ] - '0' ) \* j ;

j++ ;

}

for ( i = 0 ; i <= 9 ; i++ )

{

if ( ( sum + i ) % 11 == 0 )

break ;

if ( i == str[ 9 ] - '0' )

printf ( "ISBN Number is verified & found to be correct\n" ) ;

else

printf ( "Checksum error in ISBN Number\n" ) ;

return 0 ;

}

106. A Credit Card number is usually a 16-digit number. A valid Credit Card number would satisfy a rule explained below with the help of a dummy Credit Card number—4567 1234 5678 9129. Start with the rightmost - 1 digit and multiply every other digit by 2.

4 5 6 7 1 2 3 4 5 6 7 8 9 1 2 9

8 12 2 6 10 14 18 4

Then subtract 9 from numbers that are larger than 10. Thus, we get:

8 3 2 6 1 5 9 4

Add them all up to get 38.

Add all the other digits to get 42.

Sum of 38 and 42 is 80. Since 80 is divisible by 10, the Credit Card number is valid.

Write a program that receives a Credit Card number and checks using the above rule whether the Credit Card number is valid.

Sol.

#include <stdio.h>

#include <string.h>

int main( )

{

int len, i, sum, digit, multiple ;

char str[ 20 ] ;

printf ( "Enter the Credit Card number: " ) ;

scanf ( "%s", str ) ;

len = strlen ( str ) ;

sum = 0 ;

for ( i = 15 ; i >= 0 ; i-- )

{

digit = str[ i ] - '0';

if ( i % 2 == 0 )

{

multiple = digit \* 2 ;

digit = multiple < 10 ? multiple : multiple - 9 ;

}

sum += digit ;

}

printf ( "%d\n", sum ) ;

if ( sum % 10 == 0 )

printf ( "Valid credit card number\n" ) ;

else

printf ( "Invalid credit card number\n" ) ;

return 0 ;

}

107. Write a program to store a few strings using an array of pointers to

strings. Receive a string and check if it is present in the array.

Sol.

# include <stdio.h>

# include <string.h>

int main( )

{

char \*str[ ] = {

"We will teach you how to...",

"Move a mountain", "Level a building",

"Erase the past", "Make a million",

"...all through C!"

} ;

char str1[ 20 ], \*p ;

int i ;

printf ( "\nEnter string to be searched: " ) ;

scanf ( "%s", str1 ) ;

p = NULL ;

for ( i = 0 ; i < 6 ; i++ )

{

p = strstr ( str[ i ], str1 ) ;

if ( p != NULL )

{

printf ( "%s found in the array", str1 ) ;

return 0 ;

}

}

printf ( "%s not found in the array", str1 ) ;

return 0 ;

}

108. Write a program to alphabetically sort a set of names stored using an

array of pointers to strings.

Sol.

# include <stdio.h>

# include <string.h>

int main( )

{

char \*str[ ] = {

"Rajesh", "Ashish", "Milind",

"Pushkar", "Akash"

} ;

char \*t ;

int i, j ;

for ( i = 0 ; i < 5 ; i++ )

{

for ( j = i + 1 ; j < 5 ; j++ )

{

if ( ( strcmp ( str[ i ], str[ j ] ) ) > 0 )

{

t = str[ i ] ; str[ i ] = str[ j ] ; str[ j ] = t ;

}

}

}

for ( i = 0 ; i < 5 ; i++ )

printf ( "%s\t", str[ i ] ) ;

return 0 ;

}

109. Write a program to reverse the strings stored in an array of pointers to

strings:

Sol.

# include <stdio.h>

# include <string.h>

void xstrrev ( char \*ss ) ;

int main( )

{

char str[ ][ 35 ] = {

"To ere is human...",

"But to really mess things up...",

"One needs to know C !!"

} ;

int i ;

for ( i = 0 ; i <= 2 ; i++ )

{

xstrrev ( str[ i ] ) ;

printf ( "%s\n", str[ i ] ) ;

}

return 0 ;

}

void xstrrev ( char \*s )

{

int l, i ;

char \*t, temp ;

l = strlen ( s ) ;

t = s + l - 1 ;

for ( i = 1 ; i <= l / 2 ; i++ )

{

temp = \*s ; \*s = \*t ; \*t = temp ;

s++ ; t-- ;

}

}

110. How many bytes in memory would be occupied by the following array of pointers to strings? How many bytes would be required to store the same strings in a two-dimensional character array?

char \*mess[ ] = {

"Hammer and tongs",

"Tooth and nail",

"Spit and polish",

"You and C"

} ;

Answer:

58 bytes for storing strings using array of pointers

68 bytes for storing strings using two-dimensional array

111. Write a program to delete all vowels from a sentence. Assume that the sentence is not more than 80 characters long.

Sol.

Delete all vowels from a sentence

# include <stdio.h>

int main( )

{

char str[ 80 ], str1[ 80 ] ;

char \*s, \*p ;

printf ( "\nEnter a sentence of max 80 characters:\n" ) ;

gets ( str ) ;

s = str ;

p = str1 ;

while ( \*s )

{

if ( \*s == 'a' || \*s == 'e' || \*s == 'i' || \*s == 'o' || \*s == 'u' )

s++ ;

else

if ( \*s == 'A' || \*s == 'E' || \*s == 'I' || \*s == 'O' || \*s == 'U' )

s++ ;

else

\*p++ = \*s++ ;

}

\*p = '\0' ;

printf ( "\n\nSentence after removing all vowels is:\n" ) ;

puts ( str1 ) ;

return 0 ;

}

112. Write a program that will read a line and delete from it all occurrences of the word ‘the’.

Sol.

Delete all occurrences of "the" from a sentence

# include <stdio.h>

int main( )

{

char str[ 80 ], str2[ 80 ] ;

char \*s, \*q, \*p ;

int i ;

printf ( "\nEnter a sentence not more than 80 chars long:\n" ) ;

gets ( str ) ;

s = str ; Base address of the string

p = str2 ; Base address of new string

while ( \*s )

{

q = s ;

if ( \*s == 't' || \*s == 'T' )

{

s++ ;

if ( \*s == 'h' )

{

s++ ;

if ( \*s == 'e' )

;

else

{

for ( i = 0; i <= 2 ; i++ )

\*p++ = \*q++ ;

}

}

else

{

\*p++ = \*q++ ;

s-- ;

}

}

else

\*p++ = \*s ;

s++ ;

}

\*p = '\0' ;

printf ( "\nSentence after deleting all occurences of 'the' is:\n" ) ;

puts ( str2 ) ;

return 0 ;

}

113. Write a program that stores a set of names of individuals and abbreviates the first, middle and other names except the last name by their first letter.

Sol.

Convert a full name into initials & last name

# include <stdio.h>

# include <string.h>

int main( )

{

char str1[ 30 ], str2[ 30 ], target[ 30 ] ;

char lastname[ 20 ] ;

char \*p, \*token ;

int count, i, j ;

printf ( "\nEnter name, middle name and surname:\n" ) ;

gets ( str1 ) ;

strcpy ( str2, str1 ) ;

count = 0 ;

token = strtok ( str1, " " ) ;

while ( token != NULL )

{

count++ ;

token = strtok ( NULL, " " ) ;

}

j = 0 ;

i = 0 ;

p = strtok ( str2, " " ) ;

while ( p != NULL )

{

if ( i == count - 1 )

{

strcpy ( lastname, p ) ;

target[ j ] = '\0' ;

}

else

{

target[ j ] = \*p ;

j++ ;

target[ j ] = '.' ;

j++ ;

}

i++ ;

p = strtok ( NULL, " " ) ;

}

strcat ( target, lastname ) ;

printf ( "%s\n", target ) ;

return 0 ;

}

114. Write a program to count the number of occurrences of any two vowels in succession in a line of text. For example, in the sentence

“Please read this application and give me gratuity”

such occurrences are ea, ea, ui.

Sol.

Check for 2 vowels in succession

# include <stdio.h>

int main( )

{

char str[ 80 ] ;

int count = 0 ;

char \*s = str ;

printf ( "\nEnter the string:\n" ) ;

gets ( str ) ;

while ( \*s )

{

if ( \*s == 'a' || \*s == 'e' || \*s == 'i' || \*s == 'o' || \*s == 'u' )

{

s++ ;

if ( \*s == 'a' || \*s == 'e' || \*s == 'i' || \*s == 'o' ||

\*s == 'u' )

count ++ ;

}

s++ ;

}

printf ( "No. of occurrences: %d\n" , count ) ;

return 0 ;

}

115. Write a program that receives an integer (less than or equal to nine digits in length) and prints out the number in words. For example, if the number input is 12342, then the output should be Twelve Thousand Three Hundred Forty Two.

Sol.

Convert number to words

#include<stdio.h>

void convert ( long, char [ ] ) ;

char \*one[ ] = {

" ", " One"," Two"," Three"," Four"," Five",

" Six"," Seven", "Eight"," Nine"," Ten",

" Eleven"," Twelve"," Thirteen"," Fourteen",

"Fifteen"," Sixteen"," Seventeen"," Eighteen",

" Nineteen"

} ;

char \*ten[ ] = {

" ", " ", " Twenty"," Thirty"," Forty"," Fifty",

" Sixty", "Seventy"," Eighty"," Ninety"

} ;

int main( )

{

long num ;

printf ( "\nEnter any Number (max 9 digits): " ) ;

scanf ( "%ld", &num ) ;

if ( num <= 0 )

printf ( "No negative numbers please...\n" ) ;

else

{

convert ( ( num / 10000000 ), "Crore" ) ;

convert ( ( ( num / 100000 ) % 100 ), "Lakh" ) ;

convert ( ( ( num / 1000 ) % 100 ), "Thousand" ) ;

convert ( ( ( num / 100 ) % 10 ), "Hundred" ) ;

convert ( ( num % 100 )," " ) ;

}

}

void convert ( long n, char \*s )

{

if ( n > 19 )

printf ( "%s %s ", ten[ n / 10 ], one[ n % 10 ] ) ;

else

printf ( "%s ", one[ n ] ) ;

if ( n )

printf ( "%s ", s ) ;

}

116: let us write a program that will read a file and count how many characters, spaces, tabs and newlines are present in it.

Sol. # include <stdio.h>

int main( )

{

FILE \*fp ;

char ch ;

int nol = 0, not = 0, nob = 0, noc = 0 ;

fp = fopen ( "PR1.C", "r" ) ;

while ( 1 )

{

ch = fgetc ( fp ) ;

if ( ch == EOF )

break ;

noc++ ;

if ( ch == ' ' )

nob++ ;

if ( ch == '\n' )

nol++ ;

if ( ch == '\t' )

not++ ;

}

fclose ( fp ) ;

printf ( "Number of characters = %d\n", noc ) ;

printf ( "Number of blanks = %d\n", nob ) ;

printf ( "Number of tabs = %d\n", not ) ;

printf ( "Number of lines = %d\n", nol ) ;

return 0 ;

}

OUTPUT:

Number of characters = 125

Number of blanks = 25

Number of tabs = 13

Number of lines = 22

117: Write a program to demonstrate the practical use of these character I/O functions

Sol. # include <stdio.h>

# include <stdlib.h>

int main( )

{

FILE \*fs, \*ft ;

char ch ;

fs = fopen ( "PR1.C", "r" ) ;

if ( fs == NULL )

{

puts ( "Cannot open source file" ) ; exit ( 1 ) ;

}

ft = fopen ( "PR2.C", "w" ) ;

if ( ft == NULL )

{

puts ( "Cannot open target file" ) ;

fclose ( fs ) ; exit ( 2 ) ;

}

while ( 1 )

{

ch = fgetc ( fs ) ;

if ( ch == EOF )

break ;

else

fputc ( ch, ft ) ;

}

fclose ( fs ) ; fclose ( ft ) ;

return 0 ;

}

118: Write a program that writes strings to a file using fputs( ) and then reads them back using fgets( ).

Sol. # include <stdio.h>

# include <stdlib.h>

# include <string.h>

int main( )

{

FILE \*fp ;

char str[ 80 ] ;

fp = fopen ( "POEM.TXT", "w" ) ;

if ( fp == NULL )

{

puts ( "Cannot open file" ) ; exit ( 1 ) ;

}

printf ( "\nEnter a few lines of text:\n" ) ;

while ( strlen ( gets ( str ) ) > 0 )

{

fputs ( str, fp ) ; fputs ( "\n", fp ) ;

}

fclose ( fp ) ;

printf ( "\nFile contents are being read now…\n" , s ) ;

fp = fopen ( "POEM.TXT", "r" ) ;

if ( fp == NULL )

{

puts ( "Cannot open file" ) ; exit ( 2 ) ;

}

while ( fgets ( str, 79, fp ) != NULL )

printf ( "%s" , str ) ;

fclose ( fp ) ;

return 0 ;

}

119: Write a program to record the I/O functions in files.

Sol. # include <stdio.h>

int main( )

{

FILE \*fp ;

struct emp

{

char name[ 40 ] ; int age ; float bs ;

} ;

struct emp e ;

char ch = 'Y' ;

fp = fopen ( "EMPLOYEE.DAT", "w" ) ;

while ( ch == 'Y' )

{

printf ( "Enter name, age, salary: " ) ;

scanf ( "%s %d %f", e.name, &e.age, &e.bs ) ;

fprintf ( fp, "%s %d %f\n", e.name, e.age, e.bs ) ;

printf ( "Another record: " ) ;

ch = fgetchar( ) ;

}

fclose ( fp ) ;

fp = fopen ( "EMPLOYEE.DAT", "r" ) ;

while ( fscanf ( fp, "%s %d %f", e.name, &e.age, &e.bs ) != EOF )

printf ( "%s %d %f\n", e.name, e.age, e.bs ) ;

fclose ( fp ) ;

ch = 'Y' ;

fp = fopen ( "EMP.DAT", "wb" ) ;

while ( ch == 'Y' )

{

printf ( "Enter name, age, salary: " ) ;

scanf ( "%s %d %f", e.name, &e.age, &e.bs ) ;

fwrite ( &e, sizeof ( e ), 1, fp ) ;

printf ( "Another record: " ) ;

ch = fgetchar( ) ;

}

fclose ( fp ) ;

fp = fopen ( "EMP.DAT", "rb" ) ;

while ( fread ( &e, sizeof ( e ), 1, fp ) == 1 )

printf ( "%s %d %f\n", e.name, e.age, e.bs ) ;

fclose ( fp ) ;

return 0 ;

}

120: Write a program that performs all the file operations.

Sol. # include <fcntl.h>

# include <sys\types.h>

# include <sys\stat.h>

# include <stdlib.h>

# include <stdio.h>

int main( )

{

char buffer[ 512 ], source[ 128 ], target[ 128 ] ;

int in, out, bytes ;

printf ( "\nEnter source file name: " ) ;

gets ( source ) ;

in = open ( source, O\_RDONLY | O\_BINARY ) ;

if ( in == -1 )

{

puts ( "Cannot open file" ) ; exit ( 1 ) ;

}

printf ( "\nEnter target file name: " ) ;

gets ( target ) ;

out = open ( target, O\_CREAT | O\_BINARY | O\_WRONLY, S\_IWRITE) ;

if ( out == -1 )

{

puts ( "Cannot open file" ) ;

close ( in ) ; exit ( 2 ) ;

}

while ( ( bytes = read ( in, buffer, 512 ) ) > 0 )

write ( out, buffer, bytes ) ;

close ( in ) ; close ( out ) ;

return 0 ;

}

121: Write a program to read a file and display its contents along with line numbers before each line.

Sol. # include <stdio.h>

# include <stdlib.h>

int main( )

{

FILE \*fp ;

char ch, source[ 67 ] ; int count = 1 ;

printf ( "\nEnter file name: " ) ;

scanf ( "%s", source ) ;

fp = fopen ( source, "r" ) ;

if ( fp == NULL )

{

puts ( "Unable to open the file." ) ; exit ( 0 ) ;

}

printf ( "\n%3d: ", count ) ;

while ( ( ch = getc( fp ) ) != EOF )

{

if ( ch == '\n' )

{

count++ ;

printf ( "\n%3d: ", count ) ;

}

else

printf ( "%c", ch ) ;

}

fclose ( fp ) ;

return 0 ;

}

Output:

Enter the file name: Sample.txt

1: What is this life

2: if full of care

3: We have no time

4: to stand and stare!

122: Write a program to append the contents of one file at the end of another.

Sol. # include <stdio.h>

# include <stdlib.h>

# include <string.h>

int main( )

{

FILE \*fs, \*ft ;

char source[ 67 ], target[ 67 ], str[ 80 ] ;

puts ( "Enter source file name: " ) ;

gets ( source ) ;

puts ( "Enter target file name: " ) ;

gets ( target ) ;

fs = fopen ( source, "r" ) ;

if ( fs == NULL )

{

puts ( "Unable to open source file" ) ; exit ( 0 ) ;

}

ft = fopen ( target, "a" ) ;

if ( ft == NULL )

{

fclose ( fs ) ;

puts ( "Unable to open target file" ) ; exit ( 0 ) ;

}

while ( fgets ( str, 79, fs ) != NULL )

fputs ( str, ft ) ;

printf ( "Appending file completed!!" ) ;

fclose ( fs ) ;

fclose ( ft ) ;

return 0 ;

}

Output:

Enter source file name:

Sample.txt

Enter target file name:

NewSample.txt

Appending file completed!!

123: Answer the following questions:

(a) In which file FILE structure is defined?

(b) If a file contains the line “I am a boy\r\n” then on reading this line into the array str[ ] using fgets( ) what would str[ ] contain?

(c) State True or False:

1. The disadvantage of high-level file I/O functions is that the programmer has to manage the file buffers.

2. If a file is opened for reading, it is necessary that the file must exist.

3. If a file opened for writing already exists, its contents would be overwritten.

4. For opening a file in append mode it is necessary that the file should exist.

(d) On opening a file for reading which of the following activities are performed:

1. The disk is searched for existence of the file.

2. The file contents are brought into memory.

3. A pointer is set up which points to the first character in the file.

4. All the above.

(e) Is it necessary that a file created in text mode must always be opened in text mode for subsequent operations?

Sol. (a)The FILE structure is defined in the header file <stdio.h>.

(b) "I am a boy\r\n"

(c) False.

True

True

False

(d) The disk is searched for existence of the file.

A pointer is set up which points to the first character in the file.

(e) No, it is not necessary.

124: Attempt the following questions:

(a) Suppose a file contains student records with each record containing name and age of a student. Write a program to read these records and display them in sorted order by name.

(b) Write a program to copy contents of one file to another. While doing so replace all lowercase characters to their equivalent uppercase characters.

(c) Write a program that merges lines alternately from two files and writes the results to a new file. If one file has a smaller number of lines than the other, the remaining lines from the larger file should be simply copied into the target file.

(d) Write a program to encrypt/decrypt a file using:

(1) Offset cipher: In this cipher each character from the source file is offset with a fixed value and then written to the target file.

For example, if character read from the source file is ‘A’, then write a character represented by ‘A’ + 128 to the target file.

(2) Substitution cipher: In this cipher for each character read from the source file a corresponding predetermined character is written to the target file.

For example, if character ‘A’ is read from the source file, then a ‘!’ would be written to the target file. Similarly, every ‘B’ would be substituted by ‘5’ and so on.

(e) In the file ‘CUSTOMER.DAT’ there are 10 records with the following structure:

struct customer

{

int accno ; char name[ 30 ] ; float balance ;

} ;

In another file ‘TRANSACTIONS.DAT’ there are several records with the following structure:

struct trans

{

int accno ; char trans\_type ; float amount ;

} ;

The element trans\_type contains D/W indicating deposit or withdrawal of amount. Write a program to update ‘CUSTOMER.DAT’ file, i.e., if the trans\_type is ‘D’ then update the balance of ‘CUSTOMER.DAT’ by adding amount to balance for the corresponding accno. Similarly, if trans\_type is ‘W’ then subtract the amount from balance. However, while subtracting the amount ensure that the amount should not get overdrawn, i.e., at least 100 Rs. should remain in the account.

(f) There are 10 records present in a file with the following structure:

struct date { int d, m, y ; } ;

struct employee

{

int empcode[ 6 ] ; char empname[ 20 ] ;

struct date join\_date ; float salary ;

} ;

Write a program to read these records, arrange them in ascending order by join\_date and write them to a target file.

(g) A hospital keeps a file of blood donors in which each record has the format:

Name: 20 columns Address: 40 columns

Age: 2 columns Blood Type: 1 column (Type 1, 2, 3 or 4)

Write a program to read the file and print a list of all blood donors whose age is below 25 and whose blood type is 2.

(h) Given a list of names of students in a class, write a program to store the names in a file on disk. Make a provision to display the nth name in the list, where n is read from the keyboard.

(i) Assume that a Master file contains two fields—roll number and name of the student. At the end of the year, a set of students join the class and another set leaves. A Transaction file contains the roll numbers and an appropriate code to add or delete a student.

Write a program to create another file that contains the updated list of names and roll numbers. Assume that the Master file and the Transaction file are arranged in ascending order by roll numbers.

The updated file should also be in ascending order by roll numbers.

(j) Given a text file, write a program to create another text file deleting the words “a”, “the”, “an” and replacing each one of them with a blank space.

Sol. (a) #include <stdio.h>

#include <stdlib.h>

#include <string.h>

#define MAX\_STUDENTS 100

#define NAME\_LEN 30

struct student {

char name[NAME\_LEN];

int age;

};

int compare(const void \*a, const void \*b) {

struct student \*studentA = (struct student \*)a;

struct student \*studentB = (struct student \*)b;

return strcmp(studentA->name, studentB->name);

}

int main() {

struct student students[MAX\_STUDENTS];

int count = 0;

FILE \*file = fopen("students.txt", "r");

if (file == NULL) {

perror("Error opening file");

return EXIT\_FAILURE;

}

while (fscanf(file, "%s %d", students[count].name, &students[count].age) != EOF) {

count++;

}

fclose(file);

qsort(students, count, sizeof(struct student), compare);

for (int i = 0; i < count; i++) {

printf("%s %d\n", students[i].name, students[i].age);

}

return EXIT\_SUCCESS;

}

(b) #include <stdio.h>

#include <ctype.h>

int main() {

char source[128], target[128];

FILE \*srcFile, \*tgtFile;

int ch;

printf("Enter source file name: ");

scanf("%s", source);

printf("Enter target file name: ");

scanf("%s", target);

srcFile = fopen(source, "r");

if (srcFile == NULL) {

perror("Error opening source file");

return EXIT\_FAILURE;

}

tgtFile = fopen(target, "w");

if (tgtFile == NULL) {

perror("Error opening target file");

fclose(srcFile);

return EXIT\_FAILURE;

}

while ((ch = fgetc(srcFile)) != EOF) {

fputc(toupper(ch), tgtFile);

}

fclose(srcFile);

fclose(tgtFile);

return EXIT\_SUCCESS;

}

(c) #include <stdio.h>

int main() {

char file1[128], file2[128], target[128];

FILE \*fp1, \*fp2, \*fpTarget;

char line1[512], line2[512];

printf("Enter first file name: ");

scanf("%s", file1);

printf("Enter second file name: ");

scanf("%s", file2);

printf("Enter target file name: ");

scanf("%s", target);

fp1 = fopen(file1, "r");

if (fp1 == NULL) {

perror("Error opening first file");

return EXIT\_FAILURE;

}

fp2 = fopen(file2, "r");

if (fp2 == NULL) {

perror("Error opening second file");

fclose(fp1);

return EXIT\_FAILURE;

}

fpTarget = fopen(target, "w");

if (fpTarget == NULL) {

perror("Error opening target file");

fclose(fp1);

fclose(fp2);

return EXIT\_FAILURE;

}

while (fgets(line1, sizeof(line1), fp1) != NULL && fgets(line2, sizeof(line2), fp2) != NULL) {

fputs(line1, fpTarget);

fputs(line2, fpTarget);

}

while (fgets(line1, sizeof(line1), fp1) != NULL) {

fputs(line1, fpTarget);

}

while (fgets(line2, sizeof(line2), fp2) != NULL) {

fputs(line2, fpTarget);

}

fclose(fp1);

fclose(fp2);

fclose(fpTarget);

return EXIT\_SUCCESS;

}

(d) #include <stdio.h>

#include <stdlib.h>

void offset\_cipher(const char \*source, const char \*target, int offset) {

FILE \*srcFile, \*tgtFile;

int ch;

srcFile = fopen(source, "r");

if (srcFile == NULL) {

perror("Error opening source file");

exit(EXIT\_FAILURE);

}

tgtFile = fopen(target, "w");

if (tgtFile == NULL) {

perror("Error opening target file");

fclose(srcFile);

exit(EXIT\_FAILURE);

}

while ((ch = fgetc(srcFile)) != EOF) {

fputc(ch + offset, tgtFile);

}

fclose(srcFile);

fclose(tgtFile);

}

int main() {

char source[128], target[128];

int offset = 128;

printf("Enter source file name: ");

scanf("%s", source);

printf("Enter target file name: ");

scanf("%s", target);

offset\_cipher(source, target, offset);

return EXIT\_SUCCESS;

}  
(e) #include <stdio.h>

#include <stdlib.h>

#include <string.h>

struct customer {

int accno;

char name[30];

float balance;

};

struct trans {

int accno;

char trans\_type;

float amount;

};

int main() {

FILE \*custFile, \*transFile;

struct customer customers[10];

struct trans transaction;

int i, count = 0;

custFile = fopen("CUSTOMER.DAT", "rb+");

if (custFile == NULL) {

perror("Error opening customer file");

return EXIT\_FAILURE;

}

while (fread(&customers[count], sizeof(struct customer), 1, custFile)) {

count++;

}

transFile = fopen("TRANSACTIONS.DAT", "rb");

if (transFile == NULL) {

perror("Error opening transaction file");

fclose(custFile);

return EXIT\_FAILURE;

}

while (fread(&transaction, sizeof(struct trans), 1, transFile)) {

for (i = 0; i < count; i++) {

if (customers[i].accno == transaction.accno) {

if (transaction.trans\_type == 'D') {

customers[i].balance += transaction.amount;

} else if (transaction.trans\_type == 'W') {

if (customers[i].balance - transaction.amount >= 100) {

customers[i].balance -= transaction.amount;

} else {

printf("Insufficient balance for account %d\n", transaction.accno);

}

}

}

}

}

fclose(transFile);

fseek(custFile, 0, SEEK\_SET);

fwrite(customers, sizeof(struct customer), count, custFile);

fclose(custFile);

return EXIT\_SUCCESS;

}

(f) #include <stdio.h>

#include <stdlib.h>

struct date {

int d, m, y;

};

struct employee {

int empcode[6];

char empname[20];

struct date join\_date;

float salary;

};

int compare\_dates(const void \*a, const void \*b) {

struct employee \*empA = (struct employee \*)a;

struct employee \*empB = (struct employee \*)b;

if (empA->join\_date.y != empB->join\_date.y)

return empA->join\_date.y - empB->join\_date.y;

if (empA->join\_date.m != empB->join\_date.m)

return empA->join\_date.m - empB->join\_date.m;

return empA->join\_date.d - empB->join\_date.d;

}

int main() {

struct employee employees[10];

FILE \*file = fopen("EMPLOYEES.DAT", "r");

if (file == NULL) {

perror("Error opening file");

return EXIT\_FAILURE;

}

for (int i = 0; i < 10; i++) {

fread(&employees[i], sizeof(struct employee), 1, file);

}

fclose(file);

qsort(employees, 10, sizeof(struct employee), compare\_dates);

file = fopen("SORTED\_EMPLOYEES.DAT", "w");

if (file == NULL) {

perror("Error opening file");

return EXIT\_FAILURE;

}

for (int i = 0; i < 10; i++) {

fwrite(&employees[i], sizeof(struct employee), 1, file);

}

fclose(file);

return EXIT\_SUCCESS;

}

(g) #include <stdio.h>

#include <stdlib.h>

struct donor {

char name[20];

char address[40];

int age;

int blood\_type;

};

int main() {

struct donor donor;

FILE \*file = fopen("DONORS.DAT", "r");

if (file == NULL) {

perror("Error opening file");

return EXIT\_FAILURE;

}

while (fread(&donor, sizeof(struct donor), 1, file)) {

if (donor.age < 25 && donor.blood\_type == 2) {

printf("Name: %s\nAddress: %s\nAge: %d\nBlood Type: %d\n", donor.name, donor.address, donor.age, donor.blood\_type);

}

}

fclose(file);

return EXIT\_SUCCESS;

}

(h) #include <stdio.h>

#include <stdlib.h>

int main() {

char names[100][30];

int n, i = 0;

FILE \*file;

file = fopen("students.txt", "w");

if (file == NULL) {

perror("Error opening file");

return EXIT\_FAILURE;

}

printf("Enter student names (type 'end' to stop):\n");

while (1) {

scanf("%s", names[i]);

if (strcmp(names[i], "end") == 0) break;

fprintf(file, "%s\n", names[i]);

i++;

}

fclose(file);

printf("Enter the position of the name to display: ");

scanf("%d", &n);

if (n <= 0 || n > i) {

printf("Invalid position\n");

return EXIT\_FAILURE;

}

file = fopen("students.txt", "r");

if (file == NULL) {

perror("Error opening file");

return EXIT\_FAILURE;

}

for (int j = 0; j < n; j++) {

fgets(names[0], 30, file);

}

printf("The %dth name is: %s", n, names[0]);

fclose(file);

return EXIT\_SUCCESS;

}  
(i) #include <stdio.h>

#include <stdlib.h>

#include <string.h>

struct student {

int rollno;

char name[30];

};

struct transaction {

int rollno;

char code;

};

int main() {

struct student master[100], updated[100];

struct transaction trans;

int master\_count = 0, updated\_count = 0;

FILE \*masterFile = fopen("MASTER.DAT", "r");

if (masterFile == NULL) {

perror("Error opening master file");

return EXIT\_FAILURE;

}

while (fscanf(masterFile, "%d %s", &master[master\_count].rollno, master[master\_count].name) != EOF) {

master\_count++;

}

fclose(masterFile);

FILE \*transFile = fopen("TRANSACTION.DAT", "r");

if (transFile == NULL) {

perror("Error opening transaction file");

return EXIT\_FAILURE;

}

while (fscanf(transFile, "%d %c", &trans.rollno, &trans.code) != EOF) {

if (trans.code == 'A') {

master[master\_count].rollno = trans.rollno;

strcpy(master[master\_count].name, "New Student");

master\_count++;

} else if (trans.code == 'D') {

for (int i = 0; i < master\_count; i++) {

if (master[i].rollno == trans.rollno) {

for (int j = i; j < master\_count - 1; j++) {

master[j] = master[j + 1];

}

master\_count--;

break;

}

}

}

}

fclose(transFile);

masterFile = fopen("UPDATED\_MASTER.DAT", "w");

if (masterFile == NULL) {

perror("Error opening updated master file");

return EXIT\_FAILURE;

}

for (int i = 0; i < master\_count; i++) {

fprintf(masterFile, "%d %s\n", master[i].rollno, master[i].name);

}

fclose(masterFile);

return EXIT\_SUCCESS;

}

(j) #include <stdio.h>

#include <stdlib.h>

#include <string.h>

int is\_word\_to\_delete(const char \*word) {

return strcmp(word, "a") == 0 || strcmp(word, "the") == 0 || strcmp(word, "an") == 0;

}

void process\_file(const char \*source, const char \*target) {

FILE \*srcFile, \*tgtFile;

char word[128];

srcFile = fopen(source, "r");

if (srcFile == NULL) {

perror("Error opening source file");

exit(EXIT\_FAILURE);

}

tgtFile = fopen(target, "w");

if (tgtFile == NULL) {

perror("Error opening target file");

fclose(srcFile);

exit(EXIT\_FAILURE);

}

while (fscanf(srcFile, "%127s", word) == 1) {

if (!is\_word\_to\_delete(word)) {

fprintf(tgtFile, "%s ", word);

} else {

fprintf(tgtFile, " ");

}

}

fclose(srcFile);

fclose(tgtFile);

}

int main() {

char source[128], target[128];

printf("Enter source file name: ");

scanf("%s", source);

printf("Enter target file name: ");

scanf("%s", target);

process\_file(source, target);

return EXIT\_SUCCESS;

}

125: Write a program where Instead of the program prompting us to enter these filenames, we should be able to supply them at command prompt, in the form: filecopy PR1.C PR2.C

Sol. # include <stdio.h>

# include <stdlib.h>

int main ( int argc, char \*argv[ ] )

{

FILE \*fs, \*ft ;

char ch ;

if ( argc != 3 )

{

puts ( "Improper number of arguments\n" ) ;

exit ( 1 ) ;

}

fs = fopen ( argv[ 1 ], "r" ) ;

if ( fs == NULL )

{

puts ( "Cannot open source file\n" ) ;

exit ( 2 ) ;

}

ft = fopen ( argv[ 2 ], "w" ) ;

if ( ft == NULL )

{

puts ( "Cannot open target file\n" ) ;

fclose ( fs ) ;

exit ( 3 ) ;

}

while ( 1 )

{

ch = fgetc ( fs ) ;

if ( ch == EOF )

break ;

else

fputc ( ch, ft ) ;

}

fclose ( fs ) ;

fclose ( ft ) ;

return 0 ;

}

126: Write a program where there must be a provision to test whether our attempt to read/write was successful or not.

Sol. # include <stdio.h>

int main( )

{

FILE \*fp ;

char ch ;

fp = fopen ( "TRIAL", "w" ) ;

while ( !feof ( fp ) )

{

ch = fgetc ( fp ) ;

if ( ferror( ) )

{

perror ( "TRIAL" ) ;

break ;

}

else

printf ( "%c", ch ) ;

}

fclose ( fp ) ;

return 0 ;

}

127: Write a code to show how we can redirect the output of a program, from the screen to a file.

Sol. C>UTIL.EXE

perhaps I had a wicked childhood,

perhaps I had a miserable youth,

but somewhere in my wicked miserable past,

there must have been a moment of truth ^Z

C>

Or

C>UTIL.EXE > POEM.TXT

C>

128: Answer the following questions:

(a) How will you use the program given below to perform the following operations?

* Copy the contents of one file into another.
* Create a new file and add some text to it.
* Display the contents of an existing file.

# include <stdio.h>

int main( )

{

char ch, str[ 10 ] ;

while ( ( ch = fgetc ( stdin ) ) != -1 )

fputc ( ch, stdout ) ;

return 0 ;

}

(b) State True or False:

1. We can send arguments at command-line even if we define main( ) function without parameters.

2. To use standard file pointers we don’t need to open the file using fopen( ).

3. The zeroth element of argv array points to the name of the executable file.

(c) Write a program using command-line arguments to search for a word in a file and replace it with the specified word. The usage of the program is shown below.

C> change <old word> <new word> <filename>

(d) Write a program that can be used at command prompt as a calculating utility. The usage of the program is shown below.

C> calc <switch> <n> <m> where, n and m are two integer operands and switch is either an

arithmetic operator or a comparison operator. If arithmetic operator is supplied, the output should be the result of the operation. If comparison operator is supplied then the output should be True or False.

Sol. (a) $ ./a.out < source\_file > target\_file

$ ./a.out > new\_file

$ ./a.out < existing\_file

(b) False

True

True

(c) #include <stdio.h>

#include <stdlib.h>

#include <string.h>

void replace\_word\_in\_file(const char \*old\_word, const char \*new\_word, const char \*filename) {

FILE \*file = fopen(filename, "r");

if (!file) {

perror("Error opening file");

exit(EXIT\_FAILURE);

}

FILE \*temp = tmpfile();

if (!temp) {

perror("Error creating temporary file");

fclose(file);

exit(EXIT\_FAILURE);

}

char buffer[1024];

while (fgets(buffer, sizeof(buffer), file)) {

char \*pos;

while ((pos = strstr(buffer, old\_word)) != NULL) {

\*pos = '\0';

fprintf(temp, "%s%s", buffer, new\_word);

strcpy(buffer, pos + strlen(old\_word));

}

fprintf(temp, "%s", buffer);

}

fclose(file);

file = fopen(filename, "w");

if (!file) {

perror("Error reopening file");

fclose(temp);

exit(EXIT\_FAILURE);

}

rewind(temp);

while (fgets(buffer, sizeof(buffer), temp)) {

fputs(buffer, file);

}

fclose(file);

fclose(temp);

}

int main(int argc, char \*argv[]) {

if (argc != 4) {

fprintf(stderr, "Usage: %s <old word> <new word> <filename>\n", argv[0]);

return EXIT\_FAILURE;

}

replace\_word\_in\_file(argv[1], argv[2], argv[3]);

return EXIT\_SUCCESS;

}

(d) #include <stdio.h>

#include <stdlib.h>

#include <string.h>

int main(int argc, char \*argv[]) {

if (argc != 4) {

fprintf(stderr, "Usage: %s <switch> <n> <m>\n", argv[0]);

return EXIT\_FAILURE;

}

char \*operator = argv[1];

int n = atoi(argv[2]);

int m = atoi(argv[3]);

if (strcmp(operator, "+") == 0) {

printf("%d\n", n + m);

} else if (strcmp(operator, "-") == 0) {

printf("%d\n", n - m);

} else if (strcmp(operator, "\*") == 0) {

printf("%d\n", n \* m);

} else if (strcmp(operator, "/") == 0) {

if (m == 0) {

fprintf(stderr, "Error: Division by zero\n");

return EXIT\_FAILURE;

}

printf("%d\n", n / m);

} else if (strcmp(operator, "==") == 0) {

printf("%s\n", (n == m) ? "True" : "False");

} else if (strcmp(operator, "!=") == 0) {

printf("%s\n", (n != m) ? "True" : "False");

} else if (strcmp(operator, "<") == 0) {

printf("%s\n", (n < m) ? "True" : "False");

} else if (strcmp(operator, ">") == 0) {

printf("%s\n", (n > m) ? "True" : "False");

} else if (strcmp(operator, "<=") == 0) {

printf("%s\n", (n <= m) ? "True" : "False");

} else if (strcmp(operator, ">=") == 0) {

printf("%s\n", (n >= m) ? "True" : "False");

} else {

fprintf(stderr, "Invalid operator\n");

return EXIT\_FAILURE;

}

return EXIT\_SUCCESS;

}

129: Write a program that demonstrates the use of >> and << operators:

Sol. # include <stdio.h>

void showbits ( unsigned char ) ;

int main( )

{

unsigned char num = 225, k ;

printf ( "\nDecimal %d is same as binary ", num ) ;

showbits ( num ) ;

k = num >> 1 ;

printf ( "\n%d right shift 1 gives ", num ) ; showbits ( k ) ;

k = num >> 2 ;

printf ( "\n%d right shift 2 gives ", num ) ; showbits ( k ) ;

k = num << 1 ;

printf ( "\n%d left shift 1 gives ", num ) ; showbits ( k ) ;

k = num << 2 ;

printf ( "\n%d left shift 2 gives ", num ) ; showbits ( k ) ;

return 0 ;

}

void showbits ( unsigned char n )

{

int i ;

unsigned char j, k, andmask ;

for ( i = 7 ; i >= 0 ; i-- )

{

j = i ;

andmask = 1 << j ;

k = n & andmask ;

k == 0 ? printf ( "0" ) : printf ( "1" ) ;

}

}

130: Write a program that puts into action both the uses of & operator:

Sol. # include <stdio.h>

void showbits ( unsigned char ) ;

int main( )

{

unsigned char num = 0xAD, j ;

printf ( "\nValue of num = " ) ;

showbits ( num ) ;

j = num & 0x20 ;

if ( j == 0 )

printf ( "\nIts fifth bit is off" ) ;

else

printf ( "\nIts fifth bit is on" ) ;

j = num & 0x08 ;

if ( j == 0 )

printf ( "\nIts third bit is off" ) ;

else

{

printf ( "\nIts third bit is on" ) ;

num = num & 0xF7 ;

printf ( "\nNew value of num = " ) ;

showbits ( num ) ;

j = num & 0x08 ;

if ( j == 0 )

printf ( "\nNow its third bit is turned off" ) ;

}

return 0 ;

}

void showbits ( unsigned char n )

{

int i ;

unsigned char j, k, andmask ;

for ( i = 7 ; i >= 0 ; i-- )

{

j = i ;

andmask = 1 << j ;

k = n & andmask ;

k == 0 ? printf ( "0" ) : printf ( "1" ) ;

}

}

131: The information about colors is to be stored in bits of an unsigned char variable called color. Bit numbers 0 to 6, each represent 7 colors of a rainbow, i.e., bit 0 represents violet, 1 represents indigo, and so on. Write a program that asks the user to enter a number and based on this number it reports which colors in the rainbow do the number represents.

Sol. # include <stdio.h>

# define \_BV(x) ( 1 << x )

void showbits ( unsigned char n );

int main( )

{

unsigned char color, i ;

int c ;

char \*rbcolors[ ] = { "Violet", "Indigo", "Blue", "Green",

"Yellow", "Orange", "Red" } ;

printf ( "\nEnter any number: " ) ;

scanf ( "%d", &c ) ;

color = ( unsigned char ) c ;

printf ( "Colors represented are:\n" ) ;

for ( i = 0 ; i <= 6 ; i++ )

{

if ( ( color & \_BV ( i ) ) == \_BV ( i ) )

printf ( "%s\n", rbcolors[ i ] ) ;

}

return 0 ;

}

Output:

Enter any number: 3

Colors represented are:

Violet

Indigo

132: The time field in a structure is 2 bytes long. Distribution of different bits which account for hours, minutes and seconds is given in Figure 21.6. Define a function that would receive the 2-byte time and print the equivalent hours, minutes and seconds.

![](data:image/png;base64,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)

Sol. # include <stdio.h>

void display ( unsigned short int time ) ;

int main( )

{

unsigned short int time ;

puts ( "Enter any number less than 24446: " ) ;

scanf ( "%hu", &time ) ;

display ( time ) ;

return 0 ;

}

void display ( unsigned short int tm )

{

unsigned short int hours, minutes, seconds, temp ;

hours = tm >> 11 ;

temp = tm << 5 ;

minutes = temp >> 10 ;

temp = tm << 11 ;

seconds = ( temp >> 11 ) \* 2 ;

printf ( "For Time = %hu\n", tm ) ;

printf ( "Hours = %hu\n", hours ) ;

printf ( "Minutes = %hu\n", minutes ) ;

printf ( "Seconds = %hu\n", seconds ) ;

}

Output:

Enter any number less than 24446:

15500

For Time = 15500

Hours = 7

Minutes = 36

Seconds = 24

133: In an inter-college competition, various sports like cricket, basketball, football, hockey, lawn tennis, table tennis, carom and chess are played between different colleges. The information regarding the games won by a particular college is stored in bit numbers 0, 1, 2, 3, 4, 5, 6, 7 and 8 of an integer variable game. The college that wins in 5 or more than 5 games is awarded the

Champion of Champions trophy. If a number representing the bit pattern mentioned above is entered through the keyboard, then write a program to find out whether the college won the Champion of the Champions trophy or not, along with the names of the games won by the college.

Sol. #include <stdio.h>

int countSetBits(int n) {

int count = 0;

while (n) {

count += n & 1;

n >>= 1;

}

return count;

}

int main() {

int game;

const char \*games[] = {

"Cricket", "Basketball", "Football", "Hockey", "Lawn Tennis",

"Table Tennis", "Carom", "Chess"

};

printf("Enter the number representing the games won (bit pattern): ");

scanf("%d", &game);

int count = countSetBits(game);

if (count >= 5) {

printf("The college won the Champion of Champions trophy!\n");

} else {

printf("The college did not win the Champion of Champions trophy.\n");

}

printf("Games won by the college:\n");

for (int i = 0; i < 8; i++) {

if (game & (1 << i)) {

printf("%s\n", games[i]);

}

}

return 0;

}

134: An animal could be a canine (dog, wolf, fox, etc.), a feline (cat, lynx, jaguar, etc.), a cetacean (whale, narwhal, etc.) or a marsupial (koala, wombat, etc.). The information whether a particular animal is canine, feline, cetacean, or marsupial is stored in bit number 0, 1, 2 and 3, respectively of an integer variable type. Bit number 4 of the variable type stores the information about whether the animal is Carnivore or Herbivore.

For the following animal, complete the program to determine whether the animal is an herbivore or a carnivore. Also determine whether the animal is a canine, feline, cetacean or a marsupial.

struct animal

{

char name[ 30 ] ; int type ;

}

struct animal a = { "OCELOT", 18 } ;

Sol. #include <stdio.h>

struct animal {

char name[30];

int type;

};

int main() {

struct animal a = { "OCELOT", 18 };

const int CANINE = 1 << 0; // Bit 0

const int FELINE = 1 << 1; // Bit 1

const int CETACEAN = 1 << 2; // Bit 2

const int MARSUPIAL = 1 << 3; // Bit 3

const int CARNIVORE = 1 << 4; // Bit 4

if (a.type & CARNIVORE) {

printf("%s is a carnivore.\n", a.name);

} else {

printf("%s is a herbivore.\n", a.name);

}

if (a.type & CANINE) {

printf("%s is a canine.\n", a.name);

}

if (a.type & FELINE) {

printf("%s is a feline.\n", a.name);

}

if (a.type & CETACEAN) {

printf("%s is a cetacean.\n", a.name);

}

if (a.type & MARSUPIAL) {

printf("%s is a marsupial.\n", a.name);

}

return 0;

}

135: In order to save disk space, information about student is stored in an integer variable. Bit numbers 0 to 3 indicate whether the student is a Ist year, IInd year, IIIrd year or IVth year student respectively. Bits 4 to 7 indicate whether the student's stream is Mechanical, Chemical, Electronics or CS. Rest of the bits store room number. Such data for 4 students is stored in the following array: int data[ ] = { 273, 548, 786, 1096 } ; Write a program that uses this data and displays the information about the student.

Sol. #include <stdio.h>

int main() {

int data[] = { 273, 548, 786, 1096 };

const int YEAR\_MASK = 0b1111;

const int STREAM\_MASK = 0b11110000;

const char\* years[] = { "Ist", "IInd", "IIIrd", "IVth" };

const char\* streams[] = { "Mechanical", "Chemical", "Electronics", "CS" };

for (int i = 0; i < 4; ++i) {

int year = data[i] & YEAR\_MASK;

int stream = (data[i] & STREAM\_MASK) >> 4;

int room = data[i] >> 8;

printf("Student %d:\n", i + 1);

printf("Year: %s\n", years[year]);

printf("Stream: %s\n", streams[stream]);

printf("Room Number: %d\n", room);

printf("\n");

}

return 0;

}

136: What will be the output of the following program?

# include <stdio.h>

int main( )

{

int i = 32, j = 65, k, l, m, n, o, p ;

k = i | 35 ; l = ~k ; m = i & j ;

n = j ^ 32 ; o = j << 2 ; p = i >> 5 ;

printf ( "k = %d l = %d m = %d\n", k, l, m ) ;

printf ( "n = %d o = %d p = %d\n", n, o, p ) ;

return 0 ;

}

Sol. k = 51 l = -52 m = 0

n = 97 o = 260 p = 0

137: What is hexadecimal equivalent of each of the following binary numbers?

01011010 11000011

1010101001110101 1111000001011010

Sol. #include <stdio.h>

#include <stdlib.h>

#include <string.h>

char\* binaryToHex(char\* binary) {

// Lookup table for hexadecimal digits

char\* hexTable[16] = {"0", "1", "2", "3", "4", "5", "6", "7", "8", "9", "A", "B", "C", "D", "E", "F"};

int binaryLength = strlen(binary);

int paddedLength = (binaryLength % 4 == 0) ? binaryLength : (binaryLength + 4 - (binaryLength % 4));

char\* paddedBinary = (char\*)malloc(paddedLength + 1);

memset(paddedBinary, '0', paddedLength);

paddedBinary[paddedLength] = '\0';

strncpy(paddedBinary + (paddedLength - binaryLength), binary, binaryLength);

int hexLength = paddedLength / 4;

char\* hex = (char\*)malloc(hexLength + 1);

hex[hexLength] = '\0';

for (int i = 0; i < hexLength; i++) {

char group[5];

strncpy(group, paddedBinary + i \* 4, 4);

group[4] = '\0';

int decimal = strtol(group, NULL, 2);

hex[i] = \*hexTable[decimal];

}

free(paddedBinary);

return hex;

}

int main() {

char binary1[] = "01011010";

char binary2[] = "11000011";

char binary3[] = "1010101001110101";

char binary4[] = "1111000001011010";

char\* hex1 = binaryToHex(binary1);

char\* hex2 = binaryToHex(binary2);

char\* hex3 = binaryToHex(binary3);

char\* hex4 = binaryToHex(binary4);

printf("Binary: %s, Hexadecimal: %s\n", binary1, hex1);

printf("Binary: %s, Hexadecimal: %s\n", binary2, hex2);

printf("Binary: %s, Hexadecimal: %s\n", binary3, hex3);

printf("Binary: %s, Hexadecimal: %s\n", binary4, hex4);

free(hex1);

free(hex2);

free(hex3);

free(hex4);

return 0;

}

138: Rewrite the following expressions using bitwise compound assignment operators:

a = a | 3 a = a & 0x48 b = b ^ 0x22 c = c << 2

Sol. a |= 3;

b &= 0x48;

c ^= 0x22;

c <<= 2;

139: Consider an unsigned integer in which rightmost bit is numbered as 0. Write a function checkbits ( x, p, n ) which returns true if all "n" bits starting from position "p" are turned on, false otherwise. For example, checkbits ( x, 4, 3 ) will return true if bits 4, 3 and 2 are 1 in number x.

Sol. #include <stdbool.h>

bool checkbits(unsigned int x, int p, int n) {

unsigned int mask = (1 << n) - 1 << (p - n + 1);

return (x & mask) == mask;

}

int main() {

unsigned int x = 0b11111110;

int p = 4;

int n = 3;

bool result = checkbits(x, p, n);

if (result) {

printf("Bits %d to %d are all turned on in number x.\n", p, p - n + 1);

} else {

printf("Not all bits %d to %d are turned on in number x.\n", p, p - n + 1);

}

return 0;

}

140: Write a program to scan an 8-bit number into a variable and check whether its 3rd, 6th and 7th bit is on.

Sol. #include <stdio.h>

#include <stdbool.h>

int main() {

unsigned char num;

bool bit3, bit6, bit7;

printf("Enter an 8-bit number: ");

scanf("%hhu", &num);

bit3 = (num & (1 << 2)) != 0;

bit6 = (num & (1 << 5)) != 0;

bit7 = (num & (1 << 6)) != 0;

if (bit3 && bit6 && bit7) {

printf("The 3rd, 6th, and 7th bits are all on.\n");

} else {

printf("The 3rd, 6th, and 7th bits are not all on.\n");

}

return 0;

}

141: Write a program to receive an unsigned 16-bit integer and then exchange the contents of its 2 bytes using bitwise operators.

Sol. #include <stdio.h>

int main() {

unsigned short int num;

printf("Enter an unsigned 16-bit integer: ");

scanf("%hu", &num);

unsigned short int exchanged\_num = ((num & 0xFF) << 8) | ((num >> 8) & 0xFF);

printf("Original number: %hu\n", num);

printf("Exchanged number: %hu\n", exchanged\_num);

return 0;

}

142: Write a program to receive an 8-bit number into a variable and then exchange its higher 4 bits with lower 4 bits.

Sol. #include <stdio.h>

int main() {

unsigned char num;

printf("Enter an 8-bit number: ");

scanf("%hhu", &num);

unsigned char exchanged\_num = ((num & 0x0F) << 4) | ((num & 0xF0) >> 4);

printf("Original number: %hhu\n", num);

printf("Exchanged number: %hhu\n", exchanged\_num);

return 0;

}

143: Write a program to receive an 8-bit number into a variable and then set its odd bits to 1.

Sol. #include <stdio.h>

int main() {

unsigned char num;

printf("Enter an 8-bit number: ");

scanf("%hhu", &num);

unsigned char modified\_num = num | 0xAA; // 0xAA in binary: 10101010

printf("Original number: %hhu\n", num);

printf("Modified number: %hhu\n", modified\_num);

return 0;

}

144: Write a program to receive an 8-bit number into a variable and then check if its 3rd and 5th bit are on. If these bits are found to be on then put them off.

Sol. #include <stdio.h>

int main() {

unsigned char num;

printf("Enter an 8-bit number: ");

scanf("%hhu", &num);

if ((num & (1 << 2)) && (num & (1 << 4))) {

num &= ~(1 << 2);

num &= ~(1 << 4);

printf("3rd and 5th bits were on. They are turned off now.\n");

} else {

printf("3rd and 5th bits were not both on.\n");

}

printf("Original number: %hhu\n", num);

return 0;

}

145: Write a program to receive an 8-bit number into a variable and then check if its 3rd and 5th bit are off. If these bits are found to be off then put them on.

Sol. #include <stdio.h>

int main() {

unsigned char num;

printf("Enter an 8-bit number: ");

scanf("%hhu", &num);

if (!(num & (1 << 2)) && !(num & (1 << 4))) {

num |= (1 << 2);

num |= (1 << 4);

printf("3rd and 5th bits were off. They are turned on now.\n");

} else {

printf("3rd and 5th bits were not both off.\n");

}

printf("Original number: %hhu\n", num);

return 0;

}

146: Rewrite the showbits( ) function used in this chapter using the \_BV macro.

Sol. #include <stdio.h>

#define \_BV(bit) (1 << (bit))

void showbits(unsigned char num) {

int bit;

for (bit = 7; bit >= 0; bit--) {

if (num & \_BV(bit))

printf("1");

else

printf("0");

}

printf("\n");

}

int main() {

unsigned char num;

printf("Enter an 8-bit number: ");

scanf("%hhu", &num);

printf("Binary representation: ");

showbits(num);

return 0;

}

147: Write a code to force the compiler to explicitly convert the value of an expression to a particular data type.

Sol. # include <stdio.h>

int main( )

{

float a, b ;

int x = 6, y = 4 ;

a = x / y ;

printf ( "Value of a = %f\n", a ) ;

b = ( float ) x / y ;

printf ( "Value of b = %f\n", b ) ;

return 0 ;

}

Output:

Value of a = 1.000000

Value of b = 1.500000

148: Define three functions—fun1( ), fun2( ) and fun3( ). Each function should receive two integers and return a float. Store the addresses of these functions in an array. Call these functions using the addresses stored in the array.

Sol. # include <stdio.h>

float fun1 ( int, int ) ;

float fun2 ( int, int ) ;

float fun3 ( int, int ) ;

float fun1 ( int i, int j )

{

printf ( "In fun1\n" ) ; return 1.0f ;

}

float fun2 ( int i, int j )

{

printf ( "In fun2\n" ) ; return 2.0f ;

}

float fun3 ( int i, int j )

{

printf ( "In fun3\n" ) ; return 3.0f ;

}

int main( )

{

float ( \*ptr[ 3 ] ) ( int, int ) ;

float f ; int i ;

ptr[ 0 ] = fun1 ; ptr[ 1 ] = fun2 ; ptr[ 2 ] = fun3 ;

for ( i = 0 ; i < 3 ; i++ )

{

f = ( \*ptr[ i ] )( 100, i ) ;

printf ( "%f\n", f ) ;

}

return 0 ;

}

Output:

In fun1

1.000000

In fun2

2.000000

In fun3

3.000000

149: Define a function which can find average of the arguments passed to it. Note that in different calls the function may receive different number of arguments.

Sol. # include <stdio.h>

# include <stdarg.h>

int findavg ( int, ... ) ;

int main( )

{

int avg ;

avg = findavg ( 5, 23, 15, 1, 92, 50 ) ;

printf ( "avg = %d\n", avg ) ;

avg = findavg ( 3, 100, 30, 29 ) ;

printf ( "avg = %d\n", avg ) ;

return 0 ;

}

int findavg ( int tot\_num, ... )

{

int avg, i, num, sum ;

va\_list ptr ;

va\_start ( ptr, tot\_num ) ;

sum = 0 ;

for ( i = 1 ; i <= tot\_num ; i++ )

{

num = va\_arg ( ptr, int ) ;

sum = sum + num ;

}

return ( sum / tot\_num ) ;

}

Output:

avg = 36

avg = 53

150: What will be the output of the following programs?

(a) # include <stdio.h>

int main( )

{

enum status { pass, fail, atkt } ;

enum status stud1, stud2, stud3 ;

stud1 = pass ;

stud2 = fail ;

stud3 = atkt ;

printf ( "%d %d %d\n", stud1, stud2, stud3 ) ;

return 0 ;

}

(b) # include <stdio.h>

int main( )

{

printf ( "%f\n", ( float ) ( ( int ) 3.5 / 2 ) ) ;

printf ( "%d\n", ( int ) ( ( ( float ) 3 / 2 ) \* 3 ) ) ;

return 0 ;

}

Sol. (a) 0 1 2

(b) 1.000000

4