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**Постановка задачи**

**Вариант 8.**

Составить программу на языке Си, обрабатывающую данные в многопоточном режиме. При обработки использовать стандартные средства создания потоков операционной системы (Windows/Unix). Ограничение максимального количества потоков, работающих в один момент времени, должно быть задано ключом запуска вашей программы.

Есть К массивов одинаковой длины. Необходимо сложить эти массивы.

**Общий метод и алгоритм решения**

В данной лабораторной работе реализованы две версии программы для многопоточного суммирования массивов на языке Си с использованием WinAPI. Первая версия использует мьютекс для синхронизации доступа к общему ресурсу (результирующему массиву). Вторая версия применяет атомарные операции для инкремента значений в результирующем массиве, исключая необходимость явной блокировки. Основной алгоритм заключается в разделении задачи на подзадачи, каждая из которых обрабатывается отдельным потоком.

Использованные системные вызовы включают CreateThread для создания потоков, WaitForSingleObject и WaitForMultipleObjects для ожидания завершения потоков, CreateMutex для создания мьютекса, ReleaseMutex для освобождения мьютекса, и InterlockedExchangeAdd для атомарного сложения значений.

**Код программы**

**threads\_p.c**

#include <windows.h>

#include <stdlib.h>

#include <stdio.h>

typedef struct

{

    int \*data;

    int length;

} Array;

typedef struct

{

    Array \*arrays;

    int \*result;

    int start;

    int end;

    int array\_count;

    HANDLE mutex;

} ThreadData;

DWORD WINAPI ThreadFunction(LPVOID arg)

{

    ThreadData \*data = (ThreadData \*)arg;

    for (int i = data->start; i < data->end; ++i)

    {

        int sum = 0;

        for (int j = 0; j < data->array\_count; ++j)

        {

            sum += data->arrays[j].data[i];

        }

        WaitForSingleObject(data->mutex, INFINITE);

        data->result[i] = sum;

        ReleaseMutex(data->mutex);

    }

    return 0;

}

int main(int argc, char \*argv[])

{

    if (argc < 3)

    {

        MessageBoxW(NULL, L"Not enough arguments", L"Error", MB\_OK);

        return 1;

    }

    int max\_threads = atoi(argv[1]);

    int array\_count = atoi(argv[2]);

    int array\_length = 1000;

    Array \*arrays = (Array \*)malloc(array\_count \* sizeof(Array));

    for (int i = 0; i < array\_count; ++i)

    {

        arrays[i].data = (int \*)malloc(array\_length \* sizeof(int));

        arrays[i].length = array\_length;

        for (int j = 0; j < array\_length; ++j)

        {

            arrays[i].data[j] = rand() % 100;

        }

    }

    int \*result = (int \*)malloc(array\_length \* sizeof(int));

    HANDLE mutex = CreateMutex(NULL, FALSE, NULL);

    LARGE\_INTEGER frequency;

    LARGE\_INTEGER start, end;

    QueryPerformanceFrequency(&frequency);

    QueryPerformanceCounter(&start);

    HANDLE \*threads = (HANDLE \*)malloc(max\_threads \* sizeof(HANDLE));

    ThreadData \*threadData = (ThreadData \*)malloc(max\_threads \* sizeof(ThreadData));

    int chunk\_size = array\_length / max\_threads;

    for (int i = 0; i < max\_threads; ++i)

    {

        threadData[i].arrays = arrays;

        threadData[i].result = result;

        threadData[i].start = i \* chunk\_size;

        threadData[i].end = (i == max\_threads - 1) ? array\_length : (i + 1) \* chunk\_size;

        threadData[i].array\_count = array\_count;

        threadData[i].mutex = mutex;

        threads[i] = CreateThread(NULL, 0, ThreadFunction, &threadData[i], 0, NULL);

        if (threads[i] == NULL)

        {

            MessageBoxW(NULL, L"Could not create thread", L"Error", MB\_OK);

            free(threads);

            free(threadData);

            return 1;

        }

    }

    WaitForMultipleObjects(max\_threads, threads, TRUE, INFINITE);

    QueryPerformanceCounter(&end);

    double elapsed\_time = (double)(end.QuadPart - start.QuadPart) / frequency.QuadPart;

    wchar\_t message[256];

    swprintf\_s(message, 256, L"Elapsed time: %f seconds", elapsed\_time);

    MessageBoxW(NULL, message, L"Time", MB\_OK);

    for (int i = 0; i < array\_count; ++i)

    {

        free(arrays[i].data);

    }

    free(arrays);

    free(result);

    free(threads);

    free(threadData);

    CloseHandle(mutex);

    return 0;

}

**threads\_a.c**

#include <windows.h>

#include <stdlib.h>

#include <stdio.h>

typedef struct

{

    int \*data;

    int length;

} Array;

typedef struct

{

    Array \*arrays;

    volatile LONG \*result;

    int start;

    int end;

    int array\_count;

} ThreadData;

DWORD WINAPI ThreadFunction(LPVOID arg)

{

    ThreadData \*data = (ThreadData \*)arg;

    for (int i = data->start; i < data->end; ++i)

    {

        int sum = 0;

        for (int j = 0; j < data->array\_count; ++j)

        {

            sum += data->arrays[j].data[i];

        }

        InterlockedExchangeAdd(data->result + i, sum);

    }

    return 0;

}

int main(int argc, char \*argv[])

{

    if (argc < 3)

    {

        MessageBoxW(NULL, L"Not enough arguments", L"Error", MB\_OK);

        return 1;

    }

    int max\_threads = atoi(argv[1]);

    int array\_count = atoi(argv[2]);

    int array\_length = 1000;

    Array \*arrays = (Array \*)malloc(array\_count \* sizeof(Array));

    for (int i = 0; i < array\_count; ++i)

    {

        arrays[i].data = (int \*)malloc(array\_length \* sizeof(int));

        arrays[i].length = array\_length;

        for (int j = 0; j < array\_length; ++j)

        {

            arrays[i].data[j] = rand() % 100;

        }

    }

    volatile LONG \*result = (volatile LONG \*)malloc(array\_length \* sizeof(LONG));

    for (int i = 0; i < array\_length; ++i)

    {

        result[i] = 0;

    }

    LARGE\_INTEGER frequency;

    LARGE\_INTEGER start, end;

    QueryPerformanceFrequency(&frequency);

    QueryPerformanceCounter(&start);

    HANDLE \*threads = (HANDLE \*)malloc(max\_threads \* sizeof(HANDLE));

    ThreadData \*threadData = (ThreadData \*)malloc(max\_threads \* sizeof(ThreadData));

    int chunk\_size = array\_length / max\_threads;

    for (int i = 0; i < max\_threads; ++i)

    {

        threadData[i].arrays = arrays;

        threadData[i].result = result;

        threadData[i].start = i \* chunk\_size;

        threadData[i].end = (i == max\_threads - 1) ? array\_length : (i + 1) \* chunk\_size;

        threadData[i].array\_count = array\_count;

        threads[i] = CreateThread(NULL, 0, ThreadFunction, &threadData[i], 0, NULL);

        if (threads[i] == NULL)

        {

            MessageBoxW(NULL, L"Could not create thread", L"Error", MB\_OK);

            free(threads);

            free(threadData);

            return 1;

        }

    }

    WaitForMultipleObjects(max\_threads, threads, TRUE, INFINITE);

    QueryPerformanceCounter(&end);

    double elapsed\_time = (double)(end.QuadPart - start.QuadPart) / frequency.QuadPart;

    wchar\_t message[256];

    swprintf\_s(message, 256, L"Elapsed time: %f seconds", elapsed\_time);

    MessageBoxW(NULL, message, L"Time", MB\_OK);

    for (int i = 0; i < array\_count; ++i)

    {

        free(arrays[i].data);

    }

    free(arrays);

    free((void \*)result);

    free(threads);

    free(threadData);

    return 0;

}

**Протокол работы программы**

**Тестирование:**
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(Скриншот консоли программы)

![](data:image/png;base64,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)

(Вывод времени выполнения через MessageBoxW)

**nttrace:**

...

NtAllocateVirtualMemory(ProcessHandle=-1, lpAddress=0x74137fec50 [0x000001e15b786000], ZeroBits=0, pSize=0x74137fecf8 [0x1000], flAllocationType=0x1000, flProtect=4) => 0

NtAllocateVirtualMemory(ProcessHandle=-1, lpAddress=0x74137fec50 [0x000001e15b787000], ZeroBits=0, pSize=0x74137fecf8 [0x1000], flAllocationType=0x1000, flProtect=4) => 0

NtAllocateVirtualMemory(ProcessHandle=-1, lpAddress=0x74137fec50 [0x000001e15b788000], ZeroBits=0, pSize=0x74137fecf8 [0x1000], flAllocationType=0x1000, flProtect=4) => 0

**NtCreateThreadEx**(ThreadHandle=0x74137feea8 [0xcc], DesiredAccess=DELETE|READ\_CONTROL|WRITE\_DAC|WRITE\_OWNER|SYNCHRONIZE|0xffff, ObjectAttributes=null, ProcessHandle=-1, StartRoutine=0x7ff77e6a1450, Argument=0x1e15a111df0, CreateFlags=0, ZeroBits=0, StackSize=0, MaximumStackSize=0, AttributeList=0x74137fefd0) => 0

Created thread: 4952 at 00007FF77E6A1450

NtCreateThreadEx(ThreadHandle=0x74137feea8 [0xd0], DesiredAccess=DELETE|READ\_CONTROL|WRITE\_DAC|WRITE\_OWNER|SYNCHRONIZE|0xffff, ObjectAttributes=null, ProcessHandle=-1, StartRoutine=0x7ff77e6a1450, Argument=0x1e15a111e10, CreateFlags=0, ZeroBits=0, StackSize=0, MaximumStackSize=0, AttributeList=0x74137fefd0) => 0

Created thread: 13784 at 00007FF77E6A1450

NtDeviceIoControlFile(FileHandle=0x50, Event=0, ApcRoutine=null, ApcContext=null, IoStatusBlock=0x74139fed80, IoControlCode=0x00500016, InputBuffer=0x74139fed90, InputBufferLength=0x30, OutputBuffer=null, OutputBufferLength=0) => 0xc00700bb [187 'Не найдено указанное имя системного семафора.']

Created thread: 10664 at 00007FF77E6A1450

NtCreateThreadEx(ThreadHandle=0x74137feea8 [0xb4], DesiredAccess=DELETE|READ\_CONTROL|WRITE\_DAC|WRITE\_OWNER|SYNCHRONIZE|0xffff, ObjectAttributes=null, ProcessHandle=-1, StartRoutine=0x7ff77e6a1450, Argument=0x1e15a111e30, CreateFlags=0, ZeroBits=0, StackSize=0, MaximumStackSize=0, AttributeList=0x74137fefd0) => 0

Created thread: 18024 at 00007FF77E6A1450

NtWaitForSingleObject(Handle=0x40, Alertable=false, Timeout=null) => 0

NtAllocateVirtualMemory(ProcessHandle=-1, lpAddress=0x74139fe990 [0x000001e15b789000], ZeroBits=0, pSize=0x74139fea38 [0x1000], flAllocationType=0x1000, flProtect=4) => 0

**NtCreateThreadEx**(ThreadHandle=0x74137feea8 [0xd4], DesiredAccess=DELETE|READ\_CONTROL|WRITE\_DAC|WRITE\_OWNER|SYNCHRONIZE|0xffff, ObjectAttributes=null, ProcessHandle=-1, StartRoutine=0x7ff77e6a1450, Argument=0x1e15a111e50, CreateFlags=0, ZeroBits=0, StackSize=0, MaximumStackSize=0, AttributeList=0x74137fefd0) => 0

NtSetEvent(EventHandle=0x40, PrevState=null) => 0

NtTestAlert() => 0

NtWaitForSingleObject(Handle=0x40, Alertable=false, Timeout=null) => 0

...

**Табличка график с тестированием по времениля 100000 массивов**

**Примитивы**

|  |  |  |  |
| --- | --- | --- | --- |
| Число потоков | Время исполнения (мс) | Ускорение | Эффективность |
| 1 | 990 | 1 | 1 |
| 2 | 520 | 1,9 | 0,95 |
| 3 | 390 | 2,54 | 0,847 |
| 4 | 340 | 2,91 | 0,728 |
| 5 | 310 | 3,19 | 0,638 |
| 6 | 300 | 3,3 | 0,55 |

**Атомики**

|  |  |  |  |
| --- | --- | --- | --- |
| Число потоков | Время исполнения (мс) | Ускорение | Эффективность |
| 1 | 980 | 1 | 1 |
| 2 | 515 | 1,9 | 0,95 |
| 3 | 385 | 2,55 | 0,85 |
| 4 | 335 | 2,93 | 0,733 |
| 5 | 305 | 3,21 | 0,642 |
| 6 | 295 | 3,32 | 0,553 |

Результаты показывают, что с увеличением числа потоков время выполнения программы уменьшается как для примитивов синхронизации, так и для атомиков. Эффективность снижается с ростом числа потоков, что говорит о насыщении ресурсов и увеличении конкуренции за них. Атомики показывают немного лучшую производительность по сравнению с примитивами синхронизации за счёт меньших накладных расходов.

**Вывод**

В данной лабораторной работе реализованы две версии программы для многопоточного суммирования массивов на языке Си с использованием WinAPI. При выполнении лабораторной работы основной проблемой была необходимость ручного управления памятью и синхронизацией потоков. Например, требовалось явно освобождать выделенную память для массивов и потоков, а также корректно инициализировать мьютекс и использовать атомарные операции. Также возникли сложности с преобразованием типов данных для корректного вывода информации через MessageBoxW.