|  |
| --- |
|  |
|  |
| **第一讲 Java语言入门**  **1.1 Java的特点**  **1.1.1面向对象：**   * 与C++相比，JAVA是纯的面向对象的语言       C++为了向下兼容C，保留了很多C里面的特性，而C，众所周知是面向过程的语言，这就使C++成为一个"混血儿"。而JAVA语法中取消了C＋＋里为兼容C所保留的特性，如取消了头文件、指针算法、结构、单元等。  **1.1.2可移植（平台无关性）：**   * 生成中间字节码指令       与其他编程语言不同，Java并不生成可执行文件（.exe文件），而是生成一种中间字节码文件（.class文件）。任何操作系统，只要装有Java虚拟机（JVM），就可以解释并执行这个中间字节码文件。这正是Java实现可移植的机制。   * 原始数据类型存储方法固定，避开移植时的问题       Java的原始数据类型的大小是固定的。比如，在任何机器上，整型都是32位，而C++里整型是依赖于目标机器的，对16位处理器（比如8086），整数用两个字节表示；在像Sun SPARC这样的32位处理器中，整数用4个字节表示。在Intel Pentium处理器上，整数类型由具体的操作系统决定：对于DOS和Win32来说，整数是2个字节；对于Windows 9x 、NT和2000，整数是4个字节。当然，使整数类型平台无关之后，性能必然有所下降，但就Java来说，这个代价是值得的。Java的字符串，则采用标准的Unicode格式保存。可以说，没有这个特性，Java的可移植性也不可能实现。  **1.1.3简单**   * JAVA在语法上与C++类似       JAVA的语法与C++很接近，有过C或者C＋＋编程经验的程序员很容易就可以学会JAVA语法；   * 取消了C++的一些复杂而低效的特性比如：用接口技术代替了C++的多重继承。C＋＋中，一个类允许有多个超类，这个特性叫做"多重继承"，多重继承使得编译器非常复杂且效率不高；JAVA的类只允许有一个超类，而用接口（Interface）技术实现与C＋＋的多继承相类似的功能       其它被取消的特性包括：虚拟基础类、运算符过载等   * JAVA的基本解释器和类支持模块大概仅40K       即使加入基本的标准库和支持线程的模块，也才220K左右。与GUI（图形用户界面）相比，明显小很多  **1.1.4健壮**   * 取消了指针算法       C的最关键的一个特性是它的强大指针算法，比如可以用指针访问字符串、数组甚至文件，很容易产生指针溢出，意外地改写内存和损毁数据。JAVA里有一个指针模型，对于普通的任务，如访问字符串、数组，根本不用指针，而一旦需要，比如访问对象、文件时，也可以获得指针的强大能力，但JAVA同时有高度的指针安全保障，用户永远不可能访问一个坏掉的指针、不可能造成内存分配错误，也用不着专门提防可能出现的内存漏洞。  **1.1.5多线程**   * 强大的多线程能力       多线程可以使程序有更好的交互性和实时性，并可以最大限度地利用多处理器系统。JAVA有着强大的多线程处理能力，因为各主流操作系统平台在线程的实施方面有重大的差异，所以JAVA为不同的操作系统实现了专门的多线程机制。在这点上来说，JAVA没有做到平台无关。 |
| aban |
|  |
| **1.2 Java简史**   * 首次亮相--1995年5月       Java技术起先是作为小型的计算机语言，用于消费类设备，比如有线电视交换盒等。因为这些设备的功能和内存均不足以运行大程序，所以程序要尽可能小；另外，由于不同的厂商可能选用不同的CPU，所以要求这种语言不能受限于任何一种独立的体系结构。1995年5月23日召开的SunWorld '95大会上，一种全新的浏览器（今天的HotJava的前身）亮相，标志着Java的诞生。   * 开始流行--1996年1月       那时网景公司决定在Netscape2.0加入对Java的支持，Netscape2.0在1996年1月发布，从这一版本开始，所有Netscape浏览器均支持Java。注册了Java使用许可证的还有IBM、Symantec、Inprise和其他许多公司。就连微软，也加入了这一行列（尽管他们支持的Java和标准的Java稍有不同）。   * SUN的第一个JAVA版本--1996年初       Sun公司于1996年初发布了Java 1.02，遗憾的是，Java1.02还未摆脱其小型语言的影子，只适合用来做诸如网页上一个随机移动的文字之类的工作，并不适合用来做正规的程序开发。Java1.02作为一种正规的编程语言，可以说，准备得很不充分。   * 成熟--1998年       1998年12月，Java1.2问世了。它是一个功能全面的、具有高度扩展能力的新版本。3天后，Java1.2被改进成Java2，向"一次编写，到处运行"的目标前进了一大步。   * 现状       现在最新的Java版本是JDK1.4，它是一个测试版，稳定的正式版是JDK1.3。用户可以到http://java.sun.com/products/免费下载。微软在它的最新浏览器IE6.0中不再支持Java，为Java的发展带来阴影。 |
| ban |
|  |
| **1.3 JDK的安装与编程环境的设定**  **1.3.1 Java程序的开发过程**  01-3      经典的Java工具包是JDK。尽管可以用任何文本编辑器，如记事本，都可以直接编写Java程序然后用JDK的命令编译和运行，为了调试方便，也为了初学者容易上手，本教程课件将使用一个叫JPadPro的Java编写工具来调用JDK的工具。用户可以到http://www.modelworks.com下载这个工具。  **1.3.2 JDK的安装**  **1.3.3安装运行之后，应该首先设置JDK工具包所在的路径。**      菜单栏的JDK-〉select JDK Directory-〉选择刚才安装的JDK路径-〉OK。  **1.3.4 新建一个project**      菜单栏的File->new projects->选择路径, 输入project的名字。 |
| ban |
|  |
| **1.4两个简单的程序示例**  **1.4.1 Java 应用程序：Hello.java**   * 编写       新建一个.java文件。File-〉new-〉java file-〉输入一个名字：Hello-〉点creat file.出现了一个空的java文件。   * 编译       JDK-〉compile Hello.java 或者点击如演示所示的按钮。实际上是执行JDK工具包里的javac.exe命令，与javac G:\java2jiaocheng\example\teach1\Hello.java是等价的。便已完成之后在同一个文件夹就会有一个同名的.class文件。   * 看编译结果，改错       错误举例：少写一个分号；录入错误；   * 运行       JDK-〉Run classes-〉选择要运行的class，输入参数（这里，没有参数）或者点击如演示所示的按钮。      一个有参数的例子   * 看运行结果   **1.4.2 Java Applet: StarterApplet.java**      新建一个Java Applet文件。File-〉new-〉java Applet-〉输入一个名字：StarterApplet-〉出现了一个空的java文件和一个Html文件。   * 编译   JDK-〉compile StarterApplet.java 或者点击如演示所示的按钮。实际上是执行JDK工具包里的javac.exe命令，与javac G:\java2jiaocheng\example\teach1\ StarterApplet.java是等价的。  注意 不要隐藏文件的扩展名，否则给编译时带来麻烦！可以在工  工具/文件夹先项/查看/中修改！！   * 看编译结果，改错 * 运行       JDK-〉Test Applet-〉选择要运行的class，输入参数（这里，没有参数）      或者点击如演示所示的按钮      或者直接双击Html文件。   * 看运行结果 |
| ban |
|  |
| **1.5 如果获得帮助**  **1.5.1 下载帮助**      JDK并不包含帮助文件，需要到网站上下载，里面有示例和说明。      http://www.confluent.fr/javadoc/jdk13e.html，下载下来时候，双击安装。  **1.5.2 使用帮助**      敲入想查找的关键字，按回车。 |
| ban |
|  |
| **1.6 编程的一些约定**  注意：在一个原文件中只能有一个public 类！且文件名与public类同名！  **1.6.1命名规则**      类名与文件名应该一致，否则编译出错。比如，class Hello的文件名应该是Hello.java      类名首字母大写，每个单词开头大写，其他用小写。比如：Hello.java, StarterApplet.java。      变量名用第一个单词用小写字母，第二个以后的单词首字母大写。比如：int myAge;      方法的名字第一个单词用小写字母，第二个以后的单词首字母大写，比如：getMyAge()；  **1.6.2 注释**  /\* \* Here is a block comment. \*/ 表示完整的一段注释；  if (condition) {  /\* Handle the condition. \*/ ... } 表示注释该行以下部分  if (a == 2) { return TRUE; /\* special case \*/ } else { return isPrime(a); // works only for odd a } 注释一行  **1.6.3 分行**      如果一行太长需要换行。比如：  someMethod(longExpression1, longExpression2, longExpression3,  longExpression4, longExpression5); var = someMethod1(longExpression1, someMethod2(longExpression2, longExpression3));   var = someMethod1(longExpression1, someMethod201-6 (longExpression2, longExpression3));  **讲演计划** |
| ban |
|  |
| **第三讲 语句**      Java的语句可以分为以下4种：   * 表达式语句 * 方法调用语句 * 控制语句 |
| ban |
|  |
| **3.1表达式语句**      一个表达式加上一个分号就构成了一个语句。分号表示一个语句的结束，缺少分号，编译将出错。最典型的表达式语句是赋值语句。  比如：int x; x=23; |
| ban |
|  |
| **3.2方法调用语句**      调用一个类的对象的方法：类名（或对象名）.方法名(参数列表)。  比如： System.out.println("Hello").  如果方法有返回值，还可以把返回值赋值给一个变量。比如： String s="Hello", int len; len=s.length(); |
| ban |
|  |
| **3.3控制语句**      Java语言的控制语句有2种：条件语句、循环语句。  **条件语句：**      条件语句有两种：if语句和switch语句。   * if语句：   if (条件)  {代码块1} else  {代码块2}      如果条件为真，则执行代码块1，否则执行代码块2。      else部分是可选的，也就是说，可以没有else。      如果有else，则与最近的if结合：   * switch语句       switch语句是多分支的开关语句，它的一般格式定义如下：  switch(表达式) { case 常量值1： {代码块1} break;  case 常量值2： {代码块2} break;  …… default: {代码块} }      语句中表达式的值必须是整型或者字符型；常量值1到常量值n必须也是整型或者字符型。switch语句首先计算表达式的值，如果表达式的值和某个case后面的常量值相同，就执行该case里的若干个语句直到break语句为止。如果没有一个常量与表达式的值相同，则执行default后面的若干个语句。default是可有可无的，如果它不存在，并且所有的常量值都和表达式的值不相同，那么switch语句就不会进行任何处理。      需要注意的是，在switch同一个语句中，case后的常量值必须互不相同。 |
| ban |
|  |
| **3.3控制语句**      Java语言的控制语句有2种：条件语句、循环语句。  **条件语句：**      条件语句有两种：if语句和switch语句。   * if语句：   if (条件)  {代码块1} else  {代码块2}      如果条件为真，则执行代码块1，否则执行代码块2。      else部分是可选的，也就是说，可以没有else。      如果有else，则与最近的if结合：   * switch语句       switch语句是多分支的开关语句，它的一般格式定义如下：  switch(表达式) { case 常量值1： {代码块1} break;  case 常量值2： {代码块2} break;  …… default: {代码块} }      语句中表达式的值必须是整型或者字符型；常量值1到常量值n必须也是整型或者字符型。switch语句首先计算表达式的值，如果表达式的值和某个case后面的常量值相同，就执行该case里的若干个语句直到break语句为止。如果没有一个常量与表达式的值相同，则执行default后面的若干个语句。default是可有可无的，如果它不存在，并且所有的常量值都和表达式的值不相同，那么switch语句就不会进行任何处理。      需要注意的是，在switch同一个语句中，case后的常量值必须互不相同。 |
| ban |
|  |
| **循环语句:**      循环语句，顾名思义，是反复执行的语句。比如，计算100的阶乘，1\*2\*3\*...\*100，就需要用到循环语句，不然，就要写一百遍乘法。循环语句需要特别小心，很容易陷入死循环，所以循环体的代码块里需要有能使循环结束的语句。Java有三种循环语句：while语句，do-while语句和for语句。   * while语句：       while语句的格式是：  while(条件) {代码块}      当条件成立的时候，执行代码块，再检查条件，如果还成立，再执行代码块，……直到条件不成立。      比如，计算10的阶乘：   * do-while语句       do-while语句的格式是：  do{ 代码块 }while(条件)      do-while语句和while语句的区别在于：while语句先检查条件，如果条件不成立，则不进入循环体；do-while语句先执行循环体的代码，再检查条件，如果条件成立，则在此执行循环体的代码。所以，do-while语句至少要执行一遍循环体的代码块。      比如，计算10的阶乘：   * for语句       for语句是Java语言中用得最多的循环语句。它的格式如下：  for(表达式1，表达式2，表达式3) {代码块}      其中，表达式1完成变量的初始化，表达式2时布尔类型的表达式，是循环条件，表达式3是党执行了一遍循环之后，修改控制循环的变量值。      for语句的执行过程是这样的：首先计算表达式1，完成必要的初始化工作；然后判断表达式2的值，如果表达式的值为true，则执行循环体；如果为false，则跳出循环。执行完循环体之后紧接着计算表达式3，以便改变循环条件，这样一轮循环就结束了。第二轮循环从计算表达式开始，如果表达式的值仍为true，则继续循环；否则循环结束，执行for语句后面的语句。      比如，计算10的阶乘：   * 嵌套循环       经常可以遇到嵌套循环的例子。所谓嵌套循环，是指一个循环体里还有一个或者更多个循环。比如计算10以内的阶乘之和，或者求50以内的素数，就需要用到嵌套循环。我们以求50以内的素数为例，说明嵌套循环的用法；求10以内的阶乘之和，将留作作业。      循环语句里的break语句和continue语句：      在循环体中，遇到break语句，那么整个循环语句就结束；如果遇到continue语句，那么本次循环就结束，就是说，不再执行本次循环中continue语句后面的语句，而是转入下一次循环。 |
| ban |
|  |
| **3.5 变量的作用域**      变量是由作用域的。所谓变量的作用域，是指一个变量在什么地方生效。总的来说，变量的作用域是声明它的块。所谓块，是指用一对花括号包围起来的任意数量的Java语句。变量只在声明它的块中有效，在这块以外，变量是无效的。      然而，不可以在两个嵌套的块中声明两个完全同名的变量。      注意，在C++中，这是允许的，内部定义会掩盖外部定义。这很容易造成错误，所以Java不允许这样做。 |
| ban |
|  |
| **小结**      这一讲，我们主要学习了Java的语句，主要是流程控制语句，包括条件语句和循环语句等。语句是程序的基本组成部分，是我们进一步学习Java的基础。希望同学们切实掌握好这部分内容，为我们的进一步学习打下坚实的基础。 |
| ban |
|  |
| **习题**   1. 编一个计算1!+2!+…+10!的应用程序   For(int i=1;i<10;i++ )  {for(intj=1;j<=i;j++){int sum=0;  Sum=sum+i\*(i-1)  }}  编写一个应用程序计算100以内的全部质数   1. 一个数如果恰好等于它的因子之和，这个数就称为“完数”，编写一个应用程序，求1000之内的所有完数。 2. 求45和的最大公约数和最小公倍数。 |
| ban |
|  |
| **第四讲 数组和字符串**  **4.1什么是数组？为什么要数组？**      除了基本数据类型，Java还提供一种导出类型：数组。数组是相同类型的数据按顺序组成的一种复合数据类型，通过数组名和下标，可以使用数组中的数据。下标从0开始。数组是所有编程语言中常用的数据结构。      为什么要数组呢？我们来举一个例子。假设我们需要表示一个班50个人的数学成绩，要求求出平均成绩。如果没有数组，我们需要用前面学过的声明变量的方法，声明50个变量，写50次加法运算！数组可以大大地简化类似的问题！我们只要声明一个长度为50的整型数组，结合上一讲我们学过的循环语句，就可以很方便地解决这个问题！      在以前的编程语言比如C或者C++中，字符串也使用数组来表示的：字符串是字符数组！所以字符串与数组有着天然的联系。但是在Java中，提供了一种更方便的表示字符串的方法：用一个String类来表示。类是面向对象的语言特有的概念，对于初次接触面向对象技术的人来说，比较难理解。所以，这一讲，我们将学习表示字符串的String类，也对类的使用有一个粗略的了解，作为下一讲详细学习类的准备。      需要指出的是，C语言里的其他两种导出类型：结构体和共用体，在Java里已经被取消。      下面，我们来学习数组和字符串。 |
| ban |
|  |
| **4.2数组的声明、创建和初始化**   1. 数组的声明：       声明数组，包括声明数组的名字、数组包含的元素的数据类型。数组可以一维的，也可以是二维或者多维的。举例来说：一个班有50个人，我们用一个长度为50的一维数组表示；如果要表示每个同学的五门高考成绩，那我们就需要用一个第一维长度为50，第二维长度为5的二维数组。      声明一维数组有两种格式：   * 数组元素类型 数组名[ ]； * 数组元素类型[ ] 数组名；       比如：int student[ ]; 或者： int[ ] student;      类似地，声明二维数组有两种格式：   * 数组元素类型 数组名[ ][ ]； * 数组元素类型[ ][ ] 数组名；       比如：int score[ ][ ]; 或者： int[ ][ ] score;      下面，我们主要以一维数组为例，学习数组的用法。   1. 数组的创建：       声明数组仅仅给出了数组名字和元素的数据类型，想要真正使用数组还必须为数组分配内存空间，也就是创建数组。在为数组分配内存空间时必须指明数组的长度。为数组分配内存空间的格式如下：   * 数组名 = new 数组元素的类型 [ 数组的长度 ]   例如：student = new int [50]； score = new int [50] [4]；      事实上，数组的声明和创建可以一起完成，比如：  int student [ ] = new int [50];      一旦数组被创建，数组的大小就不能改变。如果在程序运行期间，需要对数组的大小进行扩展，通常需要使用另一种数据对象：Vector。有关向量和扩展数组，有兴趣的同学可以在Java帮助中查找Vector的帮助。      student数组创建之后，其内存模式如图：  04-2   1. 数组的初始化：       创建数组后，系统会给每个元素一个默认的值，比如，整型数组的默认值是0。      我们也可以在声明数组的同时给数组一个初始值，我们称之为初始化。  int num [ ] = {2, 4, 4, 1}。      这个初始化动作相当于：  int num [ ] = new int [ 4]; num [0]=2; num [1]=5; num [2]=4; num [3]=1; |
| ban |
|  |
| **4.3数组的使用**   1. 数组的访问       前面我们已经看到，数组通过下标访问数组元素，比如：student [ 0 ]=70，student [49]=87等。注意，下标从0开始，如果数组长度为n，则下标是0 ~ n -1，如果使用n或者以上的元素，将会发生数组溢出异常。比如：student[ 50 ] = 79，虽然编译的时候能通过，程序运行时将中止。      二维数组的使用与之类似。   1. 数组的复制       可以把一个数组变量复制给另一个，但两个变量引用的都会是同一个内存空间，所以改变一个数组的值，另一个数组变量的值也会改变。  比如： int num [ ] = {2, 3, 5, 1}； int numcopy[ ]=num; numcopy[2 ]=5; 现在，num[2]也变成了5。  04-3      如果真的想把一个数组的所有值都复制到另一个数组中，就需要采用System . arrarycopy()方法：System . arrarycopy ( num, 0, numcopy, 0, 4)。这样，num和numcopy将指向不同的内存空间，numcopy的值的改变，不会在影响num。有兴趣的同学可以参考帮助文件。 |
|  |
|  |
| **4.4字符串**      前面已经说过：Java使用java.lang包中的String类来表示字符串，尽管我们可以用字符数组来实现类似的功能。关于类的详细知识，我们下一讲将会讲到。由于类是面向对象编程语言最核心的概念，学习起来有些难度，我们在这里先通过String类对类的概念有一个粗略的了解，以使我们下面的学习更顺利一些。      字符串，顾名思义，就是一串字符。比如："student100", "China"等。用一对双引号表示字符串。我们也可以把字符串看成字符数组（事实上，C就是把字符串当作字符数组来处理），但是把它视为类更方便一些。为什么？我们下面马上会看到。   * 字符串的声明、创建       字符串声明的格式是： String 字符串名      比如：String s;      字符串的创建格式：字符串名 = new String（字符串常量）或者 字符串名=字符串常量      比如：s = new String ( "student" ); 或者：s = "student"；      声明和创建可以一步完成，比如：String s = new String ( "student" ); 或者 String s = "student";      大家是不是觉得：String这个类的声明，跟前面我们学过的基本数据类型的声明的格式是一样的，比如：整型的声明：int n; 比较一下： String s;      事实上，      类型 变量名      这种格式是类的声明的一般格式，你可以把类当作基本数据类型一样来声明。      另一方面，      变量名= new 类名（参数列表）；比如 s = new String ( "student" );      这是类的一般创建格式。 |
| ban |
|  |
| **4.5与字符串有关的操作**   * 字符串的长度   length()方法： String s = "student"; int len=s.length();      需要指出的是，s.length()这种调用方法，是面向对象编程语言特有的方法，我们把s叫做String类的对象，就像int n，我们把n叫做整型变量一样；把length()叫做String类的方法。下面我们可以看到，String类的方法，都是通过 对象名.方法名（）这种方式调用的。   * 取子串   String s = "I am a Chinese"; String subs; subs = s.substring (7);   * 字符串的比较   String tom = "my name is tom"; String jane = "my name is jane"; tom.equals(jane)；返回false。表示不相等 tom.compareTo(jane)，返回一个负整数，因为第一个不相等的字符t和j相比，t在j的后面；如果返回0，表示相等；如果返回一个正整数，表示tom和jane第一个不相等的字符，tom的在jane的前面。      注意，不要用tom= =jane判断两个字符串是否相等，因为这样的话比较的是它们在内存中的地址是否相同，而不是我们所希望的比较字符串的内容是否相同。   * 字符串连接   String s = " I am"; String s2 = "a Chinese"; String s4, s4; s4 = s+s2; s4=s + 24; 整数型24将会自动转换为字符串。   * 字符串检索       字符串检索是指判断一个字符串是否包含某一个字符或者子字符串，如果有，返回它的位置，如果没有，返回一个负数。  String s = "I am a Chinese"; s.indexOf("Chinese" )， 返回7； s.indexOf('a'); 返回2；   * 字符串转换为数值       如果一个字符串是一串数字，可以把它转换成相应的数值。   * 转换为整型：   String s = "21"; int x; x= Integer.parseInt (s);   * 转换为浮点型   String s = "22.124"; float f; f = Float.valueOf(s).floatValue()；   * 当然，也可以把整数或者浮点数转换为字符串类型：   String s; int n = 24; s = String.valueOf ( n )；   * 其他       与字符串有关的方法还有很多，我们不可能一一讲解。前面我们说过，我们要学会使用帮助。我们查找关于String的帮助，就可以看到，有关于String的所有方法的详细讲解。希望同学们可以学会使用帮助。 |
| ban |
|  |
| **小结**      这一讲，我们学习了数组的一些知识，并通过String类，一方面学习了字符串的使用，另一方面先对类的一些概念和用法，比如类的方法调用，有了一些粗略的了解。      数组是我们经常要用到的数据结构，它是一种导出型的数据结构，对我们处理大规模的数据，有很大帮助。      前面我们说，用String类表示字符串，比我们自己用字符数组来做更方便。因为String类为我们提供了很多现成的可以直接使用的对字符串的操作方法。比如substring( )，equals( )等方法。如果我们要用字符数组来完成与substring类似的功能，就只能自己把子串的每一个字符复制到另外一个字符数组中；与equals()类似的功能，就只能自己一个一个字符地检查两个字符船是否相等。提供对自己的成员数据的完整的操作方法，也就是把数据和对数据的操作封装起来，是类的最大的好处。如果现在还不能理解这句话，不要紧，我们现在只需要知道：使用String类这种方法，非常方便。 |
| ban |
|  |
| **习题**   1. 声明一个数组，存一个学生的五门成绩。求该学生总成绩、平均成绩。 2. 将一个数组中的值按逆序重新存放，例如，原来顺序为：9，5，7，4，8，要求改为：8，4，7，5，9。 3. 编写一个应用程序，连接两个字符串：“I am”和“a student”，并求出第7个字符是什么？找出“am”在该字符串中的位置，最后把所有字符都变成大写字符。 4. 统计一个字符串中字母、空格和数字的个数。 |
| ban |
|  |
| **第五讲：类、对象和接口（1）**  **5.1什么是类**      上一讲我们使用了一个String类，我们说过：类把一类对象的成员函数和方法封装起来，使用起来很方便。那么，什么是类呢？要理解类，我们先来了解"对象"的概念，因为类就是用来创建对象的模板，它包含了被创建的对象的状态描述和方法定义。      我们可以把长虹牌电视机看成是一个对象。我们不必关心电视机里面的集成电路是怎样的，也不用关心电视机的显像管的工作原理，我们只需要知道电视机的遥控器上提供了对这台电视机的什么操作，比如选台、调节色彩、声音等。这样，我们虽然不知道电视机内部是怎么工作的，但我们可以使用这台电视机。听起来这跟编程没什么关系，但面向对象的思想正是与它类似：对象，对外只提供操作该对象的方法，内部的实现对外是隐藏的。我们把这种技术叫做数据隐藏。这样，程序员不必了解一个对象内部是怎么实现的，但可以很方便地使用这个对象。      类，就是对象的模板。比如，电视机是一个类，而某一台电视机就是这个类的一个对象，也叫一个实例。      我们前面使用的String类，虽然我们不知道，也不必知道里面的实现细节，但我们只要知道他的操作方法，就可以很方便地使用它。这样，对别的程序员编写的程序，我们可以很方便地拿来使用，从而提高软件的复用程度和编程的效率。      比如，我们构造一个类：TV，然后对外提供一些对它的操作方法，选台 selectChannel( )等。然后用这个类创建一个对象：TV kongKai；然后就可以这样操作这台电视： kongKai.selectChannel。      类的另一个特性，也是它的一个大好处，是继承。继承的概念类似于这样一种表达：电视是一种电器。如果我们有一个电器类，那么，我们说，电视机类继承了电器类。继承有什么好处呢？设想电器类有一些属性，比如工作电压，功率，有些一些方法，比如：打开 open( )， 关闭：close( )。这时候，如果电视类继承了电器类，电视类就自动拥有了电器类的这些属性和方法，而不用再自己重写一遍（当然，如果想重写，也可以，我们把这种技术叫做重载）。这样做有什么好处呢？最明显的好处就是减轻编程的工作量。假设我们有令一个类：VCD类，它也继承了电器类，对于打开关闭等，同样不用重新编写。      好了，既然面向对象的方法有这么多好处，我们下面就来学习类和对象的一些基本知识。 |
| ban |
|  |
| **5.2 一个例子**      下面是一个完整的类的例子，我们用这个例子详细讲解类的一些用法。  class Employee {  private String name; private double salary; private int hireYear; private static String company=new String("IBM");   public Employee(String n, double s, int d) { name = n; salary = s; hireYear = d; }  public void print() { System.out.println(name + " " + salary + " " + getHireYear() + " "+ getCompany()); return; }  public void raiseSalary(double byPercent) { salary \*= 1 + byPercent / 100; }  public void raiseSalary(int byAbsolute) { salary +=byAbsolute; }  public int getHireYear() { return hireYear; }  public static String getCompany() { return company; } }      为了测试这个类，我们写了一个测试程序：  package teach4; public class EmployeeTest { public static void main(String[] args) { Employee emp = new Employee ("Tony Tester", 38000, 1990); emp.print(); emp.raiseSalary(5.0D); emp.print(); int raise=1000; emp.raiseSalary(raise); emp.print();  } } |
| ban |
|  |
| **5.3 类的结构**      class Employee { } 表示一个类的声明，其中，class是关键字，Employee是类名。在一对大括号中的内容，我们叫做类体，是这个类的实现部分。      前面我们说过，类把数据和在数据上的操作方法封装起来，所以，类体中有两部分，一部分是数据，另一部分是方法。      数据部分是：  private String name; private double salary; private int hireDay;      分别是String类型的name，代表该员工的姓名，double类型的salary，代表该员工的薪水；int类型的hireDay，代表该员工的雇佣年份。      private是一个关键字，是私有的意思，表明这些数据，只能被类里面的方法访问，外部程序是不能直接访问这些数据的。这正是类的一个好处：对外隐藏数据。我们建议，始终保持数据的私用，也就是始终用private来修饰数据，来是我们的程序更安全。      这个类的方法部分是：  public Employee(String n, double s, Day d) public void print() public void raiseSalary(double byPercent) public void raiseSalary(int byAbsolute) public int getHireYear() public static String getCompany()      所谓方法，就是对数据的操作，有过C编程时间的同学，可以把它理解为函数，只是这些函数是放在类里并对类的数据进行操作的。比如这个方法：      public void raiseSalary(double byPercent)就是对数据salary的操作。      public是一个关键字，是公有的意思，表明该方法可以用 对象名.方法名 的方式调用。比如我们的测试程序中: emp.raiseSalary(5.0D)，就是对这个方法的调用。否则，如果是private，该方法就只能被类里的方法调用，像emp.raiseSalary(5.0D)这种调用是非法的。      void表明方法的返回类型为空，也就是什么都不返回。public int getHireYear()这个方法的返回类型是int。一般来说，返回类型这部分是不能缺少的，即使方法什么都不返回，也要用一个void关键字修饰。有一个例外：构造函数。我们后面会讲到。      raiseSalary(double byPercent)是方法名，前面我们已经说过方法的命名规则，第一个单词小写，以后没个单词首字母大写。这样可以增加可读性，根据raiseSalary这个名字就可以知道这个方法的功能是涨工资。括号里是参数列表，类似于我们前面学过的变量的声明。如果有多个参数，用逗号隔开，比如 Employee(String n, double s, int d)。      方法的一对大括号里是方法的实现，就是我们前面学过的语句的组合。比如print( )方法，是打印出该员工的姓名工资等信息；raiseSalary( )方法是根据参数，把员工工资涨相应的比例。注意，如果方法有返回类型且不为void，那么在方法的实现中必须有return语句，返回相应的类型。比如hireYear( )方法，就有return子句。相反，如果返回类型是void，那么不能返回任何数据，但可以是一个return语句，后面不带返回值，比如print( )方法里就有一个空的return语句。 |
| ban |
|  |
| **5.4 构造方法**      我们注意到，有一个方法是与类名同名的，而且没有返回类型，比如这个例子中的public Employee(String n, double s, int d)，我们把它叫做构造方法。构造方法是做什么用的呢？构造方法是在声明对象的时候，自动调用的方法，其作用是为对象的数据做一些必要的初始化工作。比如，这里的public Employee(String n, double s, int d)方法，就是初始化这个员工的姓名，工资和雇佣年份。在声明emp对象的时候，调用的就是构造函数。      Employee emp = new Employee ("Tony ", 10000, 1990);      如果没有定义构造函数，Java会自动提供一个默认的构造函数，把所有成员数据初始化为默认值，比如数字类型（包括整型、浮点型）将是0，布尔类型将是false等。注意在没有构造方法时，new后面的（）中不能有数字！！      需要注意的是，与构造函数相对的是析构函数，目的是在对象不再使用的时候回收对象使用的内存。C++里就支持析构函数。但是，由于Java提供自动回收"垃圾"的机制，所以不需要进行内存回收，所以Java没有析构函数。 |
| ban |
|  |
| **5.5 方法的重载**      方法的名字相同但参数的类型或个数不同，我们叫做方法的重载。      类允许有相同名字的方法，比如我们这个例子中的raiseSalary方法。  public void raiseSalary(double byPercent) public void raiseSalary(int byAbsolute)      第一个的参数是double型，表明工资上涨的百分比；第二个的参数使int型，表明工资上涨的数额。这两个方法参数不同。调用的时候，根据参数的不同，决定使用哪一个方法。比如，我们的例子中，emp.raiseSalary(5.0D)的参数是double型，所以将会调用第一个，工资上涨5%，emp.raiseSalary(raise)的参数raise是一个int型，所以将会调用第二个，是工资上涨1000元。      方法的重载的好处是使我们的程序处理更方便。比如，我们的例子中，涨工资，我们提供了统一的raiseSalary( ) 方法，我们不用自己判断涨的是百分比还是绝对数额，由程序自己判断，是程序更好用，可读性更强。 |
| ban |
|  |
| **5.6 静态方法和静态成员变量**      所谓静态方法和静态成员变量，是指那些用static关键字修饰的方法或者变量，比如我们例子中的private static String company就是一个静态成员变量，而public static String getCompany()和public static void setCompany(String s)都是静态方法。      静态的意思，是指该方法或者变量在整个类中只有一份。我们说，类是用来创建对象的模板，就是说，我们创建对象的时候，每个对象都会有类中所声明的成员变量的一个副本。但是，对于静态成员变量，在内存中只有一个副本，所有的对象将共享这个副本。比如我们的例子中，所有Employee所在的公司就只有一个，所以我们没有必要为每一个Employee的对象都保留一个company的副本，所以我们把它声明为静态的成员变量。比如我们例子中有两个Employee类的对象：emp和emp2，他们的成员变量内存模式如下图所示：  05-6      所以，只要改变了company的值，对所有Employee的对象都是起作用的。      另一方面，静态方法只能访问静态成员变量，比如我们的例子中，setCompany( )只能访问company，如果它访问name之类的变量，编译器将会报错。而且静态方法的调用是 类名.方法名的方式来调用的，也可以用一般的 对象名.方法名 的方式来调用。      实际上，我们先前用的System.out.println( )方法，就是一个静态的方法，所以我们可以直接用 类名.方法名 的方式调用。而一个类里如果有main函数都要声明为静态方法，因为一个程序只能有一个main函数入口。 |
| ban |
|  |
| **小结**      这一讲我们学习了类和对象的一些基本概念和知识，包括类的结构，构造方法 ，方法的重载 ，静态方法和静态成员变量。类和对象，是面向对象编程语言的最重要的特征，也是精髓所在。希望大家努力掌握好这部分知识。下一讲，我们继续学习Java的继承、接口等概念。 |
| ban |
|  |
| **习题**   1. 类的成员变量和局部变量有什么区别？从内存考虑。 2. 编个程序检验一下public方法和private方法有什么区别。 3. 编一个程序检验静态方法和静态成员变量的用法。 4. 在我们的例子中再重载raiseSalary()方法，按工龄涨工资，比如，如果工龄为5年，那么增长1%\*5； |
| ban |
|  |
| **第六讲 类、对象和接口（2）**  **6.1 类的继承**      继承是类的另一个特性。继承的意义在于：我们重复使用或更改现成的类的方法，也可以加入新的数据成员以及新的方法，以满足新环境的需要。这种技术是所有面向对象的编程语言的一个基本特征。      让我们来看一个例子：前面我们定义了一个Employee类，这只是普通员工，现在我们要定义一个经理类。经理也是员工的一种，所以Employee类中的数据和方法他也应该有；但经理又不同于普通员工，经理有秘书，而且涨工资的时候还要加上分红。怎么办？我们要不要从头开始写一个经理类？      有了继承的技术，我们可以在Employee类的基础上，编写我们的Manager类。程序如下：  package teach4; import java.util.Date;  class Manager extends Employee {  private String secretaryName;  public Manager(String n, double s, int d) { super(n, s, d);必须在构造方法的第一个语句。 secretaryName = ""; }  public void raiseSalary(double byPercent) { // add 1/2% bonus for every year of service Date today = new Date(2001,1,1); double bonus = 0.5 \* (today.getYear() - getHireYear()); super.raiseSalary(byPercent + bonus); }  public void setSecretaryName(String n) { secretaryName = n; }  public String getSecretaryName() { return secretaryName; } }      我们以这个例子为例，学习继承的用法。      首先，请注意这个类的头部有些不同：class Manager extends Employee；其中，关键字extends是扩展的意思，表明Manager类是从Employee类继承而来。我们把Employee叫做父类或者超类，把Manager叫做子类或者衍生类。一般来说，子类比父类有更多的功能。      Manager的构造方法中有个语句：super(n, s, d)，super是一个关键字，意思是调用父类的方法，在这里是父类，也就是Employee的构造方法；类似地，super.raiseSalary(byPercent + bonus)表示调用父类Employee的raiseSalary方法。所以，如果要在子类中调用父类的方法，使用super。 Manage的构造方法调用了Employee的构造方法。事实上，一般要求子类用super语句调用父类的构造方法并附上恰当的参数。如果没有用super调用，将默认地调用父类的默认构造方法，这时，如果父类没有没有默认的构造方法，编译器将报错。在子类的构造方法中，如果有super语句，要求super语句在第一行。      子类自动拥有父类的标志为public的成员变量和方法，比如：虽然我们在Manager类中没有定义print( )方法，但是boss.print()是合法的，因为print( )是Employee类的一个方法。如果希望改变父类中的方法，使之适合子类，我们也可以覆盖它。比如，因为经理的提薪方式是：除了上涨百分比，还要加上工龄\*0.5的奖金，与普通员工的提薪方式就有不同。所以，我们要覆盖掉这个方法。实际上，只要重写这个方法就可以了。boss.raiseSalary(1.0)，将自动调用Manager类里定义的raiseSalary()方法，而不是Employeee里的方法。      但是，如果是私有的成员变量或者方法，也就是用private关键字修饰的那些，那么子类是不能访问的。如果希望子类能访问而别的类不能访问，我们可以用protected关键字，比如：protected String name；这样，name对于Manager来说是可以可见和可访问的，而对于不是Employee的子类的其他类，则是不能访问的。      总结一下访问权限关键字：   * public:对全世界来说都是可见的； * private:仅对类来说是可见的； * protected:对所有子类和同一个包（package）来说是可见的； * 不声明：如果这三个关键字都没有，那么默认为对整个包可见。       Manager类里定义的setSecretaryName()和getSecretaryName()方法，都只能为Manager类的对象调用，Employee类的对象是不能调用这两个方法的。      继承可以是几层的。比如，我们可以以Manager为父类，再衍生出Executive类来。我们也可以从Employee类衍生出Programmer类来，它与Manager类没有什么关系。如果希望防止别人从自己编写的一个类中衍生出另一个类，可以加上关键字final，比如，不希望从Manager类中再衍生出别的类，我们可以把Manager类的声明改为：final class Manager extends Employee。这样可以提高程序的安全性，但可扩展性会受到影响。      我们可以画出类的继承结构如下：  06-1 |
| ban |
|  |
| **6.2造型**      也叫强制类型转换。回忆一下，我们在第二讲的Java的基本语法中，说到基本数据类型的强制类型转换，可以把一个浮点数强制转换为整型，比如：double x=3.14; int nx = (int)x;这样，x=3，把小数部分丢掉了。我们同样可以把类强制转换为另一个类。但不是什么时候都可以转换的，只有在继承结构图内部，才能进行强制类型转换。      比如：Manager boss; Employee emp; 下面这个语句：emp=boss，相当于emp=(Employee)boss；因为emp是Employee类型的，而boss是Manager类型的，但是，这时候，emp将不能调用Manager类的方法，比如getSecretaryName()，如果要调用，必须把emp转换回来。比如：Manager manager; manager=(Manager)emp；这样，manager就可以调用getSecretaryName()了。只允许子类转换成父类的调用父类的方法不允许调过来。      但是，如果一个对象确实是Employee类型，现在要把它转换为Manager类型而且试图访问Manager的方法，编译将会通过，但是运行时将会出现异常，程序将中止运行。 |
| ban |
|  |
| **6.3接口**      前面我们介绍Java的特点的时候说过，Java不允许多重继承，即一个类不允许有多个父类，至多只能有一个父类。在Java中，取代多重继承的技术是接口。Java是用接口技术的原因，是因为多重继承要么使编译器非常复杂，要么效率不高。      那么，接口是什么呢？我们可以把接口理解为一个描述框架，里面定义了一些方法，但并不实现这些方法，而是由继承这个接口的类来实现。这样，如果某一个类继承了一个接口，意思是说：这个类实现了接口所定义的所有方法。      比如，Java的标准库里定义了一个名为Comparable的接口。只要某个类是可对比的，就可以继承并实现这个接口。数字型和字符串型都是可比的，所以String, Float, Integer, Double等类都继承并实现了这个接口。如果我们定义我们的例子中的Employee类业是可比的，以进公司的年份来比较，那么我们也可以继承这个类，并实现它。      注意，如果继承了一个接口，就必须实现这个接口所声明的所有方法。 |
| ban |
|  |
| **6.4 this对象引用**      有时会有这种情况，想全面地访问当前的对象，而不是某一个特殊的实例变量。This关键字引用方法所运作的那个对象。      比如，我们可能经常会遇到这样的构造方法：this( )。这个方法会调用这个类中的另一个构造方法。我们来看看程序示例。 |
| ban |
|  |
| **6.5 类的包装和引入**      package和import语句      包(Package) 由一组类(class)和接口(interface)组成。它是管理大型名字空间，避免名字冲突的工具。每一个类和接口的名字都包含在某个包中。按照一般的习惯，它的名字是由"."号分隔的单词构成，第一个单词通常是开发这个包的组织的名称。      定义一个包由package语句定义。如果使用package语句，编译单元的第一行必须无空格，也无注释。其格式如下：package packageName;若编译单元无package语句，则该单元被置于一个缺省的无名的包中。即：如果源文件中定义的类在放在同一个包中，但该包没有名字。      import语句用来引入所需要的类。      为了引用已有的类，使用import语句，import语句必须放在package语句（如果有的华）和类的定义之间。import语句的格式：      import 包名.类名  比如： import java.applet.Applet; import java.awt.Label;  如果要引用一个包里所有的类，用\*表示，比如： import java.awt.\*;      package语句用来指明该源文件定义的类所在的包，可以把包粗略理解为存放类的文件夹。比如，java.lang.\*，就是java提供的一个程序包，里面放置了诸如数学方法等很多有用的程序，供大家调用。我们把package语句叫做包装语句。为了引用一个类，我们需要用引入语句：import。比如，我们要使用数学方法（比如求绝对值、求开方等），就要用import java.lang.Math，然后就可以调用Math里的方法了，非常方便。      包装的作用是方便管理，避免重名。比如，我们的例子，通过 package teach5包装在teach4里的：以后如果谁要用我们的程序中的类，只要用import teach4就可以引用了。注意，同在一个package里的类，可以直接相互引用，不用import语句。比如我们例子中，EmployeeTest类使用了Employee类，但没有用 import Employee之类的语句，就是因为它们都被包装在teach5里。 |
| ban |
|  |
| **6.5 类的包装和引入**      package和import语句      包(Package) 由一组类(class)和接口(interface)组成。它是管理大型名字空间，避免名字冲突的工具。每一个类和接口的名字都包含在某个包中。按照一般的习惯，它的名字是由"."号分隔的单词构成，第一个单词通常是开发这个包的组织的名称。      定义一个包由package语句定义。如果使用package语句，编译单元的第一行必须无空格，也无注释。其格式如下：package packageName;若编译单元无package语句，则该单元被置于一个缺省的无名的包中。即：如果源文件中定义的类在放在同一个包中，但该包没有名字。      import语句用来引入所需要的类。      为了引用已有的类，使用import语句，import语句必须放在package语句（如果有的话）和类的定义之间。import语句的格式：      import 包名.类名  比如： import java.applet.Applet; import java.awt.Label;  如果要引用一个包里所有的类，用\*表示，比如： import java.awt.\*;      package语句用来指明该源文件定义的类所在的包，可以把包粗略理解为存放类的文件夹。比如，java.lang.\*，就是java提供的一个程序包，里面放置了诸如数学方法等很多有用的程序，供大家调用。我们把package语句叫做包装语句。为了引用一个类，我们需要用引入语句：import。比如，我们要使用数学方法（比如求绝对值、求开方等），就要用import java.lang.Math，然后就可以调用Math里的方法了，非常方便。      包装的作用是方便管理，避免重名。比如，我们的例子，通过 package teach5包装在teach4里的：以后如果谁要用我们的程序中的类，只要用import teach4就可以引用了。注意，同在一个package里的类，可以直接相互引用，不用import语句。比如我们例子中，EmployeeTest类使用了Employee类，但没有用 import Employee之类的语句，就是因为它们都被包装在teach5里。 |
| ban |
|  |
| **小结**      这一讲，我们主要学习了类的继承和接口。至此，我们学习了完Java语言的主要的必备的基础知识。同学们现在应该可以编写自己的面向对象的应用程序了。希望同学们多加练习，熟练掌握。下一讲开始，我们开始面向应用，学习编写小应用程序，也就是Java Applet。 |
| ban |
|  |
| **习题**   1. 子类和父类的构造方法调用顺序是怎么样的，举例说明。 2. 编程实现"人"类、"学生"类和"大学生"类。"人"类是"学生"类的父类，"学生"类是"大学生"类的父类。"人"类的成员变量有：年龄，性别，籍贯；"学生"类的成员变量有：就读学校，成绩考评；"大学生"类的变量有：导师，每月补助。 3. 要求实现Comparable接口，按年龄比较两个人的大小；  * 类的数组； * 类作为参数 * this指针 * 子类 * 抽象类 |
| ban |
|  |
| **习题**   1. 子类和父类的构造方法调用顺序是怎么样的，举例说明。 2. 编程实现"人"类、"学生"类和"大学生"类。"人"类是"学生"类的父类，"学生"类是"大学生"类的父类。"人"类的成员变量有：年龄，性别，籍贯；"学生"类的成员变量有：就读学校，成绩考评；"大学生"类的变量有：导师，每月补助。 3. 要求实现Comparable接口，按年龄比较两个人的大小；  * 类的数组； * 类作为参数 * this指针 * 子类 * 抽象类 |
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***诚信、创新、开放、合作***

**JAVA的面向对象编程--------课堂笔记**

**面向对象主要针对面向过程。**

**面向过程的基本单元是函数。**

**什么是对象：EVERYTHING IS OBJECT（万物皆对象）**

**所有的事物都有两个方面：**

**有什么（属性）：用来描述对象。**

**能够做什么（方法）：告诉外界对象有那些功能。**

**后者以前者为基础。**

**大的对象的属性也可以是一个对象。**

**为什么要使用面向对象：**

**首先，面向对象符合人类看待事物的一般规律。**

**对象的方法的实现细节是屏蔽的，只有对象方法的实现者了解细节。**

**方法的定义非常重要。方法有参数，也可能有返回值。**

**注意区分：对象（本身）、对象的实现者、对象的调用者。**

**分析对象主要从方法开始。**

**我们通过类来看待对象，类是对象的抽象。**

**其次，采用面向对象方法可以使系统各部分各司其职、各尽所能。**

**对象之间的耦合性一定要低（比如不同硬盘和不同主板之间的关系）。这样才能使每个对象本身做成最好的。**

**对于对象的要求：高内聚、低耦合，这样容易拼装成为一个系统。**

**实现高内聚就是要最大限度低提高复用性（复用性好是因为高内聚）。**

**可复用性是OOP的基础。**

**比较面向过程的思想和面向对象的思想：**

**面向过程的思想：由过程、步骤、函数组成，以过程为核心；**

**面向对象的思想：以对象为中心，先开发类，得到对象，通过对象之间相互通信实现功能。**

**面向过程是先有算法，后有数据结构。**

**面向对象是先有数据结构，然后再有算法。**

**在用面向对象思想开发的过程中，可以复用对象就进行复用，如无法进行复用则开发新的对象。**

**开发过程是用对个简单的对象的多个简单的方法，来实现复杂的功能 。**

**从语法上来看，一个类是一个新的数据类型。**

**在面向对象编程中，除了简单数据类型，就是对象类型。**

**定义类的格式：**

**class Student{**

**代码**

**}**

**注意类名中单词的首字母大写。**

**实例变量：定义在类中但在任何方法之外。（New出来的均有初值）**

**局部变量：定义在方法之中的变量。**

**局部变量要先赋值，再进行运算，而实例变量均已经赋初值。这是局部变量和实例变量的一大区别。**

**实例变量的对象赋值为null。**

**局部变量不允许范围内定义两个同名变量。实例变量的作用域在本类中完全有效，当被其他的类调用的时候也可能有效。**

**实例变量和局部变量允许命名冲突。**

**书写方法的格式：**

**修饰符 返回值 方法名 调用过程中 方法体**

**可能出现的例外**

**public int/void addNumber(参数) throw Excepion {}**

**例：**

**public int addNumber(int a,int b){**

**}**

**注：方法名中的参数int a,int b为局部变量**

**类方法中的一类特殊方法：构造方法。**

**构造方法是当用类生成对象时，系统在生成对象的过程中利用的方法。**

**注意：构造方法在生成对象的时候会被调用，但并不是构造方法生成了对象。**

**构造方法没有返回值。格式为：public 方法名。**

**构造方法的方法名与类名相同。**

**构造方法是在对象生成的过程中自动调用，不可能利用指令去调用。**

**在一个对象的生成周期中构造方法只用一次，一旦这个对象生成，那么这个构造方法失效。**

**用类来生成对象的语句：**

**Student s=new Student()。**

**第一个Student表示这是用Student类进行定义。“Student()”表示调用一个无参数的构造方法。**

**如果()中有参数，则系统构造对象的过程中调用有参的方法。**

**此时S称为一个对象变量。**

**Student s的存储区域存放的是地址：一个对象在硬盘上占有一个连续地址，首地址赋予s空间。**

**S称为对象Student的引用。**

**注意：在对象变量中存放的是引用（地址）；在简单变量中存放的是数值。**

**可以构造多个构造方法，但多个构造方法的参数表一定不同，参数顺序不同即属于不同的构造方法：**

**public student(string name,int a){**

**}**

**public student(int a,string name){**

**}**

**为两个不同的构造方法。**

**如果我们未给系统提供一个构造方法，那么系统会自动提供一个为空的构造方法。**

**练习：写一个类，定义一个对象，定义两个构造方法：一个有参，一个无参。**

**（编写一个程序验证对象的传递的值为地址）**

**注意下面这种形式：**

**static void changename(student stu){stu.setName “LUCY”}**

**注意生成新的对象与旧对象指向无关，生成新对象生命消亡与旧对象无关。**

**面向对象方法的重载（overloading）和覆盖（overriding）。**

**在有些JAVA书籍中将overriding称为重载，overloading称为过载。**

**Overloading在一个类中可以定义多个同名方法，各个方法的参数表一定不同。但修饰词可能相同，返回值也可能相同。**

**在程序的编译过程中根据变量类型来找相应的方法。因此也有人认为 overloading是编译时的多态，以后我们还会学到运行时多态。**

**为什么会存在overloading技术呢？作为应对方法的细节。**

**利用类型的差异来影响对方法的调用。**

**吃（）可以分为吃肉，吃菜，吃药，在一个类中可以定义多个吃方法。**

**构造方法也可以实现overloading。例：**

**public void teach(){};**

**public void teach(int a){};**

**public void teach(String a){}为三种不同的方法。**

**Overloading方法是从低向高转。**

**Byte—short—float—int—long—double。**

**在构造方法中，this表示本类的其他构造方法：**

**student(){};**

**student(string n){**

**this();//表示调用student()**

**}**

**如果调用student(int a)则为this(int a)。**

**特别注意：用this调用其他构造方法时，this必须为第一条语句，然后才是其他语句。**

**This表示当前对象。**

**Public void printNum(){**

**Int number=40；**

**System.out.println(this.number);**

**}**

**此时打印的是实例变量，而非局部变量，即定义在类中而非方法中的变量。**

**This.number表示实例变量。**

**谁调用this.number那么谁即为当前(this)对象的number方法。**

**封装：使对象的属性尽可能私有，对象的方法尽可能的公开。用private表示此成员属性为该类的私有属性。**

**Public表示该属性（方法）公开；**

**Private表示该属性（方法）为只有本类内部可以访问（类内部可见）。**

**（想用private还要用set和get方法供其他方法调用，这样可以保证对属性的访问方式统一，并且便于维护访问权限以及属性数据合法性）**

**如果没有特殊情况，属性一定私有，方法该公开的公开。**

**如果不指明谁调用方法，则默认为this。**

**区分实例变量和局部变量时一定要写this。**

**11.29**

**继承：**

**父类（SuperClass）和 子类（SonClass）。**

**父类的非私有化属性和方法可以默认继承到子类。**

**Class Son extends Father{**

**}**

**而如果父类中的私有方法被子类调用的话，则编译报错。**

**父类的构造方法子类不可以继承，更不存在覆盖的问题。（非构造方法可以）**

**如果子类访问父类的构造方法，则在编译的时候提示访问不到该方法。**

**JAVA中不允许多继承，一个类有且只有一个父类（单继承）。**

**JAVA的数据结构为树型结构，而非网状。（JAVA通过接口和内部类实现多继承）**

**方法的覆盖（overriding）**

**方法的重载并不一定是在一个类中：子类可以从父类继承一个方法，也可以定义一个同名异参的方法，也称为overloading。**

**当子类从父类继承一个无参方法，而又定义了一个同样的无参方法，则子类新写的方法覆盖父类的方法，称为覆盖。（注意返回值类型也必须相同，否则编译出错。）**

**如果方法不同，则成重载。**

**对于方法的修饰词，子类方法要比父类的方法范围更加的宽泛。**

**父类为public，那么子类为private则出现错误。**

**之所以构造方法先运行父类再运行子类是因为构造方法是无法覆盖的。**

**以下范围依次由严到宽：**

**private ：本类访问；**

**default ：表示默认，不仅本类访问，而且是同包可见。**

**Protected：同包可见+不同包的子类可见**

**Public ：表示所有的地方均可见。**

**当构造一个对象的时候，系统先构造父类对象，再构造子类对象。**

**构造一个对象的顺序：（注意：构造父类对象的时候也是这几步）**

1. **递归地构造父类对象；**
2. **顺序地调用本类成员属性赋初值语句；**
3. **本类的构造方法。**

**Super()表示调用父类的构造方法。**

**Super()也和this一样必须放在第一行。**

**This()用于调用本类的构造方法。**

**如果没有定义构造方法，那么就会调用父类的无参构造方法，即super()。**

**要养成良好的编程习惯：就是要加上默认的父类无参的构造方法。**

**思考：可是如果我们没有定义无参的构造方法，而在程序中构造了有参的构造方法，那么如果方法中没有参数，那么系统还会调用有参的构造方法么？应该不会。**

**多态：多态指的是编译时类型变化，而运行时类型不变。**

**多态分两种：**

1. **编译时多态：编译时动态重载；**
2. **运行时多态：指一个对象可以具有多个类型。**

**对象是客观的，人对对象的认识是主观的。**

**例：**

**Animal a=new Dog()；查看格式名称；**

**Dog d=(Dog)a。声明父类来引用子类。**

**（思考上面的格式）**

**运行时多态的三原则：（应用时为覆盖）**

1. **对象不变；（改变的是主观认识）**
2. **对于对象的调用只能限于编译时类型的方法，如调用运行时类型方法报错。**

**在上面的例子中：Animal a=new Dog()；对象a的编译时类型为Animal，运行时类型为dog。**

**注意：编译时类型一定要为运行时类型的父类（或者同类型）。**

**对于语句：Dog d=(Dog)a。将d强制声明为a类型，此时d为Dog()，此时d就可以调用运行时类型。注意：a和d指向同一对象。**

1. **在程序的运行时，动态类型判定。运行时调用运行时类型，即它调用覆盖后的方法。**

**关系运算符：instanceof**

**a instanceof Animal;(这个式子的结果是一个布尔表达式)**

**a为对象变量，Animal是类名。**

**上面语句是判定a是否可以贴Animal标签。如果可以贴则返回true，否则返回false。**

**在上面的题目中： a instanceof Animal返回 True，**

**a instanceof Dog也返回 True，**

**instanceof用于判定是否将前面的对象变量赋值后边的类名。**

**Instanceof一般用于在强制类型转换之前判定变量是否可以强制转换。**

**如果Animal a=new Animal()；**

**Dog d=Dog()a;**

**此时编译无误，但运行则会报错。**

**Animal a=new Dog()相当于下面语句的功能：**

**Animal a=getAnimal()；**

**Public static Animal.getAnimal;**

**Return new Dog()；**

**封装、继承、多态为面向对象的三大基石（特性）。**

**运行时的动态类型判定针对的是方法。运行程序访问的属性仍为编译时属性。**

**Overloading针对的是编译时类型，不存在运行时的多态。**

**习题：建立一个shape类，有circle和rect子类。**

**Shape类有zhouchang()和area()两种方法。**

**（正方形）squ为rect子类，rect有cha()用于比较长宽的差。**

**覆盖时考虑子类的private及父类的public（考虑多态），之所以这样是避免调用A时出现实际调用B的情况。而出现错误。**

**11.29下午讲的是教程上的Module6**

**Module6-7包括：面向对象高级、内部类、集合、反射（暂时不讲）、例外。**

**面向对象高级、集合和例外都是面向对象的核心内容。**

**面向对象高级： 修饰符：**

**static:①可修饰变量（属性）；②可修饰方法；③可修饰代码块。**

**Static int data语句说明data为类变量，为一个类的共享变量，属于整个类。**

**Int data为实例变量。**

**例：**

**static int data;**

**m1.data=0;**

**m1.data++的结果为1,此时m2.data的结果也为1。**

**Static定义的是一块为整个类共有的一块存储区域，其发生变化时访问到的数据都时经过变化的。**

**其变量可以通过类名去访问：类名.变量名。与通过访问对象的编译时类型访问类变量为等价的。**

**Public static void printData(){}**

**表明此类方法为类方法（静态方法）**

**静态方法不需要有对象，可以使用类名调用。**

**静态方法中不允许访问类的非静态成员，包括成员的变量和方法，因为此时是通过类调用的，没有对象的概念。This.data是不可用的。**

**一般情况下，主方法是静态方法，所以可调用静态方法，主方法为静态方法是因为它是整个软件系统的入口，而进入入口时系统中没有任何对象，只能使用类调用。**

**覆盖不适用于静态方法。**

**静态方法不可被覆盖。（允许在子类中定义同名静态方法，但是没有多态，严格的讲，方法间没有多态就不能称为覆盖）**

**当static修饰代码块时（注：此代码块要在此类的任何一个方法之外），那么这个代码块在代码被装载进虚拟机生成对象的时候可被装载一次，以后再也不执行了。**

**一般静态代码块被用来初始化静态成员。**

**Static通常用于Singleton模式开发：**

**Singleton是一种设计模式，高于语法，可以保证一个类在整个系统中仅有一个对象。**

*-**--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------*

*-------------------------------------------------------------------------------------------------------------*

*-------------------------------------------------------------------------------------------------------------*

**11.30**

**final可以修饰类、属性、方法。**

**当用final修饰类的时候，此类不可被继承，即final类没有子类。这样可以用final保证用户调用时动作的一致性，可以防止子类覆盖情况的发生。**

**当利用final修饰一个属性（变量）的时候，此时的属性成为常量。**

**JAVA利用final定义常量（注意在JAVA命名规范中常量需要全部字母都大写）：**

**Final int AGE=10；**

**常量的地址不可改变，但在地址中保存的值（即对象的属性）是可以改变的。**

**Final可以配合static使用。 ？**

**Static final int age=10；**

**在JAVA中利用public static final的组合方式对常量进行标识（固定格式）。**

**对于在构造方法中利用final进行赋值的时候，此时在构造之前系统设置的默认值相对于构造方法失效。**

**常量（这里的常量指的是实例常量：即成员变量）赋值：**

**①在初始化的时候通过显式声明赋值。Final int x=3；**

**②在构造的时候赋值。**

**局部变量可以随时赋值。**

**利用final定义方法：这样的方法为一个不可覆盖的方法。**

**Public final void print(){}；**

**为了保证方法的一致性（即不被改变），可将方法用final定义。**

**如果在父类中有final定义的方法，那么在子类中继承同一个方法。**

**如果一个方法前有修饰词private或static，则系统会自动在前面加上final。即private和static方法默认均为final方法。**

**注：final并不涉及继承，继承取决于类的修饰符是否为private、default、protected还是public。也就是说，是否继承取决于这个方法对于子类是否可见。**

**Abstract(抽象)可以修饰类、方法**

**如果将一个类设置为abstract，则此类必须被继承使用。此类不可生成对象，必须被继承使用。**

**Abstract可以将子类的共性最大限度的抽取出来，放在父类中，以提高程序的简洁性。**

**Abstract虽然不能生成对象，但是可以声明，作为编译时类型，但不能作为运行时类型。**

**Final和abstract永远不会同时出现。**

**当abstract用于修饰方法时，此时该方法为抽象方法，此时方法不需要实现，实现留给子类覆盖，子类覆盖该方法之后方法才能够生效。**

**注意比较：**

**private void print(){}；此语句表示方法的空实现。**

**Abstract void print()； 此语句表示方法的抽象，无实现。**

**如果一个类中有一个抽象方法，那么这个类一定为一个抽象类。**

**反之，如果一个类为抽象类，那么其中可能有非抽象的方法。**

**如果让一个非抽象类继承一个含抽象方法的抽象类，则编译时会发生错误。因为当一个非抽象类继承一个抽象方法的时候，本着只有一个类中有一个抽象方法，那么这个类必须为抽象类的原则。这个类必须为抽象类，这与此类为非抽象冲突，所以报错。**

**所以子类的方法必须覆盖父类的抽象方法。方法才能够起作用。**

只有将理论被熟练运用在实际的程序设计的过程中之后，才能说理论被完全掌握！

**为了实现多态，那么父类必须有定义。而父类并不实现，留给子类去实现。此时可将父类定义成abstract类。如果没有定义抽象的父类，那么编译会出现错误。**

**Abstract和static不能放在一起，否则便会出现错误。（这是因为static不可被覆盖，而abstract为了生效必须被覆盖。）**

**例：（本例已存在\CODING\abstract\TestClass.java文件中）**

**public class TestClass{**

**public static void main(String[] args){**

**SuperClass sc=new SubClass();**

**Sc.print();**

**}**

**Abstract class SuperClass{**

**Abstract void print();}**

**}**

**class SubClass extends SuperClass(){**

**void print(){**

**System.out.println(“print”);}**

**}**

**JAVA的核心概念：接口（interface）**

**接口与类属于同一层次，实际上，接口是一种特殊的抽象类。**

**如:**

**interface IA{**

**}**

**public interface：公开接口**

**与类相似，一个文件只能有一个public接口，且与文件名相同。**

**在一个文件中不可同时定义一个public接口和一个public类。**

**一个接口中，所有方法为公开、抽象方法；所有的属性都是公开、静态、常量。**

**一个类实现一个接口的格式：**

**class IAImple implements IA{**

**};**

**一个类实现接口，相当于它继承一个抽象类。**

**类必须实现接口中的方法，否则其为一抽象类。**

**实现中接口和类相同。**

**接口中可不写public，但在子类中实现接口的过程中public不可省。**

**（如果剩去public则在编译的时候提示出错：对象无法从接口中实现方法。）**

**注：**

1. **一个类除继承另外一个类，还可以实现接口；**

**class IAImpl extends java.util.Arrylist implement IA{}**

**继承类 实现接口**

**这样可以实现变相的多继承。**

1. **一个类只能继承另外一个类，但是它可以继承多个接口，中间用“，”隔开。**

**Implements IA,IB**

**所谓实现一个接口，就是指实现接口中的方法。**

1. **接口和接口之间可以定义继承关系，并且接口之间允许实现多继承。**

**例：interface IC extends IA,IB{};**

**接口也可以用于定义对象**

**IA I=new IAImpl();**

**实现的类从父类和接口继承的都可做运行时类型。**

**IAImple extends A implement IA,IB**

**IB I=new IAImple();**

**I instance of IAImple;**

**I instance of A;**

**I instance of IA;**

**I instance of IB;**

**返回的结果均为true.**

**接口和多态都为JAVA技术的核心。**

**接口往往被我们定义成一类XX的东西。**

**接口实际上是定义一个规范、标准。**

1. **通过接口可以实现不同层次、不同体系对象的共同属性；**

**通过接口实现write once as anywhere.**

**以JAVA数据库连接为例子：JDBC制定标准；数据厂商实现标准；用户使用标准。**

**接口通常用来屏蔽底层的差异。**

**②接口也因为上述原因被用来保持架构的稳定性。**

**JAVA中有一个特殊的类： Object。它是JAVA体系中所有类的父类（直接父类或者间接父类）。**

**此类中的方法可以使所的类均继承。**

**以下介绍的三种方法属于Object:**

1. **finalize方法：当一个对象被垃圾回收的时候调用的方法。**
2. **toString():是利用字符串来表示对象。**

**当我们直接打印定义的对象的时候，隐含的是打印toString()的返回值。**

**可以通过子类作为一个toString()来覆盖父类的toString()。**

**以取得我们想得到的表现形式，即当我们想利用一个自定义的方式描述对象的时候，我们应该覆盖toString()。**

**(3)equal**

**首先试比较下例：**

**String A=new String(“hello”);**

**String A=new String(“hello”);**

**A==B(此时程序返回为FALSE)**

**因为此时AB中存的是地址，因为创建了新的对象，所以存放的是不同的地址。**

**附加知识：**

**字符串类为JAVA中的特殊类，String中为final类，一个字符串的值不可重复。因此在JAVA VM（虚拟机）中有一个字符串池，专门用来存储字符串。如果遇到String a=”hello”时（注意没有NEW，不是创建新串），系统在字符串池中寻找是否有”hello”，此时字符串池中没有”hello”，那么系统将此字符串存到字符串池中，然后将”hello”在字符串池中的地址返回a。如果系统再遇到String b=”hello”，此时系统可以在字符串池中找到 “hello”。则会把地址返回b，此时a与b为相同。**

**String a=”hello”;**

**System.out.println(a==”hello”);**

**系统的返回值为true。**

**故如果要比较两个字符串是否相同（而不是他们的地址是否相同）。可以对a调用equal:**

**System.out.println(a.equal(b));**

**equal用来比较两个对象中字符串的顺序。**

**a.equal(b)是a与b的值的比较。**

**注意下面程序：**

**student a=new student(“LUCY”,20);**

**student b=new student(“LUCY”,20);**

**System.out.println(a==b);**

**System.out.println(a.equal(b));**

**此时返回的结果均为false。**

**以下为定义equal（加上这个定义，返回ture或false）**

**public boolean equals(Object o){**

**student s=(student)o;**

**if (s.name.equals(this.name)&&s.age==this.age)**

**else return false;**

**}如果equals()返回的值为**

**以下为实现标准equals的流程：**

**public boolean equals(Object o){**

**if (this==o) return trun; //此时两者相同  
 if (o==null) return false;**

**if (! o instanceof strudent) return false; //不同类**

**studeng s=(student)o; //强制转换**

**if (s.name.equals(this.name)&&s.age==this.age) return true;**

**else return false;**

**}**

**以上过程为实现equals的标准过程。**

**练习：建立一个employee类，有String name,int id,double salary.运用get和set方法，使用toString，使用equals。**

**封装类：**

**JAVA为每一个简单数据类型提供了一个封装类，使每个简单数据类型可以被Object来装载。**

**除了int和char，其余类型首字母大写即成封装类。**

**转换字符的方式：**

**int I=10;**

**String s=I+” ”;**

**String s1=String.valueOf(i);**

**Int I=10;**

**Interger I\_class=new integer(I);**

**![竖](data:image/jpeg;base64,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)**

**看javadoc的帮助文档。**

**附加内容：**

**“==”在任何时候都是比较地址，这种比较永远不会被覆盖。**

**程序员自己编写的类和JDK类是一种合作关系。（因为多态的存在，可能存在我们调用JDK类的情况，也可能存在JDK自动调用我们的类的情况。）**

**注意：类型转换中double\interger\string之间的转换最多。**

**12.01**

**内部类：**

**（注：所有使用内部类的地方都可以不用内部类，使用内部类可以使程序更加的简洁，便于命名规范和划分层次结构）。**

**内部类是指在一个外部类的内部再定义一个类。**

**内部类作为外部类的一个成员，并且依附于外部类而存在的。**

**内部类可为静态，可用PROTECTED和PRIVATE修饰。（而外部类不可以：外部类只能使用PUBLIC和DEFAULT）。**

**内部类的分类：**

**成员内部类、**

**局部内部类、**

**静态内部类、**

**匿名内部类（图形是要用到，必须掌握）。**

1. **成员内部类：作为外部类的一个成员存在，与外部类的属性、方法并列。**

**内部类和外部类的实例变量可以共存。**

**在内部类中访问实例变量：this.属性**

**在内部类访问外部类的实例变量：外部类名.this.属性。**

**成员内部类的优点：**

**⑴内部类作为外部类的成员，可以访问外部类的私有成员或属性。（即使将外部类声明为PRIVATE，但是对于处于其内部的内部类还是可见的。）**

**⑵用内部类定义在外部类中不可访问的属性。这样就在外部类中实现了比外部类的private还要小的访问权限。**

**注意：内部类是一个编译时的概念，一旦编译成功，就会成为完全不同的两类。**

**对于一个名为outer的外部类和其内部定义的名为inner的内部类。编译完成后出现outer.class和outer$inner.class两类。**

**（编写一个程序检验：在一个TestOuter.java程序中验证内部类在编译完成之后，会出现几个class.）**

**成员内部类不可以有静态属性。（为什么？）**

**如果在外部类的外部访问内部类，使用out.inner.**

**建立内部类对象时应注意：**

**在外部类的内部可以直接使用inner s=new inner();（因为外部类知道inner是哪个类，所以可以生成对象。）**

**而在外部类的外部，要生成（new）一个内部类对象，需要首先建立一个外部类对象（外部类可用），然后在生成一个内部类对象。**

**Outer.Inner in=Outer.new.Inner()。**

**错误的定义方式：**

**Outer.Inner in=new Outer.Inner()。**

**注意：当Outer是一个private类时，外部类对于其外部访问是私有的，所以就无法建立外部类对象，进而也无法建立内部类对象。**

1. **局部内部类：在方法中定义的内部类称为局部内部类。**

**与局部变量类似，在局部内部类前不加修饰符public和private，其范围为定义它的代码块。**

**注意：局部内部类不仅可以访问外部类实例变量，还可以访问外部类的局部变量（但此时要求外部类的局部变量必须为final）？？**

**在类外不可直接生成局部内部类（保证局部内部类对外是不可见的）。**

**要想使用局部内部类时需要生成对象，对象调用方法，在方法中才能调用其局部内部类。**

1. **静态内部类：（注意：前三种内部类与变量类似，所以可以对照参考变量）**

**静态内部类定义在类中，任何方法外，用static定义。**

**静态内部类只能访问外部类的静态成员。**

**生成（new）一个静态内部类不需要外部类成员：这是静态内部类和成员内部类的区别。静态内部类的对象可以直接生成：**

**Outer.Inner in=new Outer.Inner()；**

**而不需要通过生成外部类对象来生成。这样实际上使静态内部类成为了一个顶级类。**

**静态内部类不可用private来进行定义。例子：**

**对于两个类，拥有相同的方法：**

**People**

**{**

**run();**

**}**

**Machine{**

**run();**

**}**

**此时有一个robot类：**

**class Robot extends People implement Machine.**

**此时run()不可直接实现。**

**注意：当类与接口（或者是接口与接口）发生方法命名冲突的时候，此时必须使用内部类来实现。**

**用接口不能完全地实现多继承，用接口配合内部类才能实现真正的多继承。**

1. **匿名内部类（必须掌握）：**

**匿名内部类是一种特殊的局部内部类，它是通过匿名类实现接口。**

**IA被定义为接口。**

**IA I=new IA(){};**

**注：一个匿名内部类一定是在new的后面，用其隐含实现一个接口或实现一个类，没有类名，根据多态，我们使用其父类名。**

**因其为局部内部类，那么局部内部类的所有限制都对其生效。**

**匿名内部类是唯一一种无构造方法类。**

**匿名内部类在编译的时候由系统自动起名Out$1.class。**

**如果一个对象编译时的类型是接口，那么其运行的类型为实现这个接口的类。**

**因匿名内部类无构造方法，所以其使用范围非常的有限。**

**（下午：）Exception（例外/异常）（教程上的MODEL7）**

**对于程序可能出现的错误应该做出预案。**

**例外是程序中所有出乎意料的结果。（关系到系统的健壮性）**

**JAVA会将所有的错误封装成为一个对象，其根本父类为Throwable。**

**Throwable有两个子类：Error和Exception。**

**一个Error对象表示一个程序错误，指的是底层的、低级的、不可恢复的严重错误。此时程序一定会退出，因为已经失去了运行所必须的物理环境。**

**对于Error错误我们无法进行处理，因为我们是通过程序来应对错误，可是程序已经退出了。**

**我们可以处理的Throwable对象中只有Exception对象（例外/异常）。**

**Exception有两个子类：Runtime exception（未检查异常）**

**非Runtime exception（已检查异常）**

**（注意：无论是未检查异常还是已检查异常在编译的时候都不会被发现，在编译的过程中检查的是程序的语法错误，而异常是一个运行时程序出错的概念。）**

**在Exception中，所有的非未检查异常都是已检查异常，没有另外的异常！！**

**未检查异常是因为程序员没有进行必要的检查，因为他的疏忽和错误而引起的异常。一定是属于虚拟机内部的异常（比如空指针）。**

**应对未检查异常就是养成良好的检查习惯。**

**已检查异常是不可避免的，对于已检查异常必须实现定义好应对的方法。**

**已检查异常肯定跨越出了虚拟机的范围。（比如“未找到文件”）**

**如何处理已检查异常（对于所有的已检查异常都要进行处理）：**

**首先了解异常形成的机制：**

**当一个方法中有一条语句出现了异常，它就会throw（抛出）一个例外对象，然后后面的语句不会执行返回上一级方法，其上一级方法接受到了例外对象之后，有可能对这个异常进行处理，也可能将这个异常转到它的上一级。**

**对于接收到的已检查异常有两种处理方式：throws和try方法。**

**注意：出错的方法有可能是JDK，也可能是程序员写的程序，无论谁写的，抛出一定用throw。**

**例：public void print() throws Exception.**

**对于方法a，如果它定义了throws Exception。那么当它调用的方法b返回异常对象时，方法a并不处理，而将这个异常对象向上一级返回，如果所有的方法均不进行处理，返回到主方法，程序中止。（要避免所有的方法都返回的使用方法，因为这样出现一个很小的异常就会令程序中止）。**

**如果在方法的程序中有一行throw new Exception()，返回错误，那么其后的程序不执行。因为错误返回后，后面的程序肯定没有机会执行，那么JAVA认为以后的程序没有存在的必要。**

**对于try……catch格式：**

**try {可能出现错误的代码块} catch(exception e){进行处理的代码} ；**

**对象变量的声明**

**用这种方法，如果代码正确，那么程序不经过catch语句直接向下运行；**

**如果代码不正确，则将返回的异常对象和e进行匹配，如果匹配成功，则处理其后面的异常处理代码。（如果用exception来声明e的话，因为exception为所有exception对象的父类，所有肯定匹配成功）。处理完代码后这个例外就完全处理完毕，程序会接着从出现异常的地方向下执行（是从出现异常的地方还是在catch后面呢？利用程序进行验证）。最后程序正常退出。**

**Try中如果发现错误，即跳出try去匹配catch，那么try后面的语句就不会被执行。**

**一个try可以跟进多个catch语句，用于处理不同情况。当一个try只能匹配一个catch。**

**我们可以写多个catch语句，但是不能将父类型的exception的位置写在子类型的excepiton之前，因为这样父类型肯定先于子类型被匹配，所有子类型就成为废话。JAVA编译出错。**

**在try，catch后还可以再跟一子句finally。其中的代码语句无论如何都会被执行（因为finally子句的这个特性，所以一般将释放资源，关闭连接的语句写在里面）。**

**如果在程序中书写了检查（抛出）exception但是没有对这个可能出现的检查结果进行处理，那么程序就会报错。**

**而如果只有处理情况（try）而没有相应的catch子句，则编译还是通不过。**

**如何知道在编写的程序中会出现例外呢**

1. **调用方法，查看API中查看方法中是否有已检查错误。**
2. **在编译的过程中看提示信息，然后加上相应的处理。**

**Exception有一个message属性。在使用catch的时候可以调用：**

**Catch(IOException e){System.out.println(e.message())};**

**Catch(IOException e){e.printStackTrace()};**

**上面这条语句回告诉我们出错类型所历经的过程，在调试的中非常有用。**

**开发中的两个道理：**

**①如何控制try的范围：根据操作的连动性和相关性，如果前面的程序代码块抛出的错误影响了后面程序代码的运行，那么这个我们就说这两个程序代码存在关联，应该放在同一个try中。**

1. **对已经查出来的例外，有throw(积极)和try catch（消极）两种处理方法。**

**对于try catch放在能够很好地处理例外的位置（即放在具备对例外进行处理的能力的位置）。如果没有处理能力就继续上抛。**

**当我们自己定义一个例外类的时候必须使其继承excepiton或者RuntimeException。**

**Throw是一个语句，用来做抛出例外的功能。**

**而throws是表示如果下级方法中如果有例外抛出，那么本方法不做处理，继续向上抛出。**

**Throws后跟的是例外类型。**

**断言是一种调试工具（assert）**

**其后跟的是布尔类型的表达式，如果表达式结果为真不影响程序运行。如果为假系统出现低级错误，在屏幕上出现assert信息。**

**Assert只是用于调试。在产品编译完成后上线assert代码就被删除了。**

**方法的覆盖中，如果子类的方法抛出的例外是父类方法抛出的例外的父类型，那么编译就会出错：子类无法覆盖父类。**

**结论：子类方法不可比父类方法抛出更多的例外。子类抛出的例外或者与父类抛出的例外一致，或者是父类抛出例外的子类型。或者子类型不抛出例外。**

**如果父类型无throws时，子类型也不允许出现throws。此时只能使用try catch。**

**练习：写一个方法：int add(int a,int b)**

**{**

**return a+b；**

**}**

**当a+b=100;抛出100为异常处理。**

**12.02**

**集合（从本部分开始涉及API）**

**集合是指一个对象容纳了多个对象，这个集合对象主要用来管理维护一系列相似的对象。**

**数组就是一种对象。（练习：如何编写一个数组程序，并进行遍历。）**

**java.util.\*定义了一系列的接口和类，告诉我们用什么类NEW出一个对象，可以进行超越数组的操作。**

**（注：JAVA1.5对JAVA1.4的最大改进就是增加了对范型的支持）**

**集合框架接口的分类：（分collection接口 和 map接口）**

**Collection接口 Map接口**

**List接口 Set接口 SortedMap接口**

**SortedSet接口**

**JAVA中所有与集合有关的实现类都是这六个接口的实现类。**

**Collection接口：集合中每一个元素为一个对象，这个接口将这些对象组织在一起，形成一维结构。**

**List接口代表按照元素一定的相关顺序来组织（在这个序列中顺序是主要的），List接口中数据可重复。**

**Set接口是数学中集合的概念：其元素无序，且不可重复。（正好与List对应）**

**SortedSet会按照数字将元素排列，为“可排序集合”。**

**Map接口中每一个元素不是一个对象，而是一个键对象和值对象组成的键值对（Key-Value）。**

**Key-Value是用一个不可重复的key集合对应可重复的value集合。（典型的例子是字典：通过页码的key值找字的value值）。**

**例子：**

**key1—value1;**

**key2—value2;**

**key3—value3.**

**SortedMap：如果一个Map可以根据key值排序，则称其为SortedMap。（如字典）**

**!!注意数组和集合的区别：数组中只能存简单数据类型。Collection接口和Map接口只能存对象。**

**以下介绍接口：**

**List接口：（介绍其下的两个实现类：ArrayList和LinkedList）**

**ArrayList和数组非常类似，其底层①也用数组组织数据，ArrayList是动态可变数组。**

1. **底层：指存储格式。说明ArrayList对象都是存在于数组中。**

**注：数组和集合都是从下标0开始。**

**ArrayList有一个add(Object o)方法用于插入数组。**

**ArrayList的使用：（完成这个程序）**

**先import java.util.\*；**

**用ArrayList在一个数组中添加数据，并遍历。**

**ArrayList中数组的顺序与添加顺序一致。**

**只有List可用get和size。而Set则不可用（因其无序）。**

**Collection接口都是通过Iterator()（即迭代器）来对Set和List遍历。**

**通过语句：Iterator it=c.iterator(); 得到一个迭代器，将集合中所有元素顺序排列。然后可以通过interator方法进行遍历，迭代器有一个游标（指针）指向首位置。**

**Interator有hasNext()，用于判断元素右边是否还有数据，返回True说明有。然后就可以调用next动作。Next()会将游标移到下一个元素，并把它所跨过的元素返回。（这样就可以对元素进行遍历）**

**练习：写一个程序，输入对象信息，比较基本信息。**

**集合中每一个元素都有对象，如有字符串要经过强制类型转换。**

**Collections是工具类，所有方法均为有用方法，且方法为static。**

**有Sort方法用于给List排序。**

**Collections.Sort()分为两部分，一部分为排序规则；一部分为排序算法。**

**规则用来判断对象；算法是考虑如何排序。**

**对于自定义对象，Sort不知道规则，所以无法比较。这种情况下一定要定义排序规则。方式有两种：**

1. **java.lang下面有一个接口：Comparable（可比较的）**

**可以让自定义对象实现一个接口，这个接口只有一个方法comparableTo(Object o)**

**其规则是当前对象与o对象进行比较，其返回一个int值，系统根据此值来进行排序。**

**如 当前对象>o对象，则返回值>0；（可将返回值定义为1）**

**如 当前对象=o对象，则返回值=0；**

**如 当前对象<o对象，则返回值〈0。（可将返回值定义为-1）**

**看TestArraylist的java代码。**

**我们通过返回值1和-1位置的调换来实现升序和降序排列的转换。**

1. **java.util下有一个Comparator(比较器)**

**它拥有compare()，用来比较两个方法。**

**要生成比较器，则用Sort中Sort（List,List(Compate)）**

**第二种方法更灵活，且在运行的时候不用编译。**

**注意：要想实现comparTo()就必须在主方法中写上implement comparable.**

**练习：生成一个EMPLOYEE类，然后将一系列对象放入到ArrayList。用Iterator遍历，排序之后，再进行遍历。**

**集合的最大缺点是无法进行类型判定（这个缺点在JAVA1.5中已经解决），这样就可能出现因为类型不同而出现类型错误。**

**解决的方法是添加类型的判断。**

**LinkedList接口（在代码的使用过程中和ArrayList没有什么区别）**

**ArrayList底层是object数组，所以ArrayList具有数组的查询速度快的优点以及增删速度慢的缺点。**

**而在LinkedList的底层是一种双向循环链表。在此链表上每一个数据节点都由三部分组成：前指针（指向前面的节点的位置），数据，后指针（指向后面的节点的位置）。最后一个节点的后指针指向第一个节点的前指针，形成一个循环。**

**双向循环链表的查询效率低但是增删效率高。所以LinkedList具有查询效率低但增删效率高的特点。**

**ArrayList和LinkedList在用法上没有区别，但是在功能上还是有区别的。**

**LinkedList经常用在增删操作较多而查询操作很少的情况下：队列和堆栈。**

**队列：先进先出的数据结构。**

**堆栈：后进先出的数据结构。**

**注意：使用堆栈的时候一定不能提供方法让不是最后一个元素的元素获得出栈的机会。**

**LinkedList提供以下方法：（ArrayList无此类方法）**

**addFirst();**

**removeFirst();**

**addLast();**

**removeLast();**

**在堆栈中，push为入栈操作，pop为出栈操作。**

**Push用addFirst()；pop用removeFirst()，实现后进先出。**

**用isEmpty()--其父类的方法，来判断栈是否为空。**

**在队列中，put为入队列操作，get为出队列操作。**

**Put用addFirst()，get用removeLast()实现队列。**

**List接口的实现类（Vector）（与ArrayList相似，区别是Vector是重量级的组件，使用使消耗的资源比较多。）**

**结论：在考虑并发的情况下用Vector（保证线程的安全）。**

**在不考虑并发的情况下用ArrayList（不能保证线程的安全）。**

**面试经验（知识点）：**

**java.util.stack（stack即为堆栈）的父类为Vector。可是stack的父类是最不应该为Vector的。因为Vector的底层是数组，且Vector有get方法（意味着它可能访问到并不属于最后一个位置元素的其他元素，很不安全）。**

**对于堆栈和队列只能用push类和get类。**

**Stack类以后不要轻易使用。**

**！！！实现堆栈一定要用LinkedList。**

**（在JAVA1.5中，collection有queue来实现队列。）**

**Set-HashSet实现类：**

**遍历一个Set的方法只有一个：迭代器（interator）。**

**HashSet中元素是无序的（这个无序指的是数据的添加顺序和后来的排列顺序不同），而且元素不可重复。**

**在Object中除了有final()，toString()，equals()，还有hashCode()。**

**HashSet底层用的也是数组。**

**当向数组中利用add(Object o)添加对象的时候，系统先找对象的hashCode：**

**int hc=o.hashCode(); 返回的hashCode为整数值。**

**Int I=hc%n;（n为数组的长度），取得余数后，利用余数向数组中相应的位置添加数据，以n为6为例，如果I=0则放在数组a[0]位置，如果I=1,则放在数组a[1]位置。如果equals()返回的值为true，则说明数据重复。如果equals()返回的值为false，则再找其他的位置进行比较。这样的机制就导致两个相同的对象有可能重复地添加到数组中，因为他们的hashCode不同。**

**如果我们能够使两个相同的对象具有相同hashcode，才能在equals()返回为真。**

**在实例中，定义student对象时覆盖它的hashcode。**

**因为String类是自动覆盖的，所以当比较String类的对象的时候，就不会出现有两个相同的string对象的情况。**

**现在，在大部分的JDK中，都已经要求覆盖了hashCode。**

**结论：如将自定义类用hashSet来添加对象，一定要覆盖hashcode()和equals()，覆盖的原则是保证当两个对象hashcode返回相同的整数，而且equals()返回值为True。**

**如果偷懒，没有设定equals()，就会造成返回hashCode虽然结果相同，但在程序执行的过程中会多次地调用equals()，从而影响程序执行的效率。**

**我们要保证相同对象的返回的hashCode一定相同，也要保证不相同的对象的hashCode尽可能不同（因为数组的边界性，hashCode还是可能相同的）。例子：**

**public int hashCode(){**

**return name.hashcode()+age;**

**}**

**这个例子保证了相同姓名和年龄的记录返回的hashCode是相同的。**

**使用hashSet的优点：**

**hashSet的底层是数组，其查询效率非常高。而且在增加和删除的时候由于运用的hashCode的比较开确定添加元素的位置，所以不存在元素的偏移，所以效率也非常高。因为hashSet查询和删除和增加元素的效率都非常高。**

**但是hashSet增删的高效率是通过花费大量的空间换来的：因为空间越大，取余数相同的情况就越小。HashSet这种算法会建立许多无用的空间。**

**使用hashSet接口时要注意，如果发生冲突，就会出现遍历整个数组的情况，这样就使得效率非常的低。**

**练习：new一个hashset，插入employee对象，不允许重复，并且遍历出来。**

**添加知识点：**

**集合对象存放的是一系列对象的引用。**

**例：**

**Student S**

**Al.add(s);**

**s.setName(“lucy”);**

**Student s2=(Student)(al.get(o1));**

**可知s2也是s。**

**12.05**

**SortedSet可自动为元素排序。**

**SortedSet的实现类是TreeSet:它的作用是字为添加到TreeSet中的元素排序。**

**练习：自定义类用TreeSet排序。**

**与HashSet不同，TreeSet并不需要实现HashCode()和equals()。**

**只要实现compareable和compareTo()接可以实现过滤功能。**

**（注：HashSet不调用CompareTo()）。**

**如果要查询集合中的数据，使用Set必须全部遍历，所以查询的效率低。使用Map，可通过查找key得到value，查询效率高。**

**集合中常用的是：ArrayList，HashSet，HashMap。其中ArrayList和HashMap使用最为广泛。**

**使用HashMap，put()表示放置元素，get()表示取元素。**

**遍历Map，使用keySet()可以返回set值，用keySet()得到key值，使用迭代器遍历，然后使用put()得到value值。**

**上面这个算法的关键语句：**

**Set s=m.keySet();**

**Interator it=new interator();**

**Object key=it.next();**

**Object value=m.get(key);**

**注意：HashMap与HashCode有关，用Sort对象排序。**

**如果在HashMap中有key值重复，那么后面一条记录的value覆盖前面一条记录。**

**Key值既然可以作为对象，那么也可以用一个自定义的类。比如：**

**m.put(new sutdent(“Liucy”,30),”boss”)**

**如果没有语句来判定Student类对象是否相同，则会全部打印出来。**

**当我们用自定义的类对象作为key时，我们必须在程序中覆盖HashCode()和equals()。**

**注：HashMap底层也是用数组，HashSet底层实际上也是HashMap，HashSet类中有HashMap属性（我们如何在API中查属性）。HashSet实际上为(key.null)类型的HashMap。有key值而没有value值。**

**正因为以上的原因，TreeSet和TreeMap的实现也有些类似的关系。**

**注意：TreeSet和TreeMap非常的消耗时间，因此很少使用。**

**我们应该熟悉各种实现类的选择——非常体现你的功底。**

**HashSet VS TreeSet：HashSet非常的消耗空间，TreeSet因为有排序功能，因此资源消耗非常的高，我们应该尽量少使用，而且最好不要重复使用。**

**基于以上原因，我们尽可能的运用HashSet而不用TreeSet，除非必须排序。**

**同理：HashMap VS TreeMap:一般使用HashMap，排序的时候使用TreeMap。**

**HashMap VS Hashtable（注意在这里table的第一个字母小写）之间的区别有些类似于ArrayList和Vector，Hashtable是重量级的组件，在考虑并发的情况，对安全性要求比较高的时候使用。**

**Map的运用非常的多。**

**使用HashMap()，如果使用自定义类，一定要覆盖HashCode()和equals()。**

**重点掌握集合的四种操作：增加、删除、遍历、排序。**

**Module8—12利用两天的时间完成。**

**Module8：图形界面**

**Module9：事件模型（在本部分最重要）**

**Module10：AWT**

**Module11：Swing**

**Module12：Applet（这个技术基本已经被淘汰）**

**软件应用的三个发展阶段：**

**单机应用**

**网络应用（C/S结构）**

**BS结构：B表示浏览器，S表示server端。即利用浏览器作为客户端，因此对于图形界面的要求已经不高，现在的发展趋势是不使用安装，即不用任何的本地应用，图形很快就会被服务器构件开发所取代。**

**经验之谈：Swing的开发工作会非常的累，而且这项技术正在走向没落。避免从事有这种特征的工作。**

**AWT也即将被取代。**

**Module8—Module11所使用的技术都将被JSF技术所取代。**

**JSF是服务器端的Swing：目前技术已经成熟，但是开发环境（工具）还不成熟。**

**Module12的Applet技术也将被WebStart所取代。**

**Module9为重点，所谓事件模型是指观察者设计模式的JAVA应用。事件模型是重点。**

**Module8：图形界面（java.awt.\*）**

**Awt：抽象窗口工具箱，它由三部分组成：**

**①组件：界面元素；**

**②容器：装载组件的容器（例如窗体）；**

**③布局管理器：负责决定容器中组件的摆放位置。**

**图形界面的应用分四步：**

1. **选择一个容器：**

**⑴window:带标题的容器（如Frame）；**

**⑵Panel:面板**

**通过add()想容器中添加组件。**

**Java的图形界面依然是跨平台的。但是在调用了一个窗体之后只生成一个窗体，没有事件的处理，关闭按钮并不工作。此时只能使用CTRL+C终止程序。**

**②设置一个布局管理器：用setLayout()；**

**③向容器中添加组件；**

1. **添加组件的事务处理。P198**

**P204：Panel也是一种容器：但是不可见的。在设置容易的时候不要忘记设置它们的可见性。**

**Panel pan=new Panel;**

**Fp.setLayout(null);表示不要布局管理器。**

**五种布局管理器：**

**P206：Flow Layout(流式布局)：按照组件添加到容器中的顺序，顺序排放组件位置。默认为水平排列，如果越界那么会向下排列。排列的位置随着容器大小的改变而改变。**

**Panel默认的布局管理器为Flow Layout。**

**Border Layout：会将容器非常五个区域：东西南北中。**

**语句：**

**Button b1=new Botton(“north”);//botton上的文字**

**f.add(b1,”North”);//表示b1这个botton放在north位置**

**注：一个区域只能放置一个组件，如果想在一个区域放置多个组件就需要使用Panel来装载。**

**Frame和Dialog的默认布局管理器是Border Layout。**

**Grid Layout：将容器生成等长等大的条列格，每个块中放置一个组件。**

**f.setLayout GridLayout(5,2,10,10)//表示条列格为5行2类，后面为格间距。**

**CardLayout:一个容器可以放置多个组件，但每次只有一个组件可见（组件重叠）。**

**使用first()，last()，next()可以决定哪个组件可见。可以用于将一系列的面板有顺序地呈现给用户。**

**重点：GridBag Layout:在Grid中可指定一个组件占据多行多列，GridBag的设置非常的烦琐。**

**Module9:AWT:事件模型**

**事件模型指的是对象之间进行通信的设计模式。**

**对象1给对象2发送一个信息相当于对象1引用对象2的方法。**

**模型即是一种设计模式（约定俗成）**

**对象对为三种：**

**①事件源：发出事件者；**

**②事件对象：发出的事件本身；**

1. **事件监听器：提供处理事件指定的方法。**

**Java AWT事件模型也称为授权事件模型，指事件可以和监听器之间事先建立一种关系：约定那些事件如何处理，由谁去进行处理。这种约定称为授权。**

**一个事件源可以授权多个监听者（授权也称为监听者的注册）；**

**多个事件源也可以注册多个事件监听器。**

**监听者对于事件源的发出的事件作出响应。**
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**在java.util中有EventListener接口：所有事件监听者都要实现这个接口。**

**java.util中有EventObject类：所有的事件都为其子类。**

**事件范例在\CoreJava\Girl.java文件中。(文件已加注释)**

**注意：接口因对不同的事件监听器对其处理可能不同，所以只能建立监听的功能，而无法实现处理。**

**下面程序建立监听功能：**

**//监听器接口要定义监听器所具备的功能，定义方法**

**{**

**void WhatIdoWhenGirlHappy(EmotionEvent e);**

**void WhatIdoWhenGirlSad(EmotionEvent e);**

**}**

**注意查看参考书：事件的设置模式，如何实现授权模型。**

**事件模式的实现步骤：**

**开发事件对象（事件发送者）——接口——接口实现类——设置监听对象**

**一定要理解透彻Gril.java程序。**

**重点：学会处理对一个事件源有多个事件的监听器（在发送消息时监听器收到消息的排名不分先后）。**

**事件监听的响应顺序是不分先后的，不是谁先注册谁就先响应。**

**事件监听由两个部分组成（接口和接口的实现类）。**

**事件源 事件对象 事件监听**

**gril EmotinEvent EmotionListener(接口)、Boy(接口的实现类)**

**鼠标事件：MouseEvent，接口：MouseListener。**

**P235 ActionEvent。**

**注意在写程序的时候：import java.awt.\*;以及import java.awt.event.\*注意两者的不同。**

**在生成一个窗体的时候，点击窗体的右上角关闭按钮激发窗体事件的方法：窗体Frame为事件源，WindowsListener接口调用Windowsclosing()。**

**为了配合后面的实现，我们必须将WindowsListener所有的方法都实现，除了Windowsclosing方法，其余的方法均为空实现。**

**（练习：写一个带button窗体，点关闭按钮退出。）**

**上面程序中实现了许多不必要的实现类，虽然是空实现。**

**为了避免上面那些无用的实现，可以利用WindowEvent的一个WindowEvent类，还是利用windowsListener。还有WindowAdapter类，它已经实现了WindowsListener。它给出的全部都是空实现，那就可以只写想要实现的类，去覆盖其中的类，就不用写空实现。**

**注意：监听过多，会抛tooManyListener例外。**

**12.06**

**Module 10**

**Canvas组件：画布，可以实现动画操作。**

**TextArea：文本域。**

**在单行文本域中回车会激发ActionEvent。**

**用CheckBoxGroup实现单选框功能。**

**Java中，单选框和复选框都是使用CheckBox实现。**

**菜单：new MenuBar()，MenuBar表示菜单条。**

**菜单中的每一项为MenuItem，一般级联菜单不应该超过三级。**

**练习：**

**设计一个计算器：注意设置一个boolean值（append）来判断输入数字是位于第一个数的后面还是属于输入的第二个数。**

**设置一个变量来存放“+”，点完运算符后，将append设置为false。**

**String number1**

**Char operator 存放运算符。**

**Module 11 Swing**

**AWT是Java最早出现的图形界面，但很快就被Swing所取代。**

**Swing才是一种真正的图形开发。**

**AWT在不同平台所出现的界面可能有所不同：因为每个OS都有自己的UI组件库，java调用不同系统的UI。**

**注意AWT为重量级组件，相当消耗资源，且不同系统的组件可能不同。因为这个问题使得AWT开发的软件难以作到跨平台。  
更为要命的是：不同OS的组件库都存在BUG。必须多种平台进行测试，并且AWT的组件库并不丰富。**

**为解决以上问题，SUN和IBM以及NETSCAPE联合开发出JAVA基础类包Swing：注意JAVA的基础类以Swing为核心。**

**注意引用：javax.swing.\*;javax表示JAVA的扩展。**

**我们在学习JDBC的时候会过度到J2EE。**

**在Swing的组件中，基本上都是在AWT组件的名称前面加“J”。**

**一般情况下，除了Choise等组件:**

**import javax.swing.\*;好要加上：import java.awt.\*以及import java.awt.event.\*。**

**Swing与AWT的最大区别是Swing为JAVA自身的组件。已经不是对等实体，与底层的OS无关。**

**（JBUILDER就是使用Swing写的）**

**Swing与AWT在事件模型处理上是一致的。**

**Jframe实际上是一堆窗体的叠加。**

**Swing比AWT更加复杂且灵活。**

**在JDK1.4中，给JFRAME添加Button不可用jf.add(b)。而是使用jf.getContentPane().add(b)。**

**content是先申请面板。不过在JDK1.5中可以使用add.。**

**Jpanel支持双缓冲技术。**

**在Jbutton中可以添加图标。**

**JscrollPane可以管理比屏幕还要大的组件。**

**TextArea只有装入JscrollPane中才能实现滚动条。**

**JeditorPane用于显示浏览器。**

**注意：Tabbed Panel与Border的比较。**

**进度条：ProgressBar。**

**JcomboBox：下拉菜单：在AWT中同类组件是choice。**

**JlistPanel：选择列表**

**BorderPanel：设置边框**

**JsplitPanel：可将容器分为两个部分，其中一个部分有Jtree。**

**TextBox：也是一种新的容器，可以设置组件的间距。**

**TextFileChoose：文件选择器。**

**ColorChoose：颜色选择器**

**Module 12 Applet**

**Applet为Panel的子类**

**Applet是java的自动执行方式（这是它的优势，主要用于HTML）。**

**工作四种语法：init()，start()，stop()，destory()。**

**Swing中有一个Japplet，如使用Swing组件。**

**Applet消亡的原因：**

**①java为安全起见对Applet有所限制：Applet不允许访问本地文件信息、敏感信息，不能执行本地指令（比如FORMAT），不能访问初原服务器之外的其他服务器。**

1. **IE不支持新版本的Applet。**

**Applet的优势：**

**网络传输，自动下载。**

**Application的优势：没有执行限制。**

**WebStart：可在网络传输，并且在本地无限制。因此前景光明。**

**练习：**

**使用Swing实现一个界面，分为上下两个部分，南边为JtextField组件，可编辑，上面为JtextArea组件，不可编辑，在JtextField组件输入字符，按回车，就可以将内容输入到JtextArea组件。(AREA区域可以滚动)**

**12.07**

**多线程**

**进程：任务**

**任务并发执行是一个宏观概念，微观上是串行的。**

**进程的调度是有OS负责的（有的系统为独占式，有的系统为共享式，根据重要性，进程有优先级）。**

**由OS将时间分为若干个时间片。**

**JAVA在语言级支持多线程。**

**分配时间的仍然是OS。**

**参看P377**

**线程由两种实现方式：**

**第一种方式：**

**class MyThread extends Thread{**

**public void run(){**

**需要进行执行的代码，如循环。**

**}**

**}**

**public class TestThread{**

**main(){**

**Thread t1=new Mythread();**

**T1.start();**

**}**

**}**

**只有等到所有的线程全部结束之后，进程才退出。**

**第二种方式：**

**Class MyThread implements Runnable{**

**Public void run(){**

**Runnable target=new MyThread();**

**Thread t3=new Thread(target);**

**Thread.start();//启动线程**

**}**

**}**

**P384:通过接口实现继承**

**练习：写两个线程：**

1. **输入200个“###”②输入200个“\*\*\*”**

**下面为线程中的7中非常重要的状态：（有的书上也只有认为前五种状态：而将“锁池”和“等待队列”都看成是“阻塞”状态的特殊情况：这种认识也是正确的，但是将“锁池”和“等待队列”单独分离出来有利于对程序的理解）**

**① ⑴**

**② ⑵**

**③ ⑶ run()结束**

**Start()**

**OS分配CPU**

**CPU时间片结束**

**yield() o.wait()**

**等待锁标记**

**notify()**

**注意：图中标记依次为**

**①输入完毕；②wake up③t1退出**

**⑴如等待输入（输入设备进行处理，而CUP不处理），则放入阻塞，直到输入完毕。**

**⑵线程休眠sleep（）**

**⑶t1.join()指停止main()，然后在某段时间内将t1加入运行队列，直到t1退出，main()才结束。**

**特别注意：①②③与⑴⑵⑶是一一对应的。**

**进程的休眠：Thread sleep(1000);//括号中以毫秒为单位**

**当main()运行完毕，即使在结束时时间片还没有用完，CPU也放弃此时间片，继续运行其他程序。**

**Try{Thread.sleep(1000);}**

**Catch(Exception e){e.printStackTrace(e);}**

**T1.join()表示运行线程放弃执行权，进入阻塞状态。**

**当t1结束时，main()可以重新进入运行状态。**

**T1.join实际上是把并发的线程编程并行运行。**

**线程的优先级：1-10，越大优先级越高，优先级越高被OS选中的可能性就越大。（不建议使用，因为不同操作系统的优先级并不相同，使得程序不具备跨平台性，这种优先级只是粗略地划分）。**

**注：程序的跨平台性：除了能够运行，还必须保证运行的结果。**

**一个使用yield()就马上交出执行权，回到可运行状态，等待OS的再次调用。**

**下午：**

**程序员需要关注的线程同步和互斥的问题。**

**多线程的并发一般不是程序员决定，而是由容器决定。**

**多线程出现故障的原因：**

**两个线程同时访问一个数据资源（临界资源），形成数据发生不一致和不完整。**

**数据的不一致往往是因为一个线程中的两个关联的操作只完成了一步。**

**避免以上的问题可采用对数据进行加锁的方法**

**每个对象除了属性和方法，都有一个monitor（互斥锁标记），用来将这个对象交给一个线程，只有拿到monitor的线程才能够访问这个对象。**

**Synchronized:这个修饰词可以用来修饰方法和代码块**

**Object obj;**

**Obj.setValue(123);**

**Synchronized用来修饰方法，表示当某个线程调用这个方法之后，其他的事件不能再调用这个方法。只有拿到obj标记的线程才能够执行代码块。**

**注意：Synchronized一定使用在一个方法中。**

**锁标记是对象的概念，加锁是对对象加锁，目的是在线程之间进行协调。**

**当用Synchronized修饰某个方法的时候，表示该方法都对当前对象加锁。**

**给方法加Synchronized和用Synchronized修饰对象的效果是一致的。**

**一个线程可以拿到多个锁标记，一个对象最多只能将monitor给一个线程。**

**Synchronized是以牺牲程序运行的效率为代价的，因此应该尽量控制互斥代码块的范围。**

**方法的Synchronized特性本身不会被继承，只能覆盖。**

**线程因为未拿到锁标记而发生的阻塞不同于前面五个基本状态中的阻塞，称为锁池。**

**每个对象都有自己的一个锁池的空间，用于放置等待运行的线程。**

**这些线程中哪个线程拿到锁标记由系统决定。**

**锁标记如果过多，就会出现线程等待其他线程释放锁标记，而又都不释放自己的锁标记供其他线程运行的状况。就是死锁。**

**死锁的问题通过线程间的通信的方式进行解决。**

**线程间通信机制实际上也就是协调机制。**

**线程间通信使用的空间称之为对象的等待队列，则个队列也是属于对象的空间的。**

**Object类中又一个wait()，在运行状态中，线程调用wait()，此时表示着线程将释放自己所有的锁标记，同时进入这个对象的等待队列。**

**等待队列的状态也是阻塞状态，只不过线程释放自己的锁标记。**

**Notify()**

**如果一个线程调用对象的notify()，就是通知对象等待队列的一个线程出列。进入锁池。如果使用notifyall()则通知等待队列中所有的线程出列。**

**注意：只能对加锁的资源进行wait()和notify()。**

**释放锁标记只有在Synchronized代码结束或者调用wait()。**

**注意锁标记是自己不会自动释放，必须有通知。**

**注意在程序中判定一个条件是否成立时要注意使用WHILE要比使用IF要严密。**

**WHILE会放置程序饶过判断条件而造成越界。**

**补充知识：**

**suspend（）是将一个运行时状态进入阻塞状态（注意不释放锁标记）。恢复状态的时候用resume()。Stop()指释放全部。**

**这几个方法上都有Deprecated标志，说明这个方法不推荐使用。**

**一般来说，主方法main()结束的时候线程结束，可是也可能出现需要中断线程的情况。对于多线程一般每个线程都是一个循环，如果中断线程我们必须想办法使其退出。**

**如果主方法main()想结束阻塞中的线程（比如sleep或wait）**

**那么我们可以从其他进程对线程对象调用interrupt()。用于对阻塞（或锁池）会抛出例外Interrupted Exception。**

**这个例外会使线程中断并执行catch中代码。**

**多线程中的重点：实现多线程的两种方式，Synchronized,以及生产者和消费者问题（ProducerConsumer.java文件）。**

**练习：**

1. **存车位的停开车的次序输出问题；**
2. **写两个线程，一个线程打印1-52，另一个线程答应字母A-Z。打印顺序为12A34B56C……5152Z。通过使用线程之间的通信协调关系。**

**注：分别给两个对象构造一个对象o，数字每打印两个或字母每打印一个就执行o.wait()。在o.wait()之前不要忘了写o.notify()。**

**补充说明：通过Synchronized，可知Vector较ArrayList方法的区别就是Vector所有的方法都有Synchronized。所以Vector更为安全。**

**同样：Hashtable较HashMap也是如此。**
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**Module 10：I/O流（java如何实现与外界数据的交流）**

**Input/Output：指跨越出了JVM的边界，与外界数据的源头或者目标数据源进行数据交换。**

**输出**

数据源

JMV

**输入**

**注意：输入/输出是针对JVM而言。**

**File类（java.io.\*）可表示一个文件，也有可能是一个目录（在JAVA中文件和目录都属于这个类中，而且区分不是非常的明显）。**

**Java.io下的方法是对磁盘上的文件进行磁盘操作，但是无法读取文件的内容。**

**注意：创建一个文件对象和创建一个文件在JAVA中是两个不同的概念。前者是在虚拟机中创建了一个文件，但却并没有将它真正地创建到OS的文件系统中，随着虚拟机的关闭，这个创建的对象也就消失了。而创建一个文件才是在系统中真正地建立一个文件。**

**例如：File f=new File(“11.txt”);//创建一个名为11.txt的文件对象**

**f.CreateNewFile(); //真正地创建文件**

**f.CreateMkdir()：创建目录**

**f.delete()；删除文件**

**f.deleteOnExit();在进程退出的时候删除文件，这样的操作通常用在临时文件的删除。**

**对于命令：File f2=new file(“d:\\abc\\789\\1.txt”)**

**这个命令不具备跨平台性，因为不同的OS的文件系统很不相同。**

**如果想要跨平台，在file类下有separtor()，返回锁出平台的文件分隔符。**

**File.fdir=new File(File.separator);**

**String str=”abc”+File.separator+”789”;**

**使用文件下的方法的时候一定注意是否具备跨平台性。**

**List()：显示文件的名（相对路径）**

**ListFiles()：返回Files类型数组，可以用getName()来访问到文件名。**

**使用isDirectory()和isFile()来判断究竟是文件还是目录。**

**练习：**

**写一个javaTest程序，列出所有目录下的\*.java文件，把子目录下的JAVA文件也打印出来。**

**使用I/O流访问file中的内容。**

**JVM与外界通过数据通道进行数据交换。**

**分类：**

**按流分为输入流和输出流；**

**按传输单位分为字节流和字符流；**

**还可以分为节点流和过滤流。**

**节点流：负责数据源和程序之间建立连接；**

**过滤流：用于给节点增加功能。**

**过滤流的构造方式是以其他流位参数构造（这样的设计模式称为装饰模式）。**

**字节输入流：io包中的InputStream为所有字节输入流的父类。**

**Int read();读入一个字节（每次一个）；**

**可先使用new byte[]=数组，调用read(byte[] b)**

**read (byte[])返回值可以表示有效数；read (byte[])返回值为-1表示结束。**

**字节输出流：io包中的OutputStream位所有字节输入流的父类。**

**Write和输入流中的read相对应。**

**在流中close()方法由程序员控制。因为输入输出流已经超越了VM的边界，所以有时可能无法回收资源。**

**原则：凡是跨出虚拟机边界的资源都要求程序员自己关闭，不要指望垃圾回收。**

**以Stream结尾的类都是字节流。**

**如果构造FileOutputStream的同时磁盘会建立一个文件。如果创建的文件与磁盘上已有的文件名重名，就会发生覆盖。**

**用FileOutputStream中的boolean，则视，添加情况，将数据覆盖重名文件还是将输入内容放在文件的后面。（编写程序验证）**

**DataOutputStream:输入数据的类型。**

**因为每中数据类型的不同，所以可能会输出错误。**

**所有对于：DataOutputStream**

**DataInputStream**

**两者的输入顺序必须一致。**

**过滤流：**

**bufferedOutputStream**

**bufferedInputStream**

**用于给节点流增加一个缓冲的功能。  
在VM的内部建立一个缓冲区，数据先写入缓冲区，等到缓冲区的数据满了之后再一次性写出，效率很高。**

**使用带缓冲区的输入输出流的速度会大幅提高，缓冲区越大，效率越高。（这是典型的牺牲空间换时间）**

**切记：使用带缓冲区的流，如果数据数据输入完毕，使用flush方法将缓冲区中的内容一次性写入到外部数据源。用close()也可以达到相同的效果，因为每次close都会使用flush。一定要注意关闭外部的过滤流。**

**（非重点）管道流：也是一种节点流，用于给两个线程交换数据。**

**PipedOutputStream**

**PipedInputStream**

**输出流：connect(输入流)**

**RondomAccessFile类允许随机访问文件**

**GetFilepoint()可以知道文件中的指针位置，使用seek()定位。**

**Mode(“r”:随机读；”w”：随机写；”rw”：随机读写)**

**练习：写一个类A，JAVA A file1 file2**

**file1要求是系统中已经存在的文件。File2是还没有存在的文件。**

**执行完这个命令，那么file2就是file1中的内容。**

**字符流：reader\write只能输纯文本文件。**

**FileReader类：字符文件的输出**

**字节流与字符流的区别：**

**字节流的字符编码：**

**字符编码把字符转换成数字存储到计算机中，按ASCii将字母映射为整数。**

**把数字从计算机转换成相应的字符的过程称为解码。**

**编码方式的分类：**

**ASCII（数字、英文）:1个字符占一个字节（所有的编码集都兼容ASCII）**

**ISO8859-1（欧洲）：1个字符占一个字节**

**GB-2312/GBK：1个字符占两个字节**

**Unicode: 1个字符占两个字节（网络传输速度慢）**

**UTF-8：变长字节，对于英文一个字节，对于汉字两个或三个字节。**

**原则：保证编解码方式的统一，才能不至于出现错误。**

**Io包的InputStreamread称为从字节流到字符流的桥转换类。这个类可以设定字符转换方式。**

**OutputStreamred:字符到字节**

**Bufferread有readline()使得字符输入更加方便。**

**在I/O流中，所有输入方法都是阻塞方法。**

**Bufferwrite给输出字符加缓冲，因为它的方法很少，所以使用父类printwrite，它可以使用字节流对象，而且方法很多。**

**练习：做一个记事本**

**swing/JfileChoose: getSelect file()**

**InputStreeamReader：把字节变为字符**

**JAVA中对字符串长无限制 bufferedReader（ir）**
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**class ObjectOutputStream也是过滤流，使节点流直接获得输出对象。**

**最有用的方法：WriteObject(Object b)**

**用流传输对象称为对象的序列化，但并不使所有的对象都可以进行序列化的。只有在实现类时必须实现一个接口：IO包下的Serializable(可序列化的)。此接口没有任何的方法，这样的接口称为标记接口。**

**Class Student implements Serializable**

**把对象通过流序列化到某一个持久性介质称为对象的可持久化。**

**Hibernate就是研究对象的可持久化。**

**ObuectInputStream in =new ObjectInputStream;**

**Object o1=in.readObuect();**

**Student s1=(Student)o1；**

**注意：因为o1是一个对象，因为需要对其进行保存。**

**Transient用来修饰属性。**

**Transient int num;**

**表示当我们对属性序列化时忽略这个属性（即忽略不使之持久化）。**

**所有属性必须都是可序列化的，特别是当有些属性本身也是对象的时候，要尤其注意这一点。**

**判断是否一个属性或对象可序列化：Serialver。**

**Serialver TestObject（TestObject必须为已经编译）**

**执行结果：如果不可序列化；则出现不可序列化的提示。如果可以序列化，那么就会出现序列化的ID：UID。**

**java.until.\*有**

**StringTokenizer（参数1，参数2）按某种符号隔开文件**

**StringTokenizer(s,”:”) 用“：”隔开字符，s为对象。**

**练习：将一个类序列化到文件，然后读出。下午：**

1. **网络基础知识**
2. **JAVA网络编程**

**网络与分布式集群系统的区别：每个节点都是一台计算机，而不是各种计算机内部的功能设备。**

**Ip:具有全球唯一性，相对于internet，IP为逻辑地址。**

**端口(port)：一台PC中可以有65536个端口，进程通过端口交换数据。连线的时候需要输入IP也需要输入端口信息。**

**计算机通信实际上的主机之间的进程通信，进程的通信就需要在端口进行联系。**

**192.168.0.23:21**

**协议：为了进行网络中的数据交换（通信）而建立的规则、标准或约定。**

**不同层的协议是不同的。**

**网络层：寻址、路由（指如何到达地址的过程）**

**传输层：端口连接**

**TCP模型：应用层/传输层/网络层/网络接口**

**端口是一种抽象的软件结构，与协议相关：TCP23端口和UDT23端口为两个不同的概念。**

**端口应该用1024以上的端口，以下的端口都已经设定功能。**

**套接字(socket)的引入：**

**Ip+Port=Socket（这是个对象的概念。）**

**Socket为传输层概念，而JSP是对应用层编程。例：**

**java.net.\*;**

**(Server端定义顺序)**

**ServerSocket(intport)**

**Socket.accept()；//阻塞方法，当客户端发出请求是就恢复**

**如果客户端收到请求：**

**则Socket SI=ss.accept()；**

**注意客户端和服务器的Socket为两个不同的socket。**

**Socket的两个方法：**

**getInputStream()：客户端用**

**getOutputStream() 服务器端用**

**使用完毕后切记Socket.close()，两个Socket都关，而且不用关内部的流。**

**在client端，Socket s=new Socket(“127.0.0.1”,8000);**

**127.0.0.1为一个默认本机的地址。**

**练习：**

1. **客户端向服务器发出一个字符串，服务器转换成大写传回客户端。**

**大写的函数：String.toUpperCase()**

1. **服务器告诉客户端：“自开机以来你是第n 个用户”。**

**12.12**

**UDP编程：**

**DatagramSocket（邮递员）：对应数据报的Socket概念，不需要创建两个socket，不可使用输入输出流。**

**DatagramPacket（信件）：数据包，是UDP下进行传输数据的单位，数据存放在字节数组中。**

**UDP也需要现有Server端，然后再有Client端。**

**两端都是DatagramPacket（相当于电话的概念），需要NEW两个DatagramPacket。**

**InetAddress:网址**

**这种信息传输方式相当于传真，信息打包，在接受端准备纸。**

**模式：**

**发送端：Server:**

**DatagramPacket inDataPacket=new DatagramPacket ((msg,msg.length); InetAdress.getByName(ip),port);**

**接收端：**

**clientAddress=inDataPack.getAddress();//取得地址**

**clientPort=inDataPack.getPort();//取得端口号**

**datagramSocket.send; //Server**

**datagramSocket.accept; //Client**

[**URL:在应用层的编程**](file:///C:\Users\Administrator\Downloads\在应用层的编程)

**注意比较：**

[**http://Localhost:8080/directory**](http://Localhost:8080/directory) **//查找网络服务器的目录**

**file://directory //查找本地的文件系统**

**java的开发主要以http为基础。**

**反射：主要用于工具和框架的开发。**

**反射是对于类的再抽象；通过字符串来抽象类。**

**JAVA类的运行：classLoader:加载到虚拟机（vm）**

**Vm中只能存储对象（动态运行时的概念），.class文件加载到VM上就成为一个对象，同时初始静态成员及静态代码（只执行一次）。**

**Lang包下有一个类为Class：在反射中使用。此类中的每个对象为VM中的类对象，每个类都对应类类的一个对象（class.class）。**

**例：对于一个Object类，用getClass()得到其类的对象，获得类的对象就相当于获得类的信息，可以调用其下的所有方法，包括类的私有方法。**

**注意：在反射中没有简单数据类型，所有的编译时类型都是对象。**

**反射把编译时应该解决的问题留到了运行时。**