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## Here I am loading dplyr package.  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

##Now I am going to load the Online\_Retail.csv file  
getwd()

## [1] "C:/Users/Saipr/OneDrive/Desktop"

setwd("C:/Users/Saipr/OneDrive/Desktop/New folder (2)")  
Online\_Retail <- read.csv("Online\_Retail.csv")

# Here I am setting echo= TRUE

1. Show the breakdown of the number of transactions by countries i.e. how many transactions are in the dataset for each country (consider all records including cancelled transactions). Show this in total number and also in percentage. Show only countries accounting for more than 1% of the total transactions. (5 marks)

#I'm currently categorizing the data frame by nation before averaging transactions by % and count. I am eliminating all the nations that account for less than 1% of all transactions.  
  
Online\_Retail %>%   
 group\_by(Country) %>%  
 summarise(n\_transactions = n(), percent\_total = 100\*(n()/nrow(Online\_Retail))) %>%  
 filter(percent\_total > 1.0) %>%   
 arrange(desc(percent\_total))

## # A tibble: 4 × 3  
## Country n\_transactions percent\_total  
## <chr> <int> <dbl>  
## 1 United Kingdom 495478 91.4   
## 2 Germany 9495 1.75  
## 3 France 8557 1.58  
## 4 EIRE 8196 1.51

1. Create a new variable ‘TransactionValue’ that is the product of the exising ‘Quantity’ and ‘UnitPrice’ variables. Add this variable to the dataframe. (5 marks)

#A new column called "TransactionValue" is now being created, and it is being bound to the original dataframe. Here, I'm displaying the top six rows of a new data frame using the head function.  
Online\_Retail <- cbind(Online\_Retail, TransactionValue = Online\_Retail$Quantity \* Online\_Retail$UnitPrice)  
head(Online\_Retail)

## InvoiceNo StockCode Description Quantity  
## 1 536365 85123A WHITE HANGING HEART T-LIGHT HOLDER 6  
## 2 536365 71053 WHITE METAL LANTERN 6  
## 3 536365 84406B CREAM CUPID HEARTS COAT HANGER 8  
## 4 536365 84029G KNITTED UNION FLAG HOT WATER BOTTLE 6  
## 5 536365 84029E RED WOOLLY HOTTIE WHITE HEART. 6  
## 6 536365 22752 SET 7 BABUSHKA NESTING BOXES 2  
## InvoiceDate UnitPrice CustomerID Country TransactionValue  
## 1 12/1/2010 8:26 2.55 17850 United Kingdom 15.30  
## 2 12/1/2010 8:26 3.39 17850 United Kingdom 20.34  
## 3 12/1/2010 8:26 2.75 17850 United Kingdom 22.00  
## 4 12/1/2010 8:26 3.39 17850 United Kingdom 20.34  
## 5 12/1/2010 8:26 3.39 17850 United Kingdom 20.34  
## 6 12/1/2010 8:26 7.65 17850 United Kingdom 15.30

1. Using the newly created variable, TransactionValue, show the breakdown of transaction values by countries i.e. how much money in total has been spent each country. Show this in total sum of transaction values. Show only countries with total transaction exceeding 130,000 British Pound. (10 marks)

#Here, I'm sorting transactions by nation before totaling them using the "TransactionValue" column's value. Later, I will remove any nations with budgets under 130,000 and sort them by decreasing spending.  
Online\_Retail %>%   
 group\_by(Country) %>%  
 summarise(Total\_Spend = sum(TransactionValue)) %>%  
 filter(Total\_Spend > 130000) %>%   
 arrange(desc(Total\_Spend))

## # A tibble: 6 × 2  
## Country Total\_Spend  
## <chr> <dbl>  
## 1 United Kingdom 8187806.  
## 2 Netherlands 284662.  
## 3 EIRE 263277.  
## 4 Germany 221698.  
## 5 France 197404.  
## 6 Australia 137077.

4.This is an optional question which carries additional marks (golden questions). In this question, we are dealing with the InvoiceDate variable. The variable is read as a categorical when you read data from the file. Now we need to explicitly instruct R to interpret this as a Date variable. “POSIXlt” and “POSIXct” are two powerful object classes in R to deal with date and time. Click here for more information. First let’s convert ‘InvoiceDate’ into a POSIXlt object:

Temp=strptime(Online\_Retail$InvoiceDate,format=‘%m/%d/%Y %H:%M’,tz=‘GMT’)

#As I use the head command to check the format, it is creating a temporary variable that formats transaction dates as mm/dd/yyyy.  
  
Temp=strptime(Online\_Retail$InvoiceDate,format='%m/%d/%Y %H:%M',tz='GMT')  
head(Temp)

## [1] "2010-12-01 08:26:00 GMT" "2010-12-01 08:26:00 GMT"  
## [3] "2010-12-01 08:26:00 GMT" "2010-12-01 08:26:00 GMT"  
## [5] "2010-12-01 08:26:00 GMT" "2010-12-01 08:26:00 GMT"

Check the variable using, head(Temp). Now, let’s separate date, day of the week and hour components dataframe with names as New\_Invoice\_Date, Invoice\_Day\_Week and New\_Invoice\_Hour:

Online\_Retail$New\_Invoice\_Date <- as.Date(Temp) # echo=TRUE

# Here, I'm applying a date format to the New Invoice Date column using the Temp variable.  
  
Online\_Retail$New\_Invoice\_Date <- as.Date(Temp)

The Date objects have a lot of flexible functions. For example knowing two date values, the object allows you to know the difference between the two dates in terms of the number days. Try this:

Online\_RetailNew\_Invoice\_Date[10]

#This provides an illustration of how dates can be subtracted from one another to return the value differences.  
  
Online\_Retail$New\_Invoice\_Date[20000]- Online\_Retail$New\_Invoice\_Date[10]

## Time difference of 8 days

Also we can convert dates to days of the week. Let’s define a new variable for that

Online\_RetailNew\_Invoice\_Date)

# Now I'm converting dates to days of the week and giving Invoice Day Week a column label.  
  
Online\_Retail$Invoice\_Day\_Week= weekdays(Online\_Retail$New\_Invoice\_Date)

For the Hour, let’s just take the hour (ignore the minute) and convert into a normal numerical value:

Online\_Retail$New\_Invoice\_Hour = as.numeric(format(Temp, “%H”))

# The transaction hour that is associated with New Invoice Hour is now being added to a new column.  
  
Online\_Retail$New\_Invoice\_Hour = as.numeric(format(Temp, "%H"))

Finally, lets define the month as a separate numeric variable too:

Online\_Retail$New\_Invoice\_Month = as.numeric(format(Temp, “%m”))

#The transaction month that is associated with the New Invoice Hour field is now added to a new column.   
  
Online\_Retail$New\_Invoice\_Month = as.numeric(format(Temp, "%m"))

Now answer the following questions:

1. Show the percentage of transactions (by numbers) by days of the week (extra 2 marks)

# The data frame is now grouped by the day of the week, the percentage of transactions (by number) by day is calculated, and the results are returned in descending order of percentages.  
Online\_Retail %>%  
 group\_by(Invoice\_Day\_Week) %>%  
 summarise(percent\_of\_transactions = 100\*(n()/nrow(Online\_Retail))) %>%  
 arrange(desc(percent\_of\_transactions))

## # A tibble: 6 × 2  
## Invoice\_Day\_Week percent\_of\_transactions  
## <chr> <dbl>  
## 1 Thursday 19.2  
## 2 Tuesday 18.8  
## 3 Monday 17.6  
## 4 Wednesday 17.5  
## 5 Friday 15.2  
## 6 Sunday 11.9

1. Show the percentage of transactions (by transaction volume) by days of the week (extra 1 marks)

#The data frame is now grouped by the day of the week, the percentage of transactions (based on transaction values) is calculated by day, and I'm returning the numbers in decreasing order of percentages.  
Online\_Retail %>%  
 group\_by(Invoice\_Day\_Week) %>%  
 summarise(percent\_of\_transactions\_by\_volume = 100\*(sum(TransactionValue)/sum(Online\_Retail$TransactionValue))) %>%  
 arrange(desc(percent\_of\_transactions\_by\_volume))

## # A tibble: 6 × 2  
## Invoice\_Day\_Week percent\_of\_transactions\_by\_volume  
## <chr> <dbl>  
## 1 Thursday 21.7   
## 2 Tuesday 20.2   
## 3 Wednesday 17.8   
## 4 Monday 16.3   
## 5 Friday 15.8   
## 6 Sunday 8.27

1. Show the percentage of transactions (by transaction volume) by month of the year (extra 1 marks)

#In order to return the numbers in descending order of percentages, I am currently grouping the data frame by the month of the year, computing the percentage of transactions (by transaction values) per month, then grouping the data frame by the month of the year..   
  
Online\_Retail %>%  
 group\_by(New\_Invoice\_Month) %>%  
 summarise(percent\_of\_transactions\_by\_volume = 100\*(sum(TransactionValue)/sum(Online\_Retail$TransactionValue))) %>%  
 arrange(desc(percent\_of\_transactions\_by\_volume))

## # A tibble: 12 × 2  
## New\_Invoice\_Month percent\_of\_transactions\_by\_volume  
## <dbl> <dbl>  
## 1 11 15.0   
## 2 12 12.1   
## 3 10 11.0   
## 4 9 10.5   
## 5 5 7.42  
## 6 6 7.09  
## 7 3 7.01  
## 8 8 7.00  
## 9 7 6.99  
## 10 1 5.74  
## 11 2 5.11  
## 12 4 5.06

1. What was the date with the highest number of transactions from Australia? (3 marks)

# In order to return the highest values for the year, I am now constructing a subset of data for Australian transactions, grouping by the date of the invoice.  
  
subset(Online\_Retail, Country == "Australia") %>%  
 group\_by(New\_Invoice\_Date) %>%  
 summarise(n\_transactions = n()) %>%  
 top\_n(3)

## Selecting by n\_transactions

## # A tibble: 3 × 2  
## New\_Invoice\_Date n\_transactions  
## <date> <int>  
## 1 2011-06-15 139  
## 2 2011-07-19 137  
## 3 2011-08-18 97

1. The company needs to shut down the website for two consecutive hours for maintenance. What would be the hour of the day to start this so that the distribution is at minimum for the customers? The responsible IT team is available from 7:00 to 20:00 every day(3 marks)

# I'm currently grouping the data frame by transaction hours, averaging the results to produce the transaction percentage by number, and then returning the values in ascending order.  
  
Online\_Retail %>%  
 group\_by(New\_Invoice\_Hour) %>%  
 summarise(percent\_of\_transactions = 100\*(n()/nrow(Online\_Retail))) %>%  
 arrange(percent\_of\_transactions)

## # A tibble: 15 × 2  
## New\_Invoice\_Hour percent\_of\_transactions  
## <dbl> <dbl>  
## 1 6 0.00757  
## 2 7 0.0707   
## 3 20 0.161   
## 4 19 0.684   
## 5 18 1.47   
## 6 8 1.64   
## 7 17 5.26   
## 8 9 6.34   
## 9 10 9.05   
## 10 16 10.1   
## 11 11 10.6   
## 12 14 12.5   
## 13 13 13.3   
## 14 15 14.3   
## 15 12 14.5

1. Plot the histogram of transaction values from Germany. Use the hist() function to plot. (5 marks) # echo=TRUE

# Making a new variable for Germany and visualizing the transaction values on a histogram are the next steps.  
  
Germany\_Transactions <- subset(Online\_Retail, Country == "Germany")  
hist(Germany\_Transactions$TransactionValue, main = "Histogram of Transaction Values for Germany", xlab = "Transaction Values", ylab = "Frequency")

![](data:image/png;base64,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)

1. Which customer had the highest number of transactions? Which customer is most valuable (i.e. highest total sum of transactions)? (10 marks)

# Here, I'm categorizing the data by client before summarizing it based on count and displaying the top three values in decreasing value.  
Online\_Retail %>%  
 group\_by(CustomerID) %>%  
 summarise(n\_transactions = n()) %>%  
 top\_n(3) %>%  
 arrange(desc(n\_transactions))

## Selecting by n\_transactions

## # A tibble: 3 × 2  
## CustomerID n\_transactions  
## <int> <int>  
## 1 NA 135080  
## 2 17841 7983  
## 3 14911 5903

# Here, I've grouped the data by customers before summarizing it based on transaction values and returning the top three values that are shown in descending value order.  
  
Online\_Retail %>%  
 group\_by(CustomerID) %>%  
 summarise(transaction\_sum = sum(TransactionValue)) %>%  
 top\_n(3) %>%  
 arrange(desc(transaction\_sum))

## Selecting by transaction\_sum

## # A tibble: 3 × 2  
## CustomerID transaction\_sum  
## <int> <dbl>  
## 1 NA 1447682.  
## 2 14646 279489.  
## 3 18102 256438.

1. Calculate the percentage of missing values for each variable in the dataset (5 marks). Hint colMeans():

# Here, I'm computing the proportion of variables in the data frame with missing values.  
  
colMeans(is.na(Online\_Retail))

## InvoiceNo StockCode Description Quantity   
## 0.0000000 0.0000000 0.0000000 0.0000000   
## InvoiceDate UnitPrice CustomerID Country   
## 0.0000000 0.0000000 0.2492669 0.0000000   
## TransactionValue New\_Invoice\_Date Invoice\_Day\_Week New\_Invoice\_Hour   
## 0.0000000 0.0000000 0.0000000 0.0000000   
## New\_Invoice\_Month   
## 0.0000000

8.What are the number of transactions with missing CustomerID records by countries? (10 marks)

# Here, I summarise by total count, group by nation, and filter out numbers that are not NA.  
  
Online\_Retail %>%  
 filter(is.na(Online\_Retail$CustomerID)) %>%  
 group\_by(Country) %>%  
 summarise(n\_missing\_ID = n()) %>%  
 arrange(desc(n\_missing\_ID))

## # A tibble: 9 × 2  
## Country n\_missing\_ID  
## <chr> <int>  
## 1 United Kingdom 133600  
## 2 EIRE 711  
## 3 Hong Kong 288  
## 4 Unspecified 202  
## 5 Switzerland 125  
## 6 France 66  
## 7 Israel 47  
## 8 Portugal 39  
## 9 Bahrain 2

9.On average, how often the costumers comeback to the website for their next shopping? (i.e. what is the average number of days between consecutive shopping) (Optional/Golden question: 18 additional marks!) Hint: 1. A close approximation is also acceptable and you may find diff() function useful.

# Here, I'm deleting "NA" CustomerIDs to create a data frame.  
  
Online\_Retail\_NA\_Removed <- na.omit(Online\_Retail)  
  
# Here, I'm deleting cancelled transactions to create a data frame.  
  
Online\_Retail\_NA\_Neg\_Removed <- subset(Online\_Retail\_NA\_Removed, Quantity > 0)  
  
# I'm making a data frame here that only contains the customer ID and the transaction date.  
  
Online\_Retail\_Subset <- Online\_Retail\_NA\_Neg\_Removed[,c("CustomerID","New\_Invoice\_Date")]  
  
# I'm making a data frame in this instance that eliminates numerous invoices from the same customer on the same day.  
  
Online\_Retail\_Subset\_Distinct <- distinct(Online\_Retail\_Subset)  
  
# Here, I've grouped the data set by CustomerID, arranged it by date, and calculated the typical interval between each customer's consecutive transactions. Later, I'm going to remove the CustomerIDs that produce NA values (i.e., have just one distinct transaction) and add up the data to determine the typical interval between shopping excursions for all CustomerIDs.  
  
Online\_Retail\_Subset\_Distinct %>%  
 group\_by(CustomerID) %>%  
 arrange(New\_Invoice\_Date) %>%  
 summarise(avg = mean(diff(New\_Invoice\_Date))) %>%  
 na.omit() %>%  
 summarise(avg\_days\_between\_shopping = mean(avg))

## # A tibble: 1 × 1  
## avg\_days\_between\_shopping  
## <drtn>   
## 1 78.42025 days

10.In the retail sector, it is very important to understand the return rate of the goods purchased by customers. In this example, we can define this quantity, simply, as the ratio of the number of transactions cancelled (regardless of the transaction value) over the total number of transactions. With this definition, what is the return rate for the French customers? (10 marks). Consider the cancelled transactions as those where the ‘Quantity’ variable has a negative value.

# In order to compute the return rate for France, I am now developing two new subsets that calculate the total number of returns and the total number of transactions.  
  
France\_Transactions\_Cancelled <- subset(Online\_Retail, Country == "France" & Quantity < 0)  
France\_Transactions <- subset(Online\_Retail, Country == "France")  
France\_Return\_Rate <- 100\*(nrow(France\_Transactions\_Cancelled) / nrow(France\_Transactions))  
France\_Return\_Rate

## [1] 1.741264

11.What is the product that has generated the highest revenue for the retailer? (i.e. item with the highest total sum of ‘TransactionValue’)(10 marks)

# I've grouped the data in this case by StockCode and item description, and I've then summarized it using transaction values. and I'm bringing back the values in decreasing order of value.  
  
Online\_Retail %>%  
 group\_by(StockCode, Description) %>%  
 summarise(transaction\_sum = sum(TransactionValue)) %>%  
 arrange(desc(transaction\_sum))

## `summarise()` has grouped output by 'StockCode'. You can override using the  
## `.groups` argument.

## # A tibble: 5,752 × 3  
## # Groups: StockCode [4,070]  
## StockCode Description transaction\_sum  
## <chr> <chr> <dbl>  
## 1 DOT "DOTCOM POSTAGE" 206245.  
## 2 22423 "REGENCY CAKESTAND 3 TIER" 164762.  
## 3 47566 "PARTY BUNTING" 98303.  
## 4 85123A "WHITE HANGING HEART T-LIGHT HOLDER" 97716.  
## 5 85099B "JUMBO BAG RED RETROSPOT" 92356.  
## 6 23084 "RABBIT NIGHT LIGHT" 66757.  
## 7 POST "POSTAGE" 66231.  
## 8 22086 "PAPER CHAIN KIT 50'S CHRISTMAS " 63792.  
## 9 84879 "ASSORTED COLOUR BIRD ORNAMENT" 58960.  
## 10 79321 "CHILLI LIGHTS" 53768.  
## # … with 5,742 more rows

12.How many unique customers are represented in the dataset? You can use unique() and length() functions. (5 marks)

# By eliminating the redundant entries, I am now returning the length of the CustomerID vecto.  
  
length(unique(Online\_Retail$CustomerID))

## [1] 4373