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10.2. What is the time and space complexities of merge sort and when is it preferred over quick sort? 171

10.3. What is Map and what are the different ways of implementing map. Give pros and cons of each approach 171

10.4. Difference btw process and thread? 171

10.5. What is a tree data structure 172

10.6. difference between tree and graph 172

10.7. We have a text file, how to choose between a hash-based index and a tree-based index? 172

10.8. Fork vfork exec 172

10.8.1. Fork 172

10.8.2. Vfork 173

10.8.3. Exec 173

10.9. IPC Linux 173

10.9.1. Pipes 173

10.9.2. Shared Memory Linux 173

10.9.3. Memory Map 174

10.10. Pthread 176

11. Permutation and Combinations 176

11.1. give a \*recursive\* algorithm to print all permutations of 'n' consecutive integers in lexicographic order, i.e.: 176

11.2. Given an integer array. e.g. 1,2,3,4,5. Compute array containing elements 120,60,40,30,24 (2\*3\*4\*5,1\*3\*4\*5, 1\*2\*4\*5, 1\*2\*3\*5, 1\*2\*3\*4) 176

11.3. Find all the permutation of the given string? But take care of duplicate characters. 177

11.4. given a set of letters and a length N, produce all possible output.(Not permutation). For example, give the letter (p,o) and length of 3, produce the following output(in any order you want, not just my example order) 177

11.5. given a number, come up with all of the possible ways to insert '+' and '-' in that number. for example given 123, possible answer would be 177

11.6. Given a string "abcd" print combinations of length n. Example if n= 3 print abc, abd, acd, bcd. Was asked to use recursion. 178

12. Yahoo 1-8 questions 178

12.1. Given an 4n X 4n Matrix, where n is a positive integer taken as input. Imagine the matrix consisting of two interleaved coils whose centers are at the centre of the matrix. Implement a java program which takes an integer (n) as input and prints the two coils in two seperate lines. 178

12.2. Suppose there is an array with numbers : 1, 14, 5, k, 4, 2, 54, k, 87, 98, 3, 1, 32. Output for this can be assuming k =20 1,14,5,4,2,3,1,k,k,54,87,98,32. Now sort this array in a way all k are in middle and all values on left of k are smaller (in any orer) and on right are larger (in any order) Note: k is an integer value within range of 1 – 32768 180

12.3. If there is a million data in file(assume integers). The memory is enough to hold all the data. After loading all the data into data structure , we need to insert 500 new integers after the 10000th element. What Data structure to use and how to use? 181

12.4. How would you design an Excel sheet's Data structure. You need to perform operations like addition. The excel sheet is very sparse and is used to store numbers in the range 1-65K. Index for a cell is known. 181

12.5. How to sort a 1000 GB file with ram size is 4 GB only. Which algorithm or data structure we need to use to sort these files? 182

12.6. File-1 is having 5 million strings and File-2 is having 1 million strings. Give an Algo to remove duplicates and merge these files (Need not be sorted) into File-3. 182

12.7. given m x n matrix print all the possible paths top to down. 182

12.8. dbx and how to debug a multi threaded application 184

12.9. I have an arrayList A which contains say 2,3,5,7,8. I have another arrayList B which contains 1, 3 Now taking the elements of B as the locations, I need to remove the elements of A present in that locations. So, basically I need to remove the element 2(position 1) and 5(position 3) from A. How to achieve it as we know that once one element got removed from an arrayList,the positions will be auto adjusted. 184

12.10. You are given N points in a X-Y plane. Find the two closest points out of them. 184

12.11. Given a few numbers, how will you push them into a stack such that whenever I pop the top most element from that stack, I get the minimum number from the bunch. Also he wanted me to tell the pop push algorithm such that the order of insertion and popping should be O(1). 188

12.12. Given a set of positive integers S = { a1,a2,a3,...,an} find two subsets s1 and s2 of A such that S2 = S - S1 and difference of | sum(S1) - sum(S2) | is minimum. 189

12.13. You are blindfolded and placed in front a table with two jars. One jar has 50 red balls and other has 50 blue balls. What should be your strategy so that you pick up the red ball with more than 50% probability. 189

12.14. In 1000 wine bottles stack 10 are poisoned given 10 rats what is the minimum number of tries to find the poisoned one. Rat dies once it licks the poisoned wine. 189

12.15. Celebrity problem: You have a room with n people. A celebrity walks in. Everyone knows the celebrity, the celebrity knows no one. Non-celebrities may/may not know anyone in the room. Give an algorithm to find the celebrity. Discuss the complexity. 189

12.16. This is a very simple question. But im not sure why the answer is the way it is. 189

12.17. Difference between == and === in JScript, Write a method to detect mouse hovering over a text box using CSS style sheets 190

12.18. Design a simple Address book Web application, Discuss all aspects of creating the App , starting from UI to Back-end databases 190

12.19. Design a client-server application in the Application layer of TCP/IP 191

12.20. Design mine-sweeper. 191

12.21. What is Hashing. 191

12.22. There is external file with 5billion numbers. how will u sort. Wht if 1billion pairs? 191

12.23. Have 5million key-value pairs wht datastruct u will use? 191

12.24. What does public static void main means ..how it is called? 191

12.25. Wht is oop and comparision with traditional method. 191

12.26. Wht is abstraction? 191

12.27. Diff bet abstract class and interface and when u use one?" 191

12.28. A forgetful professor wants to know the names of all the students in a class of strength 'n'. For this, he makes 'm' students stand up at a time. He remembers the names of all the students who are standing and the ones who are sitting but doesn't remember the name of each student individually. He does this operation 'k' number of times and tries to infer all the names. What can be the value for 'k' when n=13 and m=5 191

12.29. Given an arry Arr[N] of integers and a function int func(int x) that takes an integer and returns either 0 or 1 (depending on some property of the integer). Give the most efficient algorithm to store the numbers in the array in such a way that all numbers that return 1 should come before all numbers that return 0, when called upon by the function func 191

12.30. Design an algorithm to sort an array whose first n-sqrt(n) elements are already sorted. What is the complexity of the algorithm. 192

12.31. you have to do the queue operation when you have a single stack..for example:-suppose there is a telephone bill populating in a stack now you have to process each request in a fifo manner.you can perform only push pop operation and allocating extra memory is not allowed. 192

12.32. find missing numbers in given billion number.( numbers lie between 1-k) 193

12.33. Sort 10 GB file using 2 GB memory. and complexity 193

12.34. Given 2 Tree, find out if they r exactly same or not 193

12.35. Given a graph of price variation of a stock over a period of 12 months, return the ideal time to buy and sell, for maximization of profit. Time duration is not constraint. Time duration needn't be minimum it can even be maximum 12 motnhs 193

12.36. Given a sequence of charecters , print consequtive sequence of charecters alone in a line, other wise print it in a new line. 193

12.37. How to find the depth of a tree. Time and Memory optimization is emphasized 194

12.38. What are the various ways to swap 2 variables 194

12.39. Given a file, return the Top 5 frequently occuring list of words 195

12.40. Design a Chess Game 195

12.41. Design Snake and Ladder Game 195

12.42. Given a white background with a black random shape scattering around. Describe and code an algorithm to count the number of black shapes. You can assume input to be an array of 3xMxN in RGB color space. 195

12.43. Given one unsroted integer array, find out all the unique element in the array. 195

12.44. Given an integer n , you have to print all the ways in which n can be represented as sum of positive integers 195

12.45. write a program to display the no. of 1,2,3,4... lettered words in paragraph. 195

12.46. Count the number of unique element in array of numbers in minimum time complexity. 196

12.47. Given an array of length N. How will you find the minimum length contiguous subarray whose sum is S and whose product is P . HereS and P will be given to you. 196

12.48. Implement a search engine. The input will be 100 text files. Return the paragraph and the file in which the keyword appears. 196

12.49. Implement a phone directory 196

12.50. Implement Twitter's trending topic. The input is a text file. Implement it in C. 196

12.51. Given a stack S, write a C program to sort the stack (in ascending order). You are not allowed to make any assumptions about how the stack is implemented; the only functions allowed to be used are: Push, Pop, Top, IsEmpty, IsFull. 196

12.52. There is a sequence of increasing numbers that have the same number of binary 1s in them. Given n, the number of 1 bits set in each number, write an algorithm or C program to find the n’th number in the series. 196

12.53. You are given have a datatype, say X in C. Determine the size of the datatype, without declaring a variable or a pointer variable of that type, and, of course without using the sizeof operator. 197

12.54. Write a C Program to reverse a stack in place using recursion. You can only use the following ADT functions on stack: IsEmpty, IsFull, Push, Pop, Top. you can not use extra stack or any other data structure 197

12.55. Write a program to find and print the 1500’th ugly number. 198

12.56. Write a method to generate a random number between 1 and 7, given a method that generates a random number between 1 and 5 (i.e., implement rand7() using rand5()). 202

12.57. Given two sets, write a function to provide the union of them. 203

12.58. You are given a list of Ball objects. Each Ball is either Red or Blue. Write a function that partitions these balls so that all of the balls of each color are contiguous. Return the index of the first ball of the second color (your result can be Red balls, then Blue balls, or the other way around). In haskell, you’ll probably want to return a ([Ball],Int)." 203

12.59. Given a linked list, split it into two lists - one for the front half and, one for the last half. If odd number of elements are present the extra node should go to the front list 203

12.60. Remove duplicates from a linked list 203

12.61. You are given: 3 types of vehicles: Motorbike, Car, and a special type of car for the handicapped. 3 types of parking: Motorbike parking, Car parking, handicapped car parking. Motorbikes and cars can only park in their designated parkings, while the handicapped cars can park either in their own parking or the regular car parking. How would you model this as classes? Explain your methods. 204

12.62. Find the missing element in a sorted array in most optimum running time (O(log n)) 205

12.63. Given a balanced BST tree, write a function to replace the root with a node that belongs to the original tree. 205

12.64. Given n non overlapping intervals and an element. Write a program to find the interval into which this element falls. 205

12.65. Design a stack which supports push, pop, min and max operations in O(1). 205

12.66. There is a blank disc. You are given two colors of paint (black and white) . A sensor can recognize the color painted on the disc and produce an output. Paint the disc in a way such that you can find the direction of rotation by looking at the output (BWBWBWBW... etc). Find the minimum number of sectors you will need to paint" 205

12.67. An array of size n, has n/2 unique elements and n/2 occurences of an element. Find the non-unique element in linear time? 205

12.68. You are provided with a stream of numbers, design a data structure to store the numbers in the stream along with their no. of occurrences. 206

12.69. Count number of lines, characters and words in a file (Given that we don’t have much access to flashy java methods like readline, String methods like indexOf etc.) 206

12.70. Write a function which takes as parameters one regular expression (only ? and \* are the special characters) and a string and returns whether the string matched the regular expression. 206

12.71. "You are given some denominations of coins in an array (int denom[])and infinite supply of all of them. Given an amount (int amount), find the minimum number of coins required to get the exact amount. What is the method called?" 207

12.72. "Given a cube of size n\*n\*n (i.e made up of n^3 smaller cubes), find the number of smaller cubes on the surface. Extend this to k-dimension" 207

12.73. "There are four dogs, each at the counter of a large square. Each of the dogs begins chasing the dog clockwise from it. All of the dogs run at the same speed. All continously adjust their direction so that they are always heading straight towards their clockwise neighbor. How long does it take for the dogs to catch each other? Where does this happen? (Hint: Dog’s are moving in a symmetrical fashion, not along theedges of the square)." 207

12.74. Given two lists write a function which returns a list which is the intersection of the two lists 207

12.75. "Three strings say A,B,C are given to you. Check weather 3rd string is interleaved from string A and B. 207

12.76. "Given that you can take one step or two steps forward from a given step. So find the total number of ways of reaching Nth step." 208

12.77. Count the number of set bits in a number. Now optimize for speed. Now optimize for size 208

12.78. An array A[1....n] is said to have a majority element if more than half of its entries are the same. Given an array, the task is to design an efficient algorithm to tell whether the array has a majority element, and, if so, to find that element. The elements of the array are not necessarily from some ordered domain like the integers, and so there can be no comparisons of the form "is A[i] > A[j]?". However you can answer questions of the form: "is A[i] = A[j]?" in constant time. 208

12.79. You are given with three sorted arrays (in ascending order), you are required to find a triplet (one element from each array) such that difference between their positions is minimum" 208

12.80. Calculate the Resistance in ohm's that a knights move would require on an infinite plane of resistors of unit resistance. 208

12.81. Given a set of coin denominators, find the minimum number of coins to give a certain amount of change. 208

12.82. Get the width of a binary tree 208

12.83. Suppose you have an NxN matrix of positive and negative integers. Write some code that finds the sub-matrix with the maximum sum of its elements. 208

12.84. Given a binary tree with the following constraints: a) A node has either both a left and right child OR no children b) The right child of a node is either a leaf or NULL write code to invert this tree. 208

12.85. Given the sequence S1 = {a,b,c,d,...,x,y,z,aa,ab,ac.... } and given that this sequence corresponds (term for term) to the sequence S2 = {1,2,3,4,....} Write code to convert an element of S1 to the corresponding element of S2. Write code to convert an element of S2 to the corresponding element of S1." 208

12.86. "Given N computers networked together, with each computer storing N integers, describe a procedure for finding the median of all of the numbers. Assume that a computer can only hold O(N) integers (i.e. no computer can store all N^2 integers). Also assume that there exists a computer on the network without integers, that we can use to interface with the computers storing the integers." 208

12.87. "Write a function that returns a node in a tree given two parameters: pointer to the root node and the inorder traversal number of the node we want to return. The only information stored in the tree is the number of children for each node" 209

12.88. Write a function to find the next prime number after a given number. 209

12.89. "A man has two paper cubes on his desk. Every day he arranges both cubes so that the front faces show the current day of the month. What numbers are required on the faces of the cubes to allow this for all possible days in the calendar?" 209

12.90. A band is going in the street with a constant speed. Someone in the last row has a dog. The dog runs ahead, reaches the front row of the band and gets back to it's owner. The dog's speed was constant all the way and while it was running the band passed 50 feet. Find the length of the dog's path,if the distance between the front and the rear row of the band is 50 feet. 209

12.91. There are 100 doors in a row that are all initially closed. You make 100 passes by the doors starting with the first door every time. The first time through you visit every door and toggle the door (if the door is closed, you open it, if its open, you close it). The second time you only visit every 2nd door (door #2, #4, #6). the third time, every 3rd door (door #3, #6, #9), etc, until you only visit the 100th door. What is the state of each door after the last pass? 209

12.92. An apple is in the shape of a ball of radius 31 mm. A worm gets into the apple and digs a tunnel of total length 61 mm, and then leaves the apple. (The tunnel need not be a straight line.) Prove that one can cut the apple with a straight slice through the center so that one of the two halves is not rotten. 209

12.93. Given two cubes, how will you represent all the dates in a month by using numbers 0 to 9? You can exchange the cubes and rotate them as you wish!!! 209

12.94. You have a machine which can do only multiply by 2, divide by 2 and Addition of 2 numbers. Write a detailed algorithm to multiply any two numbers, in this kind of a machine. 209

12.95. Write c++ working code for Given a large number with many digits, propose a method or data structure to efficiently store them. Addition, subtraction, mult, division should be supported by your design. 209

12.96. Let f(k) = y where k is the y-th number in the increasing sequence of non-negative integers with the same number of ones in its binary representation as y, e.g. f(0) = 1, f(1) = 1, f(2) = 2, f(3) = 1, f(4) = 3, f(5) = 2, f(6) = 3 and so on. Given k >= 0, compute f(k)." 210

12.97. Compute the discrete log of an unsigned integer. 210

12.98. Given a singly linked list, print out its contents in reverse order. Can you do it without using any extra space? 210

12.99. Given a linked list with the following property node2 is left child of node1, if node2 < node1 else, it is the right child. 210

12.100. Given a list of numbers ( fixed list) Now given any other list, how can you efficiently find out if there is any element in the second list that is an element of the first list (fixed list). 210

12.101. An array of size k contains integers between 1 and n. You are given an additional scratch array of size n. Compress the original array by removing duplicates in it. What if k << n?" 210

12.102. Suppose you are getting an infinite binary stream of characters then after any point of time you need to print whether the no is divisible by 3 or not, how will you do that? 210

12.103. An array is of size N with integers between 0 and 1024(repetitions allowed). Another array of integers is of size M with no constraints on the numbers. Find which elements of first array are present in the second array. (If you are using extra memory, think of minimizing that still, using bitwise operators) 210

12.104. How many matches will be played in a knockout tournament between 9 teams get the general formula for n teams? 211

12.105. design a datastructure to represent the movement of a knight on a chess board 211

12.106. Write an algorithm to traverse a knight covering all the squares on a chessboard starting at a particular point. 211

12.107. "There is a temple, whose premises have a garden and a pond. It has 4 idols, each of Ram, Shiv, Vishnu and Durga. The priest plucks x flowers from the garden and places them in the pond. The number of flowers doubles up, and he picks y flowers out of them and goes to offer it to Lord Ram. By the time he reaches to the pond, he finds the remaining flowers also have doubled up in the meantime, so he again picks up y from the pond and goes to Lord Shiv.This process is repeated till all the Gods have y flowers offered to them, such that in the end no flower is left in the pond. Find x and y." 211

12.108. "On a empty chessboard, a horse starts from a point( say location x,y) and it starts moving randomly, but once it moves out of board, it cant come inside. So what is the total probability that it stays within the board after N steps." 211

12.109. Given that you have one string of length N and M small strings of length L . How do you efficiently find the occurrence of each small string in the larger one ? 211

12.110. You are given with three sorted arrays ( in ascending order), you are required to find a triplet ( one element from each array) such that distance is minimum. Distance is defined like this : If a[i], b[j] and c[k] are three elements then distance=max(abs(a[i]-b[j]),abs(a[i]-c[k]),abs(b[j]-c[k]))"Please give a solution in O(n) time complexity 211

12.111. "Given a Data Structure having first n integers and next n chars. A = i1 i2 i3 ... iN c1 c2 c3 ... cN. Write an in-place algorithm to rearrange the elements of the array ass A = i1 c1 i2 c2 ... in cn" 211

12.112. "There is a linked list of numbers of length N. N is very large and you don’t know N. You have to write a function that will return k random numbers from the list. Numbers should be completely random." 211

12.113. "There are a set of 'n' integers. Describe an algorithm to find for each of all its subsets of n-1 integers the product of its integers. For example, let consider (6, 3, 1, 2). We need to find these products : 6 \* 3 \* 1 = 18 6 \* 3 \* 2 = 36 3 \* 1 \* 2 = 6 6 \* 1 \* 2 = 12" 212

12.114. How would you determine if someone has won a game of tic-tac-toe on a board of any size? 212

12.115. "Given two sequences of items, find the items whose absolute number increases or decreases the most when comparing one sequence with the other by reading the sequence only once." 212

12.116. "How many different binary trees and binary search trees can be made from three nodes that contain the key values 1, 2 & 3?" 212

12.117. "Given an expression tree with no parentheses in it, write the program to give equivalent infix expression with parenthesesinserted where necessary" 212

12.118. "Given ships travel between points A and B, one every hour leaving from both ends (simultaneously), how many ships are required (minimum), if the journey takes 1hr 40 mts. How many ships does each ship encounter in its journey, and at what times? 212

12.119. Count the number of set bits in a number without using a loop. 213

12.120. "How would you reverse the bits of a number with log N arithmetic operations, where N is the number of bits in the integer (eg 32,64..)" 213

12.121. Delete a node from a binary tree and balance it. Write code for the former and explain the latter. 213

12.122. "Given a maze with cheese at one place and a mouse at some entrance, write a program to direct the mouse to cheese correctly. (Assume there is a path). Following primitives are given: moveforward, turnright, turnleft, iswall?,ischeese?, eatcheese." 213

12.123. "A car has speed of 72 64 56 in downhill, plain and uphill respectively . A guy travels in the car from Pt. A to pt. B in 4 Hrs and pt. B to pt. A in 4 Hrs and 40 min. what is the distance between A and B?" 213

12.124. "Write a program to print the elements of a very long linked list in ascending order. There may be duplicates in the list. You cannot modify the list or create another one. Memory is tight, speed is not a problem." 213

12.125. "A real life problem - A square picture is cut into 16 squares and they are shuffled. Write a program to rearrange the 16 squares to get the original big square" 213

12.126. Given an array in which elements are unsorted. Write an algorithm that gives two indices n1,n2 such that if you sort just the elements of the array from n1 to n2, then the whole array will be sorted." 213

12.127. given a word,convert it into a pallindrome with minimum addition of letters to it.letters can be added anywhere in the word.for eg if yahoo is given result shud be yahoohay.give a optimize soln 213

12.128. What is Spring IOC? 213

12.129. What is a deadlock and what are some of the ways to avoid a deadlock? 213

12.130. Explain hashcode() and equals() methods? When would you override these methods? What does the hashcode() method in the Object class do? 213

12.131. What is an immutable object? How do you implement one in Java? How to construct an immutable object that has an array/List as one of the instance properties? 214

12.132. "Find the maximum subsequence sum of an array of integers which contains both positive and negative numbers and return the starting and ending indices within the array. 214

12.133. How can we traverse through all the files in a folder and the subfolders. What system calls should be used(in C). 214

12.134. What is the difference between functors, call back functions and function pointers? 214

12.135. Write a function to add an array of numbers. 214

12.136. What's the difference between assignment operator and copy constructor 214

12.137. What's the difference between pointer and reference 214

12.138. What are call back functions? 214

12.139. What is a functor? 214

12.140. Write a unix program to count the number of lines in a text file 214

12.141. What is pi? 214

12.142. What is polymorphism 214

12.143. What is the importance of the keyword static in java 214

12.144. "Write a program to replace string 'us' with 'them' from the following String . Do not replace 'Us' as well as any string containing us $\_="Us? It usually rains when bus comes to us";" 215

12.145. What is reflection 215

12.146. Given an integer, print the closest number to it that is a palindrome - eg, the number "1224" would return "1221". 215

12.147. How to develop a sorted lexicographic tree. 215

12.148. How to find distance between two lines in a 3D plane 215

12.149. Put eight chess queens on an 8×8 chessboard such that none of them is able to capture any other using the standard chess queen's moves 215

12.150. "What data structure would you use to store distances between all the planets in a galaxy. (So there could be like a billion planets) Also steps in connecting a thin mobile client to connect to the server and get distances between one given planet and all the other planets in that galaxy." 215

12.151. "There are given n men and n women. Each woman ranks all men in order of her preference (her first choice, her second choice, and so on). Similarly, each man sorts all women according to his preference. The goal is to arrange n marriages in such a way that if a man m prefers some woman w more than his wife, and w prefers m more then her husband a new marriage occurs between w and m. If w prefers her husband more, then she stays married to him. This problem always has a solution and your task is to find one." 215

12.152. "Johnny was asked by his math teacher to compute nn (n to the power of n, where n is an integer), and has to read his answer out loud. This is a bit of a tiring task, since the result is probably an extremely large number, and would certainly keep Johnny occupied for a while if he were to do it honestly. But Johnny knows that the teacher will certainly get bored when listening to his answer, and will sleep through most of it! So, Johnny feels he will get away with reading only the first k digits of the result before the teacher falls asleep, and then the last k digits when the teacher wakes up. Write a program to help Johnny to compute the digits he will need to read out." 215

12.153. "The Chef has one long loaf of bread. Let us say, of length 1. He wants to cut it into as many little loaves as he can. But he wants to adhere to the following rule: At any moment, the length of the longest loaf which he possesses may not be larger than the length of shortest one, times some constant factor. Every time, he is only allowed to cut exactly one loaf into two shorter ones. 215

12.154. Your program will take as an input 'n' coordinates of type {(X1,Y1,Z1), (X2,Y2,Z2), (X3,Y3,Z3),...(Xn,Yn,Zn)} and from these 'n' coordinates print a list of 's' coordinates (where 's' is another input parameter less than 'n') which are closest to the origin (0,0,0) and a list of 't' coordinates (where 't' is another input parameter less than 'n') points closest to each other. Your solution should use an optimal strategy and minimal time / space complexity 216

12.155. "int \* p= NULL; p = (int\*) malloc(0); what will be the value of p?" 216

12.156. "if i write main like the following ways. Which one will compile and way? 216

12.157. "to print 216

12.158. How will u find the min element in the stack with O(1) . Space constraint also has to be considered while designing it . 217

12.159. Give an string, return the first non-repetitive character. 217

12.160. "Consider an array of positive and negative integers. We want to find a slice of this array (i.e. a sub-array of consecutive elements) with at least two elements, such that the sum of the elements in this slice is equal to 0. The size of the slice can be anything (i.e. from 2 up to the length of the original array), and we don't care about finding the first, last, shortest, or longest slice, we just want a slice. Example: from [2,3,-1,2,-4] we would like to find the slice [3,-1,2,-4], where 3 + (-1) + 2 (-4) = 0" 217

12.161. Find all the prime factors of a number entered 217

12.162. Find the largest prime factor of a number 217

12.163. You have a scooter which needs two tires. You are given three tires. Each tire has a max life of one year. What is the max time you can run your scooter? 217

12.164. If in a tree , a node can have more than 2 children , is it possible to traverse it in inorder ? If yes , then how would it be done ? 217

12.165. "What are the three types of basic variables in Perl? 217

12.166. What would you use to see if a file exists?" 217

12.167. What is "group by"? 217

12.168. Difference between inner join & outer join 217

12.169. Difference between final & finally 217

12.170. What is the significance of virtual destructor? 217

12.171. Discussion on virtual inheritance 217

12.172. "Different ways to pass parameters to a function (by value, by reference, by pointer). for the following cases. 217

12.173. What is the effect by keeping a constructor private? (in terms of inheritance) 218

12.174. Diference between deep copy & shallow copy 218

12.175. What are local static variables? Its usage & comparison with global static variables & class level static data members 218

12.176. Difference between Malloc vs Realloc 218

12.177. Given a regular expression and a text, find the min no of replacements to be done. 218

12.178. Check if there is a common node in 2 linked lists. 218

12.179. How to find min element in a stack in O(1), where the only operations are Push and Pop. 218

12.180. Swap two numbers without using a temporarily variable. 218

12.181. Design an algorithm and write code to find the common ancestor of two nodes in a tree 218

12.182. Describe what a singleton is and when you would use it. 218

12.183. write a program that accepts two mandatory arguments without using any built in date or time functions . The first argument is a string "[HH:MM {AM|PM}" and the second argument is an integer which denotes minutes. The minutes get added to the string. The return value or output of the program should be a string of the same format as the first argument. For example AddMinutes("10:23 AM", 13) would return "10:36 AM 218

12.184. How do you programitcally create & terminate a process on linux 218

12.185. What's the difference between mergesort and quicksort? When would you use each? 218

12.186. Implement the stack in such a way that push,pop and minimum find in the stack operations are o(1). 218

12.187. You have a large text file. Given any two words, find the shortest distance(in terms of number of words) between the two given words in the file. Can you make the searching operation in O(1) time? what about the space complexity for your solution?Ex:File contains:as was is the as the yahoo you me was the andWords given: the, wasAnswer should be: 0If Words given: you, theAnswer: 2 218

12.188. "Recently in one of my interview i faced a question with Cube.The question goes like this. Draw a cube,on each of the 8 nodes binary numbers is represented.(am helpless since, actually diagramatic presentation will make it sense) The interviewer now wants to know why or in what fashion he represents the nodes with the binary digits?" 219

12.189. Find the Mth last element of a singly linked list in the best possible time and most efficient use of memory. 219

12.190. Given a Binary Search Tree, find its depth. 219

12.191. You have a billion urls, where each has a huge page. How to you detect the duplicate documents? 219

12.192. Given a value and a binary search tree.Print all the paths(if there exists more than one) which sum up to that value. It can be any path in the tree. It doesn't have to be from the root. 219

12.193. Design a chat server 219

12.194. Describe TCP Hand-shake and optimize SQL. 219

12.195. What is a recursive mutex lock? 219

12.196. What's hashmap in STL? How do you use it? When would you use it? 219

12.197. What's the difference between a pointer and a reference? 219

12.198. Explain the following terms: virtual function, virtual class, pure virtual function 219

12.199. How do you distributed hash tables work? 219

12.200. Difference between a mutex and a semaphore. When can we use one but not the other? 219

12.201. How would you sort an array that consists of only zeros and ones in only one pass? 219

12.202. How do static variables differ in C and C++? 219

12.203. How would you bring the effect in c++ of static functions without using static? 219

12.204. What data structure did you use on your previous project? Why? How would you improve on that? 220

12.205. How would you bring the effect in C++ of static functions without using static 220

12.206. "Given a dictionary of millions of words, write a program to find the largest possible rectangle of letters such that every row forms a word (reading left to right) and every column forms a word (reading top to bottom). 220

12.207. Design a hash table to store phone #s. Your job is to write a hash function that has a parameter username, and generate a key. Username is unique, length 5 and can be A-Z, 0-9, space. Write a hash function that generate keys without collisions and use minimum memory. 220

12.208. Coding: Reverse linked list 220

12.209. How would the Destructor for Singleton look like ? 220

12.210. Use of virtual destructor 220

12.211. Practical usage of STL set. 220

13. Amazon 1- 10 Questions 220

13.1. Given a 2d matrix with characters and a dictionary. Find all the valid words in the 2d matrix. The words can be towards right, left , up or down. Exact code to be given. 220

13.2. Given a sorted array, write a function to search first occurrence of a number in the array. If not found return -1. 220

13.3. For a given BST, connect each of its right child to its inorder successor. 220

13.4. There is a binary tree of size N. All nodes are numbered between 1-N(inclusive). There is a N\*N integer matrix Arr[N][N], all elements are initialized to zero. So for all the nodes A and B, put Arr[A][B] = 1 if A is an ancestor of B (NOT just the immediate ancestor). 221

13.5. Given a file of n lines, where n-1 lines are identical and 1 line is different. Find the unique line in not more than one scan of the file. 221

13.6. There are exactly N advertising boards on the highway. Now a company want to advertise on some of these advertising boards (each advertising board costs some money). 221

13.7. How would you test each of the 3 layers in a 3-tier web app? 221

13.8. How would you test amazon search functionality on the home page? 221

13.9. Given an array with different numbers and a number of C,so how to find all the combinations which the sum is C..like..array={1,2,3,4},C=3,,return is 2,which contains two combinations{{1,2},{3}}. 221

13.10. You visit a website and it is slow today (it is not slow everyday). What could be the cause(s) of the slowness? 222

13.11. You have an array of binary numbers as ""00001101000001010100000...""... We need to find the First occurrence of 1 in this series.. using binary search. 222

13.12. Design a chess game. Write all classes and methods. 222

13.13. Given a large file of (x,y) coordinates. Find the k farthest points from origin. 222

13.14. Given a network of printers and systems. Allocate the nearest printer to each system. How will you handle dynamic addition of printers and systems. 222

13.15. Given a sorted array which is rotated n number of times. Find out how many times the array is rotated. Time complexity should be less than O(n). 222

13.16. Given a Binary Search tree along with the parent pointer, find the next largest node for the given node. Give the time and space complexity. The node Structure is 222

13.17. Given a string in the form of a Linked List, check whether the string is palindrome or not. Don’t use extra memory. Give the time complexity. The node structure is 223

13.18. given an array of charactes have to replace space with %20. where %20 is considered as 3 characters.write complete code to implement this. 223

13.19. Find the maxProduct of three numbers from a given integer array. 223

13.20. For 2 given array a[] and B[], find the highest index of A such that logical array A[0...i] and A[N-1...N-1-i] are same. 223

13.21. Given an array of integers such that each element is either +1 or -1 to its preceding element. Find 1st occurrence of a given number in that array without using linear search. 223

13.22. Function to reverse a c style sub-string 223

13.23. 1. N-Petrol bunk problem: There are n petrol bunks located in a circle. We have a truck which runs 1 km per 1 liter (mileage 1kmpl). Two arrays are given. The distances between petrol bunks are given in one array. Other array contains the no of liters available at each petrol bunk. We have to find the starting point such that if we start at that point , you we would able to visit entire circle without running out of fuel. Initially truck has no fuel 223

13.24. write a code to print the second largest element in a list 224

13.25. There is a HealthMonitor and two Servers (Primary and Secondary), all connected to one and another. 224

13.26. Write a class that will have following functions: 224

13.27. Write a class For Contacts on a device 224

13.28. Write a class for a parking garage: 224

13.29. Implement:1. a search that will return all the strings that match a sub-string 2. an insert into this datastructure 225

13.30. Implement an iterator for a Binary tree. It should have the following things: 225

13.31. If a function is given mostCommonChar(String str, int num) , 225

13.32. Write a C program to find the number of shift required to convert one string to another. Check all the corner cases. 225

13.33. Adding Very Large Numbers. Write clean code for it. please check all corner cases.. 225

13.34. Design a singleton design pattern. 225

13.35. Design a class in C++ such that only one object of it can be created. 226

13.36. Find the 3rd closest element in a bst.You will be given a pointer to root and a value within the tree against which the closest has to be figured out. (closeness is in terms of value, not by distance ) and then follow up qn: for finding the kth closest in a bst. 226

13.37. A video streaming server is generating the following data. Find the potential customers facing buffering issues. 226

13.38. Design an online hotel reservation system. 226

13.39. Design a furniture store with Tables and chairs. Write a constructor for chair and table 226

13.40. You are given a UNIX path with dot (current) and two dots (parent). Convert this to an absolute path 226

13.41. Input is given a binarytree and out is sum of the all the children data and its node data . 227

13.42. Given a sorted array consisting 0's and 1's. find the index of first '1'. write a complete program which takes less time complexity. and test all boundary conditions also. 227

13.43. Explain Collaborative Caching? 227

13.44. There are lots of string in a file. Find the longest string that could be made from the other strings in the file. 227

13.45. Given an array A of length n where each element is 1..k where k is much smaller than n, 227

13.46. Code to create a file system.... Have classes like directory, file and all 227

13.47. In a BST, I want to replace all nodes with value which is the sum of all the nodes which are greater than equal to the current node. 228

13.48. You are given a BST, and min, max elements. Your task is to trim this BST so that it contains the elements between the min and the max elements. 228

13.49. Design a DS for storing browsing history. 228

13.50. Design a Calculator. Details about the class variables, datastructure to be used etc. 228

13.51. Generate a solution when multiple threads want to just read in their critical sections and when nobody is writing in the critical section. 229

13.52. Finding border of a binary tree.Given a Binary tree print all the nodes that form the boundary. 229

13.53. For given N\* N matrix, 229

13.54. how do you handle your thread, to avoid dead lock and efficient(generally question) 229

13.55. what is Materialized view, is any different from View. 229

13.56. Write a program to swap kth node from first and kth node from last in a linked list . 229

13.57. Design a MMORPG game in internet scale. Assume only available action for the players is watch and move. 229

13.58. Given a matrix that contains 0s and 1s, find the shortest exit and print the path. You can navigate in top,bottom,left or right directions. 229

13.59. In a stream of numbers, keep track of 1 million max numbers. 230

13.60. find the Langford sequence for a given N if it exists? Details of Langford sequence - https://en.wikipedia.org/wiki/Langford\_pairing 230

13.61. Given an array of integers,write a function that retrieves unique instances of any duplicates, returning them in a new array - 230

13.62. In a shop, product X is available in different quantities q1,q2,q3...... with price tags p1,p2,p3,... 230

13.63. Wap to find kth largest element in a binary search tree 230

13.64. Given a binary tree convert it to doubly linked list, with left pointer of binary tree as prev pointer of doubly linked list and right pointer of binary tree as next pointer of doubly linked list. 230

13.65. Given a linked list, print n nodes from tail of the list in reverse order 231

13.66. How can you implement a Hashtable with any given data structure 231

13.67. Given an integer array, return the combinations of 4 array values whose sum is x 231

13.68. Create a Session Manager class that iterates thru Session objects throw stale sessions out - How would you automatically purge Session objects that have not been active for 30 seconds or (n) seconds? The answer needs to handle millions of sessions. 231

13.69. Youtube is not playing the selected video. What could be the problem and how to debug this issue? 231

13.70. Write a program to check whether a substring is present in a main string. 232

13.71. Write all possible test cases for SMS (Short Messaging Service) on a mobile device. 232

13.72. Data Structure for node of linked list 232

13.73. Design an algorithm to remove the duplicate characters in a string without using any additional buffer. NOTE: One or two additional variables are fine. An extra copy of the array is not. also do with o(n2),o(n),o(1) ,write test case and breake the algorithm whatever you write. 232

13.74. Length is given as input.Print all possible permutations of numbers between 0-9. 232

13.75. Create a basic implementation of Deferred. 232

13.76. Using the mythical Hydra as an example, create a button that is destroyed by clicking it, but two new buttons are created in it's place. 233

13.77. Create a function that will reverse the words in a sentence. 233

13.78. You have unique ASCII characters. How you can sort them ? 233

13.79. N boys are sitting in a circle. Each of them have some apples in their hand. You find that the total number of the apples can be divided by N. 233

13.80. You are given with space of binary codewords, and you have to come up with an algo to generate all subspace of size 2^1 , 2^2 ,2^3 . . .2^n of that set. 233

13.81. given an array A[0-n], find the combination of A[i] and A[j] such that 234

13.82. Reverse words in a sentence. 234

13.83. How can you implement queue? 234

13.84. Write an algorithm that will take two dates and tell you if they are more than a month apart, less than a month apart or exactly a month apart. 234

13.85. Some theory 234

13.86. There are different buildings in one environment, each with machines that can handle one request at a time. How would you design the request handling so that there is no single fail-point and is scalable. 234

13.87. Given a set of array of size n, return all possible subset of size k. 235

13.88. Given a sequence of non-negative integers find a subsequence of length 3 having maximum product with the numbers of the subsequence being in ascending order. 235

13.89. Special Property Numbers: 235

13.90. This is on Additive Number Property 235

13.91. You are given a 2-D array with same number of rows and columns. You have to determine the longest snake in the array. The property to find the snake is the difference between the adjacent(left, right, up or down) should be either 1 or -1. If there are more than one snakes with maximum length, the output should print both of them. 235

13.92. Class and Data Structure Design for a ""metric"" system to determine the top song of a band. Two Web Service calls: 236

13.93. Design a Text Editor, in term of class diagram and data structure required to store the data/text and Insert, Delete, search in both direction and Edit operation. Calculate the time complexity for all operation. 236

13.94. Design a Cache System, with the appropriate data structure and operation with the time complexity. 236

13.95. Given an array find the next greatest element to the right of it. [4, 5, 2, 25] 236

13.96. I was given a space of binary codewords containing 2^k codewords of word length n. And I was asked to generate all possible subspace of size 2^1, 2^2, 2^3 . . . . .,2^k. 237

13.97. Given an array of integers, find Pythagorean triplets. 237

13.98. Given a Directed graph, and a source point say S, and say C is the most distant node from S, you need to find the route from S to C . Suppose ,for example there is a path from A-> B- >C, and a path from A->B->D->C, here the most distant node is C with path length as 4. Also, each edge has unit length. Since the graph is directed , you need to implement an algo which takes care of the cycles in the graph. How would you implement this? 237

13.99. Given a string, you need to find super string by word match. i.e. all words in the input string has to occure in any order in output string. 237

13.100. there is a log file which contains info in below format: 238

13.101. Consider a city (visualize a circle). It has n petrol stations in it. You are given the maximum amount of petrol that can be filled at each of these stations. You are also given the distance between one station to the next one. The aim is to cover the entire city and come back to the start point. Assume that 1 liter of petrol will last for 1km. 238

13.102. You are given an integer array, where all numbers except for TWO numbers appear even number of times. Find out the two numbers which appear odd number of times. 238

13.103. int board[8][8] each value in the matrix represents a character. 1-9 number represents all whites and 11-19 represents all blacks. 238

13.104. The cost of a stock on each day is given in an array, find the max profit that you can make by buying and selling in those days 238

13.105. A = {5, 3, 8, 9, 16} After one iteration A = {3-5,8-3,9-8,16-9}={-2,5,1,7} After second iteration A = {5-(-2),1-5,7-1} sum =7+(-4)+6=9 Given an array, return sum after n iterations 239

13.106. You have a dictionary, D, that stores the positions of words in a document by mapping words (strings) to positions in the document (arrays of ints.) 239

13.107. Write a function that finds out if any two numbers within that array add up to a target. 239

13.108. Given a double ended queue with front and rear as two pointers, if a two people play a game. Say removal of number from a given list- from either side of the list. given the fact that the players can view the list of numbers, maximize the chance of each player winning? 239

13.109. There are n coins in a line. (Assume n is even). Two players take turns to take a coin from one of the ends of the line until there are no more coins left. The player with the larger amount of money wins. 239
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# Arrays and Strings

## Find the elements common to two integer arrays

Sort and move two pointers

def common\_elements(a, b):

a.sort()

b.sort()

i, j = 0, 0

common = []

while i < len(a) and j < len(b):

if a[i] == b[j]:

common.append(a[i])

i += 1

j += 1

elif a[i] < b[j]:

i += 1

else:

j += 1

return common

print 'Common values:', ', '.join(map(str, common\_elements([1, 2, 4, 8], [1, 4, 9])))

Hash and search

import java.util.\*;

public class CountTest {

public static void main(String... args) {

Integer[] array1 = {9, 4, 6, 2, 10, 10};

Integer[] array2 = {14, 3, 6, 9, 10, 15, 17, 9};

**Set hashSet = new HashSet(Arrays.asList(array1));**

Set commonElements = new HashSet();

for (int i = 0; i < array2.length; i++) {

if (hashSet.contains(array2[i])) {

commonElements.add(array2[i]);

}

}

System.out.println("Common elements " + commonElements);

}

}

For very large arrays

Assuming integer size is 4 bytes. Now we can have maximum of 2^32 integers i.e I can have a bitvector of 2^32 bits (512 MB) to represent all integers where each bit reperesents 1 integer. 1. Initialize this vector with all zeroes 2. Now go through one file and set bits in this vector to 1 if you find an integer. 3. Now go through other file and look for any set bit in bit Vector.

Time complexity O(n+m) space complexity 512 MB

## Given an array of size n. It contains numbers in the range 1 to n. Each number is present at least once except for 2 numbers. Find the missing numbers.

* + One way is to use bitsets to store the numbers that are present in the array and keep on checking if the bit is already set for duplicate numbers.
  + In the end of process look for 0 bits in the numbers and these are the missing numbers
  + Second approach is to use the array itself and use the array elements as indices to negate the integers found. IF the element is already negated we have a duplicate number and in the end the indices that have +ive numbers are the missing ones.
* <http://discuss.joelonsoftware.com/default.asp?interview.11.778142.8>

## Given an array of size n, containing every element from 1 to n+1, except one. Find the missing element.

Sum all the elements and subtract it from the sum of numbers 1 to n+1.

## Given an array of size n. It contains numbers in the range 1 to n. Each number is present at least once except for 1 number. Find the missing number.

Ques: What is there in place of missing number?

1. A number from 1 – n repeats itself. NEXT problem…

2. zero. See previous problem…

3. Number out of range from 1-n. Sum all the elements except for the odd one use 0.

## Find a missing and repeating integer from an array of N integers ranging from 1 to N.

//let me try

**int** findDup (**int** \*a, **int** len) { // len is 1001 here

**int** found, i, t;

**for** (i = 0; i < len; i++) {

t = a[i] > 0 ? a[i] : -a[i];

**if** (a[t] > 0)

a[t] = -a[t]; // use negative as a mark

**else** { // if it is already marked, it must be a dup!

found = t;

**break**;

}

}

**for** (i = 0; i < len; i++)

a[i] = (a[i] > 0) ? a[i] : -a[i]; // restore the array

**return** found;

}

To get the missing number keep on adding the numbers of array in for loop. Let S be the sum.

Missing number = (Sum of numbers 1..N) – (Sum of array elements – dup)

Missing number = (N\*(N+1)/2) – (S – t)

## You have an array in which every number is repeated odd number of times except one, you have to give that with O(n) time complexity

Traverse through the array, hash the value if it is not present and delete the hash table entry if it is already hashed. By the time we process the array, only the odd no items will be hashed, then traverse the array to find out which was not hashed. That was our answer...

Space: O(no of distinct elements in array), worst case O(n)

Running time: O(n)

## Find the two numbers with odd occurrences in an unsorted array

Given an unsorted array that contains even number of occurrences for all numbers except two numbers. Find the two numbers which have odd occurrences in O(n) time complexity and O(1) extra space.

Examples:

Input: {12, 23, 34, 12, 12, 23, 12, 45}

Output: 34 and 45

Input: {4, 4, 100, 5000, 4, 4, 4, 4, 100, 100}

Output: 100 and 5000

Input: {10, 20}

Output: 10 and 20

A naive method to solve this problem is to run two nested loops. The outer loop picks an element and the inner loop counts the number of occurrences of the picked element. If the count of occurrences is odd then print the number. The time complexity of this method is O(n^2).

We can use sorting to get the odd occurring numbers in O(nLogn) time. First sort the numbers using an O(nLogn) sorting algorithm like Merge Sort, Heap Sort.. etc. Once the array is sorted, all we need to do is a linear scan of the array and print the odd occurring number.

We can also use hashing. Create an empty hash table which will have elements and their counts. Pick all elements of input array one by one. Look for the picked element in hash table. If the element is found in hash table, increment its count in table. If the element is not found, then enter it in hash table with count as 1. After all elements are entered in hash table, scan the hash table and print elements with odd count. This approach may take O(n) time on average, but it requires O(n) extra space.

**A O(n) time and O(1) extra space solution:**

Let the two odd occurring numbers be x and y. We use bitwise XOR to get x and y. The first step is to do XOR of all elements present in array. XOR of all elements gives us XOR of x and y because of the following properties of XOR operation.

1) XOR of any number n with itself gives us 0, i.e., n ^ n = 0

2) XOR of any number n with 0 gives us n, i.e., n ^ 0 = n

3) XOR is cumulative and associative.

So we have XOR of x and y after the first step. Let the value of XOR be xor2. Every set bit in xor2 indicates that the corresponding bits in x and y have values different from each other. For example, if x = 6 (0110) and y is 15 (1111), then xor2 will be (1001), the two set bits in xor2 indicate that the corresponding bits in x and y are different. In the second step, we pick a set bit of xor2 and divide array elements in two groups. Both x and y will go to different groups. In the following code, the rightmost set bit of xor2 is picked as it is easy to get rightmost set bit of a number. If we do XOR of all those elements of array which have the corresponding bit set (or 1), then we get the first odd number. And if we do XOR of all those elements which have the corresponding bit 0, then we get the other odd occurring number. This step works because of the same properties of XOR. All the occurrences of a number will go in same set. XOR of all occurrences of a number which occur even number number of times will result in 0 in its set. And the xor of a set will be one of the odd occurring elements.

// Program to find the two odd occurring elements

#include<stdio.h>

/\* Prints two numbers that occur odd number of times. The

function assumes that the array size is at least 2 and

there are exactly two numbers occurring odd number of times. \*/

void printTwoOdd(int arr[], int size)

{

int xor2 = arr[0]; /\* Will hold XOR of two odd occurring elements \*/

int set\_bit\_no; /\* Will have only single set bit of xor2 \*/

int i;

int n = size - 2;

int x = 0, y = 0;

/\* Get the xor of all elements in arr[]. The xor will basically

be xor of two odd occurring elements \*/

for(i = 1; i < size; i++)

xor2 = xor2 ^ arr[i];

/\* Get one set bit in the xor2. We get rightmost set bit

in the following line as it is easy to get \*/

set\_bit\_no = xor2 & ~(xor2-1);

/\* Now divide elements in two sets:

1) The elements having the corresponding bit as 1.

2) The elements having the corresponding bit as 0. \*/

for(i = 0; i < size; i++)

{

/\* XOR of first set is finally going to hold one odd

occurring number x \*/

if(arr[i] & set\_bit\_no)

x = x ^ arr[i];

/\* XOR of second set is finally going to hold the other

odd occurring number y \*/

else

y = y ^ arr[i];

}

printf("\n The two ODD elements are %d & %d ", x, y);

}

/\* Driver program to test above function \*/

int main()

{

int arr[] = {4, 2, 4, 5, 2, 3, 3, 1};

int arr\_size = sizeof(arr)/sizeof(arr[0]);

printTwoOdd(arr, arr\_size);

getchar();

return 0;

}

Output:

The two ODD elements are 5 & 1

Time Complexity: O(n)

Auxiliary Space: O(1)

## Suppose we have an array like 1,2,3,4,5,a,b,c,d,e where we have always even number of elements. First half of the elements are integers and second half are alphabets we have to change it to like 1,a,2,b,3,c,4,d,5,e in place i.e no use of any extra space, variables are allowed ..

int newSortArr(int \*arr, int nLength)

{

/\*

1 2 3 4 5 a b c d e

1 a b c d 2 3 4 5 e

1 a 2 3 4 b c d 5 e

1 a 2 b c 3 4 d 5 e

1 a 2 b 3 c 4 d 5 e

\*/

if (NULL == arr)

return 0;

int i = 1;

int j = nLength-2;

int mid = nLength>>1;

while (i < j)

{

for (int m = i;m < mid;m++)

swap(arr+m,arr+mid+m-i);

i++;

j--;

}

return 1;

}

## Write a function that given two strings s1 and s2, it will return s1 minus s2, and it has to use same s1 location. ex: s1 = "abcdB" ,s2 = "b" ,s1 Minus s2 = "acdB"

Assumptions:

1. S2 as a whole is to be subtracted.

2. All occurrences of S2 are subtracted.

# include <conio.h>

# include <stdio.h>

#include <string.h>

**int** main ()

{

**char** s1[]="sanjay kumar", s2[]="a";

**char** \*s3; **int** i,len;

**while** (1)

{

s3=strstr(s1,s2);

**if**(s3==NULL)

{

**break**;

}

strncpy(s3,s3+strlen(s2),strlen(s3+strlen(s2)));

len=strlen(s1)-strlen(s2);

**for**(i=strlen(s1);i>=len;i--)

s1[i]='\0';

}

printf("%s",s1);

getch();

**return** 0;

}

## Given an crypted array obtain the original text . Should be implemented without extra space . Eg: Crypt array : a3b4c3 decrypt array : aaabbbbccc Imagine the array contains sufficient memory to hold the decrypt ?

First get rid of the 0,1,2 cases. Ex a3b1b2c3🡪 a3bbbc3

Then start putting the chars from end of the array.

## Given a string, compress using run-length encoding. Example: Input: aaabbac Output: a3b2ac

#include <sstream>

string encodeRLE(const string &src)

{

size\_t len = src.length();

ostringstream os;

for(size\_t i = 0; i < len; ) {

size\_t j;

int count = 1;

for(j = i + 1; j < len; j++) {

if(src[i] == src[j])

++count;

else

break;

}

if(count != 1)

os << src[i] << count;

else

os << src[i];

i = j;

}

return os.str();

}

## In a nxn matrix, data provided like below. We need to find the groups of 1s with the adjactent column and row.

eg)

0 0 0 0

1 1 1 1

0 0 0 0

group of 1 is 1

1 0 0 0

0 0 0 1

1 1 0 0

group of 1s is 3

Any thought how to get the set of groups.

Sol:

input array (a) and flag array are the members of class. Below is the code for counting both zero groups and one groups.

**private** **void** CountOneGroups()

{

flag = **new** **boolean**[a.length][a[0].length];

**for**(**int** i = 0; i < a.length; i++)

**for**(**int** j = 0; j < a[i].length; j++)

flag[i][j] = **false**;

**int** zeroCount, oneCount;

zeroCount = 0;

oneCount = 0;

**for**(**int** i = 0; i < a.length; i++)

**for**(**int** j = 0; j < a[i].length; j++)

**if**(flag[i][j] != **true**)

{

**if**(a[i][j] == 0)

zeroCount++;

**else**

oneCount++;

FourConnected(i, j, a[i][j]);

}

System.*out*.println("Zero Group Count : " + zeroCount);

System.*out*.println("One Group Count : " + oneCount);

}

**private** **void** FourConnected(**int** i, **int** j, **int** value)

{

**if**(!flag[i][j])

{

flag[i][j] = **true**;

**if**(i - 1 >= 0 && a[i - 1][j] == value)

FourConnected(i - 1, j, value);

**if**(j - 1 >= 0 && a[i][j - 1] == value)

FourConnected(i, j - 1, value);

**if**(i + 1 < a.length && a[i + 1][j] == value)

FourConnected(i + 1, j, value);

**if**(j + 1 < a[0].length && a[i][j + 1] == value)

FourConnected(i, j + 1, value);

}

}

## Write an algorithm to find an element in a 2D array such that the element should be maximum in the row and minimum in the column?

Calculate the maximum in a row, in the loop and save its indexes(imax,jmax).

now, find in column jmax lowest element by iterating over i. only one element is required so no extra space required.

**for**(i=0;i<row;i++)

{

min = INT\_MAX;

max = INT\_MIN;

imax = jmax = -1;

**for**(j=0;j<col;j++)

{

**if**(a[i][j]>max) {imax = i; jmax = j; max = a[i][j];}

}

**for**(j=0;j<row;j++)

{

**if**(a[j][jmax]<min) { imin = j; min = a[j][jmax];}

}

**if**(imin == imax){printf("found at %d %d",imax,jmax)**return**;}

}

Sol2:

1. for-loop every row, find the maximum value of the row, and save its index into an array, e.g: row[i] = index of maximum

2. for-loop every column, find the minimum value of the column, and save its index into another array. e.g: col[j] = index of minimum.

3. Check row[i], col[j], i,j, if we can find a pair, row[i]=j, and col[j]=i, then the m[j][i] is the result.

for example: matrix m[4][4] as following

3, 5, 9, 4

1, 10,11,6

8, 7, 14,13

12,2,16,15

row[0]=2, col[0]=1,

row[1]=2, col[1]=3,

row[2]=2, col[2]=0,

row[3]=2, col[3]=0,

row[0]=2 and col[2]=0, so the result is m[0][2] is the result.

for example2: change the m[0][2] from 9 to 19, the col[2] = 1.

so, this time the answer is row[1]=2 and col[2]=1, m[1][2]

Time is O(n^2), Space is O(c)

## How to rotate the array with o(n) or o(nlogn). eg) A[]={A,B,C,D,E} rotate Index – 2 It should be {C,D,E,A,B}

Group 1: A B  
Group 2: C D E  
{A B C D E} = { Group 1, Group 2}  
Reverse Group 1 = {B, A}  
Reverse Group 2 = {E, D, C}  
Reverse {Group 1', Group 2'} = {C, D, E, A, B}

**void** reverse(vector<**int**> &v, **int** start, **int** end) {

**if**(v.size() < (end - start)) **return**;

**for**(;start < end; start++, end--) {

std::swap(v[start], v[end]);

}

}

**void** rotate(vector<**int**> &v, **int** k) {

reverse(v, 0, k-1);

reverse(v, k, v.size() - 1);

reverse(v, 0, v.size() - 1);

}

## Given an array and a number K. You have to find out longest subset from the array whose all pair sum will be greater than k. ex: {8,3,4,1,6,2,5,7,9} and K=12 ans: {8,6,7,9} or {5,7,8,9}

First we sort the array. Assume A is sorted.

Let B be a subset of A whose minimum element is b. Now every element x in B must be at least K-b.

So, here is the algorithm: for every element in A, see how many elements are at least K minus that element. Take the maximum over all.

This takes O(n logn) in total

sort(A)

max = 0;

max\_index = 0;

**for** (**int** i=0; i < A.size(); i++){

**int** x = {the minimum index such that} A[x] >= K-A[i]

**if** (n-x >= max){

max = n-x;

max\_index = i;

}

}

**for** (**int** i=0; i < A.size(); i++)

**if** (A[i] >= A[max\_index])

cout << A[i] << " ";

## You have two arrays A and B of strings. In the array B all element are from A except one. You have find out the string which is extra in B in O(n) time. ex:

A = {"abc", "bcd", "dpr"};

B = {"abc", "mnp", "bcd", "dpr"};

You have find out the string which is extra in B in O(n) time.

In the above example it is "mnp".

1. Hash A and lookup B
2. Represent each string as number and xor them.

**Ques: Why to use 50 for subtracting. Better would be convert char to hex-numbers**

I guess this solution will work.. in O(1) space and O(m) times // m is length of array

// Assuming only AlphaNumeric characters allowed.

for every character in the string, replace it with (ascii -50). this will generate a number. take the XOR and proceed further.

In the final output of XOR for every 2 digits add 50 to it and replace with the correct character of that ascii.

for string "abc" numeric representation will be 474849.

for string "mnp" numeric representation will be 596061.

calculate numeric representation for all the string as and when u traverse the array and take bitwise XOR.

in the above example output will be 596062 in numeric format. Output in string format characters will ascii(59+50)(60+50)(62+50) == mnp

## Given a m\*n matrix and a person is sitting in (0,0) box, and he has to go to the (m-1,n-1) box of the matrix .And the person can only go to right or down box from its current box position . We need to find out the number of ways he can reach from start to destination box .

The solution can be generated by looking at the fact that we have to travel total of n-1 distance to right and m-1 distance downwards. So we have total of m+n-2 steps. Now out of these we need to select the m-1 towards downward steps which can be done in m+n-2Cm-1 ways

## Given 2 dimensional sorted array (Both row and column wise sorted) write an efficient code to find median.

1 3 4 8 9

2 5 18 25 50

6 7 22 45 55

take the middle element, here 18, all element before that in the left and above will be smaller than 18, and all element on the right, and bottom will be larger than 18. Thus we need to find median of the remaining elements i.e. {6, 7}, 18, {8, 9}. We can sort these sorted array sub arrays to get median. This will work if we have odd number of row and columns, in case of even rows and/or columns, we shall have modify logic a little, but idea will remain same. The complexity of this approach will be log(max(row, col)), where matrix is of dimension row X column

## You are given an array of integers, say array1 of size n. You have to create another array (say array2) and fill its contents by following this rule: array2[i] will hold the value of the left-most integer from the range array1[i+1] to array1[n-1] such that it is greater than array1[i]. If no such element exists, assign -1.

Sol:

**public** **int**[] LeftmostGreater(**int** a[])

{

**int** b[] = **new** **int**[a.length];

**int** i = 0;

**int** j = 1;

**while**(i<a.length)

{

**for**(; j < a.length;j++)

{

**if**(a[i] < a[j])

{

**for**(; i < j; i++)

{

b[i] = a[j];

}

}

}

**for**(;i<j;i++)

b[i] = -1;

}

**return** b;

}

## Given an array with positive and negative numbers find the first continuous subarray that sums to 0.

Given an int[] input array, you can create an int[] tmp array where tmp[i] = tmp[i - 1] + input[i]; Each element of tmp will store the sum of the input up to that element.

Now if you check tmp, you'll notice that there might be values that are equal to each other. Let's say that this values are at indexes j an k with j < k, then the sum of the input till j is equal to the sum till k and this means that the sum of the portion of the array between j and k is 0! Specifically the 0 sum subarray will be from index j + 1 to k.

NOTE: if j + 1 == k, then k is 0 and that's it! ;)

NOTE: The algorithm should consider a virtual tmp[-1] = 0;

NOTE: An empty array has sum 0 and it's minimal and this special case should be brought up as well in an interview. Then the interviewer will say that doesn't count but that's another problem! ;)

The implementation can be done in different ways including using a HashMap with pairs but be careful with the special case in the NOTE section above.

Example:

int[] input = {4, 6, 3, -9, -5, 1, 3, 0, 2}

int[] tmp = {4, 10, 13, 4, -1, 0, 3, 3, 5}

Value 4 in tmp at index 0 and 3 ==> sum tmp 1 to 3 = 0, length (3 - 1) + 1 = 4

Value 0 in tmp at index 5 ==> sum tmp 0 to 5 = 0, length (5 - 0) + 1 = 6

Value 3 in tmp at index 6 and 7 ==> sum tmp 7 to 7 = 0, length (7 - 7) + 1 = 1

**public** **int**[] FirstSubarraySumZero(**int** a[])

{

HashMap<Integer,Integer> hashMap = **new** HashMap<Integer,Integer>();

**int** sum = 0;

**int** result[] = {-1,-1};

**for**(**int** k=0;k<a.length;k++)

{

sum += a[k];

**if**(sum == 0)

{

result[0] = 0;

result[1] = k;

**return** result;

}

**if**(hashMap.containsKey(sum))

{

result[0] = hashMap.get(sum)+1;

result[1] = k;

**return** result;

}

hashMap.put(sum, k);

}

**return** result;

}

## You have 2 character arrays. The arrays have characters ranging from a-z (all small letters).1. Merge the two arrays, 2. Sort the array. Perform the above in O(N)

## Given two sorted arrays. A and B. there are empty spaces in A which is same size of B. Merge them.

## Sorted Array Merge Problem: Design an algorithm to merge two sorted positive integer arrays A and B. Size of array A is n and size of array B is m. Array A has m empty blocks(-1) at random places. Merge array B into A such that array A is sorted and does not have empty blocks.

## Write two algorithms to remove duplicates from an integer array.

1. One method is sort the array O(nlogn) & remove duplicates O(n)

Original sequence will not be preserved but no exta space.

2. create hash map

Original sequence will be preserved but exta space is required.

## The sorted array is rotated by some factor. And we need to search a key? O(logn) ?

<http://www.geeksforgeeks.org/search-an-element-in-a-sorted-and-pivoted-array/>

An element in a sorted array can be found in O(log n) time via binary search. But suppose I rotate the sorted array at some pivot unknown to you beforehand. So for instance, 1 2 3 4 5 might become 3 4 5 1 2. Devise a way to find an element in the rotated array in O(log n) time.

![sortedPivotedArray](data:image/png;base64,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)

**Solution:**  
Thanks to Ajay Mishra for initial solution.

**Algorithm:**  
Find the pivot point, divide the array in two sub-arrays and call binary search.  
The main idea for finding pivot is – for a sorted (in increasing order) and pivoted array, pivot element is the only only element for which next element to it is smaller than it.  
Using above criteria and binary search methodology we can get pivot element in O(logn) time

Input arr[] = {3, 4, 5, 1, 2}

Element to Search = 1

1) Find out pivot point and divide the array in two

sub-arrays. (pivot = 2) /\*Index of 5\*/

2) Now call binary search for one of the two sub-arrays.

(a) **If** element is greater than 0th element then

search in left array

(b) **Else** Search in right array

(1 will go in else as 1 < 0th element(3))

3) **If** element is found in selected sub-array then return index

**Else** return -1.

**Implementation:**

/\* Program to search an element in a sorted and pivoted array\*/

#include <stdio.h>

int findPivot(int[], int, int);

int binarySearch(int[], int, int, int);

/\* Searches an element no in a pivoted sorted array arrp[]

of size arr\_size \*/

int pivotedBinarySearch(int arr[], int arr\_size, int no)

{

int pivot = findPivot(arr, 0, arr\_size-1);

// If we didn't find a pivot, then array is not rotated at all

if (pivot == -1)

return binarySearch(arr, 0, arr\_size-1, no);

// If we found a pivot, then first compare with pivot and then

// search in two subarrays around pivot

if (arr[pivot] == no)

return pivot;

if (arr[0] <= no)

return binarySearch(arr, 0, pivot-1, no);

else

return binarySearch(arr, pivot+1, arr\_size-1, no);

}

/\* Function to get pivot. For array 3, 4, 5, 6, 1, 2

it will return 3 \*/

int findPivot(int arr[], int low, int high)

{

if (high < low)

return -1;

int mid = (low + high)/2; /\*low + (high - low)/2;\*/

if (mid < high && arr[mid] > arr[mid + 1])

return mid;

if (arr[low] >= arr[mid])

return findPivot(arr, low, mid-1);

else

return findPivot(arr, mid + 1, high);

}

/\* Standard Binary Search function\*/

int binarySearch(int arr[], int low, int high, int no)

{

if (high < low)

return -1;

int mid = (low + high)/2; /\*low + (high - low)/2;\*/

if (no == arr[mid])

return mid;

if (no > arr[mid])

return binarySearch(arr, (mid + 1), high, no);

else

return binarySearch(arr, low, (mid -1), no);

}

/\* Driver program to check above functions \*/

int main()

{

int arr[] = {3, 4, 5, 1, 2};

int arr\_size = sizeof(arr)/sizeof(arr[0]);

int no = 3;

printf("Index of the element is %d", pivotedBinarySearch(arr, arr\_size, no));

return 0;

}

Output:

Index of the element is 0

Please note that the solution may not work for cases where the input array has duplicates.

**Time Complexity** O(logn)

## Given a rotated-sorted array find the point of rotation. Complexity less than O(n).

Example:

Index: 0 1 2 3 4

Value: 4 5 1 2 3

Ans: 2 (index)

int ModifiedBinarySarch(int a[],int n)

{

int start=0;

int end=n-1;

int mid;

while(start<end)

{

mid=(start+end)/2;

if(a[mid]<a[mid-1])

break;

if(a[mid]>a[start])

{

start=mid+1;

}

else

{

end=mid-1;

}

}

return mid;

}

int find(int a[], int s, int e)

{

if((e-s)==1)

return e;

int m;

m=(s+e)/2;

if((a[e]-a[m])>0 && (a[m-1]-a[s])>=0)

return m;

if((a[e]-a[m])>0)

return find(a, s, m-1);

else

return find(a,m,e);

}

int main()

{

int a[7]={13,24,35,46,0,4,12};

cout<< find(a,0,6);

return 0;

}

## Given a matrix, print it spirally.

Input:

1 2 3

4 5 6

7 8 9

Output: 1 2 3 6 9 8 7 4 5

**public** **void** printSpiral(**int** arr[][], **int** row, **int** col, **int** m, **int** n) {

**if** (row > m && col > n)

**return**;

//This applies to square matrix m==n, with odd rows and cols . and print the last middle element

**if** (m == n && row == m)

System.out.print(arr[row][col]);

**int** i, j;

**for** (i = row, j = col; j < n; j++)

System.out.print(arr[i][j] + " ");

**for** (i = row, j = n; i < m; i++)

System.out.print(arr[i][j] + " ");

**for** (i = m, j = n; j > col; j--)

System.out.print(arr[i][j] + " ");

**for** (i = m, j = col; i > row; i--)

System.out.print(arr[i][j] + " ");

printSpiral(arr, row + 1, col + 1, m - 1, n - 1);

**return**;

}

**int**[][] arr = { {1,2,3,4},{21,22,23,24}, {14,15,16,17}};

solution.printSpiral(arr, 0, 0, 2, 3);

## There is a matrix where the cost of moving horizontally is 1, vertically is 1 and diagonally is 1.1. Now given two points, what is the number of shortest paths between these two points?

Let the two points be (A,B) and (C,D)

(Max(Length,Breadth) - DiagonalMoves) + 1.1\*DiagonalMoves

=> MAX(|A-C|, |B-D|) - MIN(|A-C|,|B-D|) + 1.1\* MIN(|A-C|, |B-D|)

=> MAX(|A-C|, |B-D|) + 0.1 \* MIN(|A-C|, |B-D|)

## Find third largest element of an array in a single pass?

Kth order statistic problem

Sol1 : Keep three variables. and keep on updating them. O(3n)

Sol2: Partition and quickselect.

partion the array on some pivot element if the element is at Kth location we have found it.

If the poivot is at location < K, take the second half and look for K- pivot location.

If pivot lands in > K, take first half and look for Kth element.

function partition(list, left, right, pivotIndex)

pivotValue := list[pivotIndex]

swap list[pivotIndex] and list[right] // Move pivot to end

storeIndex := left

for i from left to right - 1

if list[i] < pivotValue

swap list[storeIndex] and list[i]

increment storeIndex

swap list[right] and list[storeIndex] // Move pivot to its final place

return storeIndex

function select(list, left, right, k)

loop

select pivotIndex between left and right

pivotNewIndex := partition(list, left, right, pivotIndex)

pivotDist := pivotNewIndex - left + 1

if pivotDist = k

return list[pivotNewIndex]

else if k < pivotDist

right := pivotNewIndex - 1

else

k := k - pivotDist

left := pivotNewIndex + 1

## Given a 4GB file of numbers. You are asked to find the product of K largest numbers. The size of the main memory is 1 GB. Give an efficient method to find.

**Sol 1:**

[**http://en.wikipedia.org/wiki/Selection\_algorithm#Partition-based\_general\_selection\_algorithm**](http://en.wikipedia.org/wiki/Selection_algorithm#Partition-based_general_selection_algorithm)

Depending on how big the K is, we would split 4GB into 1GB (or less) chunks.   
Then partition-select(k) each. O(n)  
Merge 4 pieces O(n), O(K) space.  
Again, partition-select(k). O(n)  
Multily.O(1)

**Sol2:**

Create Int32 array in size of 134217728, to get a bit for each possible number might be represented as Int32 (this array initiated as default to all 0).  
Read numbers from file one after the other (assuming there is a single number per line)  
For each number read set its corresponding bit (in case it wasn't set already) in the array (calculate appropriate location of corresponding int within the array and set the bit within)  
At all times maintain the maximum number you facing  
after finishing reading the all file go over all int numbers in arrays (starting from the int represents the bit of the largest number backwards), for each int != 0, print corresponding number represented by each set bit, until K bits where observed (or you finished searching the all array).

**Sol3:**

we can do it using minHeap :) lest say file size is s=2^32 byte so number of integer it can have will be N=s/32  
Algorithm  
1.create min-heap of size K  
2. for remaining elements read from file one by one compare it with root of heap if its greatre then root then replace it with root & call heapify  
3. repeat whole algo until EOF  
our heap will contain the k largest elements , return product of all the elemnmts in heap will give us answer  
Time Complexity (O(k)+O(n-k)logk)

## Given a array find the sub array with maximum sum.

Kadane’s algorithm: <http://en.wikipedia.org/wiki/Maximum_subarray_problem>

int GetMaxSum(const vector<int>& array, int\* max\_lb, int\* max\_ub) {

int maxsum = std::numeric\_limits<int>::min();

int sum = 0;

int lb = 0;

\*max\_lb = \*max\_ub = lb;

int len = array.size();

for (int i = 0; i < len; ++i) {

sum += array[i];

if (sum < array[i]) {

sum = array[i];

lb = i;

}

if (maxsum < sum) {

maxsum = sum;

\*max\_lb = lb;

\*max\_ub = i;

}

}

return maxsum;

}

## We have two sorted int arrays: a[] --> size N --> contains N elements; b[] --> size 2N --> contains N elements, and N vacant locations. Write an algorithm of complexity O(n) such that b[] contains elements of a[] and b[] in ascending order.

## Given two sorted arrays a[] and b[]. Merge them and answer should be stored in a[] with minimum complexity

public class MergeArrays {

public static void main(String args[]){

int a[]={1,3,5,0,0,0};

int [] b={2,4,6};

merge (a,3,b,3);

print (a);

}

public static void merge(int[] a,int m,int[] b,int n){

int i=m-1;

int j=n-1;

int k=m+n-1;

while(k>0){

if(a[i]<b[j]){

a[k]=b[j];

k--;

j--;

}

else{

a[k]=a[i];

k--;

i--;

}

}

}

public static void print(int[] a){

for(int i=0;i<a.length;i++){

System.out.print(a[i]+",");

}

}

}

**Coded differently**

void merge(int a[],int b[], int M)

{

int i=M-1,j=M-1,k=M+M-1;

while(i>=0 && j>=0)

{

if(a[i]>b[j])

a[k--]=a[i--];

if(a[i]<=b[j])

{

a[k--]=b[j--];

}

}

}

## Given two arrays a[] = {1,3,2,4} b[] = {4,2,3,1}both will have the same numbers but in different combination. We have to sort them. The condition is that you cannot compare only elements within the same array.

#include <stdio.h>

static int q=0;

void quicksort(int arr[],int b[], int low, int high,int index,int flag);

int main() {

int a[5]={1,4,5,3,2};

int b[5]={3,5,4,2,1};

int i = 0;

quicksort(a,b,0,4,0,0);

printf("\narray1 ");

for(i = 0; i < 5; i++) {

printf(" %d ", a[i]);

}

printf("\narray2 ");

for(i = 0; i < 5; i++) {

printf(" %d ", b[i]);

}

}

void quicksort(int arr[],int arr2[],int low, int high,int z,int flag) {

int i = low;

int j = high;

int y = 0;

int val=arr2[z];

printf("v=%d f=%d q=%d-->",val,flag,q);

int next;

while(i<=j){

while(arr[i] < val ) i++;

while(arr[j] > val ) j--;

if(arr[i]==val || arr[j]==val)

next=i;

if(i <= j) {

y = arr[i];

arr[i] = arr[j];

arr[j] = y;

if(arr[i]==val)

{

j--;

}

if(arr[j]==val)

{ i++; }

}

}

if(q==4)

return;

for(i = 0; i < 5; i++) {

printf(" %d ", arr[i]);

}

printf("\n");

if(!flag)

{

printf("array2\n");

quicksort(arr2,arr,low,high,next,1);

}

if(flag)

{

printf("array 1\n");

quicksort(arr,arr2,low,high,++q,0);

}

}

## Generate the intersection of two sorted sequences

**while**(a[i]&&a[j])

{

**if**(a[i]==a[j])

{

//store result in other array

i++;

j++;

}

**else** **if**(a[i]<a[j])

i++;

**else**

j++;

}

## Find two numbers(a and b) from integer array such that a + b = x, where x is input along with array.

Sol1: Run two loops for each a[i] search for x-a[i] in second loop.

Sol2: Sort the array and for each element a[i], do binary search for x-a[i]

Sol3: Hash the array, do search for x-a[i].

## Given a set of n integers and an integer x. Design an algorithm to check whether k integers add up to x in the given set. The complexity should be O(n^(k-1) \* logn)

Sort the given array(O(nlogn). Consider every possible combinations of k-1 elements in the given array{nC(k-1) = O(n^(k-1). For each combination 'y'=(y1, y2, y3, yk-1), binary search through the given array to find if there is an element not in 'y' that is equal to x - y1 - y2 – y3- yk-1

Total time complexity = O(n^(k-1)\*logn

## Design an algorithm to find all elements that appear more than n/2 times in the list. Then do it for elements that appear more than n/4 times.

Sol1: We can use the median finding for n/2

Sol2: // We don't need an array

public int FindMostFrequentElement(IEnumerable<int> sequence)

{

// Initial value is irrelevant if sequence is non-empty,

// but keeps compiler happy.

int best = 0;

int count = 0;

foreach (int element in sequence)

{

if (count == 0)

{

best = element;

count = 1;

}

else

{

// Vote current choice up or down

count += (best == element) ? 1 : -1;

}

}

return best;

}

For n/4, get the count of all the elements, using counting hash.

## Finding the Median of unsorted array in Linear Time

Let a1, ..., an be n real numbers. We would like to compute their median in linear time. This can be done in linear time by a relatively complicated deterministic algorithm (see any standard book on data-structures). Luckily, it can be also be done in linear time by the following simple algorithm:

FindKMedian( A, K )

Return the number in A which is the K-th in its size.

Pick randomly a number a from A = {a1, ..., an}.

Partition the n numbers into two sets:

S - all the numbers smaller than a

B - all the numbers bigger than a

If |S| = K-1 then a is the required K-median. Return a

If |S| < K-1 then the K-median lies somewhere in B. Call recursively to FindKMedian( B, K - |S| - 1 )

Else, call recursively to FindKMedian( S, K ).

## Given an array of integers for each elemnt in the array find the closest greatest elemnt to the right. Closest means the distance between two elements array indices must be minimum. Problem is to find index of closest greater element to its right.

Sol1: Naïve approach is to run a loop and look for max element in the right subarray. O(n2)

Sol2: O(n)

1. Create a stack of n elements. Push A[0] onto stack.

2. Maintain two variables Min, Max. Initially Min = Max = A[0].

3. for i: 1 to n-1

if A[i] <= Min

Push A[i] onto stack

Min = A[i]

else if A[i] > Max

'i' will be the closest greatest element to the right for all

the elements in the stack

Pop all the elements in the stack and update the result array

else (if A[i] > Min & A[i] <= Max)

pop all elements < A[i]

'i' will be the closest greatest element to the right for all

the popped elements

Update Min = topmost element on the stack

Space: O(n)

Time : O(n)

std::vector<**int**> input; //contains the input array

std::map<**int**,**int**> outputmap; //contains the output as a map

std::stack<**int**> current; // a stack to maintain pairs that have not been found yet

**for** ( size\_t i = 0; i < input.size() ; ++i )

{

**while**( current.size() > 0 && current.top() < input[i] )

{

**int** topElement = current.top();

outputmap[topElement] = input[i];

current.pop();

}

current.push( input[i] );

}

## Given an array A[] and a integer num. Find four no.s in the array whose sum is equal to given num. Brute force :- O(n^4) I solved it in O(n^3)

O(n^4) space O(1)

O(n^3) space

**Sol 1**

Hashtable sums will store all possible sums of two different elements. For each sum S it returns pair of indexes i and j such that a[i] + a[j] == S and i != j. But initially it's empty, we'll populate it on the way.

for (int i = 0; i < n; ++i) {

// 'sums' hastable holds all possible sums a[k] + a[l]

// where k and l are both less than i

for (int j = i + 1; j < n; ++j) {

int current = a[i] + a[j];

int rest = X - current;

// Now we need to find if there're different numbers k and l

// such that a[k] + a[l] == rest and k < i and l < i

// but we have 'sums' hashtable prepared for that

if (sums[rest] != null) {

// found it

}

}

// now let's put in 'sums' hashtable all possible sums

// a[i] + a[k] where k < i

for (int k = 0; k < i; ++k) {

sums[a[i] + a[k]] = pair(i, k);

}

}

**Sol 2**

the method:

1 sort the array

2 give four index a1 a2 a3 a4, set a1 = arr[0] a2 = arr[1] a3 = arr[n-2] a4=arr[n-1]

3 if (a1+a2+a3+a4) > num there are two ways to change them

(1) a3 move to left about one step

(2) a4 move to left about one step if a4 equal with a3

a4 move to left continue and let a4 = max(a4,a3) a3=min(a4,a3)

4 if (a1+a2+a3+a4) == num then find out the result

5 if (a1+a2+a3+a4) < num there also two ways to change them

(1) a1 move right about one step ,if (a1 == a3) a1 move to right continue.a1 = min(a1,a2) a2=max(a1,a2)

(2) a2 move to right about one step

int findFourSubNum(int \*arr,int nLength, int& one, int &two, int &three, int &four, int sum)

{

int cn = arr[one]+arr[two]+arr[three]+arr[four];

if (sum == cn)

return 0;

int cone = one;

int ctwo = two;

int cthree = three;

int cfour = four;

if (cn > sum)

{

cfour--;

if (cfour == cthree)

{

cfour = cthree;

cthree--;

if (cthree <= ctwo)

return -1;

}

if (0 == findFourSubNum(arr,nLength,cone,ctwo,cthree,cfour,sum))

{

equal();

return 0;

}

cthree--;

if (cthree <= ctwo)

return -1;

if (0 == findFourSubNum(arr,nLength,cone,ctwo,cthree,cfour,sum))

{

equal();

return 0;

}

return -1;

}

else

{

cone++;

if (cone == ctwo)

{

cone = ctwo;

ctwo++;

if (ctwo >= cthree)

return -1;

}

if (0 == findFourSubNum(arr,nLength,cone,ctwo,cthree,cfour,sum))

{

equal();

return 0;

}

ctwo++;

if (ctwo >= cthree)

return -1;

if (0 == findFourSubNum(arr,nLength,cone,ctwo,cthree,cfour,sum))

{

equal();

return 0;

}

return -1;

}

}

int getFourSubNum(int \*arr, int nLength, int sum)

{

if (NULL == arr)

return 0;

quickSort(arr,0,nLength-1);

int one = 0,two = 1,three = nLength-2,four = nLength-1;

int re = findFourSubNum(arr,nLength,one,two,three,four,sum);

if (0 == re)

{

printf("%d+%d+%d+%d = %d\n",arr[one],arr[two],arr[three],arr[four],sum);

}

return 0;

}

## Given an array which consists of elements in the following form : ->All the adjacent elements differ only by value -1 or +1. ->You are given an element. You need to search for its index.

int findIndex(int[] array, int n, int value){

int head=0;

int end=n-1;

while(head<end){

if(array[head]==value){

return head;

}

else{

head=head+Math.abs(value-array[head]);

}

if(array[end]==value){

return end;

}

else{

end=end-Math.abs(value-array[end]);

}

}

return -1;

}

## Given a doubly linked list with just 3 numbers 0,1,2 . Sort it

**Dutch national flag problem**

struct node\* sort012(struct node \*head)

{

int count=0,itercount=0;

struct node \*lo = head;

struct node \*hi = last(head,&count);

struct node \*mid = head;

while(itercount++<count)

{

switch(mid->data)

{

case 0:

swap(&lo->data,&mid->data);

lo=lo->next;

mid=mid->next;

break;

case 1:

mid=mid->next;

break;

case 2:

swap(&mid->data, &hi->data);

hi=hi->prev;

break;

}

}

}

## Dutch National flag problem

Partition the array into three parts:

P1 <low;

Low<=P2 < high;

P3 >=high

void threeWayPartition(int data[], int size, int low, int high) {

int p = -1;

int q = size;

for (int i = 0; i < q;) {

if (data[i] < low) {

swap(data[i], data[++p]);

++i;

} else if (data[i] >= high) {

swap(data[i], data[--q]); // when swapping high side i doesn't move

} else {

++i;

}

}

}

## How to find the max product of three numbers out of all elements of an array of integers.

Let Mn be nth greatest +ve number. M1 M2 M3 are three max positive numbers (consider 0 as positive).

Similarly let m1 m2 m3 be 3 max -ve numbers (max by actual value and not absolute value)

and L1 L2 L3 be the 3 smallest +ve number

and l1 l2 l3 be the 3 smallest -ve number

Calculate M1 to M3 and similarly L1..3 m1..3 l1..3 (This is linear time)

There are 4 possibilities to get max product

1. ++- ie 2 +ve and 1 -ve number.

Max product is L1\*L2\*m1 = p1

2. --+

Max product is l1\*l2\*M1 = p2

3. ---

Max product is m1\*m2\*m3 = p3

4. +++

Max product is M1\*M2\*M3 = p4

Calculate p1 p2 p3 p4 and check for maximum among them and then return appropriate integers.

This will run in linear time.

## You are given some denominations of coins in an array (int denom[])and infinite supply of all of them. Given an amount (int amount), find the minimum number of coins required to get the exact amount. What is the method called?

0/1Knapsack problem

Given a list of N coins, their values (**V1**, **V2**, ... , **VN**), and the total sum **S**. Find the minimum number of coins the sum of which is **S** (we can use as many coins of one type as we want), or report that it's not possible to select coins in such a way that they sum up to **S**.   
  
Now let's start constructing a DP solution:   
  
First of all we need to find a state for which an optimal solution is found and with the help of which we can find the optimal solution for the next state.   
  
***What does a "state" stand for?***   
  
It's a way to describe a situation, a sub-solution for the problem. For example a state would be the solution for sum **i**, where **i≤S**. A smaller state than state **i** would be the solution for any sum **j**, where **j<i**. For finding a **state i**, we find all need to first smaller states **j (j<i)**. Having found the minimum number of coins which sum up to **i**, we can easily find the next state - the solution for **i+1**.   
  
***How can we find it?***   
  
It is simple - for each coin **j, Vj≤i**, look at the minimum number of coins found for the **i-Vj**sum (we have already found it previously). Let this number be **m**. If **m+1** is less than the minimum number of coins already found for current sum **i**, then we write the new result for it.   
  
For a better understanding let's take this example:  
Given coins with values 1, 3, and 5.  
And the sum **S** is set to be 11.   
  
First of all we mark that for state 0 (sum 0) we have found a solution with a minimum number of 0 coins. We then go to sum 1. First, we mark that we haven't yet found a solution for this one (a value of Infinity would be fine). Then we see that only coin 1 is less than or equal to the current sum. Analyzing it, we see that for sum 1-**V1**= 0 we have a solution with 0 coins. Because we add one coin to this solution, we'll have a solution with 1 coin for sum 1. It's the only solution yet found for this sum. We write (save) it. Then we proceed to the next state - **sum 2**. We again see that the only coin which is less or equal to this sum is the first coin, having a value of 1. The optimal solution found for sum (2-1) = 1 is coin 1. This coin 1 plus the first coin will sum up to 2, and thus make a sum of 2 with the help of only 2 coins. This is the best and only solution for sum 2. Now we proceed to sum 3. We now have 2 coins which are to be analyzed - first and second one, having values of 1 and 3. Let's see the first one. There exists a solution for sum 2 (3 - 1) and therefore we can construct from it a solution for sum 3 by adding the first coin to it. Because the best solution for sum 2 that we found has 2 coins, the new solution for sum 3 will have 3 coins. Now let's take the second coin with value equal to 3. The sum for which this coin needs to be added to make 3 , is 0. We know that sum 0 is made up of 0 coins. Thus we can make a sum of 3 with only one coin - 3. We see that it's better than the previous found solution for sum 3 , which was composed of 3 coins. We update it and mark it as having only 1 coin. The same we do for sum 4, and get a solution of 2 coins - 1+3. And so on.   
  
**Pseudocode:**

Set Min[i] equal to Infinity for all of i

Min[0]=0

For i = 1 to S

For j = 0 to N - 1

If (Vj<=i AND Min[i-Vj]+1<Min[i])

Then Min[i]=Min[i-Vj]+1

Output Min[S]

Here are the solutions found for all sums:

|  |  |  |
| --- | --- | --- |
| **Sum** | **Min. nr. of coins** | **Coin value added to a smaller sum to obtain this sum (it is displayed in brackets)** |
| 0 | 0 | - |
| 1 | 1 | 1 (0) |
| 2 | 2 | 1 (1) |
| 3 | 1 | 3 (0) |
| 4 | 2 | 1 (3) |
| 5 | 1 | 5 (0) |
| 6 | 2 | 3 (3) |
| 7 | 3 | 1 (6) |
| 8 | 2 | 3 (5) |
| 9 | 3 | 1 (8) |
| 10 | 2 | 5 (5) |
| 11 | 3 | 1 (10) |

As a result we have found a solution of 3 coins which sum up to 11. 

## Find the maximum sum subsequence in an array with positive nos such that no two nos are adjacent. Should explain code, write the code with base conditions properly, and give all possible test cases.

#include <stdio.h>

#define MAX 9

int main(){

int a[MAX]={10,3,9,11,4,7,6,2,8};

int part\_sum[MAX]; //holds all the part sums part\_sum[i] holds max sum of a[i....n]

int taken[MAX]={0}; //denotes whether a particular element is taken in the part sum or not in the max sum of a[i....n]

int temp1,temp2,i;

for(i=MAX-1;i>=0;i--){

if(i==MAX-1){

part\_sum[i]=a[i];

taken[i]=1;

}

else if(i==MAX-2){

if(a[i]>a[i+1]){

part\_sum[i]=a[i];

taken[i]=1;

}else{

part\_sum[i]=a[i+1];

taken[i]=0;

}

}

else{

temp1=a[i]+part\_sum[i+2];

temp2=part\_sum[i+1];

if(temp1>temp2){

part\_sum[i]=temp1;

taken[i]=1;

}

else{

part\_sum[i]=temp2;

taken[i]=0;

}

}

}

printf("Maximum sum possible is: %d\n",part\_sum[0]);

printf("\nThe maximum subsequence is:\n");

i=0;

while(i<MAX){

if(taken[i]==0)i=i+1;

else{

printf("%d,",a[i]);

i=i+2;

}

}

return 0;

}

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Array | 9 | 4 | 7 | 15 | 5 |
| Part\_sum | 24 | 19 | 15 | 15 | 5 |
| taken | 1 | 1 | 0 | 1 | 1 |

24

9, 15

## Given an array all of whose elements are positive numbers. Find the maximum sum of a subsequence with the constraint that no two numbers in the sequence should be adjacent in the array. So 3 2 7 10 should return 13 (sum of 3 and 10) or 3 2 5 10 7 should return 15 (sum of 3, 5 and 7)

This problem can be solved by dynamic programming.

Let's say we have an array of integers:

i[1], i[2], i[3], ..., i[n], i[n+1], i[n+2]

We partition the array into two parts: the first part containing first n integers, and the second part is the last two integers:

{i[1], i[2], i[3], ..., i[n]}, {i[n+1], i[n+2]}

Let's denote M\_SUM(n) as the max sum of the first n integers per your requirement.

There will be two cases:

1. if i[n] is not counted into M\_SUM(n), then M\_SUM(n+2) = M\_SUM(n) + MAX(i[n+1], i[n+2])
2. if i[n] is counted into M\_SUM(n), then M\_SUM(n+2) = M\_SUM(n) + i[n+2]

then, M\_SUM(n+2), the value we are seeking for, will be the larger value of the above two.

Then we can have a very naive pseudocode as below:

function M\_SUM(n)  
   return MAX(M\_SUM(n, true), M\_SUM(n, false))  
  
function M\_SUM(n, flag)  
   if n == 0 then return 0  
   else if n == 1  
      return flag ? i[0] : 0  
   } else {  
      if flag then  
         return MAX(  
                M\_SUM(n-2, true) + i[n-1],   
                M\_SUM(n-2, false) + MAX(i[n-1],i[n-2]))  
      else  
         return MAX(M\_SUM(n-2, false) + i[n-2], M\_SUM(n-2, true))  
   }

"flag" means "allow using the last integer"

This algorithm has an exponential time complexity.

Dynamical programming techniques can be employed to eliminate the unnecessary recomputation of M\_SUM.

Storing each M\_SUM(n, flag) into a n\*2 matrix. In the recursion part, if such a value does not present in the matrix, compute it. Otherwise, just fetch the value from the matrix. This will reduce the time complexity into linear.

The algorithm will have O(n) time complexity, and O(n) space complexity.

## Find the second largest element in an array with minimum no of comparisons and give the minimum no of comparisons needed on an array of size N to do the same.

You can use a modified quick sort kind of algo.. and do a quick select.

## Given a string, find the first un-repeated character in it? Give some test cases

O(n2)

char FirstNonRepeatedChar(char \* psz)

{

for (int ii = 0; psz[ii] != 0; ++ii)

{

for (int jj = ii+1; ; ++jj)

{

// if we hit the end of string, then we found a non-repeat character.

//

if (psz[jj] == 0)

return psz[ii]; // this character doesn't repeat

// if we found a repeat character, we can stop looking.

//

if (psz[ii] == psz[jj])

break;

}

}

return 0; // there were no non-repeating characters.

}

O(n)

def first\_non\_repeated\_character(string):

chars = [] //Non repeating chars

repeated = [] //Repeating chars

for character in string: //For every character in string

if character in chars: //if character is in non-r-chars hash.

chars.remove(character) //remove the character from n-r-c hash

repeated.append(character) //and append it to repeated hash

else:

if not character in repeated: //else if character is not in repeated hash

chars.append(character) //add the character to n-r-c hash.

if len(chars):

return chars[0]

else:

return False

Code in java using map

public class FirstNonRepeatingChar

{

public static void main(String[] args)

{

System.out.println("[FirstNonRepeatingChar] in main()");

BufferedReader br=new BufferedReader(new InputStreamReader(System.in));

System.out.println("Enter the string:");

try {

String str= br.readLine();

Map<Character,Integer> map = new HashMap();

for( int i=0;i<str.length();i++ )

{

Character ch =str.charAt(i);

if(map.get(ch)==null)

map.put(ch, 1);

else

map.put(ch, map.get(ch)+1);

}

int i=0;

for( ;i<str.length();i++ )

{

Character ch =str.charAt(i);

if(map.get(ch)==1)

{

System.out.println("First Non-repeated character is: "+ch);

break;

}

}

if(i==str.length())

{

System.out.println("No Non-repeated character ");

}

} catch (Exception e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

}

## Given an array which is sorted in ascending order upto kth element and then in descending order. Find the maximum element.

1. pick the middle and check

a. A[mid-1]<A[mid]<A[mid+1] if true, this means the transition point is between mid and the right  
b. A[mid-1]>A[mid]>A[mid+1] if true, this means the transition point is between mid and the left

also check if

c. A[mid-1]<A[mid] && A[mid]> A[mid+1] this means the mid is the transition point.

recursively pick the side that contains the transition point.

public static int findMax(int[] A, int left, int right){

if(right-left==1){

if(A[left]>A[right])

return left;

else

return right;

}

int mid = (left+right)/2;

if(A[mid]>A[mid-1] && A[mid]>=A[mid+1]){

return mid;

}

if(A[mid]>A[mid-1] && A[mid]<=A[mid+1]){

return findMax(A, mid+1, right);

}

if(A[mid]<A[mid-1] && A[mid]>=A[mid+1]){

return findMax(A, left, mid-1);

}

return -1;

}

## Sort an array of n positive integers containing n/2 sorted integers in first and second-half?

in O(n) time complexity ..

and space complexity should be constant

class InplaceMerger

{

public:

static void MergeInplace(std::vector<int>& arr)

{

auto current1 = arr.begin();

auto current2 = arr.begin() + arr.size()/2;

auto end = arr.end();

while(current1 != end && current2 != end)

{

if(\*current1 > \*current2)

{

std::swap(\*current1, \*current2);

}

if(current1 + 1 == current2) current2++;

else current1++;

}

}

};

current1: 2 current2: 3 [8](2,4,7,9,3,5,10,12)

current1: 4 current2: 3 [8](2,4,7,9,3,5,10,12)

current1: 7 current2: 4 [8](2,3,7,9,4,5,10,12)

current1: 9 current2: 7 [8](2,3,4,9,7,5,10,12)

current1: 7 current2: 5 [8](2,3,4,7,9,5,10,12)

current1: 9 current2: 7 [8](2,3,4,5,9,7,10,12)

current1: 7 current2: 10 [8](2,3,4,5,7,9,10,12)

current1: 9 current2: 10 [8](2,3,4,5,7,9,10,12)

current1: 9 current2: 12 [8](2,3,4,5,7,9,10,12)

current1: 10 current2: 12 [8](2,3,4,5,7,9,10,12)

current1: 10 current2: -842150451 [8](2,3,4,5,7,9,10,12)

## How to find duplicate element (only one element is repeated) from an array of unsorted positive integers..

time complexity .. O(n)

space .. o(1).

sum the numbers

if n is known (n-1)(n-2)/2

Ans = sum - (n-1)elements sum

## Given a 2d array sorted in increasing order from left to right and top to bottom, what is the best way to search for a target number?

bool numberSearch(int[][] arr, int value, int minX, int maxX, int minY, int maxY)

{

if (minX == maxX and minY == maxY and arr[minX,minY] != value)

return false;

if (arr[minX,minY] > value)

return false; // Early exits if the value can't be in

if (arr[maxX,maxY] < value)

return false; // this subrange at all.

int nextX = (minX + maxX) / 2;

int nextY = (minY + maxY) / 2;

if (arr[nextX,nextY] == value)

{

print nextX,nextY;

return true;

}

else if (arr[nextX,nextY] < value)

{

if (numberSearch(arr, value, minX, maxX, nextY + 1, maxY))

return true;

return numberSearch(arr, value, nextX + 1, maxX, minY, nextY);

}

else

{

if (numberSearch(arr, value, minX, nextX - 1, minY, maxY))

return true;

return numberSearch(arr, value, nextX, maxX, minY, nextY);

}

}

Better Sol2:

1) Start with top right element  
2) Loop: compare this element e with x  
….i) if they are equal then return its position  
…ii) e < x then move it to down (if out of bound of matrix then break return false)  
..iii) e > x then move it to left (if out of bound of matrix then break return false)  
3) repeat the i), ii) and iii) till you find element or returned false

**Implementation:**

|  |
| --- |
| #include<stdio.h>  /\* Searches the element x in mat[][]. If the element is found,  then prints its position and returns true, otherwise prints  "not found" and returns false \*/  int search(int mat[4][4], int n, int x)  {  int i = 0, j = n-1; //set indexes for top right element  while ( i < n && j >= 0 )  {  if ( mat[i][j] == x )  {  printf("\n Found at %d, %d", i, j);  return 1;  }  if ( mat[i][j] > x )  j--;  else // if mat[i][j] < x  i++;  }  printf("\n Element not found");  return 0; // if ( i==n || j== -1 )  }  // driver program to test above function  int main()  {  int mat[4][4] = { {10, 20, 30, 40},  {15, 25, 35, 45},  {27, 29, 37, 48},  {32, 33, 39, 50},  };  search(mat, 4, 29);  getchar();  return 0;  } |

Time Complexity: O(n)

The above approach will also work for m x n matrix (not only for n x n). Complexity would be O(m + n).

## We have a N X N matrix whose rows and columns are in sorted order. How effeciently can we find the median of those N^2 keys ?

<http://www.careercup.com/question?id=10506663>

## Find 2 numbers that add to given sum in an array.

Steps:  
1) Sort the array in nlog(n) time.  
2) If sum of first and last element is == given number. Bingo !!  
3) Else if sum is greater, do sum of first and second last element and check.  
4) Else if sum is less, do sum of second and last element and check.  
Repeat step 3 and 4 until you find the given sum OR the given number lies between the sum of previous computation and present computation, in that case sum does not exists.

public static boolean findSum2(int[] a, int sum) {

if (a.length == 0) {

return false;

}

Arrays.sort(a);

int i = 0;

int j = a.length - 1;

while (i < j) {

int tmp = a[i] + a[j];

if (tmp == sum) {

System.out.println(a[i] + "+" + a[j] + "=" + sum);

return true;

} else if (tmp > sum) {

j--;

} else {

i++;

}

}

return false;

}

## You are given a dictionary of all valid words. You have the following 3 operations permitted on a word: delete a character, insert a character, replace a character. Now given two words - word1 and word2 - find the minimum number of steps required to convert word1 to word2. (one operation counts as 1 step.)

Using Dynamic programming and doing sequence alignment.

## Merge two sorted integer arrays in place where the second one has space for the elements in the first.

A[n]

B[m+n]

One way is to keep shifting the second array’s elements whenever we insert first array’s elements.

O(mn)

The other way is to put the elements of A in B and sort B.

## Given a set of strings, check whether it is possible to chain all of them. Two strings can be chained iff s1[n] == s2[0] || s2[0] == s1[n]

notice that only the first and last characters matter. so lets say you have strings "AB", "CD", "BC, "BD", "DA"  
  
so you have a graph which nodes are the characters A, B, C, D. now, the strings are directed edges from A to B, from C to D, from B to C, from B to D and from D to A. what you want is a path through every edge. that is exactly a chaining of the strings. it can be done on linear time.

Euler walk:

## Given huge file having list of numbers find the largest possible sum of any k numbers

Maintain a array of size k. a[k], This array will remain sorted, and we will parse through the file and keep on adding numbers to the array. If the number just read is greater than the smallest number in array we will replace the minimum number and insert new number in the array.

Heap can be used here. Maintain a max heap of K numbers.

## Given an array of strings, we have to write a function called reverseStringSort which have to reverse the given strings, sort it and again reverse it finally before displaying it.

We might not need to reverse the strings twice; we can use the comparator that compares the string backwards.

public static string[] SortStringArray(string[] strarr)

{

string temp;

for (int i = 0; i < strarr.Length; i++)

{

for (int k = 0; k < strarr.Length; k++)

{

if(strarr[i][strarr[i].Length-1] < strarr[k][strarr[k].Length-1])

{

temp = strarr[i];

strarr[i] = strarr[k];

strarr[k] = temp;

}

}

}

return strarr;

}

## Write C code to implement the strstr() (search for a substring) function.

**Sol1 :**

void BruteForce(char \*x /\* pattern \*/,

int m /\* length of the pattern \*/,

char \*y /\* actual string being searched \*/,

int n /\* length of this string \*/)

{

int i, j;

printf("\nstring : [%s]"

"\nlength : [%d]"

"\npattern : [%s]"

"\nlength : [%d]\n\n", y,n,x,m);

/\* Searching \*/

for (j = 0; j <= (n - m); ++j)

{

for (i = 0; i < m && x[i] == y[i + j]; ++i);

if (i >= m) {printf("\nMatch found at\n\n->[%d]\n->[%s]\n",j,y+j);}

}

}

int main()

{

char \*string = "hereroheroero";

char \*pattern = "hero";

BF(pattern,strlen(pattern),string,strlen(string));

printf("\n\n");

return(0);

}

**Sol2:**

The second method is called the Rabin-Karp method.

Instead of checking at each position of the text if the pattern occurs or not, it is better to check first if the contents of the current string "window" looks like the pattern or not. In order to check the resemblance between these two patterns, a hashing function is used. Hashing a string involves computing a numerical value from the value of its characters using a hash function.

The Rabin-Karp method uses the rule that if two strings are equal, their hash values must also be equal. Note that the converse of this statement is not always true, but a good hash function tries to reduce the number of such hash collisions. Rabin-Karp computes hash value of the pattern, and then goes through the string computing hash values of all of its substrings and checking if the pattern's hash value is equal to the substring hash value, and advancing by 1 character every time. If the two hash values are the same, then the algorithm verifies if the two string really are equal, rather than this being a fluke of the hashing scheme. It uses regular string comparison for this final check. Rabin-Karp is an algorithm of choice for multiple pattern search. If we want to find any of a large number, say k, fixed length patterns in a text, a variant Rabin-Karp that uses a hash table to check whether the hash of a given string belongs to a set of hash values of patterns we are looking for. Other algorithms can search for a single pattern in time order O(n), hence they will search for k patterns in time order O(n\*k). The variant Rabin-Karp will still work in time order O(n) in the best and average case because a hash table allows to check whether or not substring hash equals any of the pattern hashes in time order of O(1).

Here is some code (not working though!)

#include

hashing\_function()

{ // A hashing function to compute the hash values of the strings.

....

}void KarpRabinR(char \*x, int m, char \*y, int n)

{ int hx, hy, i, j;

printf("\nstring : [%s]"

"\nlength : [%d]"

"\npattern : [%s]"

"\nlength : [%d]\n\n", y,n,x,m);

/\* Preprocessing phase \*/

Do preprocessing here..

/\* Searching \*/

j = 0;

while (j <= n-m)

{

if (hx == hy && memcmp(x, y + j, m) == 0)

{

// Hashes match and so do the actual strings!

printf("\nMatch found at : [%d]\n",j);

}

hy = hashing\_function(y[j], y[j + m], hy);

++j;

}

}int main()

{ char \*string="hereroheroero";

char \*pattern="hero";

KarpRabin(pattern,strlen(pattern),string,strlen(string));

printf("\n\n");

return(0);

}

Sol 3

Knuth-Morris-Pratt or the Morris-Pratt algorithms

The Knuth-Morris-Pratt or the Morris-Pratt algorithms are extensions of the basic Brute Force algorithm. They use precomputed data to skip forward not by 1 character, but by as many as possible for the search to succeed.

Here is some code

void preComputeData(char \*x, int m, int Next[])

{

int i, j;

i = 0;

j = Next[0] = -1;

while (i < m)

{

while (j > -1 && x[i] != x[j])

j = Next[j];

Next[++i] = ++j;

}

}

void MorrisPrat(char \*x, int m, char \*y, int n)

{

int i, j, Next[1000];

/\* Preprocessing \*/

preComputeData(x, m, Next);

/\* Searching \*/

i = j = 0;

while (j < n)

{

while (i > -1 && x[i] != y[j])

i = Next[i];

i++;

j++;

if (i >= m)

{

printf("\nMatch found at : [%d]\n",j - i);

i = Next[i];

}

}

}

int main()

{

char \*string="hereroheroero";

char \*pattern="hero";

MorrisPrat(pattern,strlen(pattern),string,strlen(string));

printf("\n\n");

return(0);

}

Sol4 :Suffix tree

## Given a list of words, identify words which are anagrams of each other, and print them out as sets of anagrams.

Sort the letters in the words, put the sorted word in a hash.

If a match is found add then create a new anagram list and add these two to them. OR we can use the hash bucket to put the words there.

## Write a function to check if the two strings given are anagrams are not

bool IsAnagram(char\* s1, char\* s2) {

char hash[256] = { 0 };

if (strlen(s1) != strlen(s2)) return false;

for(int i=0;i<strlen(s1);i++)

hash[s1[i]]++;

for(int i=0;i<strlen(s2);i++) {

if(s1[i] == s2[i] ||

--hash[s2[i]] < 0) return false;

}

return true;

}

## Median of two sorted arrays

**Method 1 (Simply count while Merging)**  
Use merge procedure of merge sort. Keep track of count while comparing elements of two arrays. If count becomes n(For 2n elements), we have reached the median. Take the average of the elements at indexes n-1 and n in the merged array.

/\* This function returns median of ar1[] and ar2[].

Assumptions in this function:

Both ar1[] and ar2[] are sorted arrays

Both have n elements \*/

**int** getMedian(**int** ar1[], **int** ar2[], **int** n)

{

**int** i = 0; /\* Current index of i/p array ar1[] \*/

**int** j = 0; /\* Current index of i/p array ar2[] \*/

**int** count;

**int** m1 = -1, m2 = -1;

/\* Since there are 2n elements, median will be average

of elements at index n-1 and n in the array obtained after

merging ar1 and ar2 \*/

**for** (count = 0; count <= n; count++)

{

/\*Below is to handle case where all elements of ar1[] are

smaller than smallest(or first) element of ar2[]\*/

**if** (i == n)

{

m1 = m2;

m2 = ar2[0];

**break**;

}

/\*Below is to handle case where all elements of ar2[] are

smaller than smallest(or first) element of ar1[]\*/

**else** **if** (j == n)

{

m1 = m2;

m2 = ar1[0];

**break**;

}

**if** (ar1[i] < ar2[j])

{

m1 = m2; /\* Store the prev median \*/

m2 = ar1[i];

i++;

}

**else**

{

m1 = m2; /\* Store the prev median \*/

m2 = ar2[j];

j++;

}

}

**return** (m1 + m2)/2;

}

**Method 2 (By comparing the medians of two arrays)**  
This method works by first getting medians of the two sorted arrays and then comparing them.

Let ar1 and ar2 be the input arrays.

Algorithm:

1) Calculate the medians m1 and m2 of the input arrays ar1[]

and ar2[] respectively.

2) If m1 and m2 both are equal then we are done.

return m1 (or m2)

3) If m1 is greater than m2, then median is present in one

of the below two subarrays.

a) From first element of ar1 to m1 (ar1[0...|\_n/2\_|])

b) From m2 to last element of ar2 (ar2[|\_n/2\_|...n-1])

4) If m2 is greater than m1, then median is present in one

of the below two subarrays.

a) From m1 to last element of ar1 (ar1[|\_n/2\_|...n-1])

b) From first element of ar2 to m2 (ar2[0...|\_n/2\_|])

5) Repeat the above process until size of both the subarrays

becomes 2.

6) If size of the two arrays is 2 then use below formula to get

the median.

Median = (max(ar1[0], ar2[0]) + min(ar1[1], ar2[1]))/2

|  |
| --- |
| #include<stdio.h>    int max(int, int); /\* to get maximum of two integers \*/  int min(int, int); /\* to get minimum of two integeres \*/  int median(int [], int); /\* to get median of a sorted array \*/    /\* This function returns median of ar1[] and ar2[].     Assumptions in this function:     Both ar1[] and ar2[] are sorted arrays     Both have n elements \*/  int getMedian(int ar1[], int ar2[], int n)  {      int m1; /\* For median of ar1 \*/      int m2; /\* For median of ar2 \*/        /\* return -1  for invalid input \*/      if (n <= 0)          return -1;        if (n == 1)          return (ar1[0] + ar2[0])/2;        if (n == 2)          return (max(ar1[0], ar2[0]) + min(ar1[1], ar2[1])) / 2;        m1 = median(ar1, n); /\* get the median of the first array \*/      m2 = median(ar2, n); /\* get the median of the second array \*/        /\* If medians are equal then return either m1 or m2 \*/      if (m1 == m2)          return m1;         /\* if m1 < m2 then median must exist in ar1[m1....] and ar2[....m2] \*/      if (m1 < m2)      {          if (n % 2 == 0)              return getMedian(ar1 + n/2 - 1, ar2, n - n/2 +1);          else              return getMedian(ar1 + n/2, ar2, n - n/2);      }        /\* if m1 > m2 then median must exist in ar1[....m1] and ar2[m2...] \*/      else      {          if (n % 2 == 0)              return getMedian(ar2 + n/2 - 1, ar1, n - n/2 + 1);          else              return getMedian(ar2 + n/2, ar1, n - n/2);      }  }    /\* Function to get median of a sorted array \*/  int median(int arr[], int n)  {      if (n%2 == 0)          return (arr[n/2] + arr[n/2-1])/2;      else          return arr[n/2];  }    /\* Driver program to test above function \*/  int main()  {      int ar1[] = {1, 2, 3, 6};      int ar2[] = {4, 6, 8, 10};      int n1 = sizeof(ar1)/sizeof(ar1[0]);      int n2 = sizeof(ar2)/sizeof(ar2[0]);      if (n1 == n2)        printf("Median is %d", getMedian(ar1, ar2, n1));      else       printf("Doesn't work for arrays of unequal size");        getchar();      return 0;  }    /\* Utility functions \*/  int max(int x, int y)  {      return x > y? x : y;  }    int min(int x, int y)  {      return x > y? y : x;  } |

Time Complexity: O(logn)  
Algorithmic Paradigm: Divide and Conquer

**Method 3 (By doing binary search for the median):**  
The basic idea is that if you are given two arrays ar1[] and ar2[] and know the length of each, you can check whether an element ar1[i] is the median in constant time. Suppose that the median is ar1[i]. Since the array is sorted, it is greater than exactly i values in array ar1[]. Then if it is the median, it is also greater than exactly j = n – i – 1 elements in ar2[].  
It requires constant time to check if ar2[j] <= ar1[i] <= ar2[j + 1]. If ar1[i] is not the median, then depending on whether ar1[i] is greater or less than ar2[j] and ar2[j + 1], you know that ar1[i] is either greater than or less than the median. Thus you can binary search for median in O(lg n) worst-case time.

For two arrays ar1 and ar2, first do binary search in ar1[]. If you reach at the end (left or right) of the first array and don't find median, start searching in the second array ar2[].

1) Get the middle element of ar1[] using array indexes left and right.

Let index of the middle element be i.

2) Calculate the corresponding index j of ar2[]

j = n – i – 1

3) If ar1[i] >= ar2[j] and ar1[i] <= ar2[j+1] then ar1[i] and ar2[j]

are the middle elements.

return average of ar2[j] and ar1[i]

4) If ar1[i] is greater than both ar2[j] and ar2[j+1] then

do binary search in left half (i.e., arr[left ... i-1])

5) If ar1[i] is smaller than both ar2[j] and ar2[j+1] then

do binary search in right half (i.e., arr[i+1....right])

6) If you reach at any corner of ar1[] then do binary search in ar2[]

Example:

ar1[] = {1, 5, 7, 10, 13}

ar2[] = {11, 15, 23, 30, 45}

Middle element of ar1[] is 7. Let us compare 7 with 23 and 30, since 7 smaller than both 23 and 30, move to right in ar1[]. Do binary search in {10, 13}, this step will pick 10. Now compare 10 with 15 and 23. Since 10 is smaller than both 15 and 23, again move to right. Only 13 is there in right side now. Since 13 is greater than 11 and smaller than 15, terminate here. We have got the median as 12 (average of 11 and 13)

Implementation:

|  |
| --- |
| #include<stdio.h>    int getMedianRec(int ar1[], int ar2[], int left, int right, int n);    /\* This function returns median of ar1[] and ar2[].     Assumptions in this function:     Both ar1[] and ar2[] are sorted arrays     Both have n elements \*/  int getMedian(int ar1[], int ar2[], int n)  {      return getMedianRec(ar1, ar2, 0, n-1, n);  }    /\* A recursive function to get the median of ar1[] and ar2[]     using binary search \*/  int getMedianRec(int ar1[], int ar2[], int left, int right, int n)  {      int i, j;        /\* We have reached at the end (left or right) of ar1[] \*/      if(left > right)          return getMedianRec(ar2, ar1, 0, n-1, n);        i = (left + right)/2;      j = n - i - 1;  /\* Index of ar2[] \*/        /\* Recursion terminates here.\*/      if (ar1[i] > ar2[j] && (j == n-1 || ar1[i] <= ar2[j+1]))      {          /\*ar1[i] is decided as median 2, now select the median 1             (element just before ar1[i] in merged array) to get the             average of both\*/          if (ar2[j] > ar1[i-1] || i == 0)              return (ar1[i] + ar2[j])/2;          else              return (ar1[i] + ar1[i-1])/2;      }        /\*Search in left half of ar1[]\*/      else if (ar1[i] > ar2[j] && j != n-1 && ar1[i] > ar2[j+1])          return getMedianRec(ar1, ar2, left, i-1, n);        /\*Search in right half of ar1[]\*/      else /\* ar1[i] is smaller than both ar2[j] and ar2[j+1]\*/          return getMedianRec(ar1, ar2, i+1, right, n);  } |

The above solutions can be optimized for the cases when all elements of one array are smaller than all elements of other array. For example, in method 3, we can change the getMedian() function to following so that these cases can be handled in O(1) time.

|  |
| --- |
| /\* This function returns median of ar1[] and ar2[].  Assumptions in this function:  Both ar1[] and ar2[] are sorted arrays  Both have n elements \*/  int getMedian(int ar1[], int ar2[], int n)  {  // If all elements of array 1 are smaller then  // median is average of last element of ar1 and  // first element of ar2  if (ar1[n-1] < ar2[0])  return (ar1[n-1]+ar2[0])/2;  // If all elements of array 1 are smaller then  // median is average of first element of ar1 and  // last element of ar2  if (ar2[n-1] < ar1[0])  return (ar2[n-1]+ar1[0])/2;  return getMedianRec(ar1, ar2, 0, n-1, n);  } |

## Implement a func node \*(char \*word){} which returns a link list of words that are anagrams with the input word..if no anagrams found return NULL and add that word to the link list

Count the number of instances of each letter in the word -- call this the word's signature. Find all words with the same signature.

## Given a boolean matrix mat[M][N] of size M X N, modify it such that if a matrix cell mat[i][j] is 1 (or true) then make all the cells of ith row and jth column as 1.

Example 1

The matrix

1 0

0 0

should be changed to following

1 1

1 0

Example 2

The matrix

1 0 0 1

0 0 1 0

0 0 0 0

should be changed to following

1 1 1 1

1 1 1 1

1 0 1 1

**Method 1 (Use two temporary arrays)**  
1) Create two temporary arrays row[M] and col[N]. Initialize all values of row[] and col[] as 0.  
2) Traverse the input matrix mat[M][N]. If you see an entry mat[i][j] as true, then mark row[i] and col[j] as true.  
3) Traverse the input matrix mat[M][N] again. For each entry mat[i][j], check the values of row[i] and col[j]. If any of the two values (row[i] or col[j]) is true, then mark mat[i][j] as true.

#include <stdio.h>

#define R 3

#define C 4

void modifyMatrix(bool mat[R][C])

{

bool row[R];

bool col[C];

int i, j;

/\* Initialize all values of row[] as 0 \*/

for (i = 0; i < R; i++)

{

row[i] = 0;

}

/\* Initialize all values of col[] as 0 \*/

for (i = 0; i < C; i++)

{

col[i] = 0;

}

/\* Store the rows and columns to be marked as 1 in row[] and col[]

arrays respectively \*/

for (i = 0; i < R; i++)

{

for (j = 0; j < C; j++)

{

if (mat[i][j] == 1)

{

row[i] = 1;

col[j] = 1;

}

}

}

/\* Modify the input matrix mat[] using the above constructed row[] and

col[] arrays \*/

for (i = 0; i < R; i++)

{

for (j = 0; j < C; j++)

{

if ( row[i] == 1 || col[j] == 1 )

{

mat[i][j] = 1;

}

}

}

}

/\* A utility function to print a 2D matrix \*/

void printMatrix(bool mat[R][C])

{

int i, j;

for (i = 0; i < R; i++)

{

for (j = 0; j < C; j++)

{

printf("%d ", mat[i][j]);

}

printf("\n");

}

}

/\* Driver program to test above functions \*/

int main()

{

bool mat[R][C] = { {1, 0, 0, 1},

{0, 0, 1, 0},

{0, 0, 0, 0},

};

printf("Input Matrix \n");

printMatrix(mat);

modifyMatrix(mat);

printf("Matrix after modification \n");

printMatrix(mat);

return 0;

}

Output:

Input Matrix

1 0 0 1

0 0 1 0

0 0 0 0

Matrix after modification

1 1 1 1

1 1 1 1

1 0 1 1

Time Complexity: O(M\*N)  
Auxiliary Space: O(M + N)

**Method 2 (A Space Optimized Version of Method 1)**  
This method is a space optimized version of above method 1. This method uses the first row and first column of the input matrix in place of the auxiliary arrays row[] and col[] of method 1. So what we do is: first take care of first row and column and store the info about these two in two flag variables rowFlag and colFlag. Once we have this info, we can use first row and first column as auxiliary arrays and apply method 1 for submatrix (matrix excluding first row and first column) of size (M-1)\*(N-1).

1) Scan the first row and set a variable rowFlag to indicate whether we need to set all 1s in first row or not.  
2) Scan the first column and set a variable colFlag to indicate whether we need to set all 1s in first column or not.  
3) Use first row and first column as the auxiliary arrays row[] and col[] respectively, consider the matrix as submatrix starting from second row and second column and apply method 1.  
4) Finally, using rowFlag and colFlag, update first row and first column if needed.

Time Complexity: O(M\*N)  
Auxiliary Space: O(1)

# Linked List

## Find first two numbers whose sum equals a given number in infinite length (stream of numbers) singly linked list.

Let the sum be S

Traverse the list and for each element X.

Seach if S-X exists in Hash, if yes X and S-X are the two numbers

If not Put X in Hash and continue.

## Given two lists, each containing numbers, how would you find the intersection of these two lists? What if these two lists are read from a huge file that cannot fit in memory?

If the lists are sorted:

Traverse both the lists in a single loop and keep on increasing their pointers based on the smaller number.

It not sorted:

Hash the first list and search the second list’s nodes in hash. If found add them to intersection.

// sort List1 and List 2 --> complexity = O(mlogm + nlogn)

int i, j;

i = 0; i = 0;

while(i < size of List1 and j < size of List 2)

{

if(A[i] == B[j])

{

print(A[i]);

i++;j++;

}

else if(A[i] > B[j])

{

i++;

}

else{

j++;

}

}

1. Create a B+ Tree from List1, where each leaf is different file(As the list is very large, and can't loaded to whole list to memory at once).  
2. For each element in List2, seach it from B+ tree(which is of List1).

T = O(M\*Log(N)(of base k) + N\*Log(N)(of base k).

N: Number of elements in List1.  
M: Number of elements in List2.  
k: B+ Tree is k-way tree.

## Find the intersection point of 2 linked list (without hashing at a lesser complexity preferably O(m+n)).

(the 2 nodes from the seperate lists point to a same node from which the list continues as a single list)

There are many methods given at: <http://www.geeksforgeeks.org/archives/2405>

Sol 1:

scan both the lists once. Max(m,n) is the first scan complexity - where m and n are lengths of linked lists. Then take the diff in lengths (m-n). Traverse through the longer list from its head till the diff (m-n). Start traversing now in the second list too. Both traversing pointers in bigger and smaller lists would meet at the intersection. So here we scan the lists only twice.

1) Get count of the nodes in first list, let count be c1.  
2) Get count of the nodes in second list, let count be c2.  
3) Get the difference of counts d = abs(c1 – c2)  
4) Now traverse the bigger list from the first node till d nodes so that from here onwards both the lists have equal no of nodes.  
5) Then we can traverse both the lists in parallel till we come across a common node. (Note that getting a common node is done by comparing the address of the nodes)

|  |
| --- |
| #include<stdio.h>  #include<stdlib.h>    /\* Link list node \*/  struct node  {  int data;  struct node\* next;  };    /\* Function to get the counts of node in a linked list \*/  int getCount(struct node\* head);    /\* function to get the intersection point of two linked  lists head1 and head2 where head1 has d more nodes than  head2 \*/  int \_getIntesectionNode(int d, struct node\* head1, struct node\* head2);    /\* function to get the intersection point of two linked  lists head1 and head2 \*/  int getIntesectionNode(struct node\* head1, struct node\* head2)  {  int c1 = getCount(head1);  int c2 = getCount(head2);  int d;    if(c1 > c2)  {  d = c1 - c2;  return \_getIntesectionNode(d, head1, head2);  }  else  {  d = c2 - c1;  return \_getIntesectionNode(d, head2, head1);  }  }    /\* function to get the intersection point of two linked  lists head1 and head2 where head1 has d more nodes than  head2 \*/  int \_getIntesectionNode(int d, struct node\* head1, struct node\* head2)  {  int i;  struct node\* current1 = head1;  struct node\* current2 = head2;    for(i = 0; i < d; i++)  {  if(current1 == NULL)  { return -1; }  current1 = current1->next;  }    while(current1 != NULL && current2 != NULL)  {  if(current1 == current2)  return current1->data;  current1= current1->next;  current2= current2->next;  }    return -1;  }    /\* Takes head pointer of the linked list and  returns the count of nodes in the list \*/  int getCount(struct node\* head)  {  struct node\* current = head;  int count = 0;    while (current != NULL)  {  count++;  current = current->next;  }    return count;  }    Sol 2: **Reverse the first list and make equations**  1) Let X be the length of the first linked list until intersection point.  Let Y be the length of the second linked list until the intersection point.  Let Z be the length of the linked list from intersection point to End of  the linked list including the intersection node.  We Have  X + Z = C1;  Y + Z = C2;  2) Reverse first linked list.  3) Traverse Second linked list. Let C3 be the length of second list - 1.  Now we have  X + Y = C3  We have 3 linear equations. By solving them, we get  X = (C1 + C3 – C2)/2;  Y = (C2 + C3 – C1)/2;  Z = (C1 + C2 – C3)/2;  WE GOT THE INTERSECTION POINT.  4) Reverse first linked list.  Advantage: No Comparison of pointers. Disadvantage : Modifying linked list(Reversing list). |

## Reversing of double linked list

## Reverse a linked list

**Iterative Procedure**

The following are the sequence of steps to be followed:

Initially take three pointers: PrevNode, CurrNode, NextNode

Let CurrNode point to HeaderNode of the list. And let PrevNode and NextNode points to null

Now iterate through the linked list until CurrNode is null

In the loop, we need to change NextNode to PrevNode, PrevNode to CurrNode and CurrNode to NextNode

public ListNode reverseList(ListNode headerNode)

{

ListNode prevNode = null;

ListNode currNode = headerNode;

ListNode nextNode = null;

while (currNode != null)

{

nextNode = currNode.next;

currNode.next = prevNode;

prevNode = currNode;

currNode = nextNode;

}

return prevNode;

}
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**Recursive**

The following are the sequence of steps to be followed:

If the list is empty, then the reverse of the list is also empty

If the list has one element, then the reverse of the list is the element itself

If the list has n elements, then the reverse of the complete list is reverse of the list starting from second node followed by the first node element. This step is recursive step

public ListNode reverseList(ListNode headerNode)

{

// Reverse of a empty list or null list is null

if (headerNode == null)

{

return null;

}

// Reverse of a single element list is the list with that element

if (headerNode.next == null)

{

return headerNode;

}

// Reverse of n element list is reverse of the second element followed by first element

// Get the list node pointed by second element

ListNode secondElementNode = headerNode.next;

// Unlink the first element

headerNode.next = null;

// Reverse everything from the second element

ListNode revNode = reverseList(secondElementNode);

// Now we join both the lists

secondElementNode.next = headerNode;

return revNode;

}

## Pairwise swap elements of a given linked list

**Sol 1 Recursive:**

node\* pariWiseSwap(node \*\*head)

{

node \*first = \*head;

if(first && first->next)

{

node \*second = first->next;

first->next = pariWiseSwap(&second->next);

second->next = first;

first = second;

}

return first;

}

**Sol 2a Iterative:**

struct node{

int value;

struct node \*next;

};

typedef struct node\* NODEPTR;

PairwiseReverse(NODEPTR \*head){

NODEPTR first,second;

if(\*head == NULL)

return;

first = \*head;

second = first->next;

if(!second)

return;

first->next = second->next;

second->next = first;

\*head = second;

while( first->next && first->next->next ){

first=first->next;

second=first->next;

first->next = second->next;

second->next = first;
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}

**Sol 2b Iterative: Different coding**

//p & q points to nodes currently being swapped. And r holds the last node of previously swapped list.

p=head;

q=NULL;

r=NULL;

while(p!=NULL && p->next!=NULL)

{

q=p->next;

printf("Swapping %d and %d\n",p->value,q->value);

p->next=q->next;

q->next=p;

if(r!=NULL)

r->next=q;

if(p==head)

head=q;

r=p;

p=p->next;

}

## Reverse a Linked List in groups of given size K

**Sol 1:**

HeaderNode is the head of the linked list

Take three pointers StartNode, EndNode and NextNode

Let the NextNode pointer points to HeaderNode and unlink HeaderNode

Repeat the following steps until NextNode is null

Point StartNode and EndNode to NextNode

Move EndNode K nodes away from StartNode

Point NextNode to the node next to EndNode

Unlink EndNode from the linked list

Now reverse the list pointed by StartNode which gives reverse of K nodes

If HeaderNode is null point the HeaderNode to reversed list else point the reversed list to the end of the HeaderNode list

Hence the list pointed by HeaderNode contains the K- Reverse of a linked list

public ListNode reverseKListNodes(ListNode headerNode, int k)

{

// Take 3 pointers startNode, endNode, nextNode pointing to headerNode

ListNode nextNode = headerNode;

ListNode startNode = null;

ListNode endNode = null;

headerNode = null;

while (nextNode != null)

{

// startNode and endNode points to nextNode

startNode = nextNode;

endNode = nextNode;

// Move endNode pointing towards node after k elements from startNode

for (int i = 1; i < k; i++)

{

endNode = endNode.next;

if (endNode == null)

{

break;

}

}

// If endNode is not null, then reverse the list starting from startNode to endNode

// else if endNode is null, then there is nothing to reverse

if (endNode != null)

{

// Save the node next to endNode

nextNode = endNode.next;

// Unlink the endNode

endNode.next = null;

// Reverse the list starting from startNode

ReverseSingleListIterative reverseListIter = new ReverseSingleListIterative();

startNode = reverseListIter.reverseList(startNode);

}

else

{

nextNode = null;

}

// Point headerNode to the startNode of the first iteration.

// If the headerNode is set, append the list startNode to the headerNode

if (headerNode == null)

{

headerNode = startNode;

}

else

{

SingleLinkedList.getLastNode(headerNode).next = startNode;

}

}

return headerNode;

}

**Sol 2**

<http://www.geeksforgeeks.org/archives/8014>

Note: In this solution all the strands are reversd; even if last strand is less than K it is reversed.

struct node \*reverseK (struct node \*head, int k)

{

struct node\* current = head;

struct node\* next;

struct node\* prev = NULL;

int count = 0;

/\*reverse first k nodes of the linked list \*/

while (current != NULL && count < k)

{

next = current->next;

current->next = prev;

prev = current;

current = next;

count++;

}

/\* next is now a pointer to (k+1)th node

Recursively call for the list starting from current.

And make rest of the list as next of first node \*/

if(next != NULL) // CHECK shoud it be next or current;

{ head->next = reverseK(next, k); }

/\* prev is new head of the input list \*/

return prev;

}

## Given multiple sorted lists, merge them into a new sorted list.

Sol1: Take the minimum element from the lists and add it to the new list. Increment the pointer of the list from which we have taken the element.

O(nk)

Sol 2: O(n lgK)

Suppose we have total K sorted linked lists.  
And total no of element is N.  
Now created a single min heap of size K (with the first element of each linked list)  
Extract Min and add it to final list.  
Add the next node of extracted node in heap (if it is not null).  
Repeat for all element.

Time : O(N\*lnK);  
space : O(N)

## Input linked list:

1->2->3->4->a->b->c->d->5->6->e->f

Output should be in below format :

1->a->2->b->3->c->4->d->5->e->6->f

Convert it into two linked lists. One containing only numbers and other only characters

Then we can do a merge of these two lists.

Time Complexity O(n)  
Space Complexity O(1)

## Find the kth element from last in link list

LinkedListNode nthToLast(LinkedListNode head, int n) {

if (head == null || n < 1) {

return null;

}

LinkedListNode p1 = head;

LinkedListNode p2 = head;

for (int j = 0; j < n ; ++j) { // skip n steps ahead

if (p2 == null) {

return null; // not found since list size < n

}

p2 = p2.next;

}

while (p2 != null) {

p1 = p1.next;

p2 = p2.next;

}

return p1;

}

## You are given a singly linked list. On seeing a node, if it has a node with greater value than itself on its right delete the seen node. Return the head of the result singly linked list.

Can be done in O(n)

First reverse the linked list and then treverse the linked list.

While traversing maintain the max value

If you find that any node value is less than max delete it.

After this again reverse the linked list and return it.

struct node{node \*next; int data; };

struct node \*DeleteGreater(struct node \*head)

{

struct node \*temp=NULL;

struct node \*temp1=NULL;

int max=-32767;

if(!head||head->next==NULL)

return head;

head=reverse(head);

temp=head;

max=temp->data;

while(temp->next)

{

if(temp->next->data < max)

{

temp1=temp->next;

temp->next=temp->next->next;

free(temp1);

}

else

{

max=temp->next->data;

temp=temp->next;

}

}

head=reverse(head);

return head;

}

## Sort a doubly link list in less then O(nlogn) time

Quick sort. but its worst case is O(n^2)

Merge sort. Merge sort is also good for single linked list.

Let head be the first node of the linked list to be sorted and headRef be the pointer to head. Note that we need a reference to head in MergeSort() as the below implementation changes next links to sort the linked lists (not data at the nodes), so head node has to be changed if the data at original head is not the smallest value in linked list.

MergeSort(headRef)

1) If head is NULL or there is only one element in the Linked List

then return.

2) Else divide the linked list into two halves.

FrontBackSplit(head, &a, &b); /\* a and b are two halves \*/

3) Sort the two halves a and b.

MergeSort(a);

MergeSort(b);

4) Merge the sorted a and b (using SortedMerge() discussed [here](http://geeksforgeeks.org/?p=3622))

and update the head pointer using headRef.

\*headRef = SortedMerge(a, b);

|  |
| --- |
| #include<stdio.h>  #include<stdlib.h>  /\* Link list node \*/  struct node  {  int data;  struct node\* next;  };  /\* function prototypes \*/  struct node\* SortedMerge(struct node\* a, struct node\* b);  void FrontBackSplit(struct node\* source, struct node\*\* frontRef, struct node\*\* backRef);  /\* sorts the linked list by changing next pointers (not data) \*/  void MergeSort(struct node\*\* headRef)  {  struct node\* head = \*headRef;  struct node\* a;  struct node\* b;  /\* Base case -- length 0 or 1 \*/  if ((head == NULL) || (head->next == NULL))  {  return;  }  /\* Split head into 'a' and 'b' sublists \*/  FrontBackSplit(head, &a, &b);  /\* Recursively sort the sublists \*/  MergeSort(&a);  MergeSort(&b);  /\* answer = merge the two sorted lists together \*/  \*headRef = SortedMerge(a, b);  }  /\* See http://geeksforgeeks.org/?p=3622 for details of this  function \*/  struct node\* SortedMerge(struct node\* a, struct node\* b)  {  struct node\* result = NULL;  /\* Base cases \*/  if (a == NULL)  return(b);  else if (b==NULL)  return(a);  /\* Pick either a or b, and recur \*/  if (a->data <= b->data)  {  result = a;  result->next = SortedMerge(a->next, b);  }  else  {  result = b;  result->next = SortedMerge(a, b->next);  }  return(result);  }  /\* UTILITY FUNCTIONS \*/  /\* Split the nodes of the given list into front and back halves,  and return the two lists using the reference parameters.  If the length is odd, the extra node should go in the front list.  Uses the fast/slow pointer strategy. \*/  void FrontBackSplit(struct node\* source,  struct node\*\* frontRef, struct node\*\* backRef)  {  struct node\* fast;  struct node\* slow;  if (source==NULL || source->next==NULL)  {  /\* length < 2 cases \*/  \*frontRef = source;  \*backRef = NULL;  }  else  {  slow = source;  fast = source->next;  /\* Advance 'fast' two nodes, and advance 'slow' one node \*/  while (fast != NULL)  {  fast = fast->next;  if (fast != NULL)  {  slow = slow->next;  fast = fast->next;  }  }  /\* 'slow' is before the midpoint in the list, so split it in two  at that point. \*/  \*frontRef = source;  \*backRef = slow->next;  slow->next = NULL;  }  }  /\* Function to print nodes in a given linked list \*/  void printList(struct node \*node)  {  while(node!=NULL)  {  printf("%d ", node->data);  node = node->next;  }  }  /\* Function to insert a node at the beginging of the linked list \*/  void push(struct node\*\* head\_ref, int new\_data)  {  /\* allocate node \*/  struct node\* new\_node =  (struct node\*) malloc(sizeof(struct node));  /\* put in the data \*/  new\_node->data = new\_data;  /\* link the old list off the new node \*/  new\_node->next = (\*head\_ref);  /\* move the head to point to the new node \*/  (\*head\_ref) = new\_node;  }  /\* Drier program to test above functions\*/  int main()  {  /\* Start with the empty list \*/  struct node\* res = NULL;  struct node\* a = NULL;  /\* Let us create a unsorted linked lists to test the functions  Created lists shall be a: 2->3->20->5->10->15 \*/  push(&a, 15);  push(&a, 10);  push(&a, 5);  push(&a, 20);  push(&a, 3);  push(&a, 2);  /\* Sort the above created Linked List \*/  MergeSort(&a);  printf("\n Sorted Linked List is: \n");  printList(a);  getchar();  return 0;  } |

Time Complexity: O(nLogn)

## Random pointer is present in every node of the linked list . And they will be pointing to any of the node of the list . We need to clone this list and return it .

1. clone the list without considering random pointers. For each node, add an entry

to a hashmap: old\_addr -> clone\_addr

2. use the hashmap to set up the random pointers

Other solutions:

## Copy a linked list with next and arbit pointer

You are given a Double Link List with one pointer of each node pointing to the next node just like in a single link list. The second pointer however CAN point to any node in the list and not just the previous node. Now write a program in **O(n) time** to duplicate this list. That is, write a program which will create a copy of this list.

Let us call the second pointer as arbit pointer as it can point to any arbitrary node in the linked list.
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Arbitrary pointers are shown in red and next pointers in black

Figure 1

**Method 1 (Uses O(n) extra space)**  
This method stores the next and arbitrary mappings (of original list) in an array first, then modifies the original Linked List (to create copy), creates a copy. And finally restores the original list.

1) Create all nodes in copy linked list using next pointers.  
3) Store the node and its next pointer mappings of original linked list.  
3) Change next pointer of all nodes in original linked list to point to the corresponding node in copy linked list.  
Following diagram shows status of both Linked Lists after above 3 steps. The red arrow shows arbit pointers and black arrow shows next pointers.
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Figure 2

4) Change the arbit pointer of all nodes in copy linked list to point to corresponding node in original linked list.  
5) Now construct the arbit pointer in copy linked list as below and restore the next pointer of nodes in the original linked list.

copy\_list\_node->arbit =

copy\_list\_node->arbit->arbit->next;

copy\_list\_node = copy\_list\_node->next;

6) Restore the next pointers in original linked list from the stored mappings(in step 2).

Time Complexity:  O(n)  
Auxiliary Space:  O(n)

**Method 2 (Uses Constant Extra Space)**  
1) Create the copy of node 1 and insert it between node 1 & node 2 in original Linked List, create the copy of 2 and insert it between 2 & 3.. Continue in this fashion, add the copy of N afte the Nth node  
2) Now copy the arbitrary link in this fashion

original->next->arbitrary = original->arbitrary->next; /\*TRAVERSE

TWO NODES\*/

This works because original->next is nothing but copy of original and Original->arbitrary->next is nothing but copy of arbitrary.  
3) Now restore the original and copy linked lists in this fashion in a single loop.

original->next = original->next->next;

copy->next = copy->next->next;

4) Make sure that last element of original->next is NULL.

Time Complexity: O(n)  
Auxiliary Space: O(1)

## Merge 2 sorted linked list into another sorted linked list, then do it in O(N) time and

1. Take 4 pointers, temp1 traverser for t1

temp2 - taraverser for t2

head - head of the new list

temp - end node of new list

2. compare temp1 temp2 and copy in new list, till either list ends

3. Link the remaining list of temp1 or temp2 to new list

// merging the two sorted lionked list

struct node \*Merge2linkedlist(struct node \*l1,struct node \*l2)

{

struct node \*temp1,\*temp2,\*temp,\*head = NULL;

if(!l1)

return l2;

if(!l2)

return l1;

temp1=l1;

temp2=l2;

while(temp1 && temp2)

{

if(temp1->info<=temp2->info)

{

if(!head)

{

head=temp1;

temp=head;

temp->next=NULL;

temp1=temp1->next;

}

else

{

temp->next=temp1;

temp=temp->next;

temp->next=NULL;

temp1=temp1->next;

}

}

else

{

if(!head)

{

head=temp2;

temp=temp2;

temp->next=NULL;

temp2=temp2->next;

}

else

{

temp->next=temp2;

temp=temp->next;

temp->next=NULL;

temp2=temp2->next;

}

}

}//end while

//Link the remining list to new list

if(temp1==NULL && temp2!=NULL)

{

temp->next=temp2;

}

if(temp2==NULL && temp1!=NULL)

{

temp->next=temp1;

}

return head;

}

## How do you test the numbers present in a linked list is palindrome or not? (List is a singly linked list)

Asked by Varun Bhatia.  
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**METHOD 1 (By reversing the list)**

1. Get the middle of the linked list.

2. Reverse the second half of the linked list.

3. Compare the first half and second half.

4. Construct the original linked list by reversing the

second half again and attaching it back to the first half

Implementation:

/\* Program to check if a linked list is palindrome \*/

#include<stdio.h>

#include<stdlib.h>

#define bool int

/\* Link list node \*/

struct node

{

char data;

struct node\* next;

};

void reverse(struct node\*\*);

bool compareLists(struct node\*, struct node \*);

/\* Function to check if given linked list is

palindrome or not \*/

bool isPalindrome(struct node \*head)

{

struct node \*slow\_ptr = head;

struct node \*fast\_ptr = head;

struct node \*second\_half;

struct node \*prev\_of\_slow\_ptr = head;

char res;

if(head!=NULL)

{

/\* Get the middle of the list. Move slow\_ptr by 1

and fast\_ptrr by 2, slow\_ptr will have the |\_n/2\_|th

node \*/

while((fast\_ptr->next)!=NULL &&

(fast\_ptr->next->next)!=NULL)

{

fast\_ptr = fast\_ptr->next->next;

/\*We need previous of the slow\_ptr for

linked lists with odd elements \*/

prev\_of\_slow\_ptr = slow\_ptr;

slow\_ptr = slow\_ptr->next;

}

/\* Case where we have even no of elements \*/

if(fast\_ptr->next != NULL)

{

second\_half = slow\_ptr->next;

reverse(&second\_half);

slow\_ptr->next = NULL;

res = compareLists(head, second\_half);

/\*construct the original list back\*/

reverse(&second\_half);

slow\_ptr->next = second\_half;

}

/\* Case where we have odd no. of elements. Neither first

nor second list should have the middle element \*/

else

{

second\_half = slow\_ptr->next;

prev\_of\_slow\_ptr->next = NULL;

reverse(&second\_half);

res = compareLists(head, second\_half);

/\*construct the original list back\*/

reverse(&second\_half);

prev\_of\_slow\_ptr->next = slow\_ptr;

slow\_ptr->next = second\_half;

}

return res;

}

}

/\* Function to reverse the linked list Note that this

function may change the head \*/

void reverse(struct node\*\* head\_ref)

{

struct node\* prev = NULL;

struct node\* current = \*head\_ref;

struct node\* next;

while (current != NULL)

{

next = current->next;

current->next = prev;

prev = current;

current = next;

}

\*head\_ref = prev;

}

/\* Function to check if two input lists have same data\*/

int compareLists(struct node\* head1, struct node \*head2)

{

struct node\* temp1 = head1;

struct node\* temp2 = head2;

while(temp1 && temp2)

{

if(temp1->data == temp2->data)

{

temp1 = temp1->next;

temp2 = temp2->next;

}

else return 0;

}

/\* Both are empty reurn 1\*/

if(temp1 == NULL && temp2 == NULL)

return 1;

/\* Will reach here when one is NULL

and other is not \*/

return 0;

}

/\* Push a node to linked list. Note that this function

changes the head \*/

void push(struct node\*\* head\_ref, char new\_data)

{

/\* allocate node \*/

struct node\* new\_node =

(struct node\*) malloc(sizeof(struct node));

/\* put in the data \*/

new\_node->data = new\_data;

/\* link the old list off the new node \*/

new\_node->next = (\*head\_ref);

/\* move the head to pochar to the new node \*/

(\*head\_ref) = new\_node;

}

/\* Drier program to test above function\*/

int main()

{

/\* Start with the empty list \*/

struct node\* head = NULL;

push(&head, 'p');

push(&head, 'e');

push(&head, 'e');

push(&head, 'p');

/\* p->e->e->p \*/

if(isPalindrome(head) == 1)

printf("Linked list is Palindrome");

else

printf("Linked list is not Palindrome");

getchar();

return 0;

}

Time Complexity O(n)  
Auxiliary Space: O(1)

**METHOD 2 (Using Recursion)**  
Use two pointers left and right. Move right and left using recursion and check for following in each recursive call.  
1) Sub-list is palindrome.  
2) Value at current left and right are matching.

If both above conditions are true then return true.

#define bool int

#include<stdio.h>

#include<stdlib.h>

/\* Link list node \*/

struct node

{

char data;

struct node\* next;

};

bool isPalindrome(struct node \*\*left, struct node \*right)

{

/\* stop recursion here \*/

if (!right)

return true;

/\* If sub-list is not palindrome then no need to

check for current left and right, return false \*/

bool isp = isPalindrome(left, right->next);

if (isp == false)

return false;

/\* Check values at current left and right \*/

bool isp1 = (right->data == (\*left)->data);

/\* Move left to next node \*/

\*left = (\*left)->next; /\* save next pointer \*/

return isp1;

}

/\* UTILITY FUNCTIONS \*/

/\* Push a node to linked list. Note that this function

changes the head \*/

void push(struct node\*\* head\_ref, char new\_data)

{

/\* allocate node \*/

struct node\* new\_node =

(struct node\*) malloc(sizeof(struct node));

/\* put in the data \*/

new\_node->data = new\_data;

/\* link the old list off the new node \*/

new\_node->next = (\*head\_ref);

/\* move the head to pochar to the new node \*/

(\*head\_ref) = new\_node;

}

/\* Drier program to test above function\*/

int main()

{

/\* Start with the empty list \*/

struct node\* head = NULL;

push(&head, 'r');

push(&head, 'a');

push(&head, 'd');

push(&head, 'a');

push(&head, 'r');

/\* r->a->d->a->r\*/

if(isPalindrome(&head, head) == 1)

printf("Linked list is Palindrome");

else

printf("Linked list is not Palindrome");

getchar();

return 0;

}

Time Complexity: O(n)  
Auxiliary Space: O(n) if Function Call Stack size is considered, otherwise O(1).

## Convert the matrix into a linked list (singly or doubly). Nodes have two pointers - right and down.

a1-a2-a3-a4

| | | |

b1-b2-b3-b4

| | | |

c1-c2-c3-c4

<http://www.careercup.com/question?id=12364850>

## Detect and Remove Loop in a Linked List

Write a function detectAndRemoveLoop() that checks whether a given Linked List contains loop and if loop is present then removes the loop and returns true. And if the list doesn’t contain loop then returns false. Below diagram shows a linked list with a loop. detectAndRemoveLoop() must change the below list to 1->2->3->4->5->NULL.
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We recommend to read following post as a prerequisite.  
 [Write a C function to detect loop in a linked list](http://geeksforgeeks.org/?p=112)

Before trying to remove the loop, we must detect it. Techniques discussed in the above post can be used to detect loop. To remove loop, all we need to do is to get pointer to the last node of the loop. For example, node with value 5 in the above diagram. Once we have pointer to the last node, we can make the next of this node as NULL and loop is gone.  
We can easily use Hashing or Visited node techniques (discussed in the aobve mentioned post) to get the pointer to the last node. Idea is simple: the very first node whose next is already visited (or hashed) is the last node.  
We can also use Floyd Cycle Detection algorithm to detect and remove the loop. In the Floyd’s algo, the slow and fast pointers meet at a loop node. We can use this loop node to remove cycle. There are following two different ways of removing loop when Floyd’s algorithm is used for Loop detection.

**Method 1 (Check one by one)**   
We know that Floyd’s Cycle detection algorithm terminates when fast and slow pointers meet at a common point. We also know that this common point is one of the loop nodes (2 or 3 or 4 or 5 in the above diagram). We store the address of this in a pointer variable say ptr2. Then we start from the head of the Linked List and check for nodes one by one if they are reachable from ptr2. When we find a node that is reachable, we know that this node is the starting node of the loop in Linked List and we can get pointer to the previous of this node.

|  |
| --- |
| #include<stdio.h>  #include<stdlib.h>    /\* Link list node \*/  struct node  {      int data;      struct node\* next;  };    /\* Function to remove loop. Used by detectAndRemoveLoop() \*/  void removeLoop(struct node \*, struct node \*);    /\* This function detects and removes loop in the list    If loop was there in the list then it returns 1,    otherwise returns 0 \*/  int detectAndRemoveLoop(struct node \*list)  {      struct node  \*slow\_p = list, \*fast\_p = list;        while (slow\_p && fast\_p && fast\_p->next)      {          slow\_p = slow\_p->next;          fast\_p  = fast\_p->next->next;            /\* If slow\_p and fast\_p meet at some point then there             is a loop \*/          if (slow\_p == fast\_p)          {              removeLoop(slow\_p, list);                /\* Return 1 to indicate that loop is found \*/              return 1;          }      }        /\* Return 0 to indeciate that ther is no loop\*/      return 0;  }    /\* Function to remove loop.   loop\_node --> Pointer to one of the loop nodes   head -->  Pointer to the start node of the linked list \*/  void removeLoop(struct node \*loop\_node, struct node \*head)  {     struct node \*ptr1;     struct node \*ptr2;       /\* Set a pointer to the beging of the Linked List and        move it one by one to find the first node which is        part of the Linked List \*/     ptr1 = head;     while(1)     {       /\* Now start a pointer from loop\_node and check if it ever         reaches ptr2 \*/       ptr2 = loop\_node;       while(ptr2->next != loop\_node && ptr2->next != ptr1)       {           ptr2 = ptr2->next;       }         /\* If ptr2 reahced ptr1 then there is a loop. So break the          loop \*/       if(ptr2->next == ptr1)          break;         /\* If ptr2 did't reach ptr1 then try the next node after ptr1 \*/       else         ptr1 = ptr1->next;     }       /\* After the end of loop ptr2 is the last node of the loop. So       make next of ptr2 as NULL \*/     ptr2->next = NULL;  }    /\* UTILITY FUNCTIONS \*/  /\* Given a reference (pointer to pointer) to the head    of a list and an int, pushes a new node on the front    of the list. \*/  void push(struct node\*\* head\_ref, int new\_data)  {      /\* allocate node \*/      struct node\* new\_node =          (struct node\*) malloc(sizeof(struct node));        /\* put in the data  \*/      new\_node->data  = new\_data;        /\* link the old list off the new node \*/      new\_node->next = (\*head\_ref);        /\* move the head to point to the new node \*/      (\*head\_ref)    = new\_node;  }    /\* Function to print linked list \*/  void printList(struct node \*node)  {      while(node != NULL)      {          printf("%d  ", node->data);          node = node->next;      }  }    /\* Drier program to test above function\*/  int main()  {      /\* Start with the empty list \*/      struct node\* head = NULL;        push(&head, 10);      push(&head, 4);      push(&head, 15);      push(&head, 20);      push(&head, 50);        /\* Create a loop for testing \*/      head->next->next->next->next->next = head->next->next;        detectAndRemoveLoop(head);        printf("Linked List after removing loop \n");      printList(head);        getchar();      return 0;  } |

**Method 2 (Efficient Solution)**  
This method is also dependent on Floyd’s Cycle detection algorithm.  
1) Detect Loop using Floyd’s Cycle detection algo and get the pointer to a loop node.  
2) Count the number of nodes in loop. Let the count be k.  
3) Fix one pointer to the head and another to kth node from head.  
4) Move both pointers at the same pace, they will meet at loop starting node.  
5) Get pointer to the last node of loop and make next of it as NULL.

Thanks to WgpShashank for suggesting this method.

#include<stdio.h>

#include<stdlib.h>

/\* Link list node \*/

struct node

{

int data;

struct node\* next;

};

/\* Function to remove loop. \*/

void removeLoop(struct node \*, struct node \*);

/\* This function detects and removes loop in the list

If loop was there in the list then it returns 1,

otherwise returns 0 \*/

int detectAndRemoveLoop(struct node \*list)

{

struct node \*slow\_p = list, \*fast\_p = list;

while (slow\_p && fast\_p && fast\_p->next)

{

slow\_p = slow\_p->next;

fast\_p = fast\_p->next->next;

/\* If slow\_p and fast\_p meet at some point then there

is a loop \*/

if (slow\_p == fast\_p)

{

removeLoop(slow\_p, list);

/\* Return 1 to indicate that loop is found \*/

return 1;

}

}

/\* Return 0 to indeciate that ther is no loop\*/

return 0;

}

/\* Function to remove loop.

loop\_node --> Pointer to one of the loop nodes

head --> Pointer to the start node of the linked list \*/

void removeLoop(struct node \*loop\_node, struct node \*head)

{

struct node \*ptr1 = loop\_node;

struct node \*ptr2 = loop\_node;

// Count the number of nodes in loop

unsigned int k = 1, i;

while (ptr1->next != ptr2)

{

ptr1 = ptr1->next;

k++;

}

// Fix one pointer to head

ptr1 = head;

// And the other pointer to k nodes after head

ptr2 = head;

for(i = 0; i < k; i++)

ptr2 = ptr2->next;

/\* Move both pointers at the same pace,

they will meet at loop starting node \*/

while(ptr2 != ptr1)

{

ptr1 = ptr1->next;

ptr2 = ptr2->next;

}

// Get pointer to the last node

ptr2 = ptr2->next;

while(ptr2->next != ptr1)

ptr2 = ptr2->next;

/\* Set the next node of the loop ending node

to fix the loop \*/

ptr2->next = NULL;

}

/\* UTILITY FUNCTIONS \*/

/\* Given a reference (pointer to pointer) to the head

of a list and an int, pushes a new node on the front

of the list. \*/

void push(struct node\*\* head\_ref, int new\_data)

{

/\* allocate node \*/

struct node\* new\_node =

(struct node\*) malloc(sizeof(struct node));

/\* put in the data \*/

new\_node->data = new\_data;

/\* link the old list off the new node \*/

new\_node->next = (\*head\_ref);

/\* move the head to point to the new node \*/

(\*head\_ref) = new\_node;

}

/\* Function to print linked list \*/

void printList(struct node \*node)

{

while(node != NULL)

{

printf("%d ", node->data);

node = node->next;

}

}

/\* Drier program to test above function\*/

int main()

{

/\* Start with the empty list \*/

struct node\* head = NULL;

push(&head, 10);

push(&head, 4);

push(&head, 15);

push(&head, 20);

push(&head, 50);

/\* Create a loop for testing \*/

head->next->next->next->next->next = head->next->next;

detectAndRemoveLoop(head);

printf("Linked List after removing loop \n");

printList(head);

getchar();

return 0;

}

## How to find out middle element from a looped single linked list

Find the start node of the loop ptr2.

Now move two pointers slow and fast.

When fast->next or fast->next->next is ptr2 slow is the middle.

## Find the middle element in a singlely linked list

## How will you add two nos represented as a singly linked list ( 2->9->1->7+5->1->7= 3->4->3->4 )

**Sol 1: Involves reversing the list.**

reverse list-1

reverse list-2

find the sum and store it in a new list represented by list-3

reverse the list.

to add two numbers represented by two linked list just reverse the two linked list first and in a loop just add two linked list numbers node by node taking care of carry and just using the malloc function make the third linked list reversing the linked list u can do it in O(n) time using any of recusrion or iterative scheme

and reversing the doubly linked list just swap the two pointers of each node thaat is swap the prev and next pointer of each node while traversing this will take the O(n) time where n is the length of DLL

**Sol 2: Without reversing the lists**

[**http://stackoverflow.com/questions/7294048/add-two-big-numbers-represented-as-linked-lists-without-reversing-the-linked-list**](http://stackoverflow.com/questions/7294048/add-two-big-numbers-represented-as-linked-lists-without-reversing-the-linked-list)

1.first traverse both list and find out their length

2.find the difference in their lenngth.

3.if both are of same length then its ok point pointers ptr1 and ptr2 at the begining of the list

4.otherwise

traverse the larger list by the amount equal to the difference between the length in advance and keep a pointer to point that position say ptr1.

keep a pointer ptr2 pointing at other list

5.call a function say int Add\_List(ptr1,ptr2) which looks like:

int Add\_List (node \*ptr1,node \*ptr2)

{

if(ptr1!=NULL)

{

int sum=Add\_List(ptr1-next,ptr2->next);

sum=sum+ptr1->info+ptr2->info;

if(sum>=10)

{

int mod=sum%10;

ptr1->info=mod;//when sum is > or = 10 then mod will be 1 which will be carry for the previous one so returning 1

return 1;

}

else

{

ptr1->info=sum;

return 0;

}

}

else

return 0;//this statement will be exucuted only once when ptr1==NULL and will return 0 which will initialise sum to 0

}

At last this function will return either 1 or 0 to the function that called it.

Now this returned value is carry for the last number in the remaining part of the larger list,remember we already moved by a difference in the starting.

Again for that part add this carry with the help of ur own function and finally return to the main with carry of the the very first element.

If returned carry in the main is 0 then ur larger list contains the desired sum otherwise create a new node with 1 as its info part and add it to the start of the larger list which is finally the requred sum.

# Trees, Binary Trees, and BST

## Deserialize a Binary Tree from it's Pre & In order traversals

Inorder sequence: D B E A F C  
Preorder sequence: A B D E C F

In a Preorder sequence, leftmost element is the root of the tree. So we know ‘A’ is root for given sequences. By searching ‘A’ in Inorder sequence, we can find out all elements on left side of ‘A’ are in left subtree and elements on right are in right subtree. So we know below structure now.

A

/ \

/ \

D B E F C

We recursively follow above steps and get the following tree.

A

/ \

/ \

B C

/ \ /

/ \ /

D E F

Algorithm: buildTree()  
1) Pick an element from Preorder. Increment a Preorder Index Variable (preIndex in below code) to pick next element in next recursive call.  
2) Create a new tree node tNode with the data as picked element.  
3) Find the picked element’s index in Inorder. Let the index be inIndex.  
4) Call buildTree for elements before inIndex and make the built tree as left subtree of tNode.  
5) Call buildTree for elements after inIndex and make the built tree as right subtree of tNode.  
6) return tNode.

/\* program to construct tree using inorder and preorder traversals \*/

#include<stdio.h>

#include<stdlib.h>

/\* A binary tree node has data, pointer to left child

and a pointer to right child \*/

struct node

{

char data;

struct node\* left;

struct node\* right;

};

/\* Prototypes for utility functions \*/

int search(char arr[], int strt, int end, char value);

struct node\* newNode(char data);

/\* Recursive function to construct binary of size len from

Inorder traversal in[] and Preorder traversal pre[]. Initial values

of inStrt and inEnd should be 0 and len -1. The function doesn't

do any error checking for cases where inorder and preorder

do not form a tree \*/

struct node\* buildTree(char in[], char pre[], int inStrt, int inEnd)

{

static int preIndex = 0;

if(inStrt > inEnd)

return NULL;

/\* Pick current node from Preorder traversal using preIndex

and increment preIndex \*/

struct node \*tNode = newNode(pre[preIndex++]);

/\* If this node has no children then return \*/

if(inStrt == inEnd)

return tNode;

/\* Else find the index of this node in Inorder traversal \*/

int inIndex = search(in, inStrt, inEnd, tNode->data);

/\* Using index in Inorder traversal, construct left and

right subtress \*/

tNode->left = buildTree(in, pre, inStrt, inIndex-1);

tNode->right = buildTree(in, pre, inIndex+1, inEnd);

return tNode;

}

/\* UTILITY FUNCTIONS \*/

/\* Function to find index of value in arr[start...end]

The function assumes that value is present in in[] \*/

int search(char arr[], int strt, int end, char value)

{

int i;

for(i = strt; i <= end; i++)

{

if(arr[i] == value)

return i;

}

}

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

struct node\* newNode(char data)

{

struct node\* node = (struct node\*)malloc(sizeof(struct node));

node->data = data;

node->left = NULL;

node->right = NULL;

return(node);

}

/\* This funtcion is here just to test buildTree() \*/

void printInorder(struct node\* node)

{

if (node == NULL)

return;

/\* first recur on left child \*/

printInorder(node->left);

/\* then print the data of node \*/

printf("%c ", node->data);

/\* now recur on right child \*/

printInorder(node->right);

}

/\* Driver program to test above functions \*/

int main()

{

char in[] = {'D', 'B', 'E', 'A', 'F', 'C'};

char pre[] = {'A', 'B', 'D', 'E', 'C', 'F'};

int len = sizeof(in)/sizeof(in[0]);

struct node \*root = buildTree(in, pre, 0, len - 1);

/\* Let us test the built tree by printing Insorder traversal \*/

printf("\n Inorder traversal of the constructed tree is \n");

printInorder(root);

getchar();

}

## Find Height of a tree without using recursion?

<http://www.geeksforgeeks.org/archives/2686>

public static int getHeightOfBTUsingLevelOrder(BTNode btRootNode){

if(btRootNode == null) return 0;

Queue queue = LLQueue.createQueue();

queue.enQueue(btRootNode);

queue.enQueue(sentinal);

int level = 0;

while(!queue.isEmpty()){

Object tempNode = queue.deQueue();

if(tempNode == sentinal){

if(!queue.isEmpty())

queue.enQueue(sentinal);

level++;

}else{

BTNode tempBTNode = (BTNode) tempNode;

if(tempBTNode.getLeft() != null){

queue.enQueue(tempBTNode.getLeft());

}

if(tempBTNode.getRight() != null){

queue.enQueue(tempBTNode.getRight());

}

}

}

return level;

}

***C++ Implementation***

int Height(Tree t) {

int height = -1;

if(t != NULL) {

std::list<Tree> q; //Queue to store tree nodes

q.push\_back(t);

q.push\_back(NULL); //null is the delimeter to show end of the level

while(!q.empty()) {

TreeNode \*node = q.front();

q.pop\_front();

if(node == NULL) {//delimeter encountered, increase height and push NULL if q not empty

height++;

if(!q.empty())

q.push\_back(NULL);

}

else {

if(node->left)

q.push\_back(node->left);

if(node->right)

q.push\_back(node->right);

}

}

}

return height;

}

## Given a binary tree, write a code that returns the difference between sum of nodes at even level and sum of nodes at odd level. Root is considered at level 0.

int DiffEvenOddLevels(Tree \*node)

{

if(!node)

return 0;

Q.enque(node);

Q.enque(terminal);

bool flag = true;

int sumEven = 0, sumOdd = 0;

while(Q.dequeCheck() != terminal)

{

for(Tree\* t = Q.deque(); t!=terminal; t=Q.deque())

{

if(flag) sumEven += t.val;

else sumOdd += t.val;

if(t->left) Q.enque(t->left);

if(t->right) Q.enque(t->right);

}

Q.enque(terminal);

flag!=flag;

}

return sumEven-sumOdd;

}

**Sol 2:**

int diffBetLevel(node\* root)

{

int lvalue=0, rvalue=0;

if(root==0)

return 0;

lvalue=diffBetLevel(root->left);

rvalue=diffBetLevel(root->right);

return root->data-(lvalue+rvalue);

}

## Given an N-Ary tree, WAP to find the minimum depth of the tree.

struct Node;

typedef std::list<Node\*> NodeList;

struct Node {

int data;

NodeList children;

}

int findMinDepth( Node\* root ) {

if ( !root || root->children.empty() ) return 0;

int minDepth = MAXINT;

for ( NodeList::const\_iterator

it = root->children.begin();

it != root->children.end();

++it ) {

int depth = findMinDepth(\*it);

if ( depth < minDepth ) minDepth = depth;

}

return 1 + minDepth;

}

## Given a Binary Search Tree, write a program to print the kth smallest element without using any static/global variable.

Given root of binary search tree and K as input, find K-th smallest element in BST. [Related Post](http://geeksforgeeks.org/forum/topic/adobe-interview-question-for-software-engineerdeveloper-fresher-3)

For example, in the following BST, if k = 3, then output should be 10, and if k = 5, then output should be 14.

[![BST](data:image/png;base64,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)](http://geeksforgeeks.org/wp-content/uploads/BST.gif)

**Method 1: Using Inorder Traversal.**

Inorder traversal of BST retrieves elements of tree in the sorted order. The inorder traversal uses stack to store to be explored nodes of tree (threaded tree avoids stack and recursion for traversal, see [this post](http://geeksforgeeks.org/?p=6358)). The idea is to keep track of popped elements which participate in the order statics. Hypothetical algorithm is provided below,

Time complexity: O(n) where n is total nodes in tree..

**Algorithm:**

/\* initialization \*/

pCrawl = root

set initial stack element as NULL (sentinal)

/\* traverse upto left extreme \*/

while(pCrawl is valid )

stack.push(pCrawl)

pCrawl = pCrawl.left

/\* process other nodes \*/

while( pCrawl = stack.pop() is valid )

stop if sufficient number of elements are popped.

if( pCrawl.right is valid )

pCrawl = pCrawl.right

while( pCrawl is valid )

stack.push(pCrawl)

pCrawl = pCrawl.left

**Implementation:**

#include <stdio.h>

#include <stdlib.h>

#define ARRAY\_SIZE(arr) sizeof(arr)/sizeof(arr[0])

/\* just add elements to test \*/

/\* NOTE: A sorted array results in skewed tree \*/

int ele[] = { 20, 8, 22, 4, 12, 10, 14 };

/\* same alias \*/

typedef struct node\_t node\_t;

/\* Binary tree node \*/

struct node\_t

{

int data;

node\_t\* left;

node\_t\* right;

};

/\* simple stack that stores node addresses \*/

typedef struct stack\_t stack\_t;

/\* initial element always NULL, uses as sentinal \*/

struct stack\_t

{

node\_t\* base[ARRAY\_SIZE(ele) + 1];

int stackIndex;

};

/\* pop operation of stack \*/

node\_t \*pop(stack\_t \*st)

{

node\_t \*ret = NULL;

if( st && st->stackIndex > 0 )

{

ret = st->base[st->stackIndex];

st->stackIndex--;

}

return ret;

}

/\* push operation of stack \*/

void push(stack\_t \*st, node\_t \*node)

{

if( st )

{

st->stackIndex++;

st->base[st->stackIndex] = node;

}

}

/\* Iterative insertion

Recursion is least preferred unless we gain something

\*/

node\_t \*insert\_node(node\_t \*root, node\_t\* node)

{

/\* A crawling pointer \*/

node\_t \*pTraverse = root;

node\_t \*currentParent = root;

// Traverse till appropriate node

while(pTraverse)

{

currentParent = pTraverse;

if( node->data < pTraverse->data )

{

/\* left subtree \*/

pTraverse = pTraverse->left;

}

else

{

/\* right subtree \*/

pTraverse = pTraverse->right;

}

}

/\* If the tree is empty, make it as root node \*/

if( !root )

{

root = node;

}

else if( node->data < currentParent->data )

{

/\* Insert on left side \*/

currentParent->left = node;

}

else

{

/\* Insert on right side \*/

currentParent->right = node;

}

return root;

}

/\* Elements are in an array. The function builds binary tree \*/

node\_t\* binary\_search\_tree(node\_t \*root, int keys[], int const size)

{

int iterator;

node\_t \*new\_node = NULL;

for(iterator = 0; iterator < size; iterator++)

{

new\_node = (node\_t \*)malloc( sizeof(node\_t) );

/\* initialize \*/

new\_node->data = keys[iterator];

new\_node->left = NULL;

new\_node->right = NULL;

/\* insert into BST \*/

root = insert\_node(root, new\_node);

}

return root;

}

node\_t \*k\_smallest\_element\_inorder(stack\_t \*stack, node\_t \*root, int k)

{

stack\_t \*st = stack;

node\_t \*pCrawl = root;

/\* move to left extremen (minimum) \*/

while( pCrawl )

{

push(st, pCrawl);

pCrawl = pCrawl->left;

}

/\* pop off stack and process each node \*/

while( pCrawl = pop(st) )

{

/\* each pop operation emits one element

in the order

\*/

if( !--k )

{

/\* loop testing \*/

st->stackIndex = 0;

break;

}

/\* there is right subtree \*/

if( pCrawl->right )

{

/\* push the left subtree of right subtree \*/

pCrawl = pCrawl->right;

while( pCrawl )

{

push(st, pCrawl);

pCrawl = pCrawl->left;

}

/\* pop off stack and repeat \*/

}

}

/\* node having k-th element or NULL node \*/

return pCrawl;

}

/\* Driver program to test above functions \*/

int main(void)

{

node\_t\* root = NULL;

stack\_t stack = { {0}, 0 };

node\_t \*kNode = NULL;

int k = 5;

/\* Creating the tree given in the above diagram \*/

root = binary\_search\_tree(root, ele, ARRAY\_SIZE(ele));

kNode = k\_smallest\_element\_inorder(&stack, root, k);

if( kNode )

{

printf("kth smallest elment for k = %d is %d", k, kNode->data);

}

else

{

printf("There is no such element");

}

getchar();

return 0;

}

**Method 2: Augmented  Tree Data Structure.**

The idea is to maintain rank of each node. We can keep track of elements in a subtree of any node while building the tree. Since we need K-th smallest element, we can maintain number of elements of left subtree in every node.

Assume that the root is having N nodes in its left subtree. If K = N + 1, root is K-th node. If K < N+1, we will continue our search (recursion) for the Kth smallest element in the left subtree of root. If K > N + 1, we continue our search in the right subtree for the (K – N – 1)-th smallest element. Note that we need the count of elements in left subtree only.

Time complexity: O(n) where n is total nodes in tree.

**Algorithm:**

start:

if K = root.leftElement + 1

root node is the K th node.

goto stop

else if K > root.leftElements

K = K - (root.leftElements + 1)

root = root.right

goto start

else

root = root.left

goto srart

stop:

**Implementation:**

#include <stdio.h>

#include <stdlib.h>

#define ARRAY\_SIZE(arr) sizeof(arr)/sizeof(arr[0])

typedef struct node\_t node\_t;

/\* Binary tree node \*/

struct node\_t

{

int data;

int lCount;

node\_t\* left;

node\_t\* right;

};

/\* Iterative insertion

Recursion is least preferred unless we gain something

\*/

node\_t \*insert\_node(node\_t \*root, node\_t\* node)

{

/\* A crawling pointer \*/

node\_t \*pTraverse = root;

node\_t \*currentParent = root;

// Traverse till appropriate node

while(pTraverse)

{

currentParent = pTraverse;

if( node->data < pTraverse->data )

{

/\* We are branching to left subtree

increment node count \*/

pTraverse->lCount++;

/\* left subtree \*/

pTraverse = pTraverse->left;

}

else

{

/\* right subtree \*/

pTraverse = pTraverse->right;

}

}

/\* If the tree is empty, make it as root node \*/

if( !root )

{

root = node;

}

else if( node->data < currentParent->data )

{

/\* Insert on left side \*/

currentParent->left = node;

}

else

{

/\* Insert on right side \*/

currentParent->right = node;

}

return root;

}

/\* Elements are in an array. The function builds binary tree \*/

node\_t\* binary\_search\_tree(node\_t \*root, int keys[], int const size)

{

int iterator;

node\_t \*new\_node = NULL;

for(iterator = 0; iterator < size; iterator++)

{

new\_node = (node\_t \*)malloc( sizeof(node\_t) );

/\* initialize \*/

new\_node->data = keys[iterator];

new\_node->lCount = 0;

new\_node->left = NULL;

new\_node->right = NULL;

/\* insert into BST \*/

root = insert\_node(root, new\_node);

}

return root;

}

int k\_smallest\_element(node\_t \*root, int k)

{

int ret = -1;

if( root )

{

/\* A crawling pointer \*/

node\_t \*pTraverse = root;

/\* Go to k-th smallest \*/

while(pTraverse)

{

if( (pTraverse->lCount + 1) == k )

{

ret = pTraverse->data;

break;

}

else if( k > pTraverse->lCount )

{

/\* There are less nodes on left subtree

Go to right subtree \*/

k = k - (pTraverse->lCount + 1);

pTraverse = pTraverse->right;

}

else

{

/\* The node is on left subtree \*/

pTraverse = pTraverse->left;

}

}

}

return ret;

}

/\* Driver program to test above functions \*/

int main(void)

{

/\* just add elements to test \*/

/\* NOTE: A sorted array results in skewed tree \*/

int ele[] = { 20, 8, 22, 4, 12, 10, 14 };

int i;

node\_t\* root = NULL;

/\* Creating the tree given in the above diagram \*/

root = binary\_search\_tree(root, ele, ARRAY\_SIZE(ele));

/\* It should print the sorted array \*/

for(i = 1; i <= ARRAY\_SIZE(ele); i++)

{

printf("\n kth smallest elment for k = %d is %d",

i, k\_smallest\_element(root, i));

}

getchar();

return 0;

}

Let each node in the BST have a field that number of elements in returns the its left subtree. Let the left subtree of node T contain only elements smaller than T and the right subtree only elements larger than or equal to T.

Now, suppose we are at node T:

1. **k == num\_elements(left subtree of T)+1**, then the answer we're looking for is the value in node T
2. **k > num\_elements(left subtree of T)+1** then obviously we can ignore the left subtree, because those elements will also be smaller than the kth smallest. So, we reduce the problem to finding the k - num\_elements(left subtree of T) -1 smallest element of the right subtree.
3. **k < num\_elements(left subtree of T)**, then the kth smallest is somewhere in the left subtree, so we reduce the problem to finding the kth smallest element in the left subtree.

public int ReturnKthSmallestElement1(int k)

{

Node node = Root;

int count = k;

int sizeOfLeftSubtree = 0;

while(node != null)

{

sizeOfLeftSubtree = node.SizeOfLeftSubtree();

if (sizeOfLeftSubtree + 1 == count)

return node.Value;

else if (sizeOfLeftSubtree < count)

{

node = node.Right;

count -= sizeOfLeftSubtree+1;

}

else

{

node = node.Left;

}

}

return -1;

}

## Given a modified BST where each node carries extra information of the total number of nodes below it. Find the Kth smallest number in O(logn) time.

Node\* Findkth(Node\* root, int k) /\* k > 0, 1st, 2nd, 3rd, 4th, ... kth \*/

{

if (!root || k < 1) return NULL;

if (!root->left)

{

if (k == 1) return root;

else return Findkth(root->right, k-1);

}

else

{

if (k < root->left->countBelow+2)

return Findkth(root->left, k);

else if (k == root->left->countBelow+2)

return root;

else

return Findkth(root->right, k-root->left->countBelow-2);

}

}

## Given a binary tree, convert into a doubly linked list.The list must be as if the tree is traversed in zig-zag order from top to botton. (left to right in one level and right to level in the next)

**Sol1 :With stack**

<http://stackoverflow.com/questions/5282052/convert-binary-tree-in-zigzag-order-to-a-doubly-linked-list>

Make use of two stacks (CurrentStack and NextOrderStack) and a variable that tell us whether to traverse from left-to-right or right-to-left.

1. Start with the root node and place it in the CurrentStack.  
2. While the current stack is not empty:  
3. Pop the value from the current stack, print the value and check the order from the variable.  
(i) if order is left to right, insert the left child of the popped node into the NextOrderStack first and then the right child of the popped node.  
(ii) if order is right to left, insert the right child of the popped node into the NextOrderStack first and then the left child of the popped node.  
4. Change the stack from CurrentStack and NextOrderStack and repeat step 2 and 3.  
5. Continue these till both the stacks become empty.

Use 2 stacks

stack s1,s2

s1.push(root)

while(s1!=null){

while(s1!=null){

s=s1.pop()

add s to list

s2.push(s.left)

s2.push(s.right)

}

while(s2!=null){

s=s2.pop()

add s to list

s1.push(s.right)

s1.push(s.left)

}

}

Ex:

1

2 3

4 5 6 7

8 9

Traversal: 1 3 2 4 5 6 7 9 8

**Sol2: Without stack**

struct node

{

int data;

node \*left;

node \*right;

};

void PrintGivenLevel(struct node \*head,int level,int ltr,int cnt)

{

static struct node \*first=NULL,\*f=NULL,\*last=NULL;

if(cnt==0)

{

f=first;

first=NULL;

last=NULL;

}

if(head==NULL)

return;

if(level==1)

{

if(!first)

{

first=head;

last=head;

first->left=NULL;

}

else

{

last->right=head;

head->left=last;

head->right=NULL;

last=head;

}

}

if(level>0)

{

if(ltr == 1)

{

PrintGivenLevel(head->right,level-1,ltr,1);

PrintGivenLevel(head->left,level-1,ltr,1);

}

else

{

PrintGivenLevel(head->left,level-1,ltr,1);

PrintGivenLevel(head->right,level-1,ltr,1);

}

}

if(f&&(cnt==0))

{

last->right=f;

f->left=last;

}

}

int height(struct node \*head)

{

int lh,rh;

if(head==NULL)

return 0;

lh=height(head->left);

rh=height(head->right);

return lh>=rh?(lh+1):(rh+1);

}

void Print(struct node \*head)

{

int i=0;

int ltr;

int h=height(head);

if(h%2==0)

ltr= -1;

else

ltr= 1;

for(i=h;i>0; --i)

{

PrintGivenLevel(head,i,ltr,0);

ltr= -ltr;

}

}

void PrintLinkedList(node \*head)

{

while(head != NULL) {

printf("%d ", head->data);

head = head->right;

}

printf("\n");

}

int main()

{

node a,b,c,d,e,f;

a.data = 1;

b.data = 2;

c.data = 3;

d.data = 4;

e.data = 5;

f.data = 6;

a.left = &b;

a.right = &c;

b.left = &d;

b.right = &e;

c.right = &f;

c.left = d.left = d.right = e.left = e.right = f.left = f.right = NULL;

Print(&a);

PrintLinkedList(&a);

}

## Given a tree, in addition to the left and right pointer, it has a third pointer, which is set to NULL. Set the third pointer to a node, which will be the successor of the current node, when the tree is traversed in the zig-zag order. In other words, if we traverse the tree using this third pointer alone, then we will be traversing the tree in the zig-zag order.

Input:

(Plz construct the tree using the pre-order and in-order traversals)

Pre-order: 1 2 4 5 3 6 7

In-order: 4 2 5 1 6 3 7

So, after the pointer is fixed, the traversal of the tree using the third pointer should give,

1 3 2 4 5 6 7

## Given a binary tree, print all root-to-leaf paths

/\* Recursive helper function -- given a node, and an array containing

the path from the root node up to but not including this node,

print out all the root-leaf paths.\*/

void printPathsRecur(struct node\* node, int path[], int pathLen)

{

if (node==NULL)

return;

/\* append this node to the path array \*/

path[pathLen] = node->data;

pathLen++;

/\* it's a leaf, so print the path that led to here \*/

if (node->left==NULL && node->right==NULL)

{

printArray(path, pathLen);

}

else

{

/\* otherwise try both subtrees \*/

printPathsRecur(node->left, path, pathLen);

printPathsRecur(node->right, path, pathLen);

}

}

## Given a Tree (not binary Tree), print only leaf nodes with it's path from Root

## Given a binary tree which contains values at each node, find whether the path exist from root to the "LEAF NODE" such that sum of the values of the path nodes is equal to the GIVEN SUM. If so return true or else return false

bool IsSum (root, sum) {

if(root == null)

return false;

if ((sum == 0) && (root->left == null) && (root->right == null)) //reached root and sum is found

return true;

else if ((root->left == null) && (root->right == null)) // reached leaf node but sum not found

return false;

else

return (IsSum(root->left, sum - root->val) ||IsSum(root->right, sum - root->val) )

}

## Given a binary tree, find the path from the root to all nodes whose id is multiples of five.

void Printpaths(struct node \*r,int Path[],int pathlen)

{

if(r==NULL)

return;

Path[pathlen++]=r->value;

if(Path->value%5==0)

{

for(i=0;i<pathlen;i++)

printf("%d ",path[i]);

printf("\n");

}

Printpaths(r->left,Path,pathlen);

Printpaths(r->right,Path,pathlen);

}

## Given a n-ary tree. A random leaf node will be selected. Imagine that you are now holding the tree with your hand from that node. All other nodes will now fall under gravity. Write a function to perform this transformation.

Assumption: We don't need to do any rebalancing on the new tree.

If we hold the tree with the selected leaf node, all the nodes will fall under gravity.  
The new tree will be one obtained by reversing all the pointers starting from the selected leaf node back to the root. The rest of the tree doesn't need any change.

1

2 3

4 5 6 7

8 9

6

3 7

1

2

4 5

8 9

TreeTrasnformUnderGravity(Node\* n, Node\* p)

{

if(n->parent) // check is for root node which doesn't have the parent link

{

n->addson(n->parent); // Add n's parent as n's son

n->parent->removeSon(n); //Reomve the parent link btwn n's parent and n

}

TreeTrasnformUnderGravity(n->parent, n);

n->parent = p;

}

Call -> TreeTrasnformUnderGravity(6, NULL);

## Given a tree, parse the tree using breadth first search and then find the last element in the tree. After finding the last element, replace that element with the root node. Eg. Input:

A

B C

D E F G

Output:

G

B C

D E F A

Sol:

The tricky part of this is finding the parent of the rightmost node. This is easy in a heap structure. For any given element, its parent is going to be index / 2. So create a list<T> of Nodes. The root node is added twice (to make the root node index 1 and not zero to preserve the heap parent / child calculation). Set an enumerator to the List's 1st position. "Pop" the first position by Pushing each child node of the current node onto the list, then advance the enumerator one position. Continue doing so until all nodes are on the list. The last node will be at List.Count -1; Its parent node will be (List.Count - 1) / 2; Examine that parent node to find out if it has a right node. If not, the root node is added to the parent's left side. If it does have a right node, the root node is added to the parent's right side. The last node's left and right pointer are set to the root's left and right. The new rightmost node's left and right pointer are set to null.

## You are given a tree where child nodes point to parent (there is no link from parent to child). Give any two nodes in the tree, write a function to find the lowest common ancestor. Node\* LCA(Node \*p, Node \*q){ …}

The problem is same as finding intersection of two linked lists.

1. Find depth of P & Q p,q

p = P -> ......> Root

q = Q -> .... > Root

1. diff = p-q;
2. traverse abs(diff) on the longer list.
3. Now both list are same length. Traverse each node on both the lists till common list is reached.

## Given two nodes of tree .Find their first common ancestor

**If the tree is BST**

Sol1: Iterative

LCA of BST: <http://www.geeksforgeeks.org/archives/1029>

Assumption: val1 is less than val2

int LCA(node\* root,int val1,int val2)

{

if(!root) return 0;

node\* curr = root;

node\* par = root;

while(curr)

{

if(curr->data < val1 && curr->data < val2)

{

par = curr;

curr = curr->right;

}

else if(curr->data>val1 && curr->data>val2)

{

par = curr;

curr = curr->left;

}

else if(val1==curr->data || val2== curr->data)

{

curr = par;

cout<<"\nLowest Common Ancestor of "<<val1<<" and "<<val2<<" is "<<curr->data;

break;

}

else if(curr->data > val1 && curr->data < val2)

{

cout<<curr->data;

break;

}

}

}

**Sol2: Recursive**

public static Node lca(Node n, int x, int y){

if(n==null)

return null;

if(n.value == x || n.value == y){

return n;

}

if(n.value>x && n.value<y)

return n;

Node lca = null;

if(n.value>y){

lca = lca(n.left, x, y);

}else{

lca = lca(n.right, x, y);

}

return lca;

}

**Lowest Common Ancestor of a Binary Tree**

<http://www.ihas1337code.com/2011/07/lowest-common-ancestor-of-a-binary-tree-part-i.html>

**Sol1 : A Top-Down Approach (Worst case O(n2) ):**

First, if the current node is one of the two nodes, it must be the LCA of the two nodes. If not, we count the number of nodes that matches either p or q in the left subtree (which we call totalMatches). If totalMatches equals 1, then we know the right subtree will contain the other node. Therefore, the current node must be the LCA. If totalMatches equals 2, we know that both nodes are contained in the left subtree, so we traverse to its left child. Similar with the case where totalMatches equals 0 where we traverse to its right child.

// Return #nodes that matches P or Q in the subtree.

int countMatchesPQ(Node \*root, Node \*p, Node \*q) {

if (!root) return 0;

int matches = countMatchesPQ(root->left, p, q) + countMatchesPQ(root->right, p, q);

if (root == p || root == q)

return 1 + matches;

else

return matches;

}

Node \*LCA(Node \*root, Node \*p, Node \*q) {

if (!root || !p || !q) return NULL;

if (root == p || root == q) return root;

int totalMatches = countMatchesPQ(root->left, p, q);

if (totalMatches == 1)

return root;

else if (totalMatches == 2)

return LCA(root->left, p, q);

else /\* totalMatches == 0 \*/

return LCA(root->right, p, q);

}

**Sol2 : A Bottom-up Approach (Worst case O(n) ):**

We traverse from the bottom, and once we reach a node which matches one of the two nodes, we pass it up to its parent. The parent would then test its left and right subtree if each contain one of the two nodes. If yes, then the parent must be the LCA and we pass its parent up to the root. If not, we pass the lower node which contains either one of the two nodes (if the left or right subtree contains either p or q), or NULL (if both the left and right subtree does not contain either p or q) up.

Node \*LCA(Node \*root, Node \*p, Node \*q) {

if (!root) return NULL;

if (root == p || root == q) return root;

Node \*L = LCA(root->left, p, q);

Node \*R = LCA(root->right, p, q);

if (L && R) return root; // if p and q are on both sides

return L ? L : R; // either one of p,q is on one side OR p,q is not in L&R subtrees

}

<http://www.ihas1337code.com/2011/07/lowest-common-ancestor-of-a-binary-tree-part-ii.html>

As we trace the two paths from both nodes up to the root, eventually it will merge into one single path. The LCA is the exact first intersection node where both paths merged into a single path. An easy solution is to use a hash table which records visited nodes as we trace both paths up to the root. Once we reached the first node which is already marked as visited, we immediately return that node as the LCA.

Node \*LCA(Node \*root, Node \*p, Node \*q) {

hash\_set<Node \*> visited;

while (p || q) {

if (p) {

if (!visited.insert(p).second)

return p; // insert p failed (p exists in the table)

p = p->parent;

}

if (q) {

if (!visited.insert(p).second)

return q; // insert q failed (q exists in the table)

q = q->parent;

}

}

return NULL;

}

A little creativity is needed here. Since we have the parent pointer, we could easily get the distance (height) of both nodes from the root. Once we knew both heights, we could subtract from one another and get the height’s difference (dh). If you observe carefully from the previous solution, the node which is closer to the root is always dh steps ahead of the deeper node. We could eliminate the need of marking visited nodes altogether. Why?

The reason is simple, if we advance the deeper node dh steps above, both nodes would be at the same depth. Then, we advance both nodes one level at a time. They would then eventually intersect at one node, which is the LCA of both nodes. If not, one of the node would eventually reach NULL (root’s parent), which we conclude that both nodes are not in the same tree. However, that part of code shouldn’t be reached, since the problem statement assumed that both nodes are in the same tree.

int getHeight(Node \*p) {

int height = 0;

while (p) {

height++;

p = p->parent;

}

return height;

}

// As root->parent is NULL, we don't need to pass root in.

Node \*LCA(Node \*p, Node \*q) {

int h1 = getHeight(p);

int h2 = getHeight(q);

// swap both nodes in case p is deeper than q.

if (h1 > h2) {

swap(h1, h2);

swap(p, q);

}

// invariant: h1 <= h2.

int dh = h2 - h1;

for (int h = 0; h < dh; h++)

q = q->parent;

while (p && q) {

if (p == q) return p;

p = p->parent;

q = q->parent;

}

return NULL; // p and q are not in the same tree

}

## Given a BST and two values m and n . We need to find out all the nodes whose values are in range of m and n .

printNodes(Node root,int m,int n)

{

if(root==null)

return;

if(root.data>=m&&root.data<=n)

print(root.data);

if(m<root.data)

printNode(root.left,m,n);

if(n>root.data)

printNode(root.right,m,n);

}

## Remove BST keys outside the given range

Given a Binary Search Tree (BST) and a range [min, max], remove all keys which are outside the given range. The modified tree should also be BST. For example, consider the following BST and range [-10, 13].   
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The given tree should be changed to following. Note that all keys outside the range [-10, 13] are removed and modified tree is BST.  
[![BinaryTreeModified2](data:image/png;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/BinaryTreeModified2.png)

There are two possible cases for every node.  
**1)** Node’s key is outside the given range. This case has two sub-cases.  
…….**a)** Node’s key is smaller than the min value.  
…….**b)** Node’s key is greater that the max value.  
**2)** Node’s key is in range.

We don’t need to do anything for case 2. In case 1, we need to remove the node and change root of sub-tree rooted with this node.  
The idea is to fix the tree in Postorder fashion. When we visit a node, we make sure that its left and right sub-trees are already fixed. In case 1.a), we simply remove root and return right sub-tree as new root. In case 1.b), we remove root and return left sub-tree as new root.

Following is C++ implementation of the above approach.

// A C++ program to remove BST keys outside the given range

#include<stdio.h>

#include <iostream>

using namespace std;

// A BST node has key, and left and right pointers

struct node

{

int key;

struct node \*left;

struct node \*right;

};

// Resmoves all nodes having value outside the given range and returns the root

// of modified tree

node\* removeOutsideRange(node \*root, int min, int max)

{

// Base Case

if (root == NULL)

return NULL;

// First fix the left and right subtrees of root

root->left = removeOutsideRange(root->left, min, max);

root->right = removeOutsideRange(root->right, min, max);

// Now fix the root. There are 2 possible cases for toot

// 1.a) Root's key is smaller than min value (root is not in range)

if (root->key < min)

{

node \*rChild = root->right;

delete root;

return rChild;

}

// 1.b) Root's key is greater than max value (root is not in range)

if (root->key > max)

{

node \*lChild = root->left;

delete root;

return lChild;

}

// 2. Root is in range

return root;

}

// A utility function to create a new BST node with key as given num

node\* newNode(int num)

{

node\* temp = new node;

temp->key = num;

temp->left = temp->right = NULL;

return temp;

}

// A utility function to insert a given key to BST

node\* insert(node\* root, int key)

{

if (root == NULL)

return newNode(key);

if (root->key > key)

root->left = insert(root->left, key);

else

root->right = insert(root->right, key);

return root;

}

// Utility function to traverse the binary tree after conversion

void inorderTraversal(node\* root)

{

if (root)

{

inorderTraversal( root->left );

cout << root->key << " ";

inorderTraversal( root->right );

}

}

// Driver program to test above functions

int main()

{

node\* root = NULL;

root = insert(root, 6);

root = insert(root, -13);

root = insert(root, 14);

root = insert(root, -8);

root = insert(root, 15);

root = insert(root, 13);

root = insert(root, 7);

cout << "Inorder traversal of the given tree is: ";

inorderTraversal(root);

removeOutsideRange(root, -10, 13);

cout << "\nInorder traversal of the modified tree is: ";

inorderTraversal(root);

return 0;

}

Output:

Inorder traversal of the given tree is: -13 -8 6 7 13 14 15

Inorder traversal of the modified tree is: -8 6 7 13

**Time Complexity:** O(n) where n is the number of nodes in given BST.

## Given a binary tree, write a code to update each node with the sum of values of its subtree.

int UpdateTree(Node\* n) {

if(n==NULL)

return 0;

n->data += UpdateTree(n->left)+UpdateTree(n->right);

return n->data;

}

## Given a Binary Tree ( Comprising of +ve & -ve numbers ), represent each node of the tree with sum of its LeftSubTree & RightSubTree

For Example :-

10 | 20

-2 6 | 4 12

8 -4 7 5 | 8 -4 7 5

just do the postorder traversal of tree and in each recursive call check weather the parent have same valeue as the sum of its childrean else just do maintain it :)

void BinaryTreeSum(struct node \*T)

{

if(!T||T->left==NULL&&T->right==NULL)

return;

BinaryTreeSum(T->left);

BinaryTreeSum(T->right);

if(T->left&&T->right)

sum=T->left->data+T->right->data;

else if(T->left&&!T->right)

sum=T->left->data;

else

sum=T-right->data;

T->data=sum;

}

## Given a binary search tree and a value X, find the node with value immediately greater than X.

int nextgreater(int x, struct node \*r)

{

struct node \*temp=r;

inorderSucc=NULL;

if(!r)

{

printf("not exist");

return -1;

}

while(temp != NULL)

{

if(temp->value==x)

break;

if(x > temp->value)

temp=temp->right;

else //if(temp->value>x)

{

inorderSucc=temp;

temp=temp->left;

}

}

if(temp==NULL)

{

printf("NOT exist");

return -1;

}

if(temp->right)

{

temp=temp->right;

while(temp->left)

temp=temp->left;

}

else if(inorderSucc)

{

return inorderSucc;

}

else

return -1;

return temp;

}

## Find the maximum subtree in a given binary tree which is a binary search tree

**Java Sol**

public class MaxBSTinBTree

{

public static MaxBSTHelper GetMaxBSToutOfBTree(BTreeNode node)

{

MaxBSTHelper retNode = new MaxBSTHelper();

if (node.LeftNode == null && node.RightNode == null)

{

retNode.Node = node;

retNode.Size = 1;

retNode.IsBst = true;

}

else

{

MaxBSTHelper left = null;

MaxBSTHelper right = null;

if (node.LeftNode != null)

left = GetMaxBSToutOfBTree(node.LeftNode);

if (node.RightNode != null)

right = GetMaxBSToutOfBTree(node.RightNode);

if (left == null && right != null)

{

if ((int)node.Data <= (int)right.Node.Data && right.IsBst)

{

retNode.Node = node;

retNode.Size = 1 + right.Size;

retNode.IsBst = true;

}

else

{

retNode = right;

}

}

else if (right == null && left != null)

{

if ((int)node.Data >= (int)left.Node.Data && left.IsBst)

{

retNode.Node = node;

retNode.Size = 1 + left.Size;

retNode.IsBst = true;

}

else

{

retNode = left;

}

}

else if (right != null && left != null)

{

if ((int)node.Data >= (int)left.Node.Data && left.IsBst && (int)node.Data <= (int)right.Node.Data && right.IsBst)

{

retNode.Node = node;

retNode.Size = 1 + left.Size + right.Size;

retNode.IsBst = true;

}

else

{

if (left.Size>right.Size)

retNode = left;

else

retNode = right;

}

}

}

return retNode;

}

#region inner class

public class MaxBSTHelper

{

private BTreeNode m\_node;

public BTreeNode Node

{

get { return m\_node; }

set { m\_node = value; }

}

private int m\_size;

public int Size

{

get { return m\_size; }

set { m\_size = value; }

}

private bool m\_isBst;

public bool IsBst

{

get { return m\_isBst; }

set { m\_isBst = value; }

}

}

#endregion inner class

}

**C++ sol**

int larg\_bst(struct node \*n,struct node \*\*subroot,bool \*flag)

{

static int hp=0,hc=0;

bool flag\_l,flag\_r;

int hl,hr;

if(n==NULL)

return 0;

hl=larg\_bst(n->l,subroot,&flag\_l);

hr=larg\_bst(n->r,subroot,&flag\_r);

if(n->l)

{

if(n->r)

{

if(n->v > n->l->v && n->v < n->r->v)

\*flag=true;//if left ,right both exist and are bst then pass true to parent

}

else

{

if(n->v > n->l->v)

\*flag=true;flag\_r=true;

}

}

else if(n->r)

{

if(n->v < n->r->v)

\*flag=true;flag\_l=true;

}

else

{

flag\_l=true;flag\_r=true;\*flag=true; //if no child there then bst and pass true to parent

}

//now for each node checking the statuc of left and right flag and setting subroot if it is keeping in mind the height

if(flag\_l==true && flag\_r==true)

{

hc=hl>hr?hl:hr;

hc++;

if(hc > hp)

{

hp=hc;

\*subroot=n;

// printf("found new root:%d h:%d %d\n",(\*subroot)->v,hc,n->v);

}

}

return hc;

}

## If a binary tree is a binary search tree.

**Sol1: Recursive1 MinValue and max value is assumed to be implemented.**

/\*

Returns true if a binary tree is a binary search tree.

\*/

int isBST(struct node\* node) {

if (node==NULL) return(true);

// false if the max of the left is > than us

// (bug -- an earlier version had min/max backwards here)

if (node->left!=NULL && maxValue(node->left) > node->data)

return(false);

// false if the min of the right is <= than us

if (node->right!=NULL && minValue(node->right) <= node->data)

return(false);

// false if, recursively, the left or right is not a BST

if (!isBST(node->left) || !isBST(node->right))

return(false);

// passing all that, it's a BST

return(true);

}

/\*

Given a non-empty binary search tree,

return the minimum data value found in that tree.

Note that the entire tree does not need to be searched.

\*/

int minValue(struct node\* node) {

struct node\* current = node;

// loop down to find the leftmost leaf

while (current->left != NULL) {

current = current->left;

}

return(current->data);

}

**Sol2: Recursive2**

int isBSTUtil(struct node\* node, int min, int max);

/\* Returns true if the given tree is a binary search tree

(efficient version). \*/

int isBST(struct node\* node)

{

return(isBSTUtil(node, INT\_MIN, INT\_MAX));

}

/\* Returns true if the given tree is a BST and its

values are >= min and <= max. \*/

int isBSTUtil(struct node\* node, int min, int max)

{

/\* an empty tree is BST \*/

if (node==NULL)

return 1;

/\* false if this node violates the min/max constraint \*/

if (node->data < min || node->data > max)

return 0;

/\* otherwise check the subtrees recursively,

tightening the min or max constraint \*/

return

isBSTUtil(node->left, min, node->data) &&

isBSTUtil(node->right, node->data+1, max);

}

## Write the code to test if a given binary tree is balanced or not? Write/give test cases

bool isBalanced = true;

int isTreeBalanced(int level, node\* ptr)

{

if(ptr == null) return level;

int leftDepth = isTreeBalanced(level+1, ptr->left);

int rightDepth = isTreeBalanced(level+1, ptr->right);

if(abs(leftDepth - rightDepth) > 1)

isBalanced = false;

}

## To get mirror image of a binary tree.

Sol1:

To get the mirror image of the binary tree we have to just traverse the tree in postorder and in a bottom up fashion we have to swap the right son to left

code :

void MirrorImage(struct node \*R)

{

struct node \*temp=NULL;

if(R==NULL||(R->left==NULL &&R->right==NULL))

return;

MirrorImage(R->left);

MirrorImage(R->right);

temp=R->left;

R->left=R->right;

R->right=temp;

}

Sol2: Mirror binary tree.

<http://interviewcracker.wordpress.com/2008/06/13/mirror-binary-tree/>

typedef struct block

{

char data;

struct block \*left;

struct block \*right;

}node;

void mirror(node \*start)

{

if(start == NULL) return;

node \*temp;

temp = start->left;

start->left = start->right;

start->right = temp;

mirror(start->left);

mirror(start->right);

}

void MirrorBinaryTreeIterative(node \*start)

{

node \*stack[50] = {0};

int top = 0;

// adding root to stack

stack[top++] = start;

// while stack is not empty

while(top != 0)

{

top = top-1;

if(stack[top] != NULL)

{

node \*curNode = stack[top];

// node swaping

node \*temp;

temp = curNode->left;

curNode->left = curNode->right;

curNode->right = temp;

// adding left and right nodes to the stack

stack[top++] = curNode->left;

stack[top++] = curNode->right;

}

}

}

## Convert Sorted Doubly Linked List into a Binary Tree

You must use the following algorithm to build the search tree:   
1. Find the middle node, build a root node (TNode) with an info field the same as the middle node   
2. Unlink the middle node from the list (so the next field of the node before it points to NULL, and the prev field of the node after it points to NULL) --- this step is necessary for the next step (so that MiddleNode will work) --- you may want to store pointers to the nodes before and after the middle node.   
3. Make left and right subtrees recursively, using the list before the middle node for the left subtree and the list after the middle node for the right subtree.   
4. Link the middle node back into the list (which is why you may have stored pointers in step 2).

struct node

{

int data;

node\* prev; // or left;

node\* next; // or right;

};

node \*totree(node \*r)

{

if(r)

{

node\* x=r;

node\* y=r;

while(y)

{

x++; y+=2;

}

x->prev->next=NULL;

x->prev = totree(r);

x->next = totree(x->next);

}

return r;

}

## WAP to check a tree is symmetric.

bool isSymmetric(Node \*r1, Node \*r2)

{

if (r1 == NULL && r2 == NULL)

return true;

if (r1 == NULL || r2 == NULL)

return false;

return (r1->data == r2->data && isSymmetric(r1->left, r2->right) && isSymmetric(r1->right, r2->left));

}

## Find median of BST.

So, a simple algo for median in BST would be:  
1) Use any algo to count the number of nodes in the BST. Let it be n.  
2) Use morris inorder(no recursion/no stacks-all constraint met ) to traverse the tree. For each node visited increment the counter.   
a) If n is even then return avg(n/2,n/2+1)(counter == n/2)  
b) If n is odd return when counter == (n+1)/2(1-based indexing)

<http://www.geeksforgeeks.org/archives/6358>

Modify below algo for keeping a counter..

void MorrisTraversal(struct tNode \*root)

{

struct tNode \*current,\*pre;

if(root == NULL)

return;

current = root;

while(current != NULL)

{

if(current->left == NULL)

{

printf(" %d ", current->data);

current = current->right;

}

else

{

/\* Find the inorder predecessor of current \*/

pre = current->left;

while(pre->right != NULL && pre->right != current)

pre = pre->right;

/\* Make current as right child of its inorder predecessor \*/

if(pre->right == NULL)

{

pre->right = current;

current = current->left;

}

/\* Revert the changes made in if part to restore the original

tree i.e., fix the right child of predecssor \*/

else

{

pre->right = NULL;

printf(" %d ",current->data);

current = current->right;

} /\* End of if condition pre->right == NULL \*/

} /\* End of if condition current->left == NULL\*/

} /\* End of while \*/

}

## Given an n-ary tree of resources arranged hierarchically. A process needs to lock a resource node in order to use it. But a node cannot be locked if any of its descendant or ancestor is locked. You are supposed to: -> write the structure of node -> write codes for

Islock()- returns true if a given node is locked and false if it is not  
Lock()- locks the given node if possible and updates lock information  
Unlock()- unlocks the node and updates information.  
Codes should be :

Islock –O(1)  
Lock()- O(log n)  
unLock()- O(log n)

class Tree {

private:

// Tree Structure related.

List <TreeNode \*> \_children;

TreeNode \* \_parent;

// Locking related.

bool \_locked = false;

uint \_numDescendantsLocked = 0;

};

bool Tree::IsLocked() {

return \_locked;

}

bool Tree::Lock() {

// Any descendants locked?

if (\_numDescendantsLocked > 0) { return false;}

// Check if any ancestor is locked.

Tree \*parent = \_parent;

while (parent) {

if (parent->IsLocked()) {

return false;

}

parent = parent->\_parent;

}

// Can lock now.

parent = \_parent;

while(parent) {

parent->\_numDescendantsLocked++;

parent = parent->\_parent;

}

\_locked = true;

return true;

}

## Find diameter of a binary tree in O(n)

<http://www.geeksforgeeks.org/archives/5687>

**Sol1:**

The diameter of a tree (sometimes called the width) is the number of nodes on the longest path between two leaves in the tree

/\*The second parameter is to store the height of tree.

Initially, we need to pass a pointer to a location with value

as 0. So, function should be used as follows:

int height = 0;

struct node \*root = SomeFunctionToMakeTree();

int diameter = diameterOpt(root, &height); \*/

int diameterOpt(struct node \*root, int\* height)

{

/\* lh --> Height of left subtree

rh --> Height of right subtree \*/

int lh = 0, rh = 0;

/\* ldiameter --> diameter of left subtree

rdiameter --> Diameter of right subtree \*/

int ldiameter = 0, rdiameter = 0;

if(root == NULL)

{

\*height = 0;

return 0; /\* diameter is also 0 \*/

}

/\* Get the heights of left and right subtrees in lh and rh

And store the returned values in ldiameter and ldiameter \*/

ldiameter = diameterOpt(root->left, &lh);

rdiameter = diameterOpt(root->right, &rh);

/\* Height of current node is max of heights of left and

right subtrees plus 1\*/

\*height = max(lh, rh) + 1;

return max(lh + rh + 1, max(ldiameter, rdiameter));

}

**Other sol:**

int diameter(Node \*root, int \*height)

{

if (root==NULL)

{

\*height=0;

return 0

}

int ld, rd, lh, rh;

ld=rd=lh=rh=0;

ld = diameter(root->left, &lh);

rd = diameter(root->right, &rh);

\*height=max(lh,rh)+1;

return max(ld, max(rd, lh+rh+1));

}

## Given a binary tree. Find the minimum element at a given depth.

Sol1:

breadth first traversal

Sol2 : Depth first traversal Maintain depth and current\_min at required depth.

FindMinAtDepth(Tree \*t, int depth) {

return FindMinAtDepthInternal(t, depth, MAX\_INT);

}

FindMinAtDepthInternal(Tree \*t, int depth, int cur\_min) {

if (!t) return cur\_min;

// Found at node at require depth. Compare with min seen so far and

// return the right value

if (depth == 0) return t->value < cur\_min ? t->value : cur\_min;

// Need to go deeper.

int left\_min = FindMinAtDepthInternal(t->left, depth-1, cur\_min);

return FindMinAtDepthInternal(t->right, depth-1, left\_min);

}

public static Node findMinByLevel(Node n, int level){

if(n==null || level==0){

return n;

}

Node left = findMinByLevel(n.left, level-1);

Node right = findMinByLevel(n.right, level-1);

if(left==null && right == null){

return null;

}

if(left==null && right != null){

return right;

}

if(left!=null && right == null){

return left;

}

if(left.value<right.value)

return left;

else

return right;

}

## Vertical Sum of a Binary Tree OR Vertical split of a binary tree

#include<iostream>

#include<map>

using namespace std;

struct tree

{

int data;

struct tree\* left;

struct tree\* right;

};

typedef struct tree Tree;

Tree\* Node(int d)

{

Tree\* T=(Tree\*)malloc(sizeof(Tree));

T->data=d;

T->left = T->right = NULL;

return T;

}

map<int,int>verticalSum;

void get\_Vertical\_Sum(Tree\* T,int i)

{

if(T==NULL)

return;

else

{

verticalSum[i]+=T->data; // If split is needed we will add T to the list at index i.

get\_Vertical\_Sum(T->left,i-1);

get\_Vertical\_Sum(T->right,i+1);

}

}

int main()

{

//Construct the Tree

/\*

1

2 3

4 5 6 7

\*/

Tree\* T=NULL;

T = Node(1);

T->left = Node(2);

T->right = Node(3);

T->left->left = Node(4);

T->left->right = Node(5);

T->right->left = Node(6);

T->right->right = Node(7);

verticalSum.clear();

get\_Vertical\_Sum(T,0);

for(map<int,int>::iterator it=verticalSum.begin();it!=verticalSum.end();it++)

{

printf("%d ",(\*it).second);

}

printf("\n");

getchar();

return 0;

}

## Given a Node in a binary tree . We need to find out all the nodes at K distance from that node .

## For the given number need to find out the possible BST. eg, if the given number is n means we should find BSTs using 1,2..n. n=5 means figure it out using 1,2,3,4,5, how many BST we can make?

Not sure:

Catalan number

(2**n** *C* **n**) / (n+1) = 2n!/n!n!(n+1)

## There is a Directory in which there are subdirectories and recursively have subdirectories. We need to find out is any subdirectory is pointing to its any of its ancestor.

## Given a no. find all pairs of elements in a balanced bst, which sum to this number. Make sure you don’t return same pair again.

Simlar one is above

## construct double linklist out of a BST

Look for similar one

## Print the nodes of binary tree in on sorted order

## Two BST were given and find the largest common bst that exists between these two

Look for similar ques.

## Print a tree layer by layer

## Flatten BST to sorted list | Decreasing order

Given a binary search tree, the task is to flatten it to a sorted list in decreasing order. Precisely, the value of each node must be greater than the values of all the nodes at its right, and its left node must be NULL after flattening. We must do it in O(H) extra space where ‘H’ is the height of BST.

**Impoprtant notes:**

1. The reverse inorder traversal gives the output in sorted order too.
2. In order to maintain the traversal the prev node is needed so we can link the prev to the current node.
3. In my code we just keep on inserting the node to front of linked list.

**Mistakes made:**

1. While inserting assign the pointer correctly. n->left = ll and not n->left = ll->left.

// Node of the binary tree

struct node {

    int data;

    node\* left;

    node\* right;

    node(int data)

    {

        this->data = data;

        left = NULL;

        right = NULL;

    }

};

// Function to print flattened

// binary tree

void print(node\* parent)

{

    node\* curr = parent;

    while (curr != NULL)

        cout << curr->data << " ", curr = curr->left;

}

// Function to perform reverse in-order traversal

**void revInorder(node\* curr, node\*& prev)**

**{**

**// Base case**

**if (curr == NULL)**

**return;**

**revInorder(curr->right, prev);**

**prev->left = NULL;**

**prev->right = curr;**

**prev = curr;**

**revInorder(curr->left, prev);**

**}**

// Function to flatten binary tree using

// level order traversal

node\* flatten(node\* parent)

{

    // Dummy node

    node\* dummy = new node(-1);

    // Pointer to previous element

    node\* prev = dummy;

    // Calling in-order traversal

    revInorder(parent, prev);

    prev->left = NULL;

    prev->right = NULL;

    node\* ret = dummy->right;

    // Delete dummy node

    delete dummy;

    return ret;

}

// Driver code

int main()

{

    node\* root = new node(5);

    root->left = new node(3);

    root->right = new node(7);

    root->left->left = new node(2);

    root->left->right = new node(4);

    root->right->left = new node(6);

    root->right->right = new node(8);

    // Calling required function

    print(flatten(root));

    return 0;

}

//My code: It uses the left pointer instead of right pointer as was asked in the questions but its great 😊

void FlatList(node\*& root)

{

    node\* ll = NULL;

    FlatListInternal(root, ll);

    root = ll;

}

void FlatListInternal(node\* root, node\* &ll)

{

  if(!root)

    return;

  FlatListInternal(root->left, ll);

  InsertNode(root, ll);

  FlatListInternal(root->right, ll);

}

void InsertNode(node\* n, node\* &ll)

{

  if(!ll)

  {

    ll = n;

    return ;

  }

  n->left = ll;

  ll = n;

}

# Graphs

## Find the Town Judge

<https://leetcode.com/problems/find-the-town-judge/>

#include <vector>

#include <iostream>

using namespace std;

class Solution {

public:

    int findJudge(const int N, vector<vector<int>>& trust) {

        vector<vector<int>> A(N+1);

        for(int i = 0 ; i < A.size() ; i++)

            A[i] = vector<int>(N+1);

        for(int i = 0; i < trust.size();i++)

        {

            int r = trust[i][0];

            int c = trust[i][1];

            A[r][c] = 1;

        }

        vector<int> v\_cand;

        for(int c = 1; c<=N ; c++)

        {

            v\_cand.push\_back(c);

            for(int r = 1; r<=N; r++)

            {

                if( (r!=c || A[r][c]==1) && A[r][c] != 1)

                {

                    v\_cand.pop\_back();

                    break;

                }

            }

        }

        for( auto cand = v\_cand.begin(); cand != v\_cand.end();)

        {

            bool erased = false;

            for (int c=1; c <= N; c++)

            {

                if(A[\*cand][c] != 0)

                {

                    erased = true;

                    cand = v\_cand.erase(cand);

                    break;

                }

            }

            if(!erased) cand++;

        }

        if(v\_cand.size() == 1)

            return v\_cand[0];

        else

            return -1;

    }

};

int main()

{

    Solution s;

    vector<vector<int>> v = {{1,3},{2,3},{3,1}};

    cout<< s.findJudge(3,v) << endl;

    return 0;

}

Better solution <https://leetcode.com/problems/find-the-town-judge/discuss/242938/JavaC%2B%2BPython-Directed-Graph>

## LC1042. Flower Planting With No Adjacent

<https://leetcode.com/problems/flower-planting-with-no-adjacent/>

<https://leetcode.com/problems/flower-planting-with-no-adjacent/discuss/453470/c%2B%2BEasy-to-understand>

class Solution {

public:

    vector<int> gardenNoAdj(int N, vector<vector<int>>& paths) {

        vector<int> colors(N,-1);

        map<int,list<int> > adjlist;

        for(auto i:paths)

        {

            int u = \*(i.begin());

            int v = \*(i.begin()+1);

            adjlist[u].push\_back(v); 🡨 this is valid, will create a key.

            adjlist[v].push\_back(u);

        }

        for(int i=1;i<=N;i++)

        {

            int node = i;

            bool found=true;

            for(int f=1;f<=4;f++)

            {

                bool found=true;

                for(auto neighbour:adjlist[node])

                {

                    if(colors[neighbour-1]==f)

                    {

                        found=false;

                        break;

                    }

                }

                if(found)

                {

                    colors[node-1]=f;

                    break;

                }

            }

        }

       return colors;

    }

};

# Algorithms

## Types

Dynamic

Greedy

Divide and Conquer

Sorting

Searching

Pattern matching

Graphs

## you have an array of integers, find the longest subarray which consists of numbers that can be arranged in a sequence, e.g.: a = {4,5,1,5,7,4,3,6,3,1,9} max subarray = {5,7,4,3,6}

<http://www.careercup.com/question?id=11256218>

<http://www.careercup.com/question?id=9783960>

## You have given a file containing sentences. Now you are given a sequence of characters. You have to find the starting location of each word containing one of the permutations of the word.

e.g File - 'She submitted her assignment.' Input Sequence - imt. Since the file contains the word 'submitted' containing the sequence 'mit' which is a permutation of 'imt' So it will return 1. Similiarly it will return for all other words.

Sol: use modified version of Rabin-Karp algorithm to solve this. Basically if your hashing function is incremental and sorts the input (for small strings this is really O(1)) before calculating the hash then basically this problem reduces to just scanning the document and matching the hash.

## We have a job sequence like this.

A

/ \

B --C

This case A's dependent jobs are B & C

B's dependent job is C

C's Dependent job is null

If we need to complete any of the steps we should need to complete the dependent object.

This case job sequence will be C->B->A

Can anyone comeup with simple o(n) solution for this?

Solution: We reverse all the edges in the dependency graph and then perform topological sort.

## Edit Distance ?

## In a plane we are given latitude, longitude coordinate, and we are also given a point (having lat, long value). We need to find out the nearest point, in most efficient way.

<http://en.wikipedia.org/wiki/Closest_pair_of_points_problem>

## Given a large file containing 10 bit integers, and a limited memory, sort the entire file and store back to file. Constraints: You cannot read entire file in main memory at a time as memory is limited (small)

Follow up questions: Quick sort working, complexity best,avg,worst

Hint :Use property of 10 bit integer

## How will you find n most frequently occurring patterns in a text file. What data structures would you use? Here, a pattern is not a single word but rather a sequence of words. For instance, "this is a" could be a frequently occurring pattern in the file.

Followup questions:

* What if the file is very large (in GBs)?
* What if the file contains text in multiple languages (english, japanese etc)?

PS: I understand that the most frequently occurring words can be found relatively easily using a hash table or BST. Just can't think of how we can find multi-word strings.

Sol: Suffix trees.

TBD

## you have a Log file that stores the "users id", "time"(irrelevant), and "webpage visited." Find the most common three-sequence webpage visited by the users. For example, you have a log file

joe, 12:30pm,home

joe, 12:31pm,about

joe, 12:32pm,career

james, 12:35pm, home

james, 12:36pm, cart

james, 12:37pm, maps

mary, 12:41pm, home

mary, 12:42pm, about

mary, 12:43pm, career

thus the most common sequence is home->about->career because the sequence occurs twice as oppose to home->car->maps which only occurs once.

In addition, this file is a huge file with many more entries.

Sol 1

I think problem can effectively solved by having a tree whose node represents the page and number of times it has been visited in the sequence from root the given node. Every time a new user browse through the pages, the information is update to this tree.

Let me above eg to demonstrate:

joe, 12:30pm,home

james, 12:35pm, home

joe, 12:31pm,about

joe, 12:32pm,career

james, 12:36pm, cart

joe, 12:40pm, cart

mary, 12:41pm, home

james, 12:37pm, maps

mary, 12:42pm, about

mary, 12:43pm, career

joe, 1:00pm, maps

Initially my tree is empty, Now assume Joe is the first visiter to the site

From this we can deduce that Joe browses the pages in sequence (Home->About->Career->Cart->Map)

So my tree would be

Home (1)->About(1)->Career(1)->Cart(1)->Maps(1)

James is the second user (Home->Cart->Maps), so tree would have few more node

Home(2)->About(1)->Career(1)->Cart(1)->Maps(1)

\

\->Cart(1)->Maps(1)

When mary cames in and browse pages as (Home->About->Career)

Home(3)->About(2)->Career(2)->Cart(1)->Maps(1)

\

\->Cart(1)->Maps(1)

Sol 2

Maybe using graph.

Each webpage is a node. If user visit A and then B, then there is a edge from A to B. Also, we can store a count from A to B. Then we can scan the log and build the graph. After the graph is constructed, do a BFS with 3 degree to find the max count.

## Jump Game: Given an array start from the first element and reach the last by jumping. The jump length can be at most the value at the current position in the array. Optimum result is when u reach the goal in minimum number of jumps.

For ex:

Given array A = {2,3,1,1,4}

possible ways to reach the end (index list)

i) 0,2,3,4 (jump 2 to index 2, then jump 1 to index 3 then 1 to index 4)

ii) 0,1,4 (jump 1 to index 1, then jump 3 to index 4)

Since second solution has only 2 jumps it is the optimum result.

/\*

Algo:

Lets define a function called hop which is number of steps required to reach the end of array from the given position, So

hop(i) = INT\_MAX if a[i] == 0

hop(i) = 1 + min(hop(j) where j is from i + 1 to i + a[i]

hop(0) is the required answer

\*/

#include <stdio.h>

#include <limits.h>

int minhops(int a[], int n) {

int hop[n] ;

int i = n;

while(i--) {

if(a[i] == 0)

hop[i] = INT\_MAX;

else {

if(i + a[i] >= n)

hop[i] = 1;

else {

int j, min = INT\_MAX;

for(j = i + a[i]; j > i; --j){

if(hop[j] < min)

min = hop[j];

}

hop[i] = min + 1;

}

}

}

return hop[0];

}

int main() {

int a[] = {1, 3, 6, 0, 0, 3, 2, 3, 6, 8, 9};

int n = minhops(a, 11);

if(n != INT\_MAX)

printf("%d\n", minhops(a, 11));

return 0;

}

Sol2 : Better

Since you can chose any x in [1,A[i]] I guess there is a pretty simple solution :

start at 0:

select the next reachable element from which you can reach the farther element. i.e chose i that maximize i+A[i+x] for x in [1,A[i]]

until you arrive at the end of the list.

Example:

{2 , 4 , 1 , 2 , 3 , 2 , 4 , 2}

start at 0

from 0 you can get to 1 or to 2:

from 1 you can get to 4

from 2 you can get to 3

therefore max(0+A[0+x]) is for i = 1

chose 1 from 1 you can get to 2 3 4:

from 4 you can get to 7

from 3 you can get to 5

from 2 you can get to 3

therefore max(1+A[1+x]) is for i = 4

chose 4

you can reach 7

stop

the resulting list is :

0,1,4,7

As explained in my comments I think it's O(N), because from i you reach i+x+1 in at least 2\*x operations.

## Given millions of time intervals, compute the maximum weights and the time when maximum weights occurred. Time interval is defined as followings (s: starting time, e: ending time, w: weight). And pls note that s, e, and w are not necessary integer.

suppose the interval is [1, 4] weight 2, [3, 7], weight 5, [8, 9], weight 3

sorted the boundaries of intervals to get array 1, 3, 4, 7, 8, 9

create weight array in this way: if the element of interval array is begin of some interval, put the positive of weight on weight array, if it is end of some interval, put negative weight on it. The we get 2, 5, -2, -5, 3, -3, then it converts to find maximum subarray problem. it is 2+5 = 7 in this example

Good solution. One special case is [0, 2][2, 4]. We definitely want to minus weight of ending point first before adding weight of starting point.

## There is a 3\*3 grid with 8 numbered tiles and 1 vacant space.Starting with initial grid arrangement, devise a strategy to reach final grid arrangement.

Operators: Move Blank square Left, Right, Up or Down.

Grid[3][3]={1,2,3, 0,4,5, 6,7,8};

Strategy:

One method is to represent all the states as graph nodes. And find a path from initial state to the final state.

Graph edges represents the movement of vacant space to one of the four possible moves.

# Math

Bitwise operations

Mathematical functions

Base conversion

## Output all dates "Fridays, 13th" in the format dd.mm.yyyy starting from 1st Jan 1900 (Monday)

void printAndCalculateDates(int& lastFriday, int& month, int& year, int numDays)

{

while (lastFriday <= numDays)

{

if (lastFriday == 13)

{

cout << "Date : " << lastFriday << "." << month << "." << year << endl;

}

lastFriday = lastFriday+7; // Increment the week

}

if (lastFriday > numDays)

{

lastFriday = lastFriday - numDays;

month = month+1;

//cout << "Date : " << lastFriday << "." << month << "." << year << endl;

if (month > 12)

{

month = 1;

year = year+1;

}

}

}

void printDate()

{

int currentDay = 10;

int currentYear = 2011;

int currentMonth = 11;

int lastFriday = 5;

int year = 1900;

int month = 01;

while ( (year <= currentYear) )

{

if ((year == currentYear) && (month == currentMonth))

{

if (lastFriday > currentDay)

{

break;

}

}

switch(month)

{

case 1:

case 3:

case 5:

case 7:

case 8:

case 10:

case 12:

{

int numDays=31;

printAndCalculateDates(lastFriday, month, year, numDays);

break;

}

case 2:

{

int numDays=28;

if (year%4 == 0)

{

if(year%100==0)

{

if(year%400==0)

numDays = numDays+1;

}

else

numDays = numDays+1;

}

printAndCalculateDates(lastFriday, month, year, numDays);

break;

}

case 4:

case 6:

case 9:

case 11:

{

int numDays=30;

printAndCalculateDates(lastFriday, month, year, numDays);

break;

}

}

}

}

int main()

{

printDate();

return 0;

}

## There are three arrays of numbers A,B and C. You have to find out all tuples <a,b,c> such that a-b = c where a is from A,b is from B and c is from C.

that is, sort B and C, then for each element of A check if A[i] == B[j] + C[k]

using standard approach. Complexity: O(n^2)

void find\_sum(int \*a, int \*b, int \*c, int n) {

// check if a == b + c

for(int i = 0; i < n; i++) {

int x = a[i];

int l = 0, r = n - 1;

for(; ;) {

int s = b[l] + c[r];

if(s == x) {

printf("%d = %d + %d\n", x, b[l], c[r]);

l++;

} else if(s < x) {

l++;

} else

r--;

if(l == n || r == -1)

break;

}

}

printf("brute force check:\n");

for(int i = 0; i < n; i++) {

int x = a[i];

for(int j = 0; j < n; j++) {

for(int k = 0; k < n; k++) {

if(x == b[j] + c[k]) {

printf("all: %d = %d + %d\n", x, b[j], c[k]);

}

}

}

}

}

int main() {

int a[] = {8, 9, 10, 11, 20, 22};

int b[] = {1, 5, 6, 6, 9, 11};

int c[] = {3, 4, 7, 11, 12, 15};

int n = sizeof(a) / sizeof(int);

find\_sum(a, b, c, n);

return 1;

}

## Convert a double-precision number to rational, i.e.: 0.125 -> 1/8 don't care about arithmetic overflow

find the numerator remove the decimal we will get the numerator

here .125 numerator is 125

now find the denominator =10^(number of digit in numerator) here 10^3=1000

now find the HCF of numerator and denominator

here HCF of 125 and 1000 is 125

now divide the numerator and denominator by HCF

*#include <iostream>*

*template*< size\_t A, size\_t B >

*struct* GCD {

*enum* { value = GCD< B, A % B >::value };

};

*template*< size\_t A >

*struct* GCD<A,0> {

*enum* { value = A };

};

*int* main() {

std::cout << "GCD( 12, 18 ) = " << GCD<12, 18>::value << std::endl;

}

## A stream of 1's and 0's are comming .At any time we have to tell that the resultant number from the binary digits till that point is divisible by 3 or not .For eg: let's see one example.Let 1 come (not div by 3) .then 1 come so resultant binary number is 11(3) which is divisible by 3 , then 0 come make it to 110(3) which is divisible by 3, then 0 come make it to 1100(12) which also divisible by 3 .

Suppose we have to divide a number ie 1279 by 3. we get 1279 as streams ..first i get 1 ..1%3=1..1 is stored in rem.Now 2 comes, we do rem=(1\*10+2)%3=0.Now 7 is in teh stream,

rem=(rem\*10+7)%3=1, when 9 comes rem=(1\*10+9)%3=1. So we get at each step where the stream entered till that place is divisible by three or not.

Same is the case when stream cotains 0 and 1.Insteam of multiplying the rem by 10, multiply by 2.

//

// main.c

// DivisibleBy3

//

// Created by Srikant Aggarwal on 07/12/11.

// Copyright 2011 NSIT. All rights reserved.

//

#include <stdio.h>

int getBits()

{

int bit;

scanf("%d", &bit);

return bit;

}

int main (int argc, const char \* argv[])

{

int rem = 0;

int bit;

while(1)

{

bit = getBits();

rem = ((rem << 1) + bit)%3;

if(rem == 0)

printf("\n Divisible by 3 \n");

else

printf("\n Not divisible by 3 \n");

};

}

## Given n lines in the plane (for simplicity assume no 3 lines intersect at one point). Count the total number of triangles in the plane created by these lines. Observe that smaller triangles may be part of larger ones. Look here for example: <http://farm8.staticflickr.com/7021/6465828833_15e7447992_z.jpg>

## Design an algorithm to find the immediate greater number to a given number, such that the result has the same digits as the given input number.

Example:

Input Output

1234 1243

1243 1324

Take the last digit - keep comparing this with digits from the back (one by one) till you reach a digit that is lesser than the last digit. Now swap these two.

Now just sort the numbers in the portion that was compared (after the digit where the swap compared).

Store the number in a character array (num) and traverse back from the last. As soon as it is found that the digit at the current index (i) is less compared to the element to its right,we have to find the smallest number in the right part starting from i+1 which just exceeds num[i]. Swap that number with num[i] and sort the right array in ascending order.

e.g. For 1342

i = 1 since it is less than its next element to the right (which is 4)

We find the nearest digit in the right array starting from index 2

and in this case the number is 4.

Swap them

So now the number is 1432

Then we sort the right part to get 1423

Assume an array a[1,…,n].

1) Start from back, try to find an element a[k], where there is at least one element among a[k+1,…n] is larger than a[k].

2) Find the element a[h] among a[k+1,…n], which is the smallest element larger than a[k], then swap a[k] and a[h].

3) sort the new sub array a[k+1,…,n] in ascending order.

#include<cstdio>

#include<cstdlib>

#include<iostream>

#include<cstring>

using namespace std;

int searchJustBig(const char\* num, char c, int lpos, int rpos);

int comp(const void\* a, const void\* b)

{

char p = \*(char\*)a;

char q = \*(char\*)b;

if(p<q)

return -1;

else if(p>q)

return 1;

else

return 0;

}

int main()

{

cout<<"Enter the number ";

char num[1024];

scanf("%s", num);

unsigned len = strlen(num);

int i = len-2;

char tmp = num[len-1];

for(; i>=0; i--)

{

if(num[i] < tmp)

{

int val = searchJustBig(num, num[i], i+1, strlen(num)-1);

swap(num[val], num[i]);

qsort(num+i+1, strlen(num)-i-1, sizeof(char), comp);

break;

}

else

{

tmp = num[i];

}

}

if(i == -1)

printf("NONE\n");

else

printf("%s\n", num);

}

int searchJustBig(const char\* num, char c, int lpos, int rpos)

{

if(lpos<rpos)

{

int mid = (lpos + rpos)/2;

if(num[mid] <= c)

return searchJustBig(num, c, lpos, mid);

else

return searchJustBig(num, c, mid+1, rpos);

}

else

{

if(num[lpos] > c)

return lpos;

return lpos-1;

}

}

## Write a function that takes an integer and returns a char array that contains the -2 base representation of the given integer.

Example:

Input Output

7 11011

3 111

2 110

void negativeBaseRepresentation(int num)

{

char cNum[100]={0};

char\* pcNum=&cNum[98];

int remainder=0, quotient=0;

int sign = 1;

int base = 2;

do

{

remainder = num%base;

if(sign==1)

{

num = num/base;

quotient=num;

}

else

{

num = (num+1)/base;

}

sign=0-sign;

\*pcNum-- = remainder + '0';

}while(quotient != 0);

printf("Binary: %s\n", pcNum+1);

}

## Write a function to check if an integer is square or not? Ex, 49 is square, 48 is not.

#include

int sqrtof\_perfect(int start,int end,int n)

{

if(start>end)

return 0;

while(start<=end)

{

int mid=(start+end)/2;

//int temp=mid\*mid;

if(mid\*mid==n)

return mid;

else if(mid\*mid>n)

end=mid-1;

else

start=mid+1;

}

return -1;

}

## given an array , find three numbers a,b and c such that a^2+b^2=c^2 .. I have given algo of o(n^2) complexity. But he is expecting still better algo.

sort(S);

for i=0 to n-3 do

a = S[i];

k = i+1;

l = n-1;

while (k<l) do

b = S[k];

c = S[l];

if (a^2+b^2-c^2 == 0) then

output a, b, c;

exit;

else if (a^2+b^2 < c^2) then

l = l - 1;

else

k = k + 1;

end

end

end

## Given a number N find the next number M which is greater than N and the difference between M and N is small and M consists of same digits as N ! i.e M is an anagram of N ...

Example : 678 -- Ans=687

52430 -- Ans=53024

if number is 876 ans=no solution

if the numbers are all in descending order

return no solution.

Else walk from the back and find the first number that violates descending order.

in this case it would (24)... Look at the remaining numbers (30).

Replace 2 by the next number that is higher than 2 in ( 430)

So you get 53... sort the remaining numbers in ascending order ( 024)

You end up with 53024

## Given a number, convert it to minimal sum of squares. N can be represent as “x^2 + y^2 + z^2” or “a^2 + b^2”. But here the exception is minimal i.e. the answer will be “a^2 + b^2”

<http://www.careercup.com/question?id=10317685>

<http://stackoverflow.com/questions/3967769/represent-natural-number-as-sum-of-squares-using-dynamic-programming>

## Given a big unsorted list of 64-bit integers, find an element not in list

If the list contains all 64-bit numbers except only ONE number then XOR all the numbers will give the missing number.

## Itoa

/\* itoa: convert n to characters in s \*/

void itoa(int n, char s[])

{

int i, sign;

if ((sign = n) < 0) /\* record sign \*/

n = -n; /\* make n positive \*/

i = 0;

do { /\* generate digits in reverse order \*/

s[i++] = n % 10 + '0'; /\* get next digit \*/

} while ((n /= 10) > 0); /\* delete it \*/

if (sign < 0)

s[i++] = '-';

s[i] = '\0';

reverse(s);

}

## How do you convert a decimal number to its hexa-decimal equivalent.Give a C code to do the same

int main()

{

int n,r[10],i=0,number,j=0;

printf("Enter the decimal number\n");

scanf("%d",&number);

while(number>0)

{

r[i]=number%16;

number=number/16;

i++;

j++;

}

cout<<"The hexa decimal equivalent is ";

for(i=j-1;i>=0;i--)

{

if(r[i]==10)

printf("A");

else if(r[i]==11)

printf("B");

else if(r[i]==12)

printf("C");

else if(r[i]==13)

printf("D");

else if(r[i]==14)

printf("E");

else if(r[i]==15)

printf("F");

else

printf("%d",r[i]);

}

printf("\n");

system("pause");

}

## Print if a given integer is a palindrome or not

n = num;

rev = 0;

while (num > 0)

{

dig = num % 10;

rev = rev \* 10 + dig;

num = num / 10;

}

cout << "Number " << (n == rev ? "IS" : "IS NOT") << " a palindrome" << endl;

## How one would implement int Power?

int ipow(int base, int exp)  
{  
    int result = 1;  
    while (exp)  
    {  
        if (exp & 1)  
            result \*= base;  
        exp >>= 1;  
        base \*= base;  
    }  
  
    return result;  
}

## Given a rectangle of dimensions b\*h, and a input no N, find the size(side length) a such that N squares of size a can fit into the rectange. Optimize based on the minimum wasted of space in the rectangle b\*h

1st condition is l < max(b/N, h/N) since we can always put all squares in one line . it gives you max possible size of square for cases where either b > Nh or h > bN.

2nd condition is l < sqrt (b\*h/N)

3rd condition is l < min(b, h)

## Given a number, convert it to minimal sum of squares.

N can be represent as “x^2 + y^2 + z^2” or “a^2 + b^2”. But here the exception is minimal i.e. the answer will be “a^2 + b^2”.

<http://www.careercup.com/question?id=10317685>

<http://stackoverflow.com/questions/3967769/represent-natural-number-as-sum-of-squares-using-dynamic-programming>

## Given 3 prime numbers and an integer k, find the kth number if all the nos which are having these 3 prime numbers as their factors are arranged in increasing order.

Eg. prime numbers - 2,3,5

The increasing sequence will be 2,3,4,5,6,8,9...

we can use heap.  
The heap size can be at most 1500.  
Originally heap will have 1 only.  
Every step, we increment count, remove heap\_min and insert heap\_min\*2 and heap\_min\*3 and heap\_min\*5.  
Note that the heap\_min is the next ugly number.  
When the count reaches 1500 we stop.

<http://discuss.techinterview.org/default.asp?interview.11.541169.22>

<http://perl.plover.com/Stream/stream.html#streams>

<http://www.geeksforgeeks.org/archives/753>

# include<stdio.h>

# include<stdlib.h>

# define bool int

/\* Function to find minimum of 3 numbers \*/

unsigned min(unsigned , unsigned , unsigned );

/\* Function to get the nth ugly number\*/

unsigned getNthUglyNo(unsigned n)

{

unsigned \*ugly =

(unsigned \*)(malloc (sizeof(unsigned)\*n));

unsigned i2 = 0, i3 = 0, i5 = 0;

unsigned i;

unsigned next\_multiple\_of\_2 = 2;

unsigned next\_multiple\_of\_3 = 3;

unsigned next\_multiple\_of\_5 = 5;

unsigned next\_ugly\_no = 1;

\*(ugly+0) = 1;

for(i=1; i<n; i++)

{

next\_ugly\_no = min(next\_multiple\_of\_2,

next\_multiple\_of\_3,

next\_multiple\_of\_5);

\*(ugly+i) = next\_ugly\_no;

if(next\_ugly\_no == next\_multiple\_of\_2)

{

i2 = i2+1;

next\_multiple\_of\_2 = \*(ugly+i2)\*2;

}

if(next\_ugly\_no == next\_multiple\_of\_3)

{

i3 = i3+1;

next\_multiple\_of\_3 = \*(ugly+i3)\*3;

}

if(next\_ugly\_no == next\_multiple\_of\_5)

{

i5 = i5+1;

next\_multiple\_of\_5 = \*(ugly+i5)\*5;

}

} /\*End of for loop (i=1; i<n; i++) \*/

return next\_ugly\_no;

}

/\* Function to find minimum of 3 numbers \*/

unsigned min(unsigned a, unsigned b, unsigned c)

{

if(a <= b)

{

if(a <= c)

return a;

else

return c;

}

if(b <= c)

return b;

else

return c;

}

/\* Driver program to test above functions \*/

int main()

{

unsigned no = getNthUglyNo(150);

printf("%dth ugly no. is %d ", 150, no);

getchar();

return 0;

}

# Data Structures

Hashtables

Stacks

Smart pointers

Bitsets

## Give an algorithm for finding duplicate parenthesis in a expression. (( a + b ) \* (( c + d )))

1) take a stack S

2) Keep pushing chars from input in S, one by one

3) if charFromInput == ')' , bool check = true and while(S.pop() != '(');

4) if check == true && nextCharFromInput == ')' && S.pop() == '('

"Double parantheses detected."

5) Else check = false; continue;

## Code up a system that will accept a series of telephone keypresses and return a list of possible names from a supporting data structure. Describe both the data structure and the insert and search methods

## Write efficient code for Singleton class. I wrote the double-checked locking version.

## Write a C program to create a bitmap of any size as determined by user. Say user says 64k bitmap, and then create 64k long bitmap. Have set and unset methods.

## Simple Reference counted smart pointer

#ifndef smart\_pointer\_H  
#define smart\_pointer\_H  
  
template < typename T > class smart\_pointer  
{  
    private:  
        T\*    pointer;        
        int reference\_count;      
  
    public:  
  
        smart\_pointer() : pointer(0), reference\_count(-1) {}  
  
        smart\_pointer(T\* p) : pointer(p)  
        {  
            if (p != NULL)  
            {  
                this->reference\_count = 1;  
            }  
  
            else  
            {  
                this->reference\_count = -1;  
            }  
        }  
  
        smart\_pointer(const smart\_pointer <T> & p) : pointer(p.pointer),     reference\_count(p.reference\_count + 1) {}  
        bool operator == (const smart\_pointer <T>& p) { return pointer == p.pointer; }  
        bool operator != (const smart\_pointer <T>& p) { return pointer != p.pointer; }  
  
  
        ~ smart\_pointer()  
        {  
            if(-- reference\_count == 0)  
        {  
                std::cout << "Destructing: " << '\n';  
                delete pointer;  
            }  
        }  
  
        T& operator \*  () { return \*pointer; }  
        T\* operator -> () { return pointer; }  
  
        smart\_pointer <T> & operator = (const smart\_pointer <T> & p)  
        {  
                if (this != &p)  
                {  
                    if( -- reference\_count == 0)  
                    {  
                        delete pointer;  
                    }  
  
                        pointer = p.pointer;  
                        reference\_count = p.reference\_count + 1;  
                }  
  
        return \*this;  
        }  
};

## Find the element with the middle value among all elements of the stack...you can you extra space but complexity should be minimum. Problem is to find the median of all the elements in the stack.

* Pop all the elements in an array and sort the array, get the median and return it.

I need a solution that is not O(n3). I gave the O(n3) solution but the interviewer was not happy. We also cannot copy the input vector as space requirements in O(1).

A zero-indexed array A consisting of N integers is given. A triplet (P, Q, R) is triangular if and

A[P] + A[Q] > A[R],  
A[Q] + A[R] > A[P],  
A[R] + A[P] > A[Q].

For example, consider array A such that

A[0] = 10 A[1] = 2 A[2] = 5  
A[3] = 1 A[4] = 8 A[5] = 20  
Triplet (0, 2, 4) is triangular.

public int triangle(int[] A)

that, given a zero-indexed array A consisting of N integers, returns 1 if there exists a triangular triplet for this array and returns 0 otherwise.

Assume that:

N is an integer within the range [0..100,000];  
each element of array A is an integer within the range[-2,147,483,648..2,147,483,647].  
For example, given array A such that

A[0] = 10 A[1] = 2 A[2] = 5  
A[3] = 1 A[4] = 8 A[5] = 20  
the function should return 1, as explained above. Given arrayA such that

A[0] = 10 A[1] = 50 A[2] = 5  
A[3] = 1  
the function should return 0.  
Expected worst-case time complexity: O(n log n)  
Expected worst-case space complexity: O(1)

a) sort it descending in place  
b) iterate looking for a[i], a[i + 1], a[i + 2] (p, q, r) such that p+q > r etc...

public class FindTriplets {

public static void findTriplets(int[] input){  
 if (input.length < 3){  
 System.out.println("Array too small");  
 return;  
 }  
   
 //Tuned quicksort n\*log(n)  
 Arrays.sort(input);  
   
 for (int i=0; i+2<input.length;i++){  
 if (input[i] + input[i+1] > input[i+2]){  
 System.out.println("Found a triple:");  
 System.out.println("A " + input[i]);  
 System.out.println("B " + input[i+1]);  
 System.out.println("C " + input[i+2]);   
 }   
 }  
 }  
   
 public static void main(String[] args){  
 int[] input = new int[]{10,2,5,1,8,50};  
 findTriplets(input);  
 }  
   
}

## Code/Define Algorithm to find if a given string has balanced parentheses, where we have 3 types 1. ( ) 2. [ ] 3. { }.

\*the soln is to use a stack   
\*and push every opening bracket into the stack,   
\*and every closing bracket should pop from the stack  
\*the closing bracket should make a pair with the popped value from stack  
\*at no time the stack should go negative.  
\*at end the stack should be empty.

## Write code to retrieve max-valued element from a stack. Time complexity must be O(1).

One way to do so is by keeping another stack, containing max elements and updating it for every push and pop operation.

## Given an infix expression convert into postfix

make use of shuntington algorithm.

you see a operand you pass it to output.

you see a operator:

check the priority of operator on top of stack:

if higher priority push it to the stack

else (lower or equal priority) pop the operators until the one with lower priority is found

repeat till the end of the infix expression.

String toPostfix(String infixStr){

if( infixStr == null ){

throw new IllegalArgumentException("NULL str passed");

}

final StringBuilder postfixBuf = new StringBuilder( infixStr.length() );

final Deque<Character> operatorsStack = new LinkedList<Character>();

for( char ch : infixStr.toCharArray() ){

// operator found

if( isOperator(ch) ){

while( ! operatorsStack.isEmpty() ){

char prevOperator = operatorsStack.pop();

if( compareOperators(prevOperator, ch ) < 0 ){

operatorsStack.push(prevOperator);

break;

}

postfixBuf.append( prevOperator );

}

operatorsStack.push(ch);

}

// operand found

else{

postfixBuf.append( ch );

}

}

while( ! operatorsStack.isEmpty() ){

postfixBuf.append( operatorsStack.pop() );

}

return postfixBuf.toString();

}

## Write code to retrieve max-valued element from a stack. Time complexity must be O(1).

**Two stack solution:**

The stack solution will work because every time you push number into first stack, we will push into second stack only if this stack's top element is less than number being pushed into first stack and while popping we will do it in second stack only if the second stack's top element is same as the element popped.

This way second stack maintains the current max till the current max was popped and exposes the next max in the stack.

# Design

## I have four operations, Set(i) sets the ith bit, Unset(j) unsets the jth bit, Set(i,j) sets the bits b/w i and j, Unset(i,j) unsets the bits b/w i and j. Design a data structure for this problem with minimum time and space complexity.

## Design the system for threater reservation system. for example Seat or chairs are organized in the form of rows and columns. When the first person come and book the ticket need to provide a seat on the middle of the last row. When next person come we have to provide empty space between the existing audience and book the ticket for the set of people. How we will design this system?

## Given the classes below how would you improve the class design and their relationships

Furniture  
SteelChair  
SteelTable  
WoodenChair  
WoodenTable

Furniture is the interface.

Chair & Table extends Furniture

WC and SC extends Chair

WT and WT extends Table

## Given a Parking lot having fixed number of slots, where a car can enter the lot if there is a free slot and then it will be given the direction of the free slot. When exits the car has to pay the fees for the duration of the time the car is in the slot. How you will design the data model and functional model.

ParkingLotCollection

ParkingLot

SlotID

IsFree()

GetDirection()

UpdateSlot(free/occupied,CarID)->update the slot status and start the timer.

Car

CarID

ParkingLot \*lot;

TimeOccupied()

## Design classes to calculate the price of a pizza with different crusts, toppings and sauces

## Design and create a Collections library. Make it flexible from two aspects

## Assume you have a monolithic web site and you are asked to rearchitect the website

## OO Design for a restaurant reservation system.

## Design a DFS that supports mount, open, read, write, close and unmount

## How would you architect an online website?

## Suppose you are writing a crawler meant to crawl the entire web. How would you avoid reindexing the same page.

## Given a database table of order entries and n service instances (S0..Sn-1) processing these entries. Instance Si processes a record if the order-id%n = i. Do you see any issues with this design?

## Given a series of stock prices in an array. Pick when to buy and when to sell to gain max profit.

## Discussion on various data structure where the following operations could have minimal cost:

1.insert

2.delete

3.search

4.return any element

Hash

## The best data structure to store the phone book. Or dictionary

<http://en.wikipedia.org/wiki/Trie>

## Design an API for this scenario. There is a onetime input of a set of data. The user works on an interface that has two options- a) Find(x) which returns x if found. b) Findkthmin() This interface is used several hundred times a day. Describe the data structure& algorithm that you will use.

The API will have two calls: find(x) and kthmin();

For find(x), we can keep a hash table which hashes the one time input to proper keys, and then everytime find(x) is called it takes expected O(1) lookup time for answering.

For kthmin(x), we sort the array one time, and then answer kth min O(1) time.

## A "Most efficient data structure" is designed to optimize the following operations. Pop, Push, Min. The best possible time-complexities with no extra space, respectively would be?

May be min. heap.

Push & Pop - O(log n)

Min - O(1).

## You need to implement two functions of hashing int get(int key) // will return value at key void put (int key,int value) // put the vaue at index key, both functions should be of order O(1) and there is an upper limit n on size, such that at the max only n elements will get stored and if there is a conflict then you need replace the least recently used element

Hashtable + Linked list. Typical implementation of LRU caches.

## Design an algorithm to perform operation on an array Add(i,y)-> add value y to i position sum(i) -> sum of first i numbers we can use additional array O(n) and worst case performance should be O(log n) for both operation

<http://community.topcoder.com/tc?module=Static&d1=tutorials&d2=binaryIndexedTrees>

<http://comeoncodeon.wordpress.com/2009/09/17/binary-indexed-tree-bit/>

<http://www.algorithmist.com/index.php/Fenwick_tree>

#include <vector>

using namespace std;

// In this implementation, the tree is represented by a vector<int>.

// Elements are numbered by 0, 1, ..., n-1.

// tree[i] is sum of elements with indexes i&(i+1)..i, inclusive.

// (Note: this is a bit different from what is proposed in Fenwick's article.

// To see why it makes sense, think about the trailing 1's in binary

// representation of indexes.)

// Creates a zero-initialized Fenwick tree for n elements.

vector<int> create(int n) { return vector<int>(n, 0); }

// Returns sum of elements with indexes a..b, inclusive

int query(const vector<int> &tree, int a, int b) {

if (a == 0) {

int sum = 0;

for (; b >= 0; b = (b & (b + 1)) - 1)

sum += tree[b];

return sum;

} else {

return query(tree, 0, b) - query(tree, 0, a-1);

}

}

// Increases value of k-th element by inc.

void increase(vector<int> &tree, int k, int inc) {

for (; k < (int)tree.size(); k |= k + 1)

tree[k] += inc;

}

## Design a data structure for a phone address book with 3 fields name, phone number , address.

One must be able to search this phone book on any of the 3 fields.

Maintain three hashes for this.

Map<string,string>AddressMap;

Map<string,AddressMap::iterator> NameMap;

Map<string, NameMap::iterator> PhoneMap;

Or we can create three suffix trees for the searching and store records in some database.

## Design pizza topping

Ch03.pdf

Decorator pattern

# Puzzles

## There are 100 prisoners, and a officer of them. Now the officer gave the command to the prisoner that next day they will be going to wear a hat which they will not be know its color. But its color will be either Red or Blue. And he says that the entire prisoner will be standing in a line. And then the officer will start asking the color of the prisoner one by one from the back. Whichever prisoner says the wrong color of his hat, gets shoot .So now we have to find out what strategy should the prisoners should apply to safe maximum prisoners.

Last one speaks the odd number caps he sees (7R, 92B, 1his)—R

Now say he survives (8R, 92B)

Next one sees either (7R, 91B) or (6R, 92B)🡪 in first he is wearing B in other R.

## Given a set of cubes with sides colored with random colors. Find if the cubes can be stacked one on top of other such that each of the four lateral sides has the same vertical color.

For a cube there are six faces , assume we have used 3 colors entirely(GREEN,RED,BLUE) .

For ex : any cube will have the following edges

TOP DOWN SIDE1 SIDE2 SIDE3 SIDE4

Cube1 GREEN RED BLUE BLUE RED GREEN

Cube2 RED RED BLUE BLUE RED BLUE

to stack around we need to select a color for the vertical wall .

so the bottom cube four sides decides the how much height we can build the cubes stack .

Now we need arrange the colors of the cubes, and find out the 4 color combination which is contained in maximum number of

cubes .

Take a Hash Map and store each color combination in the Hash Map and increment its count for every hit. The color with maximum

number of hits is the color combination which we need to choose.

One point we need to note here is for a given cube with colors there are three possible orderings , visualize it you will know

Possible Orderings are

TOP DOWN SIDE1 SIDE2 SIDE3 SIDE4

Cube1 GREEN RED BLUE BLUE RED GREEN

BLUE RED GREEN BLUE RED GREEN - Exchanged side1 and side 3 as top and bottom

BLUE GREEN BLUE GREEN RED RED - Exchanged side2 and side 4 as top and bottom

So if cube 1 is taken as bottom most cube SIDE1 SIDE2 SIDE3 SIDE4 colors become the vertical walls and we need to check

for cubes which has same color combination as cube 1.(we can reorder the colors among the walls)

Hash Map

1)key SIDE1 SIDE2 SIDE3 SIDE4

BLUE BLUE RED GREEN

value 10

2)key SIDE1 SIDE2 SIDE3 SIDE4

RED BLUE RED GREEN

value 5

Once we populate everything to HashMap we can find the color combination which is repeated maximum no of times and stack the cubes

## Given n red balls and m blue balls and some containers, how would you distribute those balls among the containers such that the probability of picking a red ball is maximized, assuming that the user randomly chooses a container and then randomly picks a ball from that.

Put 1 red balls in all the containers except one in which we will put all the balls.

## Given a cube of size n\*n\*n (i.e made up of n^3 smaller cubes), find the number of smaller cubes on the surface. Extend this to k-dimension.

For 3 it is 26.

K^3 - (k-2)^3

## 100 rooms in a prison. All doors are closed initially. A policeman on round i will toggle the doors that are in multiples of i. After 100 rounds, what doors will be open?

Initially all doors are closed  
After 100 iterations a door will be open if it has been flipped odd number of times else it will be closed   
A door will get flipped in ith iteration if i is a factor of the door number n  
which means door number which have odd number of factors will be left open after 100 iterations

Mouse Hover Me =>Perfect squares will have odd number of factors. so open doors are 4, 9, 16..

## Given a clock, take time as input in any format; provide a formula to calculate the angle between the minute and hour hand.

HH:MM 0..11:0..59

HHAng=HH\*(360/12)+MM\*(360/(60\*12))

MMAng = MM\*(360/60)

AngDiff = Abs(HHAng-MMAng)

## There are 25 horses among which you need to find out the fastest 3 horses. You can conduct race among at most 5 to find out their relative speed. At no point you can find out the actual speed of the horse in a race. Find out how many races are required to get the top 3 horses.

It requires 8 Iterations in total: (divide horses in to 5 groups: A,B,C,D,E)  
Race(1 - 5): Race 5 horses each group and let Winner horses are A1,B1,C1,D1,E1.  
Race-6: Race A1,B1,C1,D1,E1. This will give the fastest horse. Let say C1 is the fastest horse.  
Race-7: The second fastest could be the second fastest in C group (C2) or fastest of other groups. So race A1,B1,C2,D1,E1. Let say B1 won. So B1 is the second fastest of all.  
Race-8: The third fastest could be the second fastest of in B group (B2) as B1 is the over all second fastest horse. So race A1,B2,C2,D1,E1.

## There are n petrol bunks arranged in circle. Each bunk is separated from the rest by a certain distance. You choose some mode of travel which needs 1litre of petrol to cover 1km distance. You can't infinitely draw any amount of petrol from each bunk as each bunk has some limited petrol only. But you know that the sum of litres of petrol in all the bunks is equal to the distance to be covered. ie let P1, P2, ... Pn be n bunks arranged circularly. d1 is distance between p1 and p2, d2 is distance between p2 and p3. dn is distance between pn and p1.Now find out the bunk from where the travel can be started such that your mode of travel never runs out of fuel.

This is being made more complicated than it is.  (I didn't even try to parse it.)  Here's a simple O(n) solution.  Start from an arbitrary node (which we shall call node 0) and decide on an arbitrary direction (clockwise or counterclockwise).  Set fuel=0 and repeat: add the amount in the current node; subtract the distance to the next node; proceed to the next node.  Stop upon return to node 0.  Let i be the node where upon arrival fuel was minimum (possibly negative).  The answer is node i.  
Proof.  Let x denote the value of fuel upon entry to node i.  It is easy to see that if we start the above process from node i (in the same direction), the value of fuel at any given node will be the value we calculated originally minus x.  (Note that this is true also for the nodes in the range 0..i because going full circle gives 0.)  Since x is minimum among the values calculated originally, all newly calculated values will be non-negative, i.e., the solution is feasible.

# Miscellaneous

## Write a function to reverse a UTF-8 encoded string in-place.

## There is a document and some key words are given. Find the minimum length of substring in the document which contains all the keywords. The substring can contain key word in any order.

## There is a straight road with 'n' number of milestones. You are given an array with the distance between all the pairs of milestones in some random order. Find the position of milestones.

Example:

Consider a road with 4 milestones(a,b,c,d) :

a <--- 3Km --->b<--- 5Km --->c<--- 2Km --->d

Distance between a and b = 3

Distance between a and c = 8

Distance between a and d = 10

Distance between b and c = 5

Distance between b and d = 7

Distance between c and d = 2

All the above values are given in a random order say 7, 10, 5, 2, 8, 3.

The output must be 3,5,2 or 2,5,3

## Given a large list of 2D Points (x,y) find the k closest points to a target P(x,y).

- Implement the solution

- Explain the running time

- Explain how you can optimize your code

- Explain some decisions behind why you chose to write your code that way.

Use formula- sqrtroot((x2-x1)^2)+(y2-y1)^2)) to find distance

find distance between every point in a list from given point.

Maintain max heap of k elements and replace max element with smaller incoming values apply heapify downward so that at any point of time you have k minimum values.

complexity:nLogK

## Given 0\*1\*, find index of first 1. Ie Given an infinite size array with only 0s and 1s and sorted. find the transition point where 0s end or 1s start

Binary Search.

A is the input array

1. start=0, end=1, mid=0

2. if((A[start]==0)&&(A[end]==1)) return start;

3. while(A[end] != 1)

start=end;

end=end<<1;

4. while(A[start+1] != 1)

mid=(start+end)/2;

if(A[mid]==0)

start=mid;

else

end=mid;

5. return start;

## Write a function which takes as parameters one regular expression(only ? and \* are the special characters) and a string and returns whether the string matched the regular expression.

## Given int n, the total number of players and their skill-point. Distribute the players on 2 evenly balanced teams.

Pick up the highest skilled player and put him in first team. Then next highest skilled player put him in second team.

After this take a difference of strength. Pick up next player and put him in the weak team.

Two variables, teamAStrength, teamBstrength,

Diff=teamAstrength-teamBstrength;

If(diff<0)

teamAstrength+= nextplayer;

else

teamBstrength+=nextplayer;

# Theory

## Under which conditions the default assignment operator is not generated by the compiler for your class ?

(assuming that you do not declare the assignment operator yourself)

A member class has const members.  
A member class has reference members.  
A member class or its base class has a private assignment operator (operator=).  
A base class or member class has no assignment operator (operator=).

## What is the time and space complexities of merge sort and when is it preferred over quick sort?

O(n) space for merging

O(n logn) time

Prefer merge sort over quick sort: when the elements are almost sorted. Quick sort worst time is O(n2)

when the data set is huge and is stored on external devices such as a hard drive, merge sort is the clear winner in terms of speed.

Stable sort.

## What is Map and what are the different ways of implementing map. Give pros and cons of each approach

Array

Hashing

Trees Binary trees

## Difference btw process and thread?

Process and threads are both units of execution that parallelize resource utilization.

Processes are independent execution units that contain their own state information, use their own address spaces, and only interact with each other via interprocess communication mechanisms

A thread is a more of a coding construct, a smaller unit of execution, a thread has its own

 Thread ID

 set of registers, stack pointer

 stack for local variables, return addresses

 signal mask

 priority

Threads share

* Process instructions
* Most data
* open files (descriptors)
* signals and signal handlers
* current working directory
* User and group id

## What is a tree data structure

A tree is a is finite non-empty set of elements in which one element is called the root and the remaining elements are partitioned into m>=0 disjoint subsets, each of which is itself a tree.

A binary tree is a finite set of elements that is either empty or is portioned into three disjoint subsets. The first subset contains single element called the root of the tree. The other two subsets are themselves binary trees.

## difference between tree and graph

A graph consists of a set of nodes and a set of edges. Each arc in a graph is specified by a pair of nodes.

Differences:

Trees are acyclic. Graphs can be cyclic

A tree can be described as a specialized case of graph with no self loops and circuits.

## We have a text file, how to choose between a hash-based index and a tree-based index?

Hash based needs good hashing function. Tree based doesn’t.

Disk usage in less in tree based index.

Tree based index will need more space. Hash based doesn’t need more space.

## Fork vfork exec

### Fork

fork() creates a child process that differs from the parent process only in its PID and PPID, and in the fact that resource utilizations are set to 0. File locks and pending signals are not inherited.

Under Linux, fork() is implemented using **copy-on-write pages**, so the only penalty that it incurs is the time and memory required to duplicate the parent’s page tables, and to create a unique task structure for the child.

**Returns**

On success, the PID of the child process is returned in the parent’s thread of execution, and a 0 is returned in the child’s thread of execution. On failure, a -1 will be returned in the parent’s context, no child process will be created, and errno will be set appropriately.

EAGAIN fork() cannot allocate sufficient memory to copy the parent’s page tables and allocate a task structure for the child.

EAGAIN It was not possible to create a new process because the caller’s RLIMIT\_NPROC resource limit was encountered. To exceed this limit, the process must have either the CAP\_SYS\_ADMIN or the CAP\_SYS\_RESOURCE capability.

ENOMEM fork() failed to allocate the necessary kernel structures because memory is tight.

### Vfork

vfork() differs from fork() in that the parent is **suspended** until the child makes a call to execve(2) or \_exit(2). The child shares all memory with its parent, including the stack, **until** execve() is issued by the child. The child must not return from the current function or call exit(), but may call \_exit().

Under Linux, fork() is implemented using copy-on-write pages, so the only penalty incurred by fork() is the time and memory required to duplicate the parent’s page tables, and to create a unique task structure for the child. **However, in the bad old days a fork() would require making a complete copy of the caller’s data space, often needlessly, since usually immediately afterwards an exec() is done. Thus, for greater efficiency, BSD introduced the vfork() system call, that did not fully copy the address space of the parent process, but borrowed the parent’s memory and thread of control until a call to execve() or an exit occurred.** The parent process was suspended while the child was using its resources. The use of vfork() was tricky: for example, not modifying data in the parent process depended on knowing which variables are held in a register.

### Exec

The functions are declared in the unistd.h header for the POSIX standard and in process.h for DOS, OS/2, and Windows.

int execl(char const \*path, char const \*arg0, ...);

int execle(char const \*path, char const \*arg0, ..., char const \* const \*envp);

int execlp(char const \*file, char const \*arg0, ...);

int execv(char const \*path, char const \* const \* argv);

int execve(char const \*path, char const \* const \*argv, char const \* const \*envp);

int execvp(char const \*file, char const \* const \*argv);

Some implementations provide these functions named with a leading underscore (e.g. \_execl).

Function names

The base of each is exec (execute), followed by one or more letters:

e - An array of pointers to environment variables is explicitly passed to the new process image.

l - Command-line arguments are passed individually to the function.

p - Uses the PATH environment variable to find the file named in the path argument to be executed.

v - Command-line arguments are passed to the function as an array of pointers.

-1 on failure, with errno set to:

E2BIG The argument list exceeds the system limit.

EACCES The specified file has a locking or sharing violation.

ENOENT The file or path name not found.

ENOMEM Not enough memory is available to execute the new process image.

## IPC Linux

### Pipes

### Shared Memory Linux

In summary

A process creates a shared memory segment using shmget()|. The original owner of a shared memory segment can assign ownership to another user with shmctl(). It can also revoke this assignment. Other processes with proper permission can perform various control functions on the shared memory segment using shmctl(). Once created, a shared segment can be attached to a process address space using shmat(). It can be detached using shmdt() (see shmop()). The attaching process must have the appropriate permissions for shmat(). Once attached, the process can read or write to the segment, as allowed by the permission requested in the attach operation. A shared segment can be attached multiple times by the same process. A shared memory segment is described by a control structure with a unique ID that points to an area of physical memory. The identifier of the segment is called the shmid. The structure definition for the shared memory segment control structures and prototypews can be found in <sys/shm.h>.

int shmget(key\_t key, size\_t size, int shmflg);

int shmctl(int shmid, int cmd, struct shmid\_ds \*buf);

**SHM\_LOCK**

-- Lock the specified shared memory segment in memory. The process must have the effective ID of superuser to perform this command.

**SHM\_UNLOCK**

-- Unlock the shared memory segment. The process must have the effective ID of superuser to perform this command.

**IPC\_STAT**

-- Return the status information contained in the control structure and place it in the buffer pointed to by buf. The process must have read permission on the segment to perform this command.

**IPC\_SET**

-- Set the effective user and group identification and access permissions. The process must have an effective ID of owner, creator or superuser to perform this command.

**IPC\_RMID**

-- Remove the shared memory segment.

void \*shmat(int shmid, const void \*shmaddr, int shmflg);

int shmdt(const void \*shmaddr);

### Memory Map

* First open() the file, then
* mmap() it with appropriate access and sharing options

#include <sys/types.h>

#include <sys/mman.h>

caddr\_t mmap(caddr\_t addr, size\_t len, int prot, int flags, int fildes, off\_t off);

int munmap(caddr\_t \*addr, size\_t length);

The starting address for the new mapping is specified in **addr**. If addr is **NULL**, then the kernel chooses the address at which to create the mapping

The **prot** argument describes the desired memory protection of the mapping (and must not conflict with the open mode of the file). It is either PROT\_NONE or the bitwise OR of one or more of the following flags:

PROT\_EXEC Pages may be executed.

PROT\_READ Pages may be read.

PROT\_WRITE Pages may be written.

PROT\_NONE Pages may not be accessed.

The **flags** argument determines whether updates to the mapping are visible to other processes mapping the same region, and whether updates are carried through to the underlying file.

MAP\_SHARED Share this mapping. Updates to the mapping are visible to other processes that map this file, and are carried through to the underlying file. The file may not actually be updated until msync(2) or munmap() is called.

MAP\_PRIVATE Create a private copy-on-write mapping. Updates to the mapping are not visible to other processes mapping the same file, and are not carried through to the underlying file.

In addition, zero or more of the following values can be ORed in flags:

MAP\_ANONYMOUS The mapping is not backed by any file; its contents are initialized to zero.

MAP\_FIXED Don't interpret addr as a hint: place the mapping at exactly that address.

MAP\_GROWSDOWN Used for stacks. Indicates to the kernel virtual memory system that the mapping should extend downward in memory.

MAP\_LOCKED (since Linux 2.5.37) Lock the pages of the mapped region into memory

MAP\_NONBLOCK (since Linux 2.5.46) Only meaningful in conjunction with MAP\_POPULATE. Don't perform read-ahead: create page tables entries only for pages that are already present in RAM.

MAP\_NORESERVE Do not reserve swap space for this mapping. When swap space is reserved, one has the guarantee that it is possible to modify the mapping.

MAP\_POPULATE (since Linux 2.5.46) Populate (prefault) page tables for a mapping. For a file mapping, this causes read-ahead on the file. Later accesses to the mapping will not be blocked by page faults.

MAP\_UNINITIALIZED (since Linux 2.6.33) Don't clear anonymous pages. This flag is intended to improve performance on embedded devices.

The **munmap**() system call deletes the mappings for the specified address range, and causes further references to addresses within the range to generate invalid memory references.

int mlock(caddr\_t addr, size\_t len)

causes the pages in the specified address range to be locked in physical memory.

int munlock(caddr\_t addr, size\_t len)

releases the locks on physical pages. If multiple mlock() calls are made on an address range of a single mapping, a single munlock call is release the locks.

int mlockall(int flags) and int munlockall(void) are similar to mlock() and munlock(), but they operate on entire address spaces. mlockall() sets locks on all pages in the address space and munlockall() removes all locks on all pages in the address space, whether established by mlock or mlockall.

int msync(caddr\_t addr, size\_t len, int flags) causes all modified pages in the specified address range to be flushed to the objects mapped by those addresses. It is similar to fsync() for files.

long sysconf(int name) returns the system dependent size of a memory page. For portability, applications should not embed any constants specifying the size of a page. Note that it is not unusual for page sizes to vary even among implementations of the same instruction set.

int mprotect(caddr\_t addr, size\_t len, int prot) assigns the specified protection to all pages in the specified address range. The protection cannot exceed the permissions allowed on the underlying object.

int brk(void \*endds) and void \*sbrk(int incr) are called to add storage to the data segment of a process. A process can manipulate this area by calling brk() and sbrk(). brk() sets the system idea of the lowest data segment location not used by the caller to addr (rounded up to the next multiple of the system page size). sbrk() adds incr bytes to the caller data space and returns a pointer to the start of the new data area.

## Pthread

# Permutation and Combinations

## give a \*recursive\* algorithm to print all permutations of 'n' consecutive integers in lexicographic order, i.e.:

1 2 3 4

1 2 4 3

1 3 2 4

...

4 3 2 1

void permutate( char[] str, int index )  
{  
 int i = 0;  
 if( index == strlen(str) )  
 { // We have a permutation so print it  
 printf(str);  
 return;  
 }  
 for( i = index; i < strlen(str); i++ )  
 {  
 swap( str[index], str[i] ); // It doesn't matter how you swap.  
 permutate( str, index + 1 );  
 swap( str[index], str[i] );  
 }  
}

## Given an integer array. e.g. 1,2,3,4,5. Compute array containing elements 120,60,40,30,24 (2\*3\*4\*5,1\*3\*4\*5, 1\*2\*4\*5, 1\*2\*3\*5, 1\*2\*3\*4)

So I gave simple solution using division operator. He said that what if there is a 0 as an element and

what if there are two zeroes.

Then he asked me to do it without using division operator. So after little fumbling I did it in O(n)

extra space and O(n) time.

Then he asked me to do it in O(1) space and O(n) time.

## Find all the permutation of the given string? But take care of duplicate characters.

## given a set of letters and a length N, produce all possible output.(Not permutation). For example, give the letter (p,o) and length of 3, produce the following output(in any order you want, not just my example order)

ppp ppo poo pop opp opo oop ooo

another example would be given (a,b) and length 2

answer: ab aa bb ba

#include<stdio.h>

void print(char \*str, char \*pattern, int index)

{

if(index == 3)

{

printf("%s\n",str);

//\*(str+index) = '\0';

}

else

{ int i=0;

while(\*(pattern+i))

{

\*(str+index) = \*(pattern+i);

print(str,pattern,index+1);

i++;

}

}

}

int main()

{

char \*str = (char\*)malloc(sizeof(char)\*4);

\*(str+3)='\0';

char \*pattern = "012";

print(str,pattern,0);

getchar();

return 0;

}

## given a number, come up with all of the possible ways to insert '+' and '-' in that number. for example given 123, possible answer would be

1+23

1+2+3

1-23

1-2+3

1-2-3

1+2-3

12+3

12-3

void print(String head, String tail)

{

if (tail.length() == 0)

{

return;

}

char c = tail.charAt(0);

if (head.length() > 0)

{

System.out.println(head + "+" + tail);

print(head + "+" + c, tail.substring(1));

System.out.println(head + "-" + tail);

print(head + "-" + c, tail.substring(1));

}

print(head + c, tail.substring(1));

}

public void print(String numb)

{

print("", numb);

}

## Given a string "abcd" print combinations of length n. Example if n= 3 print abc, abd, acd, bcd. Was asked to use recursion.

# Yahoo 1-8 questions

## Given an 4n X 4n Matrix, where n is a positive integer taken as input. Imagine the matrix consisting of two interleaved coils whose centers are at the centre of the matrix. Implement a java program which takes an integer (n) as input and prints the two coils in two seperate lines.

Please have a look at the below examples to get a sense of what the two coils are :

• Example 1:

• Input: 1

• Matrix:

01 02 03 04

05 06 07 08

09 10 11 12

13 14 15 16

• Output the Two Coils as:

- Coil1: 10 06 02 03 04 08 12 16

- Coil2: 07 11 15 14 13 09 05 01

• Example 2:

• Input: 2

• Matrix:

01 02 03 04 05 06 07 08

09 10 11 12 13 14 15 16

17 18 19 20 21 22 23 24

25 26 27 28 29 30 31 32

33 34 35 36 37 38 39 40

41 42 43 44 45 46 47 48

49 50 51 52 53 54 55 56

57 58 59 60 61 62 63 64

• Output the Two Coils as:

- Coil1: 36 28 20 21 22 30 38 46 54 63 52 51 50 42 34 26 18 10 02 03 04 05 06 07 08 16 24 32 40 48 56 64

- Coil2: 29 37 45 44 43 35 27 19 11 12 13 14 15 23 31 39 47 55 63 62 61 60 59 58 57 49 41 33 25 17 09 01

package javaoutspacecode;

import java.util.Scanner;

/\*\*

\*

\* @author outspacecode AT gmail dot c0m

\*/

public class Coil

{

/\*\*

\* @param args

\*/

public static void main(String[] args)

{

// TODO Auto-generated method stub

int n;

Scanner sca=new Scanner(System.in);

System.out.println("enter the value of n");

n=sca.nextInt();

int i,j,k;

int b[][]=new int[4\*n][4\*n];

int a=1;

for(i=0;i<;4\*n;i++)

{

for(j=0;j<;4\*n;j++)

{

b[i][j]=a;

a++;

System.out.print(b[i][j]);

System.out.print("\t");

}

System.out.println("");

}

int m = 8\*n\*n;

int c1[]=new int[m];

int c2[]=new int[m];

int p=0, p1=0, q1=2, nflg=1;

c1[p]= b[2\*n][2\*n-1];

int tmp = c1[p];

p++;

while( p < m )

{

for( p1 = 0; p1<q1; p1++)

{

c1[p]= tmp - 4\*n\*nflg;

tmp = c1[p];

p++;

if( p >= m )

{

break;

}

}

if( p >= m )

{

break;

}

for( p1 = 0; p1<q1; p1++)

{

c1[p]= tmp + nflg;

tmp = c1[p];

p++;

if( p >= m )

{

break;

}

}

nflg = nflg\*(-1);

q1+=2;

}

/\* get coil2 from coil1 \*/

for(i=0;i<;8\*n\*n;i++)

{

c2[i] = 16\*n\*n + 1 -c1[i];

}

System.out.println();

System.out.print("Coil1:");

for(i=0;i<;8\*n\*n;i++)

{

System.out.print(c1[i]);

System.out.print("\t");

}

System.out.println();

System.out.print("Coil2:");

for(i=0;i<;8\*n\*n;i++)

{

System.out.print(c2[i]);

System.out.print("\t");

}

}

}

## Suppose there is an array with numbers : 1, 14, 5, k, 4, 2, 54, k, 87, 98, 3, 1, 32. Output for this can be assuming k =20 1,14,5,4,2,3,1,k,k,54,87,98,32. Now sort this array in a way all k are in middle and all values on left of k are smaller (in any order) and on right are larger (in any order) Note: k is an integer value within range of 1 – 32768

See internal question: [Dutch National flag problem](#_Dutch_National_flag)

public void threeWayPartition(int[] a, int pivot)

{

int p = 0;

int q = a.length - 1;

for(int i = 0; i <= q;) {

if(a[i] < pivot) swap(a, i++, p++);

else if(a[i] > pivot) swap(a, i, q--);

else i++;

}

}

private void swap(int[] a, int i, int j)

{

int t = a[i];

a[i] = a[j];

a[j] = t;

}

## given m x n matrix print all the possible paths top to down.

Example

1 2 3

4 5 6

7 8 9

path for root(0,0) 1

1-4-7

1-4-8

1-5-7

1-5-8

1-5-9

similarly path for 2(0,1)

2-4-7

2-4-8

2-5-7

2-5-8

2-5-9

2-6-8

2-6-9

note- root 1 can go to middle down or right down since there is no left index available. if root element has left middle and right it can go to all those paths like 2 or 5.

follow up : provide the path which has maximum path sum.

code in java."

Code 1

public class MatrixPaths {

public static void printpaths(int[][] matrix) {

int[] path = new int[matrix.length];

for (int i = 0; i < matrix[0].length; i++)

printpaths(matrix, path, 0, 0, i);

}

private static void printpaths(int[][] matrix, int[] path, int index, int row, int column) {

path[index++] = matrix[row][column];

row++;

if (row == matrix.length)

print(path);

else if (row < matrix.length) {

for (int i = column - 1; i <= column + 1; i++)

if (i > -1 && i < matrix[0].length)

printpaths(matrix, path, index, row, i);

}

}

private static void print(int[] path) {

for (int i = 0; i < path.length; i++)

System.out.print(path[i] + " ");

System.out.println();

}

public static void main(String args[]) {

int[][] matrix = {{1, 2, 3}, {4, 5, 6}, {7, 8, 9}};

printpaths(matrix);

}

}

Code 2

public class Main{

public static void main(String[] args){

int[][]A = {{1,2,3},{4,5,6},{7,8,9}};

printPath(A);

}

static void printPath(int[][]A){

printPath(A,0,0,"");

}

private static void printPath(int[][] A, int i, int j, String sofar) {

if(i<A.length){

if(sofar.length() == 0)

sofar += A[i][j];

else

sofar += "-" + A[i][j];

if(i==A.length-1){

printPath(A,i+1,j,sofar);

return;

}

//Handle 3 cases with j-1,j and j+1

if(j-1>=0)

printPath(A,i+1,j-1,sofar);

printPath(A,i+1,j,sofar);

if(j+1<A[0].length)

printPath(A,i+1,j+1,sofar);

}else{

System.out.println(sofar);

}

}

}

## I have an arrayList A which contains say 2,3,5,7,8. I have another arrayList B which contains 1, 3 Now taking the elements of B as the locations, I need to remove the elements of A present in that locations. So, basically I need to remove the element 2(position 1) and 5(position 3) from A. How to achieve it as we know that once one element got removed from an arrayList,the positions will be auto adjusted.

If B is sorted, then start removing the elements from end.

If B is not sorted, sort it first and then start removing elemetns from the end.

If B cannot be sorted, then mark the elements in A and in second pass remove the elements from A.

## You are given N points in a X-Y plane. Find the two closest points out of them.

We are given an array of n points in the plane, and the problem is to find out the closest pair of points in the array. This problem arises in a number of applications. For example, in air-traffic control, you may want to monitor planes that come too close together, since this may indicate a possible collision. Recall the following formula for distance between two points p and q.  
[![dist_formula](data:image/png;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/dist_formula.png)

The Brute force solution is O(n^2), compute the distance between each pair and return the smallest. We can calculate the smallest distance in O(nLogn) time using Divide and Conquer strategy. In this post, a O(n x (Logn)^2) approach is discussed. We will be discussing a O(nLogn) approach in a separate post.

**Algorithm**  
Following are the detailed steps of a O(n (Logn)^2) algortihm.  
Input: An array of n points P[]  
Output: The smallest distance between two points in the given array.

As a pre-processing step, input array is sorted according to x coordinates.

**1)** Find the middle point in the sorted array, we can take P[n/2] as middle point.

**2)** Divide the given array in two halves. The first subarray contains points from P[0] to P[n/2]. The second subarray contains points from P[n/2+1] to P[n-1].

**3)** Recursively find the smallest distances in both subarrays. Let the distances be dl and dr. Find the minimum of dl and dr. Let the minimum be d.
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**4)** From above 3 steps, we have an upper bound d of minimum distance. Now we need to consider the pairs such that one point in pair is from left half and other is from right half. Consider the vertical line passing through passing through P[n/2] and find all points whose x coordinate is closer than d to the middle vertical line. Build an array strip[] of all such points.
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**5)** Sort the array strip[] according to y coordinates. This step is O(nLogn). It can be optimized to O(n) by recursively sorting and merging.

**6)** Find the smallest distance in strip[]. This is tricky. From first look, it seems to be a O(n^2) step, but it is actually O(n). It can be proved geometrically that for every point in strip, we only need to check at most 7 points after it (note that strip is sorted according to Y coordinate). See [this](http://www.cs.umd.edu/class/fall2012/cmsc451/Lects/lect10.pdf) for proof.

**7)** Finally return the minimum of d and distance calculated in above step (step 6)

**Implementation**  
Following is C/C++ implementation of the above algorithm.

// A divide and conquer program in C/C++ to find the smallest distance from a

// given set of points.

#include <stdio.h>

#include <float.h>

#include <stdlib.h>

#include <math.h>

// A structure to represent a Point in 2D plane

struct Point

{

int x, y;

};

/\* Following two functions are needed for library function qsort().

Refer: http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/

// Needed to sort array of points according to X coordinate

int compareX(const void\* a, const void\* b)

{

Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;

return (p1->x - p2->x);

}

// Needed to sort array of points according to Y coordinate

int compareY(const void\* a, const void\* b)

{

Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;

return (p1->y - p2->y);

}

// A utility function to find the distance between two points

float dist(Point p1, Point p2)

{

return sqrt( (p1.x - p2.x)\*(p1.x - p2.x) +

(p1.y - p2.y)\*(p1.y - p2.y)

);

}

// A Brute Force method to return the smallest distance between two points

// in P[] of size n

float bruteForce(Point P[], int n)

{

float min = FLT\_MAX;

for (int i = 0; i < n; ++i)

for (int j = i+1; j < n; ++j)

if (dist(P[i], P[j]) < min)

min = dist(P[i], P[j]);

return min;

}

// A utility function to find minimum of two float values

float min(float x, float y)

{

return (x < y)? x : y;

}

// A utility function to find the distance beween the closest points of

// strip of given size. All points in strip[] are sorted accordint to

// y coordinate. They all have an upper bound on minimum distance as d.

// Note that this method seems to be a O(n^2) method, but it's a O(n)

// method as the inner loop runs at most 6 times

float stripClosest(Point strip[], int size, float d)

{

float min = d; // Initialize the minimum distance as d

qsort(strip, size, sizeof(Point), compareY);

// Pick all points one by one and try the next points till the difference

// between y coordinates is smaller than d.

// This is a proven fact that this loop runs at most 6 times

for (int i = 0; i < size; ++i)

for (int j = i+1; j < size && (strip[j].y - strip[i].y) < min; ++j)

if (dist(strip[i],strip[j]) < min)

min = dist(strip[i], strip[j]);

return min;

}

// A recursive function to find the smallest distance. The array P contains

// all points sorted according to x coordinate

float closestUtil(Point P[], int n)

{

// If there are 2 or 3 points, then use brute force

if (n <= 3)

return bruteForce(P, n);

// Find the middle point

int mid = n/2;

Point midPoint = P[mid];

// Consider the vertical line passing through the middle point

// calculate the smallest distance dl on left of middle point and

// dr on right side

float dl = closestUtil(P, mid);

float dr = closestUtil(P + mid, n-mid);

// Find the smaller of two distances

float d = min(dl, dr);

// Build an array strip[] that contains points close (closer than d)

// to the line passing through the middle point

Point strip[n];

int j = 0;

for (int i = 0; i < n; i++)

if (abs(P[i].x - midPoint.x) < d)

strip[j] = P[i], j++;

// Find the closest points in strip. Return the minimum of d and closest

// distance is strip[]

return min(d, stripClosest(strip, j, d) );

}

// The main functin that finds the smallest distance

// This method mainly uses closestUtil()

float closest(Point P[], int n)

{

qsort(P, n, sizeof(Point), compareX);

// Use recursive function closestUtil() to find the smallest distance

return closestUtil(P, n);

}

// Driver program to test above functions

int main()

{

Point P[] = {{2, 3}, {12, 30}, {40, 50}, {5, 1}, {12, 10}, {3, 4}};

int n = sizeof(P) / sizeof(P[0]);

printf("The smallest distance is %f ", closest(P, n));

return 0;

}

Output:

The smallest distance is 1.414214

**Time Complexity** Let Time complexity of above algorithm be T(n). Let us assume that we use a O(nLogn) sorting algorithm. The above algorithm divides all points in two sets and recursively calls for two sets. After dividing, it finds the strip in O(n) time, sorts the strip in O(nLogn) time and finally finds the closest points in strip in O(n) time. So T(n) can expressed as follows  
T(n) = 2T(n/2) + O(n) + O(nLogn) + O(n)  
T(n) = 2T(n/2) + O(nLogn)  
T(n) = T(n x Logn x Logn)

**Notes**  
**1)** Time complexity can be improved to O(nLogn) by optimizing step 5 of the above algorithm. We will soon be discussing the optimized solution in a separate post.  
**2)** The code finds smallest distance. It can be easily modified to find the points with smallest distance.  
**3)** The code uses quick sort which can be O(n^2) in worst case. To have the upper bound as O(n (Logn)^2), a O(nLogn) sorting algorithm like merge sort or heap sort can be used

## Given a few numbers, how will you push them into a stack such that whenever I pop the top most element from that stack, I get the minimum number from the bunch. Also he wanted me to tell the pop push algorithm such that the order of insertion and popping should be O(1).

Maintain two stacks. Push the elements entered by user in stack1. And in stack2 push the current minimum element.

Pop: Pop the elements from both stack and return the element from stack2.

## Given a set of positive integers S = { a1,a2,a3,...,an} find two subsets s1 and s2 of A such that S2 = S - S1 and difference of | sum(S1) - sum(S2) | is minimum.

For example if we have a set S={12,4,7,1,6,3,3 }then S1= {12,6} and S2={ 4,7,1,3,3} such that sum(S1) - sum(S2) = 0 . It is not necessary that two subsets will always have the same sum.

This is example of famous **balanced partitioning** problem. You need to basically find if any subset of set S sums up to N=(a1+a2+a3+...an)/2. If yes then other set will automatically have sum (a1+..+an)/2. However if that is not true then we will try if a subset has sum N-1, N-2,N-3 etc. Now the question is how to find if a subset of S sums up to some number. For this we use dynamic programming.   
P(i,j) is true if there is a subset from among first i elements that sum up to j. The recurrence relation will be   
P(i,j) = 1 if P(i-1,j) = 1 // there is a subset of (i-1) elements that sum up to j   
OR if P(i-1, j-a(i) ) = 1 // include the ith element in the subset

## Given an arry Arr[N] of integers and a function int func(int x) that takes an integer and returns either 0 or 1 (depending on some property of the integer). Give the most efficient algorithm to store the numbers in the array in such a way that all numbers that return 1 should come before all numbers that return 0, when called upon by the function func

This is what partition and stable\_partition functions in stl do.

template< class BidirIt, class UnaryPredicate >

BidirectionalIterator **partition**( BidirIt first, BidirIt last,

UnaryPredicate p );

template< class ForwardIt, class UnaryPredicate >

ForwardIt **partition**( ForwardIt first, ForwardIt last,

UnaryPredicate p );

template< class BidirIt, class UnaryPredicate >

BidirIt **stable\_partition**( BidirIt first, BidirIt last, UnaryPredicate p );

template<class BidirIt, class UnaryPredicate>

BidirIt **partition**(BidirIt first, BidirIt last, UnaryPredicate p)

{

while (1) {

while ((first != last) && p(\*first)) {

++first;

}

if (first == last--) break;

while ((first != last) && !p(\*last)) {

--last;

}

if (first == last) break;

std::swap(\*first++, \*last);

}

return first;

}

## Design an algorithm to sort an array whose first n-sqrt(n) elements are already sorted. What is the complexity of the algorithm.

1. Sort the remaining sqrt(n) elements and do a inplace merge. Complexity O( n+ sqrt(n)\*log(sqrt(n)) )
2. Do insertion of the remaining sqrt(n) elements in sorted part. Complexity O( n\*sqrt(n) )

## you have to do the queue operation when you have a single stack..for example:-suppose there is a telephone bill populating in a stack now you have to process each request in a fifo manner.you can perform only push pop operation and allocating extra memory is not allowed.

As we have only one stack, we need to resort to using recursion for the deque operation.

In effect we are still using extra stack but it is implicit.

void dequeue(Stack\* s, int\* data) {

//Remove from head, head will be modified to head->next, so passing &s

int r = pop(&s);

if(s == NULL) {

// We have reached the end of the list and r contains the first element entered in the stack

\*data = r;

return;

}

else {

dequeue(s, data);

push(&s, r);

}

}

## find missing numbers in given billion number.( numbers lie between 1-k)

1. XOR if only one number is missing
2. Use bitset to set bits for all the numbers, as they are found. And the 0 bits will tell you the missing numbers.

## Sort 10 GB file using 2 GB memory. and complexity

External sorting. Divide 10GB data into 5 parts of 2GB each. Sort these 5 parts.

Then Merge these parts. Open 5 streams and put 2GB/5 records of each sorted parts in memory and start merging them. When a parts in-memory records are processed read more records for that part.

## Given 2 Tree, find out if they r exactly same or not

Modified Inorder Traversal(node \*head1,node \*head2)

{

if(both head1 head2 are NULL)

return true;

if(one of head1 n head2 NULL)

return false;

if data(head1) == data(head2)

return inorder(head1>left,head2->left)&&inorder(head1->right,head2->right);

return false;

}

## Given a graph of price variation of a stock over a period of 12 months, return the ideal time to buy and sell, for maximization of profit. Time duration is not constraint. Time duration needn't be minimum it can even be maximum 12 motnhs

Consider that the prices are given as an array. We need to find the minimum and maximum elements from this array.

Traverse the array, keeping track of the maximum and minimum values and updating when a new value is found.

Divide and conquer

## Given a sequence of charecters , print consequtive sequence of charecters alone in a line, other wise print it in a new line.

eg: ABCXYZACCD

o/p :

ABC

XYZ

A

C

CD"

void increasestring2(char\* str)

{

char prev = 0;

while(\*str)

{

if(prev==0 || \*str==prev)

printf("%c", \*str);

else

printf("\n%c", \*str);

prev = \*str;

str++;

}

}

## How to find the depth of a tree. Time and Memory optimization is emphasized

int FindDepth(Node \*node)

{

int leftDepth, rightDepth;

if (node == NULL)

return 0;

else{

leftDepth = FindDepth(node->left);

rightDepth = FindDepth(node->right);

if (leftDepth > rightDepth)

return (leftDepth+1);

else

return (rightDepth+1);

}

}

## What are the various ways to swap 2 variables

Answer :

a) Using temporary Variable

b) Usnig some Arithmentic operation

c) Using bitwise XOR operation

Which operation is better and Why ?

## Given a file, return the Top 5 frequently occuring list of words

## Design a Chess Game

## Design Snake and Ladder Game

## Given a white background with a black random shape scattering around. Describe and code an algorithm to count the number of black shapes. You can assume input to be an array of 3xMxN in RGB color space.

## Given one unsroted integer array, find out all the unique element in the array.

eg: Input: {23,53,1,3,6,23,1,7,9,53,9} Ouput;{3,6,7}

My solution:

Sort the array. Time: O(NlogN)

HashMap: Time: O(2N) Space: O(N)

Any improvement for this question?? Thanks."

## Given an integer n , you have to print all the ways in which n can be represented as sum of positive integers

N 2 positions x and n-x

## write a program to display the no. of 1,2,3,4... lettered words in paragraph.

example:

1.search

2.engine

3.needs

4.to

5.fast

//output

search engine needs to be fast.

asked in interview ,though i didn't understand the purpose.

## Count the number of unique element in array of numbers in minimum time complexity.

## Given an array of length N. How will you find the minimum length contiguous subarray whose sum is S and whose product is P . HereS and P will be given to you.

## Implement a search engine. The input will be 100 text files. Return the paragraph and the file in which the keyword appears.

## Implement a phone directory

## Implement Twitter's trending topic. The input is a text file. Implement it in C.

## Given a stack S, write a C program to sort the stack (in ascending order). You are not allowed to make any assumptions about how the stack is implemented; the only functions allowed to be used are: Push, Pop, Top, IsEmpty, IsFull.

We will have to use an auxiliary stack. Let’s say we want to sort the stack in ascending order, ie when you pop the element after sorting we will get the smallest element.

While(!S.IsEmpty())

s = Pop element from S

if top(S1) <= s

S1.push(s)

Else

While(top(S1) > s)

s1=S1.pop()

S.push(s1);

S1.push(s);

While(!S1.isEmpty())

S.push(S1.pop());

## There is a sequence of increasing numbers that have the same number of binary 1s in them. Given n, the number of 1 bits set in each number, write an algorithm or C program to find the n’th number in the series.

(1 <<( n+1)) – 3 Or (2<<n) - 3

01000

1<<n

00011

00101

00110

01010

01100

10100

11000

00111

01011

01101

01110

## You are given have a datatype, say X in C. Determine the size of the datatype, without declaring a variable or a pointer variable of that type, and, of course without using the sizeof operator.

#define mysizeof(X) ((char \*)((X \*)0 + 1) - (char \*)((X \*)0))

## Write a C Program to reverse a stack in place using recursion. You can only use the following ADT functions on stack: IsEmpty, IsFull, Push, Pop, Top. you can not use extra stack or any other data structure

The idea of the solution is to hold all values in Function Call Stack until the stack becomes empty. When the stack becomes empty, insert all held items one by one at the bottom of the stack.

For example, let the input stack be

1 <-- top

2

3

4

First 4 is inserted at the bottom.

4 <-- top

Then 3 is inserted at the bottom

4 <-- top

3

Then 2 is inserted at the bottom

4 <-- top

3

2

Then 1 is inserted at the bottom

4 <-- top

3

2

1

So we need a function that inserts at the bottom of a stack using the above given basic stack function. **//Below is a recursive function that inserts an element at the bottom of a stack.**

|  |
| --- |
| void insertAtBottom(struct sNode\*\* top\_ref, int item)  {     int temp;     if(isEmpty(\*top\_ref))     {         push(top\_ref, item);     }     else     {         /\* Hold all items in Function Call Stack until we reach end of         the stack. When the stack becomes empty, the isEmpty(\*top\_ref)         becomes true, the above if part is executed and the item is         inserted at the bottom \*/       temp = pop(top\_ref);       insertAtBottom(top\_ref, item);         /\* Once the item is inserted at the bottom, push all the            items held in Function Call Stack \*/       push(top\_ref, temp);     }  } |

**//Below is the function that reverses the given stack using insertAtBottom()**

|  |
| --- |
| void reverse(struct sNode\*\* top\_ref)  {    int temp;    if(!isEmpty(\*top\_ref))    {        /\* Hold all items in Function Call Stack until we reach end of       the stack \*/      temp = pop(top\_ref);      reverse(top\_ref);        /\* Insert all the items (held in Function Call Stack) one by one         from the bottom to top. Every item is inserted at the bottom \*/      insertAtBottom(top\_ref, temp);    }  } |

## Write a program to find and print the 1500’th ugly number.

**METHOD 1 (Simple)**  
**Algorithm:**  
Loop for all positive integers until ugly number count is smaller than n, if an integer is ugly than increment ugly number count.

To check if a number is ugly, divide the number by greatest divisible powers of 2, 3 and 5, if the number becomes 1 then it is an ugly number otherwise not.

For example, let us see how to check for 300 is ugly or not. Greatest divisible power of 2 is 4, after dividing 300 by 4 we get 75. Greatest divisible power of 3 is 3, after dividing 75 by 3 we get 25. Greatest divisible power of 5 is 25, after dividing 25 by 25 we get 1. Since we get 1 finally, 300 is ugly number.

**Implementation:**

|  |
| --- |
| # include<stdio.h>  # include<stdlib.h>    /\*This function divides a by greatest divisible    power of b\*/  int maxDivide(int a, int b)  {    while (a%b == 0)     a = a/b;    return a;  }    /\* Function to check if a number is ugly or not \*/  int isUgly(int no)  {    no = maxDivide(no, 2);    no = maxDivide(no, 3);    no = maxDivide(no, 5);      return (no == 1)? 1 : 0;  }    /\* Function to get the nth ugly number\*/  int getNthUglyNo(int n)  {    int i = 1;    int count = 1;   /\* ugly number count \*/      /\*Check for all integers untill ugly count      becomes n\*/    while (n > count)    {      i++;      if (isUgly(i))        count++;    }    return i;  }    /\* Driver program to test above functions \*/  int main()  {      unsigned no = getNthUglyNo(150);      printf("150th ugly no. is %d ",  no);      getchar();      return 0;  } |

This method is not time efficient as it checks for all integers until ugly number count becomes n, but space complexity of this method is O(1)

**METHOD 2 (Use Dynamic Programming)**

Here is a time efficient solution with O(n) extra space

**Algorithm:**

1 Declare an array for ugly numbers: ugly[150]

2 Initialize first ugly no: ugly[0] = 1

3 Initialize three array index variables i2, i3, i5 to point to

1st element of the ugly array:

i2 = i3 = i5 =0;

4 Initialize 3 choices for the next ugly no:

next\_mulitple\_of\_2 = ugly[i2]\*2;

next\_mulitple\_of\_3 = ugly[i3]\*3

next\_mulitple\_of\_5 = ugly[i5]\*5;

5 Now go in a loop to fill all ugly numbers till 150:

For (i = 1; i < 150; i++ )

{

/\* These small steps are not optimized for good

readability. Will optimize them in C program \*/

next\_ugly\_no = Min(next\_mulitple\_of\_2,

next\_mulitple\_of\_3,

next\_mulitple\_of\_5);

if (next\_ugly\_no == next\_mulitple\_of\_2)

{

i2 = i2 + 1;

next\_mulitple\_of\_2 = ugly[i2]\*2;

}

if (next\_ugly\_no == next\_mulitple\_of\_3)

{

i3 = i3 + 1;

next\_mulitple\_of\_3 = ugly[i3]\*3;

}

if (next\_ugly\_no == next\_mulitple\_of\_5)

{

i5 = i5 + 1;

next\_mulitple\_of\_5 = ugly[i5]\*5;

}

ugly[i] = next\_ugly\_no

}/\* end of for loop \*/

6.return next\_ugly\_no

**Example:**  
Let us see how it works

initialize

ugly[] = | 1 |

i2 = i3 = i5 = 0;

First iteration

ugly[1] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)

= Min(2, 3, 5)

= 2

ugly[] = | 1 | 2 |

i2 = 1, i3 = i5 = 0 (i2 got incremented )

Second iteration

ugly[2] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)

= Min(4, 3, 5)

= 3

ugly[] = | 1 | 2 | 3 |

i2 = 1, i3 = 1, i5 = 0 (i3 got incremented )

Third iteration

ugly[3] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)

= Min(4, 6, 5)

= 4

ugly[] = | 1 | 2 | 3 | 4 |

i2 = 2, i3 = 1, i5 = 0 (i2 got incremented )

Fourth iteration

ugly[4] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)

= Min(6, 6, 5)

= 5

ugly[] = | 1 | 2 | 3 | 4 | 5 |

i2 = 2, i3 = 1, i5 = 1 (i5 got incremented )

Fifth iteration

ugly[4] = Min(ugly[i2]\*2, ugly[i3]\*3, ugly[i5]\*5)

= Min(6, 6, 10)

= 6

ugly[] = | 1 | 2 | 3 | 4 | 5 | 6 |

i2 = 3, i3 = 2, i5 = 1 (i2 and i3 got incremented )

Will continue same way till I < 150

**Program:**

|  |
| --- |
| # include<stdio.h>  # include<stdlib.h>  # define bool int    /\* Function to find minimum of 3 numbers \*/  unsigned min(unsigned , unsigned , unsigned );    /\* Function to get the nth ugly number\*/  unsigned getNthUglyNo(unsigned n)  {      unsigned \*ugly =               (unsigned \*)(malloc (sizeof(unsigned)\*n));      unsigned i2 = 0, i3 = 0, i5 = 0;      unsigned i;      unsigned next\_multiple\_of\_2 = 2;      unsigned next\_multiple\_of\_3 = 3;      unsigned next\_multiple\_of\_5 = 5;      unsigned next\_ugly\_no = 1;      \*(ugly+0) = 1;        for(i=1; i<n; i++)      {         next\_ugly\_no = min(next\_multiple\_of\_2,                             next\_multiple\_of\_3,                             next\_multiple\_of\_5);         \*(ugly+i) = next\_ugly\_no;         if(next\_ugly\_no == next\_multiple\_of\_2)         {             i2 = i2+1;             next\_multiple\_of\_2 = \*(ugly+i2)\*2;         }         if(next\_ugly\_no == next\_multiple\_of\_3)         {             i3 = i3+1;             next\_multiple\_of\_3 = \*(ugly+i3)\*3;         }         if(next\_ugly\_no == next\_multiple\_of\_5)         {             i5 = i5+1;             next\_multiple\_of\_5 = \*(ugly+i5)\*5;         }      } /\*End of for loop (i=1; i<n; i++) \*/      return next\_ugly\_no;  }    /\* Function to find minimum of 3 numbers \*/  unsigned min(unsigned a, unsigned b, unsigned c)  {      if(a <= b)      {        if(a <= c)          return a;        else          return c;      }      if(b <= c)        return b;      else        return c;  }    /\* Driver program to test above functions \*/  int main()  {      unsigned no = getNthUglyNo(150);      printf("%dth ugly no. is %d ", 150, no);      getchar();      return 0;  } |

**Algorithmic Paradigm:** Dynamic Programming  
**Time Complexity:** O(n)  
**Storage Complexity:** O(n)

## Write a method to generate a random number between 1 and 7, given a method that generates a random number between 1 and 5 (i.e., implement rand7() using rand5()).

Rand7()

{

N=0;

For(int I = 0; i< 3 ; i++) {

N = Rand5() %2;

N<<1

}

Return N;

}

## Given two sets, write a function to provide the union of them.

## You are given a list of Ball objects. Each Ball is either Red or Blue. Write a function that partitions these balls so that all of the balls of each color are contiguous. Return the index of the first ball of the second color (your result can be Red balls, then Blue balls, or the other way around). In haskell, you’ll probably want to return a ([Ball],Int)."

Take to index. I and j

Loop: I++ if ball is red

Loop: j—if ball is blue

If i<j swap I , j

Else

Return i

## Given a linked list, split it into two lists - one for the front half and, one for the last half. If odd number of elements are present the extra node should go to the front list

slow=fast=head;

while(fast->next!=NULL && fast->next->next!=NULL)

{

slow=slow->next;

fast=fast->next->next;

}

front=head;

if(slow->next!=NULL)

{

last=slow->next;

}

else

{

last=NULL;

}

## Remove duplicates from a linked list

/\* Function to remove duplicates from a unsorted linked list \*/

void removeDuplicates(struct node \*start)

{

  struct node \*ptr1, \*ptr2, \*dup;

  ptr1 = start;

  /\* Pick elements one by one \*/

  while(ptr1 != NULL && ptr1->next != NULL)

  {

     ptr2 = ptr1;

     /\* Compare the picked element with rest of the elements \*/

     while(ptr2->next != NULL)

     {

       /\* If duplicate then delete it \*/

       if(ptr1->data == ptr2->next->data)

       {

          /\* sequence of steps is important here \*/

          dup = ptr2->next;

          ptr2->next = ptr2->next->next;

          free(dup);

       }

       else /\* This is tricky \*/

       {

          ptr2 = ptr2->next;

       }

     }

     ptr1 = ptr1->next;

  }

}

**METHOD 2 (Use Sorting)**  
In general, Merge Sort is the best suited sorting algorithm for sorting linked lists efficiently.  
1) Sort the elements using Merge Sort. We will soon be writing a post about sorting a linked list. O(nLogn)  
2) Remove duplicates in linear time using the [algorithm for removing duplicates in sorted Linked List. O(n)](http://geeksforgeeks.org/?p=5075)

**METHOD 3 (Use Hashing)**  
We traverse the link list from head to end. For every newly encountered element, we check whether it is in the hash table: if yes, we remove it; otherwise we put it in the hash table.

Thanks to bearwang for suggesting this method.

Time Complexity: O(n) on average (assuming that hash table access time is O(1) on average).

## You are given: 3 types of vehicles: Motorbike, Car, and a special type of car for the handicapped. 3 types of parking: Motorbike parking, Car parking, handicapped car parking. Motorbikes and cars can only park in their designated parkings, while the handicapped cars can park either in their own parking or the regular car parking. How would you model this as classes? Explain your methods.

Vehicle Classes: MotorBike, Car, HandicapCar

Parking Classes: MoterBikeParking, CarParking, HandicapParking

MotorBike will always get MotorBikeParking if available, else null

Car will get CarParking, if av else null

HandicapCar can get HandicapParking or CarParking, if available,else null

Need a factory class to create instances based on the available parking slots and type of vehicle being parked.

## Find the missing element in a sorted array in most optimum running time (O(log n))

Let say the range is (m, n). There are n – m numbers in the array and one is missing.

Ex (1, 11) , 10 elements and one is missing

At index I the number should be i+m. if it is then search in right part else search in left part

## Given a balanced BST tree, write a function to replace the root with a node that belongs to the original tree.

## Given n non overlapping intervals and an element. Write a program to find the interval into which this element falls.

If the intervals are not sorted then this can be done in O(n) time

If sorted on start-point of intervals,

## Design a stack which supports push, pop, min and max operations in O(1).

Use two extra stacks to keep track of min and max at each level. The minStack will hold the minimum element till now in our main stack and maxStack will hold the maximum element in our main stack.

Each push/pop operation will update all the tree stacks.

## There is a blank disc. You are given two colors of paint (black and white) . A sensor can recognize the color painted on the disc and produce an output. Paint the disc in a way such that you can find the direction of rotation by looking at the output (BWBWBWBW... etc). Find the minimum number of sectors you will need to paint"

B W B B W W

## An array of size n, has n/2 unique elements and n/2 occurences of an element. Find the non-unique element in linear time?

Same as 1.37

int find\_majority(int \*a, int n)

{

int count = 1;

int currentIndex = 0;

int i;

for (i = 1 ; i < n; i ++)

{

if (a[i] == a[currentIndex])

count++;

else

count--;

if (count == 0)

{

currentIndex = i;

count = 1;

}

}

return a[currentIndex];

}

## You are provided with a stream of numbers, design a data structure to store the numbers in the stream along with their no. of occurrences.

Map <int,int> num\_stream;

Hash\_map;

## Count number of lines, characters and words in a file (Given that we don’t have much access to flashy java methods like readline, String methods like indexOf etc.)

Chars: keep on incrementing the count at every char, which is not newline, tab

Word termination at : space, tab, newline, period, comma, semicolon etc

Line termination at: newline

## Write a function which takes as parameters one regular expression (only ? and \* are the special characters) and a string and returns whether the string matched the regular expression.

bool MatchReg(string regexp, string toMatch)

{

}

## "There are four dogs, each at the counter of a large square. Each of the dogs begins chasing the dog clockwise from it. All of the dogs run at the same speed. All continously adjust their direction so that they are always heading straight towards their clockwise neighbor. How long does it take for the dogs to catch each other? Where does this happen? (Hint: Dog’s are moving in a symmetrical fashion, not along the edges of the square)."

They meet at the center of the square and move on a circular trajectory. The distance from a corner to the center is therefore 1/4 of the circumference of the circle (2\*pi\*radius). The radius is 1/2 the length of a side of the square, L. So the distance traveled by a dog is:   
1/4 \* 2 \* pi \* 1/2 \* L = pi\*L/4   
Since time = distance/velocity,   
t = (pi\*L)/(4\*v)

## "Three strings say A,B,C are given to you. Check weather 3rd string is interleaved from string A and B.

Ex: A=""abcd"" B=""xyz"" C=""axybczd"". answer is yes."

Take three indexers i1 i2 i3

if C[i3] == A[i1]

i3++; i1++;

else if C[i3] == **B[i2]**

**i3++; i2++**

**else**

**NO;**

## Given that you can take one step or two steps forward from a given step. So find the total number of ways of reaching Nth step.

P(N) = P(N-1) + P(N-2)

## Count the number of set bits in a number. Now optimize for speed. Now optimize for size

int BitCount (unsigned int u)

{

unsigned int uCount=0 ;

for(; u; u&=(u-1))

uCount++;

return uCount ;

}

## Suppose you have an NxN matrix of positive and negative integers. Write some code that finds the sub-matrix with the maximum sum of its elements.

Given a 2D array, find the maximum sum subarray in it. For example, in the following 2D array, the maximum sum subarray is highlighted with blue rectangle and sum of this subarray is 29.

[![http://www.geeksforgeeks.org/wp-content/uploads/rectangle-11.png](data:image/png;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/rectangle.png)

This problem is mainly an extension of [Largest Sum Contiguous Subarray for 1D array](http://www.geeksforgeeks.org/largest-sum-contiguous-subarray/).

The **naive solution** for this problem is to check every possible rectangle in given 2D array. This solution requires 4 nested loops and time complexity of this solution would be O(n^4).

**Kadane’s algorithm** for 1D array can be used to reduce the time complexity to O(n^3). The idea is to fix the left and right columns one by one and find the maximum sum contiguous rows for every left and right column pair. We basically find top and bottom row numbers (which have maximum sum) for every fixed left and right column pair. To find the top and bottom row numbers, calculate sun of elements in every row from left to right and store these sums in an array say temp[]. So temp[i] indicates sum of elements from left to right in row i. If we apply Kadane’s 1D algorithm on temp[], and get the maximum sum subarray of temp, this maximum sum would be the maximum possible sum with left and right as boundary columns. To get the overall maximum sum, we compare this sum with the maximum sum so far.

// Program to find maximum sum subarray in a given 2D array

#include <stdio.h>

#include <string.h>

#include <limits.h>

#define ROW 4

#define COL 5

// Implementation of Kadane's algorithm for 1D array. The function returns the

// maximum sum and stores starting and ending indexes of the maximum sum subarray

// at addresses pointed by start and finish pointers respectively.

int kadane(int\* arr, int\* start, int\* finish, int n)

{

// initialize sum, maxSum and start

int sum = 0, maxSum = INT\_MIN, i;

// needed if sum NEVER becomes less than 0

\*start = 0;

// Standard Kadane's algorithm. See following link

// http://www.geeksforgeeks.org/largest-sum-contiguous-subarray/

for (i = 0; i < n; ++i)

{

sum += arr[i];

if (sum < 0)

{

sum = 0;

\*start = i+1;

}

else if (sum > maxSum)

{

maxSum = sum;

\*finish = i;

}

}

return maxSum;

}

// The main function that finds maximum sum rectangle in M[][]

void findMaxSum(int M[][COL])

{

// Variables to store the final output

int maxSum = 0, finalLeft, finalRight, finalTop, finalBottom;

int left, right, i;

int temp[ROW], sum, start, finish;

// Set the left column

for (left = 0; left < COL; ++left)

{

// Initialize all elements of temp as 0

memset(temp, 0, sizeof(temp));

// Set the right column for the left column set by outer loop

for (right = left; right < COL; ++right)

{

// Calculate sum between current left and right for every row 'i'

for (i = 0; i < ROW; ++i)

temp[i] += M[i][right];

// Find the maximum sum subarray in temp[]. The kadane() function

// also sets values of start and finish. So 'sum' is sum of

// rectangle between (start, left) and (finish, right) which is the

// maximum sum with boundary columns strictly as left and right.

sum = kadane(temp, &start, &finish, ROW);

// Compare sum with maximum sum so far. If sum is more, then update

// maxSum and other output values

if (sum > maxSum)

{

maxSum = sum;

finalLeft = left;

finalRight = right;

finalTop = start;

finalBottom = finish;

}

}

}

// Print final values

printf("(Top, Left) (%d, %d)\n", finalTop, finalLeft);

printf("(Bottom, Right) (%d, %d)\n", finalBottom, finalRight);

printf("Max sum is: %d\n", maxSum);

}

// Driver program to test above functions

int main()

{

int M[ROW][COL] = {{1, 2, -1, -4, -20},

{-8, -3, 4, 2, 1},

{3, 8, 10, 1, 3},

{-4, -1, 1, 7, -6}

};

findMaxSum(M);

return 0;

}

Output:

(Top, Left) (1, 1)

(Bottom, Right) (3, 3)

Max sum is: 29

Time Complexity: O(n^3)

## Given the sequence S1 = {a,b,c,d,...,x,y,z,aa,ab,ac.... } and given that this sequence corresponds (term for term) to the sequence S2 = {1,2,3,4,....} Write code to convert an element of S1 to the corresponding element of S2. Write code to convert an element of S2 to the corresponding element of S1.

#include<stdio.h>

#include<string.h>

#include<malloc.h>

#include<math.h>

// Utility Function

char\* reverseString(char\* str)

{

int start = 0;

int end = getLength(str) - 1;

while(start < end)

{

char ch = str[end];

str[end] = str[start];

str[start] = ch;

start++; end--;

}

return str;

}

// Utility Functions

int getLength(char\* str)

{

int i = 0;

while(\*str)

{

i++;

str++;

}

return i;

}

//Works only for lower case characters a-z

int getEquivalentNumber(char\* input)

{

int code = 0;

int length = getLength(input);

--length;

while(length >= 0)

{

int value = (\*input) - 96;

code = code + value\*(pow(26,length));

length--;

input++;

}

return code;

}

//Works only for lower case characters a-z

char\* getEquivalentCode(int input)

{

char\* result = (char\*)malloc(10\*sizeof(char));

char\* tempResult = result;

int alphabet= 26;

while(input)

{

int ch = input % alphabet;

input = (input - ch) / alphabet;

\*result = (ch + 96);

result++;

}

\*result = '\0';

return reverseString(tempResult);

}

int main()

{

char input[5] = "kds";

int result = getEquivalentNumber(input);

printf("%s equivalent to %d\n", input,result);

int \_input = 7556;

char\* \_result = getEquivalentCode(\_input);

printf("%d equivalent to %s", \_input,\_result);

}

## Given N computers networked together, with each computer storing N integers, describe a procedure for finding the median of all of the numbers. Assume that a computer can only hold O(N) integers (i.e. no computer can store all N^2 integers). Also assume that there exists a computer on the network without integers, that we can use to interface with the computers storing the integers.

Each machine needs to be able to   
(a) Sort the numbers:

Sort();

(b) Given a value x, return the number of elements < x, == x, > x.

int LessThanCount(int x);

int EqualCount(int x);

int BiggerThanCount(int x);

(c) Given indexes begin and last, return a median of the values between begin & last (inclusive).

int Median(int begin, int last);

All 3 need additional constant space which should be OK.   
  
Now, the master machine will keep values begin[i] and last[i] for each machine (and 3 more for temporary storage). (2+3)\*N = O(n) data.   
  
Algorithm:

(0) Initially, set begin[i] = 0, last[i] = N-1 for all i, 0 <= i < N.

(1) Sort the data on each machine. Sort();

Repeat:

(2) Find a machine k for which last[k]-begin[k] is maximum

(3) Ask machine k for median, med = Median(begin[k], last[k]);

(4) For each machine i, get 3 additional numbers:

smaller[i] = LessThanCount(med);

equal[i] = EqualCount(med);

bigger[i] = BiggerCount(med);

(5) Sum all these numbers to obtain

TotalSmaller, TotalEqual, and TotalBigger

(6) if (abs(TotalSmaller-TotalBigger) <= TotalEqual)

We are done, return x.

(7) if not, we have 2 choices:

(a) TotalSmaller + TotalEqual < TotalBigger (i.e. x is too small)

Set begin[i] = smaller[i] + equal[i].

(b) TotalSmaller > TotalEqual + TotalBigger (i.e. x is too big)

Set last[i] = smaller[i] - 1.

Note that at each step, we are either increasing begin[i] or decreasing last[i] and therefore the pool of possible values is being reduced. This is because the new x is picked from values that are bigger than x\_s and smaller than x\_b, where x\_s is the most recent x that was too small and x\_b is the most recent x that was too big.   
  
The biggest concern here is obviously the space and there we used O(N) per machine as required.   
  
The running time is something like   
O(N\*log\_N) for sorting in paralel on all machines (Heapsort, no extra space)   
+   
O(N\*log\_N) for partitioning   
-- We have total of O(log\_n) iterations, at least on average. In each iteration, each machine will take at most O(n) time to return smaller[i], equal[i], and bigger[i] in parallel, plus we need to add these and assign new begin/last which also is O(n).   
  
Total = O(N\*log\_N) time, O(N) space per machine.

## "A man has two paper cubes on his desk. Every day he arranges both cubes so that the front faces show the current day of the month. What numbers are required on the faces of the cubes to allow this for all possible days in the calendar?"

012345   
012678

## A band is going in the street with a constant speed. Someone in the last row has a dog. The dog runs ahead, reaches the front row of the band and gets back to it's owner. The dog's speed was constant all the way and while it was running the band passed 50 feet. Find the length of the dog's path,if the distance between the front and the rear row of the band is 50 feet.

## There are 100 doors in a row that are all initially closed. You make 100 passes by the doors starting with the first door every time. The first time through you visit every door and toggle the door (if the door is closed, you open it, if its open, you close it). The second time you only visit every 2nd door (door #2, #4, #6). the third time, every 3rd door (door #3, #6, #9), etc, until you only visit the 100th door. What is the state of each door after the last pass?

## An apple is in the shape of a ball of radius 31 mm. A worm gets into the apple and digs a tunnel of total length 61 mm, and then leaves the apple. (The tunnel need not be a straight line.) Prove that one can cut the apple with a straight slice through the center so that one of the two halves is not rotten.

As the tunnel is of length 61mm, so it is definitely not going through the center. So its possible to cut the apple in half with complete tunnel in one half.

## You have a machine which can do only multiply by 2, divide by 2 and Addition of 2 numbers. Write a detailed algorithm to multiply any two numbers, in this kind of a machine.

int Multiply(int a, int b)

{

if (a == 0 || b == 0) return 0;

int result = 0;

while (b > 0)

{

if (b % 2 != 0) // the same as if (b != (b / 2) \* 2)

result = result + a;

a \*= 2;

b /= 2;

}

return result;

}

## An array is of size N with integers between 0 and 1024(repetitions allowed). Another array of integers is of size M with no constraints on the numbers. Find which elements of first array are present in the second array. (If you are using extra memory, think of minimizing that still, using bitwise operators)

0 to 1024 numbers can fit in 210 bits. Ie 27 bytes ie 25 ints. So define a int bitset[32]. Set the bits for number present in first array and check for numbers from second array if the bit is set for it.

## How many matches will be played in a knockout tournament between 9 teams get the general formula for n teams?

8

For n it will be n/2+n/4+n/8 … 1 + (1 more if n is odd)

## design a datastructure to represent the movement of a knight on a chess board

## Write an algorithm to traverse a knight covering all the squares on a chessboard starting at a particular point.

## "There is a temple, whose premises have a garden and a pond. It has 4 idols, each of Ram, Shiv, Vishnu and Durga. The priest plucks x flowers from the garden and places them in the pond. The number of flowers doubles up, and he picks y flowers out of them and goes to offer it to Lord Ram. By the time he reaches to the pond, he finds the remaining flowers also have doubled up in the meantime, so he again picks up y from the pond and goes to Lord Shiv.This process is repeated till all the Gods have y flowers offered to them, such that in the end no flower is left in the pond. Find x and y."

2x-y

4x-3y

8x-7y

16x-15y=0 => x=15, y=16

## Given that you have one string of length N and M small strings of length L . How do you efficiently find the occurrence of each small string in the larger one ?

Suffix tree

## You are given with three sorted arrays ( in ascending order), you are required to find a triplet ( one element from each array) such that distance is minimum. Distance is defined like this : If a[i], b[j] and c[k] are three elements then distance=max(abs(a[i]-b[j]),abs(a[i]-c[k]),abs(b[j]-c[k]))"Please give a solution in O(n) time complexity

We will store the min\_dist value such that min\_dist = abs(a[i] – b[j]) + abs(a[i] – c[k]) + abs(b[j] – c[k]), and also we should store these indexes i,j,k. So, by moving trough the sorted arrays using three pointers, we increment the pointer which element is minimum at each step, then check the distance and update min\_dist and indexes if needed.

## "There are a set of 'n' integers. Describe an algorithm to find for each of all its subsets of n-1 integers the product of its integers. For example, let consider (6, 3, 1, 2). We need to find these products : 6 \* 3 \* 1 = 18 6 \* 3 \* 2 = 36 3 \* 1 \* 2 = 6 6 \* 1 \* 2 = 12"

define a static variable that holds initially the product of all the numbers.   
den traverse thru the list of number and make the set of (product/a[i]) where 'a' is array of numbers of list of numbers and 'i' is the index while travellin thru the list.

## How would you determine if someone has won a game of tic-tac-toe on a board of any size?

## "Given two sequences of items, find the items whose absolute number increases or decreases the most when comparing one sequence with the other by reading the sequence only once."

## "How many different binary trees and binary search trees can be made from three nodes that contain the key values 1, 2 & 3?"

## "Given an expression tree with no parentheses in it, write the program to give equivalent infix expression with parenthesesinserted where necessary"

## "Given ships travel between points A and B, one every hour leaving from both ends (simultaneously), how many ships are required (minimum), if the journey takes 1hr 40 mts. How many ships does each ship encounter in its journey, and at what times?

Ans 4, 3 at 20 mts, 50 mts and 80 mts."

## Count the number of set bits in a number without using a loop.

## "How would you reverse the bits of a number with log N arithmetic operations, where N is the number of bits in the integer (eg 32,64..)"

## Delete a node from a binary tree and balance it. Write code for the former and explain the latter.

## "Given a maze with cheese at one place and a mouse at some entrance, write a program to direct the mouse to cheese correctly. (Assume there is a path). Following primitives are given: moveforward, turnright, turnleft, iswall?,ischeese?, eatcheese."

## "A car has speed of 72 64 56 in downhill, plain and uphill respectively . A guy travels in the car from Pt. A to pt. B in 4 Hrs and pt. B to pt. A in 4 Hrs and 40 min. what is the distance between A and B?"

## "Write a program to print the elements of a very long linked list in ascending order. There may be duplicates in the list. You cannot modify the list or create another one. Memory is tight, speed is not a problem."

## "A real life problem - A square picture is cut into 16 squares and they are shuffled. Write a program to rearrange the 16 squares to get the original big square"

## Given an array in which elements are unsorted. Write an algorithm that gives two indices n1,n2 such that if you sort just the elements of the array from n1 to n2, then the whole array will be sorted."

## given a word,convert it into a pallindrome with minimum addition of letters to it.letters can be added anywhere in the word.for eg if yahoo is given result shud be yahoohay.give a optimize soln

## What is Spring IOC?

## What is a deadlock and what are some of the ways to avoid a deadlock?

## Explain hashcode() and equals() methods? When would you override these methods? What does the hashcode() method in the Object class do?

## What is an immutable object? How do you implement one in Java? How to construct an immutable object that has an array/List as one of the instance properties?

## "Find the maximum subsequence sum of an array of integers which contains both positive and negative numbers and return the starting and ending indices within the array.

For example:

int array[] = {1, -2, -3, 4, 5, 7, -6}

The max subsquence sum is 4+5+7= 16 and start index is at 3 and end index is at 5."

## How can we traverse through all the files in a folder and the subfolders. What system calls should be used(in C).

## What is the difference between functors, call back functions and function pointers?

## Write a function to add an array of numbers.

## What's the difference between assignment operator and copy constructor

## What's the difference between pointer and reference

## What are call back functions?

## What is a functor?

## Write a unix program to count the number of lines in a text file

## What is pi?

## What is polymorphism

## What is the importance of the keyword static in java

## "Write a program to replace string 'us' with 'them' from the following String . Do not replace 'Us' as well as any string containing us $\_="Us? It usually rains when bus comes to us";"

## What is reflection

## Given an integer, print the closest number to it that is a palindrome - eg, the number "1224" would return "1221".

## How to develop a sorted lexicographic tree.

## How to find distance between two lines in a 3D plane

## Put eight chess queens on an 8×8 chessboard such that none of them is able to capture any other using the standard chess queen's moves

## "What data structure would you use to store distances between all the planets in a galaxy. (So there could be like a billion planets) Also steps in connecting a thin mobile client to connect to the server and get distances between one given planet and all the other planets in that galaxy."

## "There are given n men and n women. Each woman ranks all men in order of her preference (her first choice, her second choice, and so on). Similarly, each man sorts all women according to his preference. The goal is to arrange n marriages in such a way that if a man m prefers some woman w more than his wife, and w prefers m more then her husband a new marriage occurs between w and m. If w prefers her husband more, then she stays married to him. This problem always has a solution and your task is to find one."

## "Johnny was asked by his math teacher to compute nn (n to the power of n, where n is an integer), and has to read his answer out loud. This is a bit of a tiring task, since the result is probably an extremely large number, and would certainly keep Johnny occupied for a while if he were to do it honestly. But Johnny knows that the teacher will certainly get bored when listening to his answer, and will sleep through most of it! So, Johnny feels he will get away with reading only the first k digits of the result before the teacher falls asleep, and then the last k digits when the teacher wakes up. Write a program to help Johnny to compute the digits he will need to read out."

## "The Chef has one long loaf of bread. Let us say, of length 1. He wants to cut it into as many little loaves as he can. But he wants to adhere to the following rule: At any moment, the length of the longest loaf which he possesses may not be larger than the length of shortest one, times some constant factor. Every time, he is only allowed to cut exactly one loaf into two shorter ones.

Input

One floating-point number, 1 k 1.999, meaning the stated constant factor.

Output

First, you should output one number n, the maximal achievable number of loaves for the given value of the constant factor. Then, you should output any proof that this number of loaves is in fact achievable: n-1 descriptions of cutting, using the following notation. At each step, you print two numbers: first, the index of the loaf that you want to cut into two parts; second, the length of the newly created loaf (cut off from the original one). It is assumed that the starting loaf has index 0. Each newly created loaf will be given the lowest possible free integer index (so, at the ith step this will be i). Each time, the size of size of the original loaf will be decreased by the size of the newly created loaf.

Example

Input:

1.5

Output:

4

0 0.4

0 0.3

1 0.2"

## Your program will take as an input 'n' coordinates of type {(X1,Y1,Z1), (X2,Y2,Z2), (X3,Y3,Z3),...(Xn,Yn,Zn)} and from these 'n' coordinates print a list of 's' coordinates (where 's' is another input parameter less than 'n') which are closest to the origin (0,0,0) and a list of 't' coordinates (where 't' is another input parameter less than 'n') points closest to each other. Your solution should use an optimal strategy and minimal time / space complexity

## "int \* p= NULL; p = (int\*) malloc(0); what will be the value of p?"

## "if i write main like the following ways. Which one will compile and way?

1. char \* main();

2. char \* main(int, char);

3. char \* main(char);"

## "to print

\*

\*

\*\*

\*\*

\*\*\*

\*\*\*

\*\*\*\*

\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*"

## How will u find the min element in the stack with O(1) . Space constraint also has to be considered while designing it .

## Give an string, return the first non-repetitive character.

## "Consider an array of positive and negative integers. We want to find a slice of this array (i.e. a sub-array of consecutive elements) with at least two elements, such that the sum of the elements in this slice is equal to 0. The size of the slice can be anything (i.e. from 2 up to the length of the original array), and we don't care about finding the first, last, shortest, or longest slice, we just want a slice. Example: from [2,3,-1,2,-4] we would like to find the slice [3,-1,2,-4], where 3 + (-1) + 2 (-4) = 0"

## Find all the prime factors of a number entered

## Find the largest prime factor of a number

## You have a scooter which needs two tires. You are given three tires. Each tire has a max life of one year. What is the max time you can run your scooter?

## If in a tree , a node can have more than 2 children , is it possible to traverse it in inorder ? If yes , then how would it be done ?

## "What are the three types of basic variables in Perl?

## What would you use to see if a file exists?"

## What is "group by"?

## Difference between inner join & outer join

## Difference between final & finally

## What is the significance of virtual destructor?

## Discussion on virtual inheritance

## "Different ways to pass parameters to a function (by value, by reference, by pointer). for the following cases.

6.1 Basic data type (int, char etc)

6.2 Array of integers

6.3 an object of Structure

6.4 an object of a class

Discussed about possiblities of passing constant argument values (by reference, by pointer etc) & their syntax"

## What is the effect by keeping a constructor private? (in terms of inheritance)

## Diference between deep copy & shallow copy

## What are local static variables? Its usage & comparison with global static variables & class level static data members

## Difference between Malloc vs Realloc

## Given a regular expression and a text, find the min no of replacements to be done.

## Check if there is a common node in 2 linked lists.

## How to find min element in a stack in O(1), where the only operations are Push and Pop.

## Swap two numbers without using a temporarily variable.

## Design an algorithm and write code to find the common ancestor of two nodes in a tree

## Describe what a singleton is and when you would use it.

## write a program that accepts two mandatory arguments without using any built in date or time functions . The first argument is a string "[HH:MM {AM|PM}" and the second argument is an integer which denotes minutes. The minutes get added to the string. The return value or output of the program should be a string of the same format as the first argument. For example AddMinutes("10:23 AM", 13) would return "10:36 AM

## How do you programitcally create & terminate a process on linux

## What's the difference between mergesort and quicksort? When would you use each?

## Implement the stack in such a way that push,pop and minimum find in the stack operations are o(1).

## You have a large text file. Given any two words, find the shortest distance(in terms of number of words) between the two given words in the file. Can you make the searching operation in O(1) time? what about the space complexity for your solution?Ex:File contains:as was is the as the yahoo you me was the andWords given: the, wasAnswer should be: 0If Words given: you, theAnswer: 2

## "Recently in one of my interview i faced a question with Cube.The question goes like this. Draw a cube,on each of the 8 nodes binary numbers is represented.(am helpless since, actually diagramatic presentation will make it sense) The interviewer now wants to know why or in what fashion he represents the nodes with the binary digits?"

## Find the Mth last element of a singly linked list in the best possible time and most efficient use of memory.

## Given a Binary Search Tree, find its depth.

## You have a billion urls, where each has a huge page. How to you detect the duplicate documents?

## Given a value and a binary search tree.Print all the paths(if there exists more than one) which sum up to that value. It can be any path in the tree. It doesn't have to be from the root.

## Design a chat server

## Describe TCP Hand-shake and optimize SQL.

## What is a recursive mutex lock?

## What's hashmap in STL? How do you use it? When would you use it?

## What's the difference between a pointer and a reference?

## Explain the following terms: virtual function, virtual class, pure virtual function

## How do you distributed hash tables work?

## Difference between a mutex and a semaphore. When can we use one but not the other?

## How would you sort an array that consists of only zeros and ones in only one pass?

## How do static variables differ in C and C++?

## How would you bring the effect in c++ of static functions without using static?

## What data structure did you use on your previous project? Why? How would you improve on that?

## How would you bring the effect in C++ of static functions without using static

## "Given a dictionary of millions of words, write a program to find the largest possible rectangle of letters such that every row forms a word (reading left to right) and every column forms a word (reading top to bottom).

Anyone got any ideas?"

## Design a hash table to store phone #s. Your job is to write a hash function that has a parameter username, and generate a key. Username is unique, length 5 and can be A-Z, 0-9, space. Write a hash function that generate keys without collisions and use minimum memory.

## Coding: Reverse linked list

## How would the Destructor for Singleton look like ?

## Use of virtual destructor

## Practical usage of STL set.

# Amazon 1- 10 Questions

## Given a 2d matrix with characters and a dictionary. Find all the valid words in the 2d matrix. The words can be towards right, left , up or down. Exact code to be given.

## Given a sorted array, write a function to search first occurrence of a number in the array. If not found return -1.

Example::

{2,2,2,3,4,5,5,6,6,8,9}

search 6

should return 7.

## For a given BST, connect each of its right child to its inorder successor.

## There is a binary tree of size N. All nodes are numbered between 1-N(inclusive). There is a N\*N integer matrix Arr[N][N], all elements are initialized to zero. So for all the nodes A and B, put Arr[A][B] = 1 if A is an ancestor of B (NOT just the immediate ancestor).

## Given a file of n lines, where n-1 lines are identical and 1 line is different. Find the unique line in not more than one scan of the file.

## There are exactly N advertising boards on the highway. Now a company want to advertise on some of these advertising boards (each advertising board costs some money).

Company strategy is that, they want at least 'K' advertisement should be there among M consecutive advertising boards. But at the same time Company want to pay minimum for its advertisement.

Now, what is the total number of ways Company can advertise meeting its minimum cost strategy.

Also 1 <= K <= M <= 50 and M <= N <= 10^9

As for Example: N = 3, M = 2, K = 1 ==> there is only one way for minimum cost, ie. 0C0 , where '0' denotes No company advertisement, and 'C' denotes company advertisement board.

Similarly, for N = 4, M = 2, K = 1 ==> there are 3 possible ways, ie. C0C0, 0C0C, 0CC0.

## How would you test each of the 3 layers in a 3-tier web app?

## How would you test amazon search functionality on the home page?

## Given an array with different numbers and a number of C,so how to find all the combinations which the sum is C..like..array={1,2,3,4},C=3,,return is 2,which contains two combinations{{1,2},{3}}.

## You visit a website and it is slow today (it is not slow everyday). What could be the cause(s) of the slowness?

## You have an array of binary numbers as ""00001101000001010100000...""... We need to find the First occurrence of 1 in this series.. using binary search.

we need to design an algorithm of complexity less than O(n).. and we need to use binary search strictly..

## Design a chess game. Write all classes and methods.

## Given a large file of (x,y) coordinates. Find the k farthest points from origin.

## Given a network of printers and systems. Allocate the nearest printer to each system. How will you handle dynamic addition of printers and systems.

## Given a sorted array which is rotated n number of times. Find out how many times the array is rotated. Time complexity should be less than O(n).

## Given a Binary Search tree along with the parent pointer, find the next largest node for the given node. Give the time and space complexity. The node Structure is

class Node {

Int data;

Node left;

Node right;

Node parent;

}

## Given a string in the form of a Linked List, check whether the string is palindrome or not. Don’t use extra memory. Give the time complexity. The node structure is

Class Node {

Char data;

Node next;

}

## given an array of charactes have to replace space with %20. where %20 is considered as 3 characters.write complete code to implement this.

ps: assume that array has enough space at the end that can fit one space character to 3 chacters(%20).

## Find the maxProduct of three numbers from a given integer array.

## For 2 given array a[] and B[], find the highest index of A such that logical array A[0...i] and A[N-1...N-1-i] are same.

## Given an array of integers such that each element is either +1 or -1 to its preceding element. Find 1st occurrence of a given number in that array without using linear search.

## Function to reverse a c style sub-string

start - points to the first character to be reversed

end - points to character after the last character to be reversed

Note: STL not allowed

void reverse(char\* start, char\* end)

## 1. N-Petrol bunk problem: There are n petrol bunks located in a circle. We have a truck which runs 1 km per 1 liter (mileage 1kmpl). Two arrays are given. The distances between petrol bunks are given in one array. Other array contains the no of liters available at each petrol bunk. We have to find the starting point such that if we start at that point , you we would able to visit entire circle without running out of fuel. Initially truck has no fuel

## write a code to print the second largest element in a list

Shortest possible complexity.

## There is a HealthMonitor and two Servers (Primary and Secondary), all connected to one and another.

The HealthMonitor keeps pinging both the servers at specific time intervals and waits for their response for a time-out period after the request has been sent.

The server responds with a health status of itself and of its neighbor (meaning Primary responsds: OK; NEIGHBOR\_OK)

Implement the server's code to send and receive responses and then take action based on response.

## Write a class that will have following functions:

long CheckOut()

CheckIn(long)

Range of values is 1 to LONG\_MAX

At any given point in time checkout should return the minimum available LONG number

Checkin can return the value back

No need to check for border conditions (e.g. check out when all values are exhausted)

Implement:

1. long checkout()

2. void checkIn(long input)

## Write a class For Contacts on a device

Implementing Search a contact was the biggest problem I faced (because search should potentially search: FirstName, LastName, Address, PH#, Email etc)

## Write a class for a parking garage:

One level

One entry point

No membership or payments required

Handles multiple types of cars

## Implement:1. a search that will return all the strings that match a sub-string 2. an insert into this datastructure

Class

{

Insert (string str){};

List<strings> Predictions(string subString){};

}

## Implement an iterator for a Binary tree. It should have the following things:

1. bool HasNext()

2. <T> Next()

It should be an in-order traversal.

## If a function is given mostCommonChar(String str, int num) ,

1-.First input is Aabra Ka Daabra and second argument is 1 then the function should return first most repeated character in the string .Means in sorted descending .

2-> First input is Aabra Ka Daabra and second argument is 2

then the function should return second most repeated character in the string

like wise 3rd 4rth ....etc

## Write a C program to find the number of shift required to convert one string to another. Check all the corner cases.

Eg: abc to acb o/p shd be 2 as 'b' shifted from 1st index to 2nd and 'c' shifted to 1st from second.

## Adding Very Large Numbers. Write clean code for it. please check all corner cases..

Number can be really really large

## Design a singleton design pattern.

## Design a class in C++ such that only one object of it can be created.

## Find the 3rd closest element in a bst.You will be given a pointer to root and a value within the tree against which the closest has to be figured out. (closeness is in terms of value, not by distance ) and then follow up qn: for finding the kth closest in a bst.

## A video streaming server is generating the following data. Find the potential customers facing buffering issues.

A person is said to face buffering issues when he hits the play button multiple times on the same video

You are given a huge file (say 1GB) that contains the following data:

CustomerId-TimeStamp-Event-VideoId-Videolength

0040 -01.00pm -Play -Video1 -02:30:00

Write code for this. What data structure will you use

He also said, lets say all the parsing is taken care of and you are given a collection of classes that contain the above data:

Class

{

CustomerId

TimeStamp

Event

VideoId

}

## Design an online hotel reservation system.

## Design a furniture store with Tables and chairs. Write a constructor for chair and table

## You are given a UNIX path with dot (current) and two dots (parent). Convert this to an absolute path

E.g. $/home/abc/.././def/./ghi/../.

becomes $/home/ghi/

## Input is given a binarytree and out is sum of the all the children data and its node data .

Eg:

1 28

2 3 11 16

4 5 6 7 4 5 6 7

## Given a sorted array consisting 0's and 1's. find the index of first '1'. write a complete program which takes less time complexity. and test all boundary conditions also.

Eg: If given array is 0,0,0,0,0,0,1,1,1,1 the out put should be 6.

## Explain Collaborative Caching?

## There are lots of string in a file. Find the longest string that could be made from the other strings in the file.

Eg.

the

there

after

thereafter

reaf

ans.

thereafter

## Given an array A of length n where each element is 1..k where k is much smaller than n,

find one set of distinct indices i1 and i2 such that A[i1] + A[i2] == z.

## Code to create a file system.... Have classes like directory, file and all

please write the full code

## In a BST, I want to replace all nodes with value which is the sum of all the nodes which are greater than equal to the current node.

5

2 10

Output -->

15

17 10

## You are given a BST, and min, max elements. Your task is to trim this BST so that it contains the elements between the min and the max elements.

For example, given the mix and max elements [5, 13] and the tree below, you would return the output below.

8

3 10

1 6 14

4 7 13

output should be :--->

8

6 10

7 13

## Design a DS for storing browsing history.

## Design a Calculator. Details about the class variables, datastructure to be used etc.

## Generate a solution when multiple threads want to just read in their critical sections and when nobody is writing in the critical section.

## Finding border of a binary tree.Given a Binary tree print all the nodes that form the boundary.

## For given N\* N matrix,

1 2 3

8 9 4

7 6 5

Write a program to

print 1,2,3,4,5,6,7,8,9

## how do you handle your thread, to avoid dead lock and efficient(generally question)

## what is Materialized view, is any different from View.

## Write a program to swap kth node from first and kth node from last in a linked list .

## Design a MMORPG game in internet scale. Assume only available action for the players is watch and move.

## Given a matrix that contains 0s and 1s, find the shortest exit and print the path. You can navigate in top,bottom,left or right directions.

## In a stream of numbers, keep track of 1 million max numbers.

## find the Langford sequence for a given N if it exists? Details of Langford sequence - https://en.wikipedia.org/wiki/Langford\_pairing

## Given an array of integers,write a function that retrieves unique instances of any duplicates, returning them in a new array -

[2,1,2,4,3,1,5,1]

= [2,1]

[1,1,1,1,1,1,1,1,1]

=[1]

Write test cases for this function

## In a shop, product X is available in different quantities q1,q2,q3...... with price tags p1,p2,p3,...

wap to purchase X of quantity Q such that total price is less and also number of baggage is less

\*Consider the cost to be optimum than baggage.

(Sorry the trouble guys, I have edited the ques here)

## Wap to find kth largest element in a binary search tree

## Given a binary tree convert it to doubly linked list, with left pointer of binary tree as prev pointer of doubly linked list and right pointer of binary tree as next pointer of doubly linked list.

Example:

Input:

Binary tree with

A as root

B left of A

C right of A

B&C have no children

Output:

B->A->C->null

null<-B<-A<-C

## Given a linked list, print n nodes from tail of the list in reverse order

Example:

1->2->3->4->5->6->7->8->9->10

Output:

n=3

10->9->8

## How can you implement a Hashtable with any given data structure

What is hash function

How can you resolve collisions

## Given an integer array, return the combinations of 4 array values whose sum is x

Eg:

Input int array = {1,2,3,5,0,-2}

Return all possible combinations such that

a+b+c+d = 1

Like: -2 , 0 , -2 , 5

2 , -2 , 0 , 1, etc...

## Create a Session Manager class that iterates thru Session objects throw stale sessions out - How would you automatically purge Session objects that have not been active for 30 seconds or (n) seconds? The answer needs to handle millions of sessions.

## Youtube is not playing the selected video. What could be the problem and how to debug this issue?

## Write a program to check whether a substring is present in a main string.

## Write all possible test cases for SMS (Short Messaging Service) on a mobile device.

## Data Structure for node of linked list

Find the nth node form end of a linked list and also write test case

i have given solution with o(n) after that they asked to me how to break the my algorithm

## Design an algorithm to remove the duplicate characters in a string without using any additional buffer. NOTE: One or two additional variables are fine. An extra copy of the array is not. also do with o(n2),o(n),o(1) ,write test case and breake the algorithm whatever you write.

## Length is given as input.Print all possible permutations of numbers between 0-9.

Eg: if input length=4

all possible combinations can be 0123, 1234, 5678,9864,...etc all combinations of length from in all numbers between 0-9

## Create a basic implementation of Deferred.

Deferred#resolve => Marks the deferred / promise as completed successfully and calls success callbacks

Deferred#reject => Marks the deferred / promise as failed and calls failed callbacks

Deferred#promise => Returns promise object for watching completion

#addCallback => Adds a callback function to be called if the activity is successful

#addFailCallback => Adds a callback function to be called if the activity fails

var promise = myAsyncThingy(); // Call the API that starts some async work and returns a promise

promise.addCallback(function () { console.log(""We did it""); }); // Register a success callback

promise.addFailCallback(function () { console.error(""We failed""); }); // Register a failure callback

function myAsyncThingy() {

var def = new Deferred(); // Create a deferred to use for managing our async behavior

setTimeout(function () { def.resolve() }, 1000); // In one second call the resolve function to mark it as success

return def.promise(); // return the promise for our deferred to the client

}

## Using the mythical Hydra as an example, create a button that is destroyed by clicking it, but two new buttons are created in it's place.

## Create a function that will reverse the words in a sentence.

## You have unique ASCII characters. How you can sort them ?

Run time complexity of approach ?

## N boys are sitting in a circle. Each of them have some apples in their hand. You find that the total number of the apples can be divided by N.

So you want to divide the apples equally among all the boys.

But they are so lazy that each one of them only wants to give one apple to one of the neighbors at one step.

Calculate the minimal number of steps to make each boy have the same number of apples.

Input Given:

1. A number N => number of children.

2. Sequence of N numbers, each representing number of apples a child has.

<<P.S.>>

Passing an apple means a child giving away one apple to one of its neighbour.

Even if 2 separate children can pass apples simultaneously or one child can pass 1-1 apple to each of its neighbours then that will still be counted as 2 steps and not 1 step.

## You are given with space of binary codewords, and you have to come up with an algo to generate all subspace of size 2^1 , 2^2 ,2^3 . . .2^n of that set.

subspace is defined as:

1. it should have the 00..000 code word.

2. it should satisfy closure property. ie if we add any 2 codewords then result shud lie in the subspace.

Note: code words are to be added simply under modulo 2. no concept of carry is there.

ie. 1111 + 1010 = 0101

## given an array A[0-n], find the combination of A[i] and A[j] such that

1) A[j] - A[i] is max

2) A[j] > A[i]

and

3) j > i

please suggest a better solution than n-square.

## Reverse words in a sentence.

Ex:

Input: ""reverse the word""

Output: ""word the reverse""

## How can you implement queue?

I told him about list, array, stack implementation of queue.

## Write an algorithm that will take two dates and tell you if they are more than a month apart, less than a month apart or exactly a month apart.

## Some theory

1. What is difference between override and overload

2. abstract. when will u use abstract

3. what is an interface

4. what is difference betwwen array and link list

5. what is a tree

6. what is a map\dictionary

7. Explain (orally) how would you implement a dictionary via a tree

## There are different buildings in one environment, each with machines that can handle one request at a time. How would you design the request handling so that there is no single fail-point and is scalable.

Hint: It is ok if a request is sent to a machine that is already servicing another request. We can handle requests that come back from a machine. But he didnot want a lock on a single file that contained the data of empty machines

Follow up question was, lets say BLDG-A has 250 free machines, BLDG-B has 500 free machines, BLDG-C has 100 free machines and BLDG-D has 0. How would you assign requests? What if you had 850 requests at the same time? Why would you assign what you did?

## Given a set of array of size n, return all possible subset of size k.

example: if arr = { 1,2,3,4,5,6} , k=2;

return result is: {1,2};{1,3};{1,4};{2,3};{2,4};{3,4}

or a single array {1,2,1,3,1,4,2,3,2,4,3,4}

## Given a sequence of non-negative integers find a subsequence of length 3 having maximum product with the numbers of the subsequence being in ascending order.

Example:

Input: 6 7 8 1 2 3 9 10

Ouput: 8 9 10

## Special Property Numbers:

Eg--> You have a number 8987656 or 4565676

The difference between consecutive numbers is either 1 or -1.

You are given a range, you need to print the numbers with this special property.

## This is on Additive Number Property

Additive Number examples:

123459 (1+2=3, 4+5=9)

314538 (3+1=4, 5+3=8)

122436 (12+24=36)

You are given a range, you need to print all the additive numbers.

## You are given a 2-D array with same number of rows and columns. You have to determine the longest snake in the array. The property to find the snake is the difference between the adjacent(left, right, up or down) should be either 1 or -1. If there are more than one snakes with maximum length, the output should print both of them.

Example-->

The given array elements are as follows:

4 7 9 8

5 6 5 4

6 7 8 5

10 9 7 6

The longest snakes are 7->6->5->4->5->6 and 7->6->7->6->5->4

## Class and Data Structure Design for a ""metric"" system to determine the top song of a band. Two Web Service calls:

void play(String bandname, String songname);

String topSong(String bandname);

CONSTRAINTS: For this exercise we should constrain the design to a single server and do NOT use a database, but in memory data structure.

SAMPLE INPUT/OUTPUT

play(""Guns N Roses"", ""Welcome To the Jungle"");

topSong(""Guns N Roses"") => ""Welcome To the Jungle""

play(""Guns N Roses"", ""Sweet Child of Mine"");

topSong(""Guns N Roses"") => ""Welcome To the Jungle""

play(""Guns N Roses"", ""Sweet Child of Mine"");

topSong(""Guns N Roses"") => ""Sweet Child of Mine""

scale the architecture

## Design a Text Editor, in term of class diagram and data structure required to store the data/text and Insert, Delete, search in both direction and Edit operation. Calculate the time complexity for all operation.

Note: the size of file is huge and we don't have the RAM to load entire file into a memory.

## Design a Cache System, with the appropriate data structure and operation with the time complexity.

## Given an array find the next greatest element to the right of it. [4, 5, 2, 25]

Element NextGreatestElement

4 --> 5

5 --> 25

2 --> 25

25 --> -1

i gave o(n^2), but was

asked to solve in o(n)..You can take extra space...

## I was given a space of binary codewords containing 2^k codewords of word length n. And I was asked to generate all possible subspace of size 2^1, 2^2, 2^3 . . . . .,2^k.

Definition of subspace: It should have zero codeword, and it should satisfy additive closure property under modulo 2.

example: say given space of codeword is {0000,0001,1110,1111}. Then subspace of size 2^1 are D1{0000,0001} , D2{0000,1110}, D3{0000,1111}. and subspace of size 2^2 is {0000,0001,1110,1111}.

note: the additive closure is checked under modulo 2. ie. example1 1100 + 1010 = 0110 example2 111100 + 111111 = 000011

(no concert of carry was there, bits are added and modulo 2 is taken)

## Given an array of integers, find Pythagorean triplets.

i.e. find a,b and c which satisfies a^2 + b^2 = c^2

Integers could be positive or negative.

## Given a Directed graph, and a source point say S, and say C is the most distant node from S, you need to find the route from S to C . Suppose ,for example there is a path from A-> B- >C, and a path from A->B->D->C, here the most distant node is C with path length as 4. Also, each edge has unit length. Since the graph is directed , you need to implement an algo which takes care of the cycles in the graph. How would you implement this?

## Given a string, you need to find super string by word match. i.e. all words in the input string has to occure in any order in output string.

e.g. given data set:

""string search""

""java string search""

""manual c++ string search equals""

""java search code""

""c++ java code search""

...

input: ""java search""

output:

1) ""java string search""

2) ""java search code""

3) ""c++ java code search""

input: ""c++ search""

output:

1) ""manual c++ string search equals""

2) ""c++ java code search""

There are millions of records in given data set and you need to process few million as input.

## there is a log file which contains info in below format:

timestamp : customer-id : page-id

repeat customers are customers who return to the amazon site(any page) after at least a day.

write a code to print all the repeat customers

## Consider a city (visualize a circle). It has n petrol stations in it. You are given the maximum amount of petrol that can be filled at each of these stations. You are also given the distance between one station to the next one. The aim is to cover the entire city and come back to the start point. Assume that 1 liter of petrol will last for 1km.

List out all the possible petrol stations from where the journey can be started, so as to cover the city.

## You are given an integer array, where all numbers except for TWO numbers appear even number of times. Find out the two numbers which appear odd number of times.

## int board[8][8] each value in the matrix represents a character. 1-9 number represents all whites and 11-19 represents all blacks.

Given a pawn at (x,y) print all possible moves. Assume whites are index 0 and blacks are at index 7.

## The cost of a stock on each day is given in an array, find the max profit that you can make by buying and selling in those days

## A = {5, 3, 8, 9, 16} After one iteration A = {3-5,8-3,9-8,16-9}={-2,5,1,7} After second iteration A = {5-(-2),1-5,7-1} sum =7+(-4)+6=9 Given an array, return sum after n iterations

## You have a dictionary, D, that stores the positions of words in a document by mapping words (strings) to positions in the document (arrays of ints.)

You also have a list of words, L.

Your job is to find the shortest sequence of words in the document that contains all the words in L.

E.g., if the document is ""a b a c d x b a"", then

D[""a""] = [0 2 7]

D[""b""] = [1 6]

...

If we are given that L=[""a"", ""c"", ""x""]

Then we should return the start and end point of the shortest sequence that contains all words in L, which is (2, 5)

...the simple way is O(n^2) where n is the number of words in the document

...the way I came up with is exponential in |L|

...the interviewer had a way that was O(n)

## Write a function that finds out if any two numbers within that array add up to a target.

bool addsUp(Array<int> input, int target);

## Given a double ended queue with front and rear as two pointers, if a two people play a game. Say removal of number from a given list- from either side of the list. given the fact that the players can view the list of numbers, maximize the chance of each player winning?

## There are n coins in a line. (Assume n is even). Two players take turns to take a coin from one of the ends of the line until there are no more coins left. The player with the larger amount of money wins.

1. Would you rather go first or second? Does it matter?
2. Assume that you go first, describe an algorithm to compute the maximum amount of money you can win.

**Hints:**  
If you go first, is there a strategy you can follow which prevents you from losing? Try to consider how it matters when the number of coins are odd vs. even.

**Solution for (1):**  
Going first will guarantee that you will not lose. By following the strategy below, you will always win the game (or get a possible tie).

* Count the sum of all coins that are odd-numbered. (Call this **X**)
* Count the sum of all coins that are even-numbered. (Call this **Y**)
* If **X** > **Y**, take the left-most coin first. Choose all odd-numbered coins in subsequent moves.
* If **X** < **Y**, take the right-most coin first. Choose all even-numbered coins in subsequent moves.
* If **X** == **Y**, you will guarantee to get a tie if you stick with taking only even-numbered/odd-numbered coins.

You might be wondering how you can always choose odd-numbered/even-numbered coins. Let me illustrate this using an example where you have 10 coins:

If you take the coin numbered 1 (the left-most coin), your opponent can only have the choice of taking coin numbered 2 or 10 (which are both even-numbered coins). On the other hand, if you choose to take the coin numbered 10 (the right-most coin), your opponent can only take coin numbered 1 or 9 (which are odd-numbered coins).

Notice that the total number of coins change from even to odd and vice-versa when player takes turn each time. Therefore, by going first and depending on the coin you choose, you are essentially forcing your opponent to take either only even-numbered or odd-numbered coins.

Now that you have found a non-losing strategy, could you compute the maximum amount of money you can win?

**Hints:**  
One misconception is to think that the above non-losing strategy would generate the maximum amount of money as well. This is probably incorrect. Could you find a counter example? (You might need at least 6 coins to find a counter example).

Assume that you are finding the maximum amount of money in a certain range (ie, from coins numbered i to j, inclusive). Could you express it as a recursive formula? Find ways to make it as efficient as possible.

**Solution for (2):**  
Although the simple strategy illustrated in **Solution (1)** guarantees you not to lose, it does not guarantee that it is optimal in any way.

Here, we use a good counter example to better see why this is so. Assume the coins are laid out as below:

**{ 3, 2, 2, 3, 1, 2 }**

Following our previous non-losing strategy, we would count the sum of odd-numbered coins, **X** = 3 + 2 + 1 = **6**, and the sum of even-numbered coins, **Y** = 2 + 3 + 2 = **7**. As **Y** > **X**, we would take the last coin first and end up winning with the total amount of **7** by taking only even-numbered coins.

However, let us try another way by taking the first coin (valued at 3, denote by **(3)**) instead. The opponent is left with two possible choices, the left coin **(2)** and the right coin **(2)**, both valued at 2. No matter which coin the opponent chose, you can always take the other coin **(2)** next and the configuration of the coins becomes: **{ 2, 3, 1 }**. Now, the coin in the middle **(3)** would be yours to keep for sure. Therefore, you win the game by a total amount of 3 + 2 + 3 = **8**, which proves that the previous non-losing strategy is not necessarily optimal.

To solve this problem in an optimal way, we need to find efficient means in enumerating all possibilities. This is when [Dynamic Programming](http://www.ihas1337code.com/search/label/dynamic%20programming) (DP) kicks in and become so powerful that you start to feel magical.

First, we would need some observations to establish a recurrence relation, which is essential as our first step in solving DP problems.
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The remaining coins are { Ai … Aj } and it is your turn. Let P(i, j) denotes the maximum amount of money you can get. Should you choose Ai or Aj?

Assume that P(i, j) denotes the maximum amount of money you can win when the remaining coins are { Ai, …, Aj }, and it is your turn now. You have two choices, either take Ai or Aj. First, let us focus on the case where you take Ai, so that the remaining coins become { Ai+1 … Aj }. Since the opponent is as smart as you, he must choose the best way that yields the maximum for him, where the maximum amount he can get is denoted by P(i+1, j).

Therefore, if you choose Ai, the maximum amount you can get is:

P1 = Sum{Ai ... Aj} - P(i+1, j)

Similarly, if you choose Aj, the maximum amount you can get is:

P2 = Sum{Ai ... Aj} - P(i, j-1)

Therefore,

P(i, j) = max { P1, P2 }

= max { Sum{Ai ... Aj} - P(i+1, j),

Sum{Ai ... Aj} - P(i, j-1) }

In fact, we are able to simplify the above relation further to (Why?):

P(i, j) = Sum{Ai ... Aj} - min { P(i+1, j), P(i, j-1) }

Although the above recurrence relation is easy to understand, we need to compute the value of Sum{Ai … Aj} in each step, which is not very efficient. To avoid this problem, we can store values of Sum{Ai … Aj} in a table and avoid re-computations by computing in a certain order. Try to figure this out by yourself. (Hint: You would first compute P(1,1), P(2,2), … P(n, n) and work your way up).

**A Better Solution:**  
There is another solution which does not rely on computing and storing results of Sum{Ai … Aj}, therefore is more efficient in terms of time and space. Let us rewind back to the case where you take Ai, and the remaining coins become { Ai+1 … Aj }.

[![coins2](data:image/png;base64,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)](http://4.bp.blogspot.com/_UElib2WLeDE/TVJUaw3myeI/AAAAAAAACdM/-zYRDclcIlI/s1600/coins2.png)

You took Ai from the coins { Ai … Aj }. The opponent will choose either Ai+1 or Aj. Which one would he choose?

Let us look one extra step ahead this time by considering the two coins the opponent will possibly take, Ai+1 and Aj. If the opponent takes Ai+1, the remaining coins are { Ai+2 … Aj }, which our maximum is denoted by P(i+2, j). On the other hand, if the opponent takes Aj, our maximum is P(i+1, j-1). Since the opponent is as smart as you, he would have chosen the choice that yields the minimum amount to you.

Therefore, the maximum amount you can get when you choose Ai is:

P1 = Ai + min { P(i+2, j), P(i+1, j-1) }

Similarly, the maximum amount you can get when you choose Aj is:

P2 = Aj + min { P(i+1, j-1), P(i, j-2) }

Therefore,

P(i, j) = max { P1, P2 }

= max { Ai + min { P(i+2, j), P(i+1, j-1) },

Aj + min { P(i+1, j-1), P(i, j-2) } }

Although the above recurrence relation could be implemented in few lines of code, its complexity is exponential. The reason is that each recursive call branches into a total of four separate recursive calls, and it could be n levels deep from the very first call). Memoization provides an efficient way by avoiding re-computations using intermediate results stored in a table. Below is the code which runs in O(n2) time and takes O(n2) space.

const int MAX\_N = 100;

void printMoves(int P[][MAX\_N], int A[], int N) {

int sum1 = 0, sum2 = 0;

int m = 0, n = N-1;

bool myTurn = true;

while (m <= n) {

int P1 = P[m+1][n]; // If take A[m], opponent can get...

int P2 = P[m][n-1]; // If take A[n]

cout << (myTurn ? "I" : "You") << " take coin no. ";

if (P1 <= P2) {

cout << m+1 << " (" << A[m] << ")";

m++;

} else {

cout << n+1 << " (" << A[n] << ")";

n--;

}

cout << (myTurn ? ", " : ".\n");

myTurn = !myTurn;

}

cout << "\nThe total amount of money (maximum) I get is " << P[0][N-1] << ".\n";

}

int maxMoney(int A[], int N) {

int P[MAX\_N][MAX\_N] = {0};

int a, b, c;

for (int i = 0; i < N; i++) {

for (int m = 0, n = i; n < N; m++, n++) {

assert(m < N); assert(n < N);

a = ((m+2 <= N-1) ? P[m+2][n] : 0);

b = ((m+1 <= N-1 && n-1 >= 0) ? P[m+1][n-1] : 0);

c = ((n-2 >= 0) ? P[m][n-2] : 0);

P[m][n] = max(A[m] + min(a,b),

A[n] + min(b,c));

}

}

printMoves(P, A, N);

return P[0][N-1];

}

## Find the next greatest number that can be form by same digit of the given number. sample test case input 4765 output 5467

## waf to swap kth node from first with kth node form last

example: if k=3

link list input 1->2->3->4->5->6->7.

output linked list 1->2->5->4->3->6->7

## WAP to find the longest arithmetic sequence in given array. Return number of element in series.

simple test case..

sizeofarray=4

array element

3 4 5 8

output

3

sample test case

size of array =10

array element..

-1 1 3 7 11 15 19 20 21 22

output

5

waf for a linked listed ..

shift all digit to first then consonant then vowel ..

such that list contain only one time one digit , consonant , vowel ..

List \*(List \*head);

input :

2->a->5->a->2->b->o->n->5->n.

output..

2->5->b->n->a->o..

wap to take one rotate a square matrix anticlock wise by 90 degree and add a particuler number after rotation to each prime column.

function prototype should be..

void rotate(int a[][],int size, int keytobeadded);...

sample test case....

input

size=3

keytobeadded=5;

square matrix :

1 2 3

4 5 6

7 8 9

output should be

3 11 9

2 10 8

1 9 7...........

Write a program that outputs all possible strings formed by using the characters 'c', 'a', 'r', ' b', ' o', and 'n' exactly once. Also write complexity.

Write an efficient function that returns the n’th Fibonacci number (There are many ways to solve this problem. Please write the most efficient method possible). Each Fibonacci number is the sum of the last two. The first 10 are: 1, 1, 2, 3, 5, 8, 13, 21, 34, 55.

long getNthFibonacci(long i) { ... }

Setup:

Assume primitive Facebook. FB has Members.

class Member {

String name;

String email;

List<Member> friends;

}

Question:

Code printSocialGraph(Member m). Direct friends of m are Level 1 friends. Friends of friends are level 2 friends.....and so on

Print level 1 friends first. Then print level 2 friends....and so on

void printfriendsByLevel(Member m){

//Your code here

}

Let's say we're developing a vector graphics application. It will allow the user to create lines, rectangles, circles, text, etc. and manipulate them independently - move them, resize them, etc. Design an object model for this application. (How would you model the representation of the document in an object oriented language? What classes would you define? What methods would you have? What would your API look like?)

write a function that print TRUE if (){}[] are balanced in expression .. otherwise return FALSE.

[{()}] currect.. priority of [ >}>)..........it should be preserved

....................................................................................

void check(char \*a)

{

struct s

{

char ch;

s\*next;

};

s \*st=NULL;

s\*node=NULL;

if(a=='\0')

{

cout<<"TRUE";

return ;

}

else

{

while(a[0]!='\0')

{

{

node=(s\*)malloc(sizeof(s));

char c=a[0];

switch(c)

{

case '[':

if(st==NULL)

{

node->ch=c;

node->next=NULL;

st=node;

a++;

}

else

{

if(st->ch=='('||st->ch=='{')

{

cout<<"FALSE";

return ;

}

else

{

node->ch=c;

node->next=st;

st=node;

a++;

}

}

break;

case '{':

if(st==NULL)

{

node->ch=c;

node->next=NULL;

st=node;

a++;

}

else

{

if(st->ch=='(')

{

cout<<"FALSE";

return ;

}

else

{

node->ch=c;

node->next=st;

st=node;

a++;

}

}

break;

case '(':

if(st==NULL)

{

node->ch=c;

node->next=NULL;

st=node;

a++;

}

else

{

node->ch=c;

node->next=st;

st=node;

a++;

}

break;

case ')':

if(st==NULL||st->ch=='{'||st->ch=='[')

{

cout<<"FALSE";

return ;

}

else

{

if(st->ch=='(')

{

s \*newnode=st;

st=st->next;

free(newnode);

a++;

}

}

break;

case '}':

if(st==NULL||st->ch=='('||st->ch=='[')

{

cout<<"FALSE";

return ;

}

else

{

if(st->ch=='{')

{

s \*newnode=st;

st=st->next;

free(newnode);

a++;

}

}

break;

case ']':

if(st==NULL||st->ch=='{'||st->ch=='(')

{

cout<<"FALSE";

return ;

}

else

{

if(st->ch=='[')

{

s \*newnode=st;

st=st->next;

free(newnode);

a++;

}

}

break;

default :

a++;

if(a[0]=='\0')

{

cout<<"TRUE";

return ;

}

break;

}

}

}

if(st==NULL&&a[0]=='\0')

{

cout<<"TRUE";

return ;

}

if(st!=NULL)

{

cout<<"\nFALSE";

return ;

}

}

}

write a funtion to shift all vowel in first and all consonant in last . Order of all vowel and consonant should should preserved .

1)Given binary tree find the min weighted node. ?

Min weighted node is one which has minimun sum,where sum = Rootnode.getdata + leftnode.data + rightnode.data.

implement the method to achieve the above,,,

how would u implement a function tat would generate x object 20% of the time , y object 10% of the time,z object 70% of the time?

Which data structure would u use to pass this information to the function from the main.?

What is deque ? - double ended queue

Which data structures would u use to implement deque ?

Complexities of each data structure?

Implement it using array such tat all the operations are O(1).

operations are - insert at beginning,insert at end, delete at beginning ,delete at end.

How would u achieve this.?

Write interface and code to do the above.?

why value between twin primes is divisible by 6?

eg of twin primes are [5,7], [11,13], [17,19].

given a pointer to a node of sorted singly circular linked list and value to be inserted in that list, insert the value in sorted way.

Design a data structure to store names and phone numbers in mobile phone. Implement methods to insert and to get phone number .

Some numbers on phone keypad can represent several characters(such as 2-'A','B','C'). Design an algorithm to return a list of all vocabularies which represented by several numbers. You can implement the dictionary yourself.

Sample input: 227

output: car, bar, cap

The interviewer said he could solve it by O(1).

Someone know the answer?

Sorry for my poor English.

Given 2 arrays with numbers, multiply the numbers with corresponding indexes and return the sum of all the products.

Twist :- When one array gets consumed then start with its first element again.

A : 1,2,3,4,5

B : 2,1

Output: 24 (1\*2 + 2\*1 + 3\*2 + 4\*1 + 5\*2)

Print N numbers of form 2^i.5^j in increasing order for all i >= 0 , j >= 0 ?

Example : - 1,2,4,5,8,10,16,20.....

Goal: Create a software application that takes a set of people-relationships as input and provides a user interface that allows an operator to determine how “connected” any two people are.

Relationships / Input:

John:Jane:Jill:Jeb:Jim

Jane:John:Jason:June

Jill:John:Jim

Jim:John:Jill:June

Jeb:June:John

June:Jim:Jane:Jeb

Jason:Jane

For example, John has a 2nd degree connection to June since June has a 1st degree connection to Jim who in turn has a 1st degree connection to John.

In a series of 1 to N, two numbers are missing. Find the missing numbers? Quickest way?

Coding:

Q1: How do you make it thread safe?

I said use “public void synchronized” Good. But terrible performance since the entire method is synchronized.

Q2: Can you not lock on the entire method? I said used nested locks:

His q: This will lead to a deadlock if in another thread I call Transfer (id2, id1) and Transfer (id1, id2).

How do you prevent this then? How do you design your code to not to get in to deadlock? (stumbled here)

How do you detect deadlocks? What tools would you use? I said do “Kill -3 .<process id>, and analyse if anything is deadlocked.

3) Coding question:

Will the thread spawned will ever see the flagRun=false?

My corrected answer after a couple of attempts: No, since each thread will get a copy of it’s own flagRun, changing the flagRun value in the main thread will not be seen in the spawned thread.

How to fix it: declare flagRun to be volatile so that the values can be changed and seen in either threads.

What is difference between "volatile" and "static volatile"? Give an example

Explain what is “static synchronized?” What does it lock on? what is ‘synchronized’? what does it lock on?

Coding: Write a Client/Server. Three methods are given. Msg.Get(), Msg.Process(), Msg.Send(). Write code. Since Msg.Get() and Msg.Send() has to send messages over the network. It takes a lot more number of threads. So how many threads out of 10, would allocate to each of the three processes. What is the proportion?

Puzzle: There are 5 slots(1,2,3,4,5) and 5 people(A,B,C,D,E). Each of them provide their preferences. A=1, B=2, C=3, D=4, C=4. Given an arbitary starting sequence say BCDEA, going clock wise: how many passes does it take to fill in those slots so that max number of people are happy. People are happy if A gets 1, B gets 2, C gets 3, etc. Remember D and E cannot be kept happy together at the same time because both of them prefer Slot-4.

My answer: Worst case scenario when you start at BCDEA(only E is happy because E comes in 4th position and prefers 4), next rotation pass CDEAB(no one is happy), DEABC(no one), EABCD(no one), ABCDE(4 people are happy). So for N people, it takes N passes.

His question: Can you do better than N passes? (Can you do this in less than N passes?)

(I tried to come up with something but stumbled.)

Code up a simple Bloom Filter for four letter words. Assume all words are lowercase, exactly four letters long, and only use the letters a to z. An example set of test words might be able, band, bend, card, darn, form, grab, harm, look, make, mate, peer, and team, but assume the actual list of words is much bigger.

Each time a visitor requests a page from our website, our webserver writes a log entry recoding the visitor's identity and the kind of page requested. Entries are written in chronological order to a plain-text file, with one entry per line. The format of each entry is:

user-id page-type-id

User IDs are arbitrary strings that uniquely represent a given user; if a user visits multiple pages, each log entry will have the same user ID. Page type IDs are arbitrary strings that uniquely represent a given kind of page on our site, such as the homepage, a product detail pages, or the shopping cart. Tons of users visit our website, but there are only a few dozen types of pages.

We can use our weblogs to answer questions about user behavior. One interesting question is: what is the most common three page sequence through the site? E.g., if the most common pattern is to buy items advertised on the home page of the site, we might see the most common three page sequence as "Homepage -> ProductDetailPage -> ShoppingCart". However, if customers spend a lot of time browsing the "Customers who bought this item also bought" feature, we might see the most common three page sequence as "ProductDetailPage -> ProductDetailPage -> ProductDetailPage".

Attached is a sample log file for your reference. Within the first 10 lines of the sample, customer "234" travels through the sequences "Listmania -> ProductDetail -> Checkout" and "ProductDetail -> Checkout -> HomePage" once each.

For the sake of this test feel free to assume that everything will fit in memory. Do keep in mind that given the size of our data sets, performance has to be considered, also, we will be looking at more than just correct output..

How do you add up a very long list of numbers multiple threads (100 threads?) How many cores do you require?

How do you increase the performance of this program? Does the number of threads created get limited by the cores of the box? How exactly are you gonna delegate it to the cores? (as in- these number of threads need to use core#1, and so)

There is an old dry well. Its sides are made of concrete rings. Each such ring is one meter high, but the rings can have different (internal) diameters. Nevertheless, all the rings are centered on one another. The well is N meters deep; that is, there are N concrete rings inside it.

You are about to drop M concrete disks into the well. Each disk is one meter thick, and different disks can have different diameters. Once each disk is dropped, it falls down until: \* it hits the bottom of the well; \* it hits a ring whose internal diameter is smaller then the disk's diameter; or \* it hits a previously dropped disk. (Note that if the internal diameter of a ring and the diameter of a disk are equal, then the disk can fall through the ring.)

The disks you are about to drop are ready and you know their diameters, as well as the diameters of all the rings in the well. The question arises: how many of the disks will fit into the well?

Write a function:

class Solution { int falling\_disks(int[] A,int[] B); }

that, given two zero-indexed arrays of integers - A, containing the internal diameters of the N rings (in top-down order), and B, containing the diameters of the M disks (in the order they are to be dropped) - returns the number of disks that will fit into the well.

For example, given the following two arrays:

A[0] = 5 B[0] = 2

A[1] = 6 B[1] = 3

A[2] = 4 B[2] = 5

A[3] = 3 B[3] = 2

A[4] = 6 B[4] = 4

A[5] = 2

A[6] = 3

the function should return 4, as all but the last of the disks will fit into the well. The figure shows the situation after dropping four disks.

Assume that:

N is an integer within the range [1..200,000];

M is an integer within the range [1..200,000];

each element of array A is an integer within the range [1..1,000,000,000];

each element of array B is an integer within the range [1..1,000,000,000].

Complexity:

expected worst-case time complexity is O(N);

expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

Given a sorted array of size N and a sorted array of size M+N, merge the first array into the second preserving order. There is enough space in the second array to hold all elements from the first one.

Suggest a best data structure which cab be used to represent N-ary tree. Given the root node of the same, write a function which finds out whether or not the tree has a loop/cycle.

Given a binary tree. Write a function that takes only root node as arguement and returns (sum of values at odd height)-(sum of values at even height).

Given a string, find the longest sub sequence which contains only unique characters.

Convert a BT into SUM BT(each node values = sum of left and right node).

Given a BST, along with left and right pointer for a node, it has forward and backward pointers, convert the tree into Doubly linked list using these extra pointers.

An array contains two sub- sorted arrays. Give an inplace algorithm to sort two sub arrays.

for ex: I/P: 1 4 5 7 8 9 2 3 6 10 11

O/P: 1 2 3 4 5 6 7 8 9 10 11

Write a program to sort an array of strings so that all anagrams are next to each other

ex

input {god, dog, abc, cab, man}

output {abc, cab, dog, god, man}

What should be the output of the following code.

class Test {

public int i=0;

@Override

public int hashCode() {

return i;

}

}

Class a{

psvm(){

HashMap <Test, String> hm = new HashMap();

Test t1 = new Test();

hm.put(t1,”success”);

sysout(hm.get(t1)); //print success

t1.i = 10;

sysout(hm.get(t1)); //NULL

}

}

Given an 2D array of characters. Find words in the array (either vertical or horizontal). a character cannot be part of 2 words. Maximize the number of characters used. Hint: 1D variant can be solved by Dynamic programming in linear time.

Find kth Largest element in BST

Write a code to find subset of numbers in array whose summation= given number? If this does not exist, print false

I know the solution consisting of non-negative numbers.

Is there any smart solution when the array contains NEGATIVE numbers?? Thanks.

Design a maze. Give the algorithm and code to find the correct path and get out of the maze.

Give the algorithm and code to get the depth of the deepest odd level leaf node in a binary tree.

Rotate matrix in 90 degree clockwise.

given a string in form of an array find an expanded string

e.g. A2B3C4 => AABBBCCCC

also, size of given array is exactly same as expanded string. so return the same array with expanded string.

How to Reduce wait time in Elevator Design System?

I am just curious to know if a greedy approach will work fine here?

Gave a string of characters and asked them to store in a binary search tree in such a way that it can be extracted in exactly the same order

Assume I have a log file with list of people with their arrival and departure time at an event that happened in the past.

My task is to find out the maximum number of people present at any time during the entire event? I am not given query time.

ai = Arrival time of person i

di = Departure time of person i

I have a list of pairs like (a1,d1), (a2,d2), (a3,d3).... (an,dn)... It's not in a database.

I apologize as I cannot edit my previous question. I think it had a incomplete description.

Please let me know if you guys still need clarification. Thanks

I was asked to design a meeting scheduler, just like in the Microsoft outlook calendar or the gmail calendar. I proposed that I will create an array of 48 for each day. Every 30 min representing the array entry.

I have to make sure that the next appointment does not collide with a previous meeting.

My solution works fine but it wastes too much memory.

Can anyone please tell me how do I find a better solution to detect collision for meetings.

I don't know all the meetings at the beginning. They will be added randomly later.

Thanks,

Find the longest common subsequence of two string

Discuss the design of the following game:

The board consists of the cells of 3 kinds:

ant,

water,

food

if the ant moves to the cell that has ant then both ants are destroyed

if the ant moves to the cell that has water, ant disappears

if the ant moves to the cell that has food, food cell become ant cell.

there are two players, game server.

Write a method that multiplies two integers without using multiply operator

What are the common problems in multithreading programming? Lock, Dead Lock

Discuss IEnumarable/IEnumerator pattern. WAP that implements the pattern for the collection with elements that are collections as well, i.e.:

((1,3,4), (4,5,6), (7,8,9))

input:

sum - the integer amount

n - the number of coins

d - the array contains the coins denominations

WAP that prints all the possible non-repeated combinations of n coins of denominations from d that sum up to n.

Sample of input:

d={1,5,10,15}

sum = 30

n = 6

The expected output:

1,1,1,1,1,25

5,5,5,5,5,5

discuss restaurant reservation system design

Serialize in a file and deserialize a binary tree.

Given a BST, print the node with value between [min, max], i.e. min = 10, max = 17, print the node with value between 10 and 17

Find the common friend between two people in facebook? Use graphs.

how to find lowest common ancestor of a binary tree

??

not BST

Provide a datastructure that can perform :

1. insert

2. delete

3. find min

4,. find max

5. delete min

6. delete max

all in O(1) time.

Design a scheduling system which can run 10M jobs. Jobs can be scheduled to run on a time of day, some day of the week, a particular day of the month etc.

A robot is placed on an infinite 2D grid. The robot is initially facing the east direction. It moves in a spiral movement turning to its left after each move. The movements are given as an input array.

For example, assume the Robot is initially at (x,y) and the movement array is [4,3,5,2,1,6,...].

After 1st move, Robot will be at (x+4,y)

After 2nd move, Robot will be at (x+4,y+3)

After 3rd move, Robot will be at (x-1,y+3)

After 4th move, Robot will be at (x-1,y+1)

After 5th move, Robot will be at (x,y+1)

After 6th move, Robot will be at (x,y+7)

and so on.

Find the minimum area of the rectangle which can enclose all these points.

You have a bunch of files and folders, Design a playlist which can have any file from any folder and a player that plays it

Count the number of shapes in a given (1/0) matrix. A cluster of consecutive (not diagonal) 1's defines one shape.

eg

1 1 0 0 1

1 0 0 1 0

1 1 0 1 0

0 0 1 0 0

No of shapes = 4

Write a function which compress string AAACCCBBD to A3C3B2D

Given a list of quantity of books and corresponding prices.User wants to purchase Q quantity of books. Provide an algorithm which suggest user Q Quantity of books with minimum price

e.g

Quantity of Books 10 20 30 15 25

price of books 100 200 120 130 165

user wants to purchase 500 quantity of books.come up with minimum price

Given an array sort all the elements in even positions in ascending order and odd positions in descending order

Given an array elements, Find the maximum number which can be formed by the array elements

Eg input – a[ ] = {9,6,8,1]

Output - 9861

A tree-map is implemented using BST, the complexity of search in a tree-map is guaranteed to be O(logn). How is that case of search complexity O(n) [obtained when the BST is like a linked list from the root node, only in single side] in BST avoided in tree-map.

Which data structure is preferred for performing concurrency, serialization out of BST and Hash-Table.?

Compare the space complexity of BST and Hash-Table.

Given a BST and a node, write a function to find the next biggest element in the BST in preferred language.

Suppose we are detecting fraud cheques and we found the cheques with the following list of patterns are fraud:

111122234455

1234

22334455

11111111

234567

etc.

Now if you have a new cheque and wan to detect fraud in O(1) time what data structure you want to use?

Suppose a customer buys items for $10 in a shop and the cashier swipe her card at a POS charging $10. Assume that the card has $100 balance before swiping. POS sends the $10 transaction to a machine A in the Amazon cloud. A calls a service to update transaction and card balance, and then sends acknowledgement back to the POS. But the ack got lost in the middle and POS sends another $10 transaction request. How would you make sure that the balance is $90, not $80. And how would you distinguish multiple try with two legitimate $10 transaction back to back.

Hint: You can't use more than one transaction entry in Database and you don't have the rollback provision.

Given a BST and a node, write the BST data structure and a method in Java

Node findNode(Node n)

that will find the next node of n in the BST. For example, if the tree looks like:

7

/ \

5 11

/ \ /

4 6 9

/ \

2 15

Then,

findNode(2) = 4,

findNode(4) = 5,

findNode(5) = 6

findNode(6)=7

findNode(7)=9

findNode(9)=11

findNode(11)=15

Note that you are not given the root of the tree.

Hint: you may assume that you have parent pointer.

what's encapsulation

Difference between bit-wise operator and logical operator

Design a GPS system

How to detect cycles in a graph?

Don't need to write code, just your idea and complexity.

what is volatile in java

What is IOC container and how did that works, and explaining the pros and cons.

Write a function, that given a list of integers and an integer s, prints any 2 numbers in the list that sum to s.

1, 2, 3, 4, 5 sum = 6 could print:

1 + 5 = 6

2 + 4 = 6

4 + 2 = 6

5 + 1 = 6

Given a file which contains list of function with parameters and return types (Assume parameters and return type as primitives) they can be of any order

Example: File functions.txt contains below info

int e=f1(a,b,c,d)

int c=f2(a,b,d)

f3(a,c)

float d = f4()

question follows as below

We need to implement function

execute(functions.txt,a,b,d) where functions.txt is the file which contains just functions info and a,b, d are input parameters of functions defined in the file.

Now read the file and we need to determine the order of execution of function depending on the input parameter list

we can't execute f1 first because we have only parameters a , b and d

f2 can be executed because we have a, b and d parameters, which gives parameter c

now f3 can be executed because we have parameters a and c..

so we need to find the order and execute functions as quickly as possible (can use multi threading)

so efficient order is

f2 and f4 can run parallel and then f1 and f3 can be started only after completion of f2.

What are the data structures we use here to solve this problem

Consider execute function which takes always 1st parameter as filename and the rest of parameters as dynamic (similar to ... in java for dynamic parameter list)

find the distance between 2 values in a binary search tree. Node will have value, left node and right node

implement the function int Distance(Node root, int val1, int val2) without recursion

Note: function depth(root, val) returns the depth of sub tree. Interviewer is ok about the depth of tree functionality but he asked me if Distance(Node root, int val1, int val2) implementation is correct.

Complexity is O(logN)

Given a multidimensional array with only 0s and 1s, reverse the array! I guess what he meant was flip 0s to 1s and vice versa! The array could be of any dimension ex:4X4X4X4....

(I dint get this q's so asked for another!)

Given a char array color[]={'a','b','c','d','e','f'.......'z'}

and a random array arr[]= {'f','a','b','b','z','a','a','a'}

you need to sort them such that resultant array will be {'a','a','a','a','b','b','f','z'}.

Conditions:

1) You should use swap function.

2) Every element may repeat minimum 5 times and maximum 26 times.

3) 'a' can be swapped only 1 time, 'b' can be swapped max 2 times,'c' can be swapped 3 times ...... z can be swapped max 26 times.

4) You cannot make elements of given array to 0.

5) you should not write helper functions.

Input will be of 100 elements each.

Suppose that we have a sorted singly linked list with integer values. For example:

1 -> 2 -> 3 -> 4 -> 5 -> 6 -> 7

We want to change the pointers of this linked list so that it becomes:

7->1->6->2->5->3->4

I did not have enough time left to finish my code and I could not think of a good solution.

Write a method to compute the difference between two ranges. A range is defined by an integer low and an integer high. A - B (A “minus” B) is “everything in A that is not in B”

Given N arrays with sizeof N, and they are all sorted, if it does not allow you to use extra space, how will find their common datas efficiently or with less time complexity?

There are two strings, String 1 and String 2 remove the characters from string 2 which are present in string 1

Example: String 1: Amazon, String 2: And

O/p: mzo

Given a sentence and a function isValidDictionaryword(String s), which returns true if the word is present in dictionary. WAP to separate valid dictionary words in the sentence with a space.

I/P : thereisastoneontheroad.

O/P : there is a stone on the road.

You are given two array lists. One Array List contains information of latitudes and longitudes of all the amazon stores and another array list contains all the possible values of latitudes and longitudes. Find an optimal way to find out all the latitudes and longitudes which are nearest to one pair of amazon store.

ArrayList<latitude, longitude> AmazonStore;

ArrayList<latitude, longitude> World;

Following is an interview question asked by 'Amazon' to me. I still haven't come up with a optimized solution.

Problem Statement:

Given an unsorted array of integers n. Return 'true' if the addition of any integers from that array matches with the target value else return false.

Note:

1)'n' could be 1000 or 10,000.

2) Target value could be 'negative'

Test Condition:

i/p:- Array A[]= {-5,6,7,1,0,12,5,-6,100}

Target = 13

o/p:- TRUE

As, 6+7=13.

If we try to do it linearly or normally it will take O(2^n) time complexity.

So I am looking for any method or algorithm which will optimized this problem more.

A spreadsheet consists of a two-dimensional array of cells, labeled A1, A2, etc. Rows are

identified using letters, columns by numbers. Each cell contains either an integer (its value) or

an expression. Expressions contain integers, cell references, and the operators '+', '-', '\*', '/'

with the usual rules of evaluation – note that the input is RPN and should be evaluated in stack

order.

Write a program (in C, C++ or Java) to read a spreadsheet from ‘stdin’, evaluate the values of

all the cells, and write the output to ‘stdout’.

The spreadsheet input is defined as follows:

• Line 1: two integers, defining the width and height of the spreadsheet (n, m)

• n\*m lines each containing an expression which is the value of the corresponding cell

(cells enumerated in the order A1, A2, A<n>, B1, ...)

Your program must output its data in the same format, but each cell should be reduced to a

single floating-point value. For example, we would expect the following expect to produce the

indicated output:

Input Expected Output

3 2

A2

4 5 \*

A1

A1 B2 / 2 +

3

39 B1 B2 \* /

3 2

20.00000

20.00000

20.00000

8.66667

3.00000

1.50000

The above example input visually looks like:

| 1 | 2 | 3 |

--+-------------+-------+--------------+

A | A2 | 4 5 \* | A1 |

--+-------------+-------+--------------+

B | A1 B2 / 2 + | 3 | 39 B1 B2 \* / |

------------------------+--------------+

Implement the Huffman compression algorithm as shown in the example below:

1) Given a string AAAAAABBCCDDEEFFFFF, group them according to the number of occurrences: A => 6, B => 2, C => 2, D => 2, E => 1, F => 5

2) Concatenate them according to their number of occurrences (adding the number of occurrences while doing it)

3) Put the concatenate strings in a tree-like structure:

Write a program to fill a crossword puzzle, given an empty 2D array, the starting positions of the to-be-filled words in the array and the length of each word and a dictionary of words.

Also, come up a appropriate DS for the words in the dictionary that can be specifically advantageous to this problem.

Given a 2D array of chars and a raw list of valid words.

1) Find all the valid words from the array. From each element in the array, you can traverse up, down, right or left.

Eg,

valid words from the above 2D array -> god, goat, godbody, amour,....

2) Also, find a suitable DS to store the raw words list.

I used a recursive approach to solve the problem in exponential time. Can't think of any better approach.

Given a list of n gas station of form P(D,X) where D is the distance from this station to next station and X is the amount of petrol available at this station, identify the starting station from where you can complete journey to each station in order from 1.....N. You can only go in one direction i.e from P(i) to P(i+1)

EDIT: I forgot to mention that travelling distance K consumes K units of gas.

EDIT2: I proposed an O(n^2) solution, then interviewer asked me if I can do better.

Given a linked-list and 2 integers k & m. Reverse the linked-list till k elements and then traverse till m elements and repeat.

For a given binary tree, print level order nodes in reverse i.e Bottom to Top in different lines.

Find the longest tree walk in a tree. The question is to print the longest path in a tree. the path need not got through the root. The path should be between two leaves.

There are 50 Red and 50 white balls. and two back.

Put all these balls in two bag such that if we pick any of the bag, probability of getting red is maximum .....

Defining a tree as such that the parent node always contains the sum of children nodes.

Coul be something like this):

private static int p\_get\_nodes\_value\_sum(TreeNodeCollection v\_tree\_original)

{

//TreeNodeCollection a\_child = v\_tree\_original.ChildNodes;

//TODO:sum the child nodes

int a\_suma = 0;

foreach (TreeNode a\_child in v\_tree\_original)

{

if (a\_child.ChildNodes.Count > 0)

a\_suma += p\_get\_nodes\_value\_sum(a\_child.ChildNodes);

else

a\_suma += Convert.ToInt16(a\_child.Value);

}

return a\_suma;

}

public class TreeParentSum: TreeNode{

public TreeParentSum(TreeNode v\_tree)

{

int a\_sum = p\_get\_nodes\_value\_sum(v\_tree.ChildNodes);

TreeNode a\_node = new TreeNode("PARENTNODE", a\_sum.ToString());

a\_node.ChildNodes.Add(v\_tree);

}

}

Change the structure of a Tree node to hold a pointer for the next in-order element (sucessor).

Given a Binary Search Tree.. transform it on a LinkedList by setting the next pointer described above.

Maybe this is a duplicate question.

Implement a shared int pointer in C++ (SharedIntPtr).. the use would be like this:

There is also this reference count which tells how many references do you have.

And the question was: Implement SharedIntPtr, constructors and reset().

Print all combination of given length k possible with characters available in a given string "S" with repetition in new lines.

Example

S="abc"

k=2

output:

aa

ab

ac

ba

bb

bc

ca

cb

cc

Create a list of Vertical sum of a given binary tree.

We are given a matrix of MxN elements with each element either being 0 or 1.Find the shortest path between a given source cell to a destination cell.

An element value of 0 means we cannot create a path out of that cell

You are given two Strings lets say "S" which consist Upper Case albhabets and '?' character only and p. You are required to replace '?' with some alphabet so that resulting string have maximum number of "p" in it. You can replace '?' with any alphabet.

2. Replace '?' such that it should be lexicographically sorted.

Example

S="ABAAMA????MAZON????????"

p="AMAZON"

The final string S = "ABAAMAZONAMAZONAAAMAZON"

S="?????"

p="ABCD"

Final Result="AABCD"

Soln:- Proceed from the end of the String.

Given a UNORDERED tree and two node elements, we are suppose to find the common LEAST ancestor if present from the given tree.

Given sorted integer array and a given value we have to find two elements which will sum up to a given value. Test all corner cases with minimum complexity.

An array of size N is given. Array is sub divided into sub array of size K. Find maximum value of each sub array.

My ans-

While traversing the array keep on adding values to max heap of size K and keeping a virtual window of size K on array.

When element leaves the window then remove the leaving element from heap too and reheapify the heap. And max element of that window will be again on top in heap.

Any better approach?

Given a node of Binary Tree . find all node's at distance k from it .

You have a web server's log that records for each user the URL that he accessed.

Example format:

How to find the maximum common (sub)sequence of visited URLs from all users? Write code in java

Log entries are ordered based on timestamp.

Example log (omitting timestamp for clarity):

John URL1

John URL2

Jim URL2

Mary URL1

John URL4

etc

Update:

Example:

So the max common URL sequence is A,C,C (URL A followed by URL C, followed by URL C)

Find if the given two trees can be joined leaf to leaf?

program to find all prime numbers in the range of

the input start/end numbers.

start number: 1,000,000,000,000

end number: 1,000,000,000,000,000

suppose i m sitting on a server and several machines are pinging me with a word each and we are storing these words in a Queue.Now,the data stored in the queue is very large and we can process it once only.At the end of the day we are given 5 words and we have to find all the anagrams(for each of the 5 words) present in the queue.

Given a Binary Tree (not BST) with integer values . 1) Find path from root to any node with max sum. 2) As there can be many path's find all of them. 3) Print all such paths.

Do this in O(n) : n is number of node's in tree. he wanted an O(n) solution not O(n)+O(n) ie. u can't traverse tree twice .

Classic 2-sum problem.

Hint, using hash table.

Implement atoi().

Select a random node data from a very long linked list whose length is not known such that the probability of each node is equal.

Large shared HDD is synced with Cloud Server. HDD contains same files multiple times by different users. How does the cloud server manage duplicates. It can't store all the duplicates. Duplicates may not be differ by file name. Discuss algorithm.

there are two arrays named A and B , both of them with k size, they are sorted in acsending order. could you find k-th smallest combinations of ai, bj -->(ai+bj) . 0<=i,j <k.

for example: a = {1, 3, 6} b = {4, 5, 6} then we will get 1 + 4 = 5, 1 + 5 = 6, and 1 + 6 = 7,the result is 5,6,7. does it make you understood? and could anybody do it with less time and space complexity.

Hi guys, thanks for all your suggestions and idea, and finally I get my answer and here are my c++ codes, time complexity is O(k\*lgk), and space complexity is O(k):

#include<iostream>

using namespace std;

typedef struct node{

int row;

int col;

int data;

}Node, \*PNode;

void swap(PNode &a, PNode &b) {

PNode temp = a;

a = b;

b = temp;

}

void adjust\_min\_heap(PNode \*bin, int i, int k) {

int left = 2 \* i + 1;

int right = 2 \* i + 2;

int min\_index;

if(left < k && bin[left]->data < bin[i]->data) {

min\_index = left;

} else {

min\_index = i;

}

if(right < k && bin[right]->data < bin[min\_index]->data) {

min\_index = right;

}

if(min\_index != i) {

swap(bin[i], bin[min\_index]);

adjust\_min\_heap(bin, min\_index, k);

}

}

void build\_min\_heap(PNode \*bin, int k) {

for(int i = k / 2; i >= 0; i--) {

adjust\_min\_heap(bin, i, k);

}

}

int \*get\_k\_th\_minimum(int \*a, int \*b, int k) {

PNode \*bin = (PNode\*)malloc(sizeof(PNode) \* k);

int \*result = (int\*)malloc(sizeof(int) \* k);

memset(result, 0, sizeof(int) \* k);

int i;

int count = 0;

for(i = 0; i < k; i++) {

bin[i] = (Node\*)malloc(sizeof(Node));

bin[i]->row = i;

bin[i]->col = 0;

bin[i]->data = a[i] + b[0];

}

build\_min\_heap(bin, k);

while(count < k) {

result[count++] = bin[0]->data;

bin[0]->col += 1;

bin[0]->data = a[bin[0]->row] + b[bin[0]->col];

adjust\_min\_heap(bin, 0, k);

}

for(i = 0; i < k; i++) {

free(bin[i]);

}

free(bin);

return result;

}

void main() {

int a[] = {1, 2, 4};

int b[] = {5, 9, 11};

int k = 3;

int \*p = get\_k\_th\_minimum(a, b, k);

for(int i = 0; i < k; i++) {

cout << p[i] << " ";

}

free(p);

getchar();

}

Suppose there is a distance matrix which consists of n points and that gives the distance of say (a,b) = 6 , (a,c) = 5. If there are N points assume 10000, then it requires N \* N matrix to store the corressponding distances.How to store the matrix in such a fashion that it gives a fast retrieval and optimized storage.

3.Find the first unique character in a Stream. Please note that you are being provided a stream as a source for these characters.

The stream is guaranteed to eventually terminate (i.e. return false from a call to the hasNext() method), though it could be very long. You will access this stream through the provided interface methods.

A call to hasNext() will return whether the stream contains any more characters to process.

A call to getNext() will return the next character to be processed in the stream.

It is not possible to restart the stream.

If there is no unique character, then return the character '#'. # won't be any character in the character stream.

You just have to complete the function getUniqueCharacter() using the functions hasNext() and getNext() which are already defined.

Example:

Input:

aAbBABac

Output:

b

Input:

aBBa

Output:

#

2.Given an integer linked list of which both first half and second half are sorted independently. Write a function to merge the two parts to create one single sorted linked list in place [do not use any extra space].

Sample test case:

Input: List 1:1->2->3->4->5->1->2; Output: 1->1->2->2->3->4->5

Input 2: 1->5->7->9->11->2->4->6; Output 2: 1->2->4->5->6->7->9->11

C/C++/Java/C#

struct node

{

int val;

node \*next;

}

node\* sortList(node\* list1) {

}

Java

class Node

{

int val;

Node next;

}

Node sortList(Node list1) {

}

1.You are given a function calcDifference which takes in the root pointer of a

binary tree as it's input. Complete the function to return the sum of values of nodes at

odd height - sum of values of node at even height. Consider the root node is at height 1

/\* Write your own custom functions here \*/

int calcDiff(node \* root){

/\*

struct node {

struct node \*left,\*right;

int val;

node(int x){

val = x;

}

};

typedef struct node node;

The structure is already declared, you can just start initializing nodes

\*/

}

Implement a method for a web service call that receives a collection of n coordinate points and returns

the kth closest point to the origin (0,0). For example, if k=1 the closest point to the origin should be

returned. If k=n the furthest point from the origin should be returned. (Use Divide and Conquer Approach looking for implementation in Java)

nth size of array Push all the non-zero's of a given array to the end of the array. In place

Given a String "abcxrrxabcrr"

Find the first repeated string with minimum 3 character?

Answer is "abc" min 3 characters.

What is the difference between heap and priority queue?

What is its time complexity?

Time Complexity of array(both sorted and unsorted) and doubly linked list(both sorted and unsorted)?

What is the difference between overloading and overriding?

Given an int array sequence:

1

1,1

2,1

1,2,1,1

1,1,1,2,2,1

3,1,2,2,1,1

1,3,1,1,2,2,2,1

1,1,1,3,2,1,3,2,1,1

...

What's the rule of the sequence?

Given an other int array a[], how to determine if a is in the sequence?

Design a Restaurant Reservation system.

Given 2 BSTs. Find the largest common bst between them.

WAP to print k closest points in a plane having n points (2D).

You have a two dimensional array of size m\*n. The

elements in the rows are sorted and every row has

unique elements means( in a row no two elements are same) but

the elements can repeat across the rows.

For example:

you have following 2-D array:

{

2 5 7 9 14 16

3 6 8 10 15 21

4 7 9 15 22 35

7 8 9 22 40 58

}

You are supposed to write an efficient function which

will take upper 2-D array as input and will return a

one-dimensional array with following properties:

a) the 1-D array must contain all the elements of above

2-D array.

b) the 1-D array should not have any repeated elements.

c) all the elements should be in sorted order.

For example:

for the above 2-D array, the output should be:

A [ ] = { 2, 3, 4, 5, 6, 7, 8, 9, 10, 14, 15, 16, 21, 22, 35,

40, 58 }

Function Prototype should be :

int [ ] MergeAndSort( int[ ][ ] inputArray )

you r given an array and you have to find out the top 3 repeated numbers.

for e.g. RAM[] ={20,8,3,7,8,9,20,6,4,6,20,8,20}

so the output will be : 20 is repeated 4 times , 8 is repeated 3 times, 6 is repeated 2 times .

complexity must be best

differences between integer and int

given stream of integers? find first 100 large numbers

how garbage collector works in java

what is virtual binding?

What is deadlock? example

Given file tokens find common token?

Given an integer, i, find whether it can be expressed as 2^k. Where k< i

Given an array say [9,20,-2,-45,23,5,1], find the minimum positive missing number from the array.

The answer in this case will be 2.

No coding, just was asked to tell how I would do this:

Adding a new part to the webpage that shows recently viewed items.

Questions: What items would you put in the web page?

How would you design the data structure?

How many items should be put on the list?

What would be size in bytes if we store 10 items per user?

Discuss other issues.

Implement a cache that stores a fixed amount of data, provides random access to the elements and is circular (like after completely filling a cache array, overwrite policy is overwriting the first item, then the second item and so on)

Given: A tree in which each node has a pointer to its parent and two nodes.

Print path for each of the two nodes from node to root.

If path for one node is partially same for the second node then only print the part of the path that is not same.

Do zigzag level order traversal of a BST

Find the nodes at d distance from a certain node in a Binary Tree

Find the largest number obtained by rearranging the digits in O(n) time.

Why C language does not support column major array?

Given a BST, with nodes having a parent pointer, a pointer to a node (any node), and a value. Find the path from the given node (pointer), to the node with the given value.

Find the element that appears once

Given an array where every element occurs three times, except one element which occurs only once. Find the element that occurs once.

Expected time complexity is O(n) and O(1) extra space.

Examples:

Input: arr[] = {12, 1, 12, 3, 12, 1, 1, 2, 3, 3}

Output: 2

Total number of steps are given (let N)

at a time you can take one or two steps..

Q total number of ways to reach N.

My Ans: find out total number of non -ve solution to the

equation X + 2Y = N

For every pair of value, find out total number of arrangement. Ex X = x and Y = y

then arrangement is (x+y)!/(x! \* y!).

I think my answer is correct but interviewer was not convince.. may be he is looking some mugged answer ..

Design a system where you can reutrn top 20 queries made in last 24 hours to users.

Think on the scale of Google and Yahoo. How would you store data. What will be your data structures, algorithm to get that data.Describe your assumptions etc.

For simplicity, you can assume that every web server create a log file with query and timestamp.

given arr1 = {5,6,4,2,2} arr2={4,2,2,1}

return common elements {4,2,2}

HashMap h=new HashMap;

h.put(1,tom);

h.put(1,tom)

how hashmap deal with duplicate entries...

"What will happen if two different objects have same hashcode?”

Given a graph and asked to print some order which is BFS..so asked to implement BFS

and each node is of type person

class person{

int ssn;

String name;

}

Given an NxN matrix with unique integers : Find and print positions of all numbers such that it is the biggest in its row and also the smallest in its column.

Write a program that takes an array of numbers, and then prints out all the possible pairs of numbers that sum up to the value N.

E.g., if the array contains the numbers {0, 1, 2, 2, 3, 4, 5} and the target value N is 4, then the output would be (0, 4), (1, 3), (2, 2).

EMP (empno, name, deptno, salary)

DEPT (deptno, name)

Write a SQL query that tells me the average salary by department name.

you have a matrix of N x N filled with 1 or 0. you can move only 1 step either right or 1 step down. you need to count maximum number of "connected 1" in given matrix. for example

0 0 1 1

1 1 1 0

1 0 1 0

0 1 0 1

[Start from top left] maximum no. of 1 is 4

[1,0][1,1][1,2][2,2]

If we have a very big text file which contains millions of lines of code. On every line there is a one word. We also have a random generator which returns a number between 0 and 1. When we have 1 - this will corresponds to the last line of the file. When we have 0 - to the first one. We want an algorithm which tells as the word (the line) which corresponds to the generated number.

Write an algorithm to check if a tree is binary search tree

A soccer league has n matches with A,B,C teams with number of goals scored by each team in each match.If a team wins against another team ,It gets 3 points and lost team gets 0 point.If a tie ,both team gets 1 point.Now how do you frame the ranking of teams.

1) All teams played n matches.

2) A team 1 match,B Team 2 matches, 3 team 3 matches.Like wise it goes.

They looked for coding and data structure techniques.

A log file which has user details(user ID,timestamp) and pages visited in a particular day by that user.The next day -the same kind of log file gets generated.How do you find the probability of users who logged in consecutive days out of the second day - logged in users? The question is simple,but they look for the efficient data structure and time complexity.

Assume there's a website with 8 pages. We are interested in calculating the most frequently visited page sequences of size 3( e.g 1->5->2 ).We are given a log file that has several rows for a particular time period. Each row has following info : time, UserID, page visited

Suggest an optimal algorithm to find the most frequest visited page sequence of size 3.

In a circle there are N number of Gas filling stations which can provide you will gas of capacity C1, C2…CN. Distance between filling station is D1, D2, D3……DN. Considering your vehicle will consume 1 volume of gas per distance. Find the filling station from which you should start the journey so that you will never get short of Gas.

Develop a function which will return either true or false. But at any point of time it should not return more than N number of true (it can be less than N) in last X secs.

Given an initial word and a final word(both same length) suggest an algorithm to find if there were some intermediate steps to convert the initial word to the final word.

The word at every step should be just one character different from the previous word and should be a valid dictionary word.( E.g TAP -> TOP is allowed, since the only difference from previous word is 2nd character and TOP is a valid dictionary word , but TAP -> TOO isn't allowed since 2 characters are different).

Write a function that will return true if a circular singly linked list has duplicate values. For example, given a pointer to a node in the circular singly linked list, \*slist, where the only values each node of this list contains int value, and \*nxt\_pointer. How would you traverse it and what way will allow you to have the best case for time-complexity? How would we know when the circular singly linked list stops?

Array on integer is given

find out next bigger number

Ex {2,5,3,4,61}

Out: 2->5

5->6

3->4

4->6

6->-1 //not possible

1-> -1 //not possible

How to find length of a singly linked list with loops??

write code in java /c for expression 5+4\*(7-15) or have parenthesis in any order .

Given two arrays, write a program to merge them to a new sorted array ? and give test cases..

Write a program that finds whether the two binary trees are mirror image of each other?

write code to find the height of a character which is written on the m\*n Grid. where 1 denote the character on the grid.

The dynamic-set operation UNION takes two disjoint sets S1 and S2 as input, and

it returns a set S = S1 U S2 consisting of all the elements of S1 and S2. The

sets S1 and S2 are usually destroyed by the operation. Show how to support UNION

in O(1) time using a suitable list data structure.

Find the lexicographic rank of a string in the list of permutations of all characters of that string.

Find the first missing number in an array of sorted numbers.

Eg: Input : 4,5,6,7,9,11,14,18,19

Output : 8

Expected complexity : O(log n)

Approach is similar to binary search

Write a function to calculate the difference between the sum of all nodes' value at even and level of a Tree.

Write a function to sort linear Linked list without using extra memory.

Reverse word in the string

Find the least common ancestors for two tree node. Given the parent point.

Given two arrays, array1 and array2

using the rule of array1 to sort array2.

Ex.

array1 = { B, A, C}

array2 = {A, B, A, C, A, B, B, C, A}

output: sortedArray2 = {B,B,B,A,A,A,A,C,C}

What if array2 existed some element not existed in Array1? Can you put it in the end? and sorted by alphabetical? What if array have lower case and upcases letter?

generate permutations of a string without duplicates and without using hashtable to memorize the permutations.

Given two singly linked list, find if they are intersecting. Do this in single iteration. Also find the intersecting node in O(n) time and O(1) space. By intersection I mean intersection by reference not by value

write insert method to insert a node into sorted circular linked list (Sorted based on int value). insert method takes 2 arguments, one is value to be inserted and other is reff to any random node in the sorted circular linked list

An array of building coordinates (x-axis point from origin,height,width) in units were given as an input. Buildings can overlap. We have to give the side view as an answer. Input will be given in sorted order based on x-axis point.

Ex : Draw rectangles based on the given co-ordinates to understand the problem better.

i/p : (5,10,25),(10,20,15),(15,5,5)

o/p : 5R 10U 5R 10U 15R 10D 5R 10D

means draw line 5units Right 10units Up 5 units Right ...

here

R-right, U-up , D- Down

the o/p should be in such a way if we follow that, we should be able to draw side view of those buildings.

Expected better than O(n^2) solution.

Just came from interview. The interviewer asked me this question: copy tree with unlimited number of children with breadth fist search...

given a very large file with words. Reverse the order of all words. For Example: How are you doing today? -->>today? doing you are How I know you may say reverse the whole and reverse each word but, the interviewer said that the file is too big to fit into the memory and the file should be read through a inputStream object, then write the result file to harddisk.

construct a BST given its preorder traversal. solution which i gave :-

make first element of array as node of tree and then if element is less than root and if greater then on right. but i got the answer right for the given example but i am not sure if it was right. can you please suggest me a method to do it.

Give a rectangular matrix(order mxn), each cell having only 0's or 1's, find the largest rectangular sub-matrix with equal number of 0's and 1's in it. O(m^2 n^2) solution possible... More time efficient algorithm required... Is O(mn) possible?

I need to insert an element in a heap, making sure that it does not already exist in it. Can this be done in O(logn) time?

find longest palindrome in a given string, expecting time complexity must be less than O(n^2).

Given a million points (x, y), give a O(n) solution to find 100 points closest to (0, 0).

Find the union of non-overlapping ranges,

e.g; given an array {0,3,1,5,7,9,8,13} where 0 is starting point and 3 is the end point and so on.

The output should be {0,5,7,13}

Given a tree with following special property, develop an algorithm to find the LCA of two input nodes. Only O(1) variables can be used.

property - all nodes have information only about their parents not their children.

// Finds and returns the value of the element that occurs an odd number of times

// in the input array. Examples:

// [1000000] => 1000000

// [2, 2, 2] => 2

// [1, 3, 3] => 1

// [1, 2, 3, 1, 2, 3, 4] => 4

// [1, 2, 3, 2, 1, 2, 3, 2, 1] => 1

// etc.

int findOdd(int[] input, int length) {

}

Here is a Java function API: int [] intersection(int [] a, int [] b). Provide your implementation of this Java function. (Note: it is an easy question. They are looking for code quality.)

There is a sorted array of infinite numbers (can contain duplicates). Given a number. Find the last occurring instance of that number in the array.

Ex., i/p: 12344445566667789...

search number: 6

o/p: 12 (index)

Given: a file with all possible words

Given: word like in Hangman game: H\_L\_

Output: getPossibleSolutions(“H\_L\_”) -> set contains strings “HELL”, “HELP”

given an ASCII string, return the longest substring with unique characters. Ex: dabcade => Ans: bcade.

Stream has 2 methods

char getNextChar()

bool hasNextChar()

Stream is expected to have 1 M characters. Your application cant store them.

Want to find the 1st unique character in the stream

How will you remove duplicate characters in a string

You are given an array which contains coin denominations. e.g. d = {1,2,3,5,8,12,15,21,37,56}. Each of these denominations are in infinite numbers. Write a program to produce the minimum number of coins(with denomination) which sum up to a given value. e.g. 189

output: 3(56)+1(23) = 4

you may produce output as 56->56->56->23

You are given 2 fair dices, whose all 6 faces are blank. You have to fill these faces with 0-9(you can repeat some digits, as there are 12 faces) such that, you should be able to produce all the dates of an English month.

e.g. you should be able to show 01 02 ....09 10.....30 31

Given two binary trees. Write a function to determine whether they are similar or not.

Given a word and special characters print all the combinations of that word along with atmost 2 special characters

Word - test

special characters 0-9,%,#,&,!

Eg: test, test1, test2, te3st, te1!st, test#%, 12test, !te5st, t0est&, etc. etc.

Given a 2-D MxN matrix having each value as difficulty for the block. A frog is starting from a point Matrix[0][0] and will have to reach Matrix[M-1][N-1]. It can jump any step in one go [ 1, 2, ..... M-1] horizontally OR [ 1,2,3,.... N-1] vertically

Each difficulty value is positive. Write code to give path trace for frog.

Two structure to use -

struct node

{

int x;

int y;

struct node \*next;

};

struct path

{

int difficulty;

struct node \*pathlink;

}

Ex matrix - 4X4 matrix

7 9 2 11

13 23 1 3

14 11 20 6

22 44 3 15

Minimum difficulty = 7 (a[0][0])+ 2(a[0][2]) +3(a[3][2])+15(a[3][3]) = 27

Path trace will have = 7->2->3->15

You have a list of 1 million distinct English words. Each word is between 1 to 40 letters long and contains only alphabets, no space or special characters. The list is already sorted alphabetically.

Given a word shorter than 40 letters, find all words in this list that are only 1 letter different from this word, spelling order is not important.

There are 3 types of matches: 1. Swap one letter with another and you have an exact match 2. Remove one letter and you have an exact match and 3 Add one letter and you'll have an exact match. For example: Given the word "coverage", these are valid matches:

1. "converge". Swap 'n' with 'a'

2. "coverages". Remove 's'.

3. "overage". Add a 'c'.

What's the time complexity of your algorithm?

Can your algorithm handle the request to find words that are 2 letters different from the given word?

Given an integer (assume it's smaller than 50), write an algorithm that will generate all possible combinations of integers greater than 1 and they produce a sum equals to this number. The same number can appear more than once in a combination. What's the time complexity of your algorithm?

For example:

<=1 -> {}

2 -> {2},

3->{3},

4->{[4], [2, 2]},

5->{[5], [3, 2]},

6->{[6], [4, 2], [3, 3], [2, 2, 2]}

7->{[7], [5, 2], [4, 3], [3, 2, 2]}

8->{[8], [6, 2], [5, 3], [4, 4], [4, 2, 2], [3, 3, 2], [2, 2, 2, 2]}

....

I have 10 million 10-bit integers to sort, how would you sort them and what's the time complexity?

Follow-on question: Instead of sorting integers, I now have 10 million pairs to sort. Each pair consists of a 10-bit integer and an object, the sort order is determined by the 10-bit integer. Will your original sort algorithm hold or do you need sort it differently?

(A word of advice: Ask as many questions as you want during the interview, but you MUST be quick. Also, don't mention anything until you've thought it through clearly, otherwise you're just inviting more questions. Time is of essence, you're too slow if this question takes you more than 15 minutes to come up with the optimal solution, because remember, you have to leave time for explanations and other questions)

Given an array of integers and a function Arrange(int position), the function takes the position of an element in the array as input and puts this element at the last position and arranges the array. Now the objective is to sort the array using the Arrange function minimum number of times.

In a file stream, you are at unknown position. You have an API to move forward or backward 1 Byte at a time and the pointer points to first bite.

Assumption: Chinese character occupies 4 bytes and English character occupies 2 bytes. Chinese character always starts with first bite value 1 (means first bite of the character out of 4 bytes) and English character with first bite value 0. Any character (Chinese or English) is identified by first bite of fist Byte of the character.

Example: x is 0 or 1

Chinese 1xxxxxxxx|xxxxxxxxx|xxxxxxxxx|xxxxxxxxx

English 0xxxxxxxx|xxxxxxxxx

Problem Statement: You need to develop an algorithm or code (C++) to find out the character that the current pointer pointing to.

Suppose we have a some part of stream like CCECC and pointer at 6th Byte, then the current pointer that it is pointing to Chinese character.

C | C |E | C | C

BBBB|BBBB|BB|BBBB|BBBB

++++ ++

You have a matrix of size (m x n). find submatrix of size (k x k) with maximum possible sum. 0<k<m and 0 <k <n

[HINT] use DP

You are given a binary search tree T of finite (means can fit in memory) size n in which each node N contains

- integer data element

- pointer to left child

- pointer to right child

- pointer to in order successor (which is set null for each node)

Set all in order successor pointers of the given binary search tree.

Given a conteneous input stream of integer.. Find out Maximum N number at any given instance..

You are given with N number of linklist of max size k. Some linklists are merged with each other and some are stand alone. Return all stand alone linkedlist... not just number of stand aone...

Given an 2D array which is row wise sorted and column wise sorted. Search a given element fron the array.

Given two arrays, A and B, both containing integers, find values that appear in both arrays and output them.

I knew the fastest answer to this, which is basically adding array A to a hashmap and then checking if that map contains each element of B, which is an O(n) operation, but uses memory in O(n) as well. The interviewer then asked if I could figure a way of doing this with a complexity of O(n) without using any extra memory, basically just O(1) for memory.

Is this possible? I could not think of a simple quick solution for this on the fly, but I imagine it is possible.

Here is the code I wrote during the interview.

Also, another quick question, is it typical for a phone interviewer to only ask you one question? I think it would be kind of difficult to ask more than one technical question, including coding, in such a short amount of time, i.e. < 1 hour

Dictionary d: boolean isWord(String)

Input: "thisisawesome"

Output:

this is awesome

this is awe some

isWord("this") == true

isWord("esome") == false

Design an algorithm to find the least common ancestor of two nodes in a Binary tree(Note: Its not a binary search Tree)

Node Structure is given as

Given a string, you have remove duplicates from it in O(n) time and O(1) space.

we have streaming numbers, where numbers may repeat for example 1,2,5,11,2,8,2,9 number 2 is repeating. provide nth number where n is the index of number, excluding the repeated number. hence for above example if n is 3 return 8 because 2 is repeating so excluded. best time and space. code in java.

How to find maximum path sum in a binary tree.

The path need not be a top-bottom, can start and end nodes need not be root or leaf, path can start in left/right subtree and end in right/left subtree wrt any node.

Give a BST and a number. we need to find next bigger number in BST.

We have n number of sorted array for fixed length.

Now we have to merge these and need to save finaly result array into given array.

Note- we can't use extra space except the given array.

first non repeating character from a given string

find the sub array of sum K from the the given unsorted array

only pre oder of BST is given need to construct BST in O(n)...O(nlog(n)) is rejected

matrix contains a 1's and 0's find the entities filled with 1's and bounded by 0's ...we need to give the no of such entities exists in the matrix

given a binary search tree, find the any 3 nodes such that sum is K

find the largest BST from the given Binary tree

3)array contains only 0 and 1's need to sort the array such that all zeros at first and 1's later part of the array

2)2D graph, there are two pints (x1, y1) (x2, y2) x1<x2 & y1<y2 and we are supposed to move in positive direction either right or up i.e (x1+1) or (y1+1) only

we need to find the no of paths to reach that point x2, y2

total 3 questions

1)pre fix to post fix

Given two node values for a tree, find LCA. Consider edge cases - (1) If there exists only one value in the tree, return null. (2) If none of the values exist in the tree, return null. (2) Handle ancestors for duplicate values like -

20

/ \

10 50

/ \ / \

10 17 40 60

/ \

5 15

So for above tree if values 5 and 17 are given, there LCA is the upper 10 and not the lower. You can exemplify something I bet :-)

Given a sorted array of size n implemented as ring buffer, so that when array has reached (n-1) index, it will be overwritten from 0th index and likewise it will continue. Given any number, find its index in the array in less than linear time. Interviewer asked to consider the edge cases which I could not quite understand during the interview. I told, the edge cases would be no-element array, array with one element and such.

I will try to state the question. We all know mobile phone's keypad where "2" is mapped to ABC, "3" to DEF and so on. Given any sequence of integers, find all the (matching) combinations in your phone book.

Write an algorithm to print out how many extra duplicates there are in a binary search tree.

input 1:

2

/ \

1 2

output 1:

2 1

input 2:

3

/ \

2 3

/ \ \

1 2 4

/ \

3 4

\

5

\

5

output 2:

2 1

3 2

4 1

5 1

Given:

Node {

int value;

Node left;

Node right;

}

Remove the duplicates in a linked list

I don remember the exact question. I guess it was " Given an array where the first and 2nd haalf of the array are sorted. Print the sorted array"

Online Test: Find the least common ancestor for any two given nodes in a Binary search tree

Given an array of n integers, Display the numbers with even frequency.

Reverse a string. Give complexity.

Implement a stack using two queues (no coding necessary)

Check if a tree is a binary search tree

(screening round)

Implement atoi. What would be your approach converting for string to hex.

(screening round)

Given two sorted arrays, merge them into result array with sorting. Time and Space Complexity.

Given a ternary string, you have to count the total number of contiguous substrings (contigious set of characters), that you can form from this given string such that they comprise of either only one or two different characters.

Please note that a unique substring will be decided by its starting and ending indices. So, a substring 'ab' with starting and ending indices being 1 and 2 respectively should be considered different from a substring 'ab' with starting or ending indices (or both) other than 1 and 2 respectively.

For example:

input ternary string - aabc

output - 8

The above string comprises of the following substrings that have either one or two of the characters - a, a, b, c, aa, ab, bc and aab. So the final answer is a total of eight substrings.

input ternary string - abc

output - 5

The above string comprises of the following substrings that have either one or two of the characters - a, b, c, ab and bc. So the final answer is a total of five substrings.

input ternary string - baaccb

output - 16

The above string comprises of the following substrings that have either one or two of the characters - b, a, a, c, c, b, aa, cc, ba, ac, cb, baa, aac, acc, ccb and aacc. So the final answer is a total of sixteen substrings

Consider there are n matrices. For eg, A, B, C and D are four matrices. Find the groupings of matrices during their product, the operations involved in your choice of grouping is minimal.

For eg, you can group like (AB)CD or (ABC)D or A(BC)D or A(BCD) .... But among these options in which grouping the operations of matrix multiplication will be minimal. Remember in matrix multiplication , multiplication and sum of elements are involved.

For an array of n integers and a number k between 2 and n, give an algorithm to determine if there are k elements that sum to zero. What are the time and space complexity?

In a hall there are many peoples, where some people know each other, one one person who dont know anyone but all other people know him, So we have to find that person.

You have to use this method

boolean knows(personA, personB){}

It will return true if person knows each other other wise false.

Given an array of numbers (integers) find all pythogorean triplets (a^2 + b^2 = c^2). print a,b an c and the indexes.

Prefix Expression to Postfix Expression.

Given two positions in a 2-D matrix, say (x1, y1) and (x2, y2) where x2>=x1 and y2>=y1. Find the total number of distinct paths between (x1, y1) and (x2, y2). You can only move in right direction i.e. positive x direction (+1, 0) or in up direction i.e. positive y direction (0, +1) from any given position.

Example: If the given coordinates are (3,3) and (5,5), the number of distinct paths are 6 : one going through 3,5 ; one going through 5,3 and four going through 4,4.

Given an array containing sequence of bits (0 or 1), you have to sort this array in the ascending order i.e. all 0' in first part of array followed by all 1's. The constraints is that you can swap only the adjacent elements in the array. Find the minimum number of swaps required to sort the given input array.

Example: Given the array (0,0,1,0,1,0,1,1) the minimum number of swaps is 3.

Note: You just need to complete the function given below for this task. The function is given a binary string as input and returns the required answer.

Given the root of a tree and two other nodes n1, n2. Find the distance between n1 and n2

Given a sorted string s1 and an unsorted string s2. Sort s2 based on the sorting algorithm applied in s1.

Ex:

s1 = fghab

s2 = abfmgfghnaixcv

Output: ffgghaabmnixcv

An operation "swap" means removing an element from the array and appending it at the back of the same array. Find the minimum number of "swaps" needed to sort that array.

Eg :- 3124

Output: 2 (3124->1243->1234)

How to do it less than O(n^2) ?

Given an arrangement of balls on 2-D Euclidean plane (i.e a flat surface), you have to assign a color to each ball

such that no two adjacent balls are of the same color. A greedy approach can be used to reduce the number of

colors required.

Question:

Model this as a graph problem. [Hint: Balls become vertices, adjacency relation is modeled by edges, and each

vertex has a unique identification number and a color.]. Write a program that finds the number of colors

required and outputs the balls (unique ids) along with their colors.. Note that to solve this problem, all balls and

their neighbors must be inspected.

Use adjacency lists to represent the graph.

The input to this program is a file containing the number of balls in the first line followed by the list of

adjacencies – one per line: e.g. an input line containing

x,y

denotes that balls x and y are neighbors. Here x and y denote the unique ids of the two balls.

A simple greedy algorithm for this color assignment problem is as follows:

I. Sort all the vertices in the graph on the basis of their degrees [This sorting should be done in-place on

the array of adjacency lists.]. Assume colors are ordered c1, c2, …

II. Let u be the un-colored vertex with the smallest degree. [Break ties in favor of the vertex with the

smaller id]

a. Assign first color ci in the list of colors to u such that

color(u) ç ci where ci != color(vj ) for any vertex vj in the adjacency list of u.

III. Repeat step II until all vertices are colored.

Implement your solution using a Graph ADT that supports the following interfaces:

a) Graph createGraph() : Creates an empty graph.

b) Graph addEdge(Graph g, Vertex v1, Vertex v2): adds an edge from vertex v1 to vertex v2 to the graph g.

If a new vertex is found, then an entry has to be added in the adjacency list

c) Iterator getNeighbors(Graph, Vertex): gets a list of neighbors of the vertex.

d) Graph sortGraphbyDegree(Graph) : sorts the adjacency list based on degree of the vertices. The vertex

with smallest degree will appear first, and the vertex with the largest degree will appear last. If two

vertices are having the same degree, then their order of appearance will not change.

e) Color chooseColor(Graph, Vertex): returns the first color in the list of colors that satisfies the condition

mentioned in step (2) above.

f) int assignColors(Graph) : invokes chooseColor vertex by vertex and stores the chosen color in the

corresponding vertex. This function returns the number of colors used.

g) printGraph(Graph , num\_colors\_used, file) : prints the number of colors used, num\_colors\_used, in the

first line of the output file. It then prints the graph into the file using the following format:

(vertexid,color):v1,v2,v3,vn

where vertexid is the unique id of the vertex, color is the color assigned to the vertex, and v1,v2,…,vn

correspond the unique identification numbers of the vertices that are adjacent to the current vertex.

Data structures Used:

Graph: This is a dynamic array, such that each entry in the array contains a pointer to vertex vi, the degree of vi

and a list of neighbors of vi.

Vertex: Each vertex contains the unique identification number of the vertex, its color.

List: This is for the list of neighbors, such that each entry in the list corresponding to vertex vi consists of a

pointer to vertex vj, ? vj Î neighborhood(vi)

Steps to perform:

1. Write the relevant Header files for an adjacency list representation of Graph

2. Write a driver file that reads an input file containing the edges in the graph and prints the graph after

coloring the balls. This driver uses the adjacency list for graph representation.

a. The driver takes the name of the input file and output file as command line parameters.

b. From the file, find number of nodes involved.

c. For each line in the input file corresponding to an edge

i. add the edge using call to addEdge().

d. The driver must then invoke function sortGraphbyDegree() to sort the vertices in the increasing

order of their degrees.

e. Invoke assignColors to assign colours to each vertex.

f. Print the number of colours used and the resultant graph into the output file using the call to

the function printGraph(). If no output file is mentioned in the command-line, then print the

graph into the screen.

3. Write the code for the functions a - g

A stream of numbers of length not more than M will be given. You don't know the exact length of the stream but are sure that it wont exceed M. At the end of the stream, you have to tell the N/2 th element of the stream, considering that N elements came in the stream. what would be best space complexity with which you can solve this problem

What is a HashMap? What is one advantage of using a HashMap versus a TreeMap?

Given an array of integers, find the mode and the frequency of the mode. If possible, print each number along with its frequency.

In a hash map with objects as keys,

a) what method do you have to overwrite to do this?

b) how would you resolve a collision?

Find all elements in an array that appears 1/k times where k is any number such that 1<k<n. n is the size of array.

There is a given linked list where each node can consist of any number of characters :- For example

a-->bcd-->ef-->g-->f-->ed-->c-->ba.

Now please write a function where the linked list will return true if it is a palindrome .

Like in above example the linked list should return true

If you 15,000 HTML files, find all phone numbers in the files?

Last question and only asked to give general ideas!

Given two numbers, print all prime number between two given numbers.

what is hashtalbe?

How to use hashtable?

What is hash function?

How will you deal with hash space conflict?

Write code to delete every Nth node from double linked list.

You have an array of size n with values ranging from 1 to n. Exactly one number is missed and one number is repeated. Find missing number and Repeated number.

Given:-

1) an array of strings.

2) a directed graph whose each node has a character

(graph may be cyclic)

count the number of occurrences of each string(given in array) in the graph.

int isBST2(struct node\* node) {

return(isBSTUtil(node, INT\_MIN, INT\_MAX));

}

/\*

Returns true if the given tree is a BST and its

values are >= min and <= max.

\*/

int isBSTUtil(struct node\* node, int min, int max) { if (node==NULL) return(true);

// false if this node violates the min/max constraint if (node->data<min || node->data>max) return(false);

// otherwise check the subtrees recursively,

// tightening the min or max constraint

return

isBSTUtil(node->left, min, node->data) &&

isBSTUtil(node->right, node->data+1, max)

);

Change the BSTutil function such that if root==null return false.

After changes the code should tell correctly if binary tree is BSt or not.

Sort an array of characters in linear time complexity (and linear space complexity if that's possible).

Given a list of strings, write an alogirthm that will return a list of sets of

\* permutations.

\*

\* sample input: [abc, cab, ba, b, ba]

\* sample output: [{abc, cab}, {ba}, {b}]

\*/

A queue is implemented using a circular list. If only one pointer is given to which node a pointer p should point such that enqueue and dequeue operation could be performed in o(1).

options are

1) Rear

2)Front

3)Node next to front

4) one more option was there

There are three operations on a stack. push, pop and one extra operation reverse that will reverse the element in stack. Using this we have to implement a queue. so for Enqueue and Dequeue operations how many operations on stack are needed.

options are

1) 3,3

2) 1,1

3)1,3

one more option was there i don't remember

Given a binary tree, where each node has some value.

Print the path with maximum value.

Designa a phone book - basically contact book on phone.

Give data structures and give time complexity to search a phone number.

Ex: search - freeninza and if found in your phone book return the mobile number of user.

Given 2 strings find if they are anagram

Given two strings A and B of different length, find that whether all the characters of A exists in B or not.

For example,

1.

A: 'abcd'

B: 'agbchd' ===> letters of string A exists in B.

2.

A: zzz

B: abz ==> letters of A exists in B.

Given a string with duplicate character. Tell its rank among all its permutations sorted lexicographically. Spcially mentioned that string contains duplicate characters.

Print a binary tree in vertical.

e.g.,

1

/ \

2 3

/ /

4 5

\

6

o/p: 4 2 1 5 3 6

how to sort a single linked list with out using an additional node?

How would you implement PIPE functionality in UNIX systems. Like "tail -f xyz.log | grep amazon"

How would you implement trending topics for twitter. Think at large scale as well.

Please elaborate your assumptions as well.

Design a system where you can reutrn top 20 queries made in last 24 hours to users.

Think on the scale of Google and Yahoo. How would you store data. What will be your data structures, algorithm to get that data.Describe your assumptions etc.

For simplicity, you can assume that every web server create a log file with query and timestamp.

Implement the classes to model two pieces of furniture (Desk and Chair) that can be constructed of one of two kinds of materials (Steel and Oak). The classes representing every piece of furniture must have a method getIgnitionPoint() that returns the integer temperature at which its material will combust. The design must be extensible to allow other pieces of furniture and other materials to be added later. Do not use multiple inheritance to implement the classes.
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# C++ Notes

## Complete Reference Notes

Non-static member variables can’t have initializer.

No member can be an object of the class that is being declared

No member can be auto, extern, or register.

**Unions**

Unions may contain member functions and variables.

They may include ctors and dtors.

No inheritance

Unions can’t be base classes

Can’t have virtual member functions

No static variables

A reference member can’t be used

*A union can’t have as a member any object that overloads the = operator*

*An object can’t be a member of a union if the objet has an explicit constructor or destructor function*

**Anonymous unions**

No objects can be created

Only data, no functions

No private or protected data

Global anonymous unions must be specified as static

**Friend functions**

A **friend** function has access to all **private** and **protected** members of the class for which it is a **friend**

Useful when:

Overloading certain type of operators

Friend functions make the creation of some type of IO functions easier**\*\*\*\*More explanation**

Two or more classes may contain members that are interrelated to other parts of your program.

A derived class doesn’t inherit friend functions

A friend function may not have a storage class specifier, i.e. they may not be declared as static or extern.

A **friend** of one class may be a member of another

**Friend classes**

When one class is a friend of another, it only has access to names defined within the other class. It doesn’t inherit the other class.

Uses**\*\*\*\*More explanation**

**Inline functions**

Constructors and destructors can be inlined.

**Static members**

**Static data member**

Static data members are only **declared** in the class. We must provide a global definition for it elsewhere outside the class. This is done by redeclaring the **static** variable using the scope resolution operator to identify the class to which it belongs

Static member variable exists even before an object is created.

Count the number of objects that are in existence.

**Static member functions**

They can only refer to other static members of class

A static member function doesn’t have this pointer

There can’t be static and non static versions of same function

A static member function may not be virtual

They can’t be declared as const or volatile

**Scope resolution operator**

To allow access to a name in the enclosing scope that is hidden by a local declaration of the same name

**Nested classes and Local classes**

Nested classes: It is possible to define one class within another

Local class: A class defined within a function.

All member functions must be defined within the class declaration. The local class may not use or access local variables of the function in which it is declared (except that a local class has access to **static** local variables declared within the function or those declared as **extern**). It may access type names and enumerators defined by the enclosing function, however. No **static** variables may be declared inside a local class.

**this pointer**

used in operator overloading

A base class pointer can also be used as a pointer to an object of any class derived from that base

You can access only base class members

You can do casting to access all members of derived class object

The use of base pointer to derived types is useful when creating runtime polymorphism through the use of virtual functions

Pointers to class member ( .\* , ->\* )

int cl::\*data; //not specific to any object

data = &cl::ival; //offset

**References**

There are three ways that a reference can be used: as a function parameter, as a function return value, or as a stand-alone reference.

**Reference parameters**

void swap(int &a, int &b)

**Passing references to objects**

void neg(cl &o) {//def o.i=1;}

**Returning references**

Functions to be used on left of =

char& Replace(int i);

replace(5)=’x’;

When returning references the object being referred should not go out of scope after the function terminates

**Independent references**

All independent references must be initialized when they are created.

You can’t ref another ref

You can’t create array of references

You can’t create a pointer to a ref

A ref variable must be initialized when it is declared unless it’s a member of a class, a func parameter, or a return value.

A base class reference can be used to refer to an object of a derived class

**New and delete**

p\_var = new type; int\* p = new int;

initializing allocated memory: p\_var = new type(init); int\* p = new int(10);

allocating arrays: p\_var=new type[size];

Arrays can’t be initialized using new.

Allocating objects: class\_ptr = new ClassName;

placement new: useful for overloading new

p\_var=new (location)type;

**copy constructor**

classname (const *classname* &*o*) {

*// body of constructor*

}

used when one object initializes other

When one object explicitly initializes another, such as in a declaration: myClass x = y;

When a copy of an object is made to be passed to a function : func(y);

When a temporary object is generated (most commonly, as a return value): y = func();

Default arguments

int f(int a, int b=1);

**Function overloading and ambiguity**

1. myFunc(float i);
2. myFunc(double i);

myFunc(10.1); -- > B

myFunct(10);🡪 ??

void f(int x);

void f(int &x);

f(2);🡪ambigous

**Operator overloading**

Member functions

non-member functions (friends almost)

ret-type className::operator#(args){

}

**Prefix and postfix ++ & --**

type operator++() 🡪prefix

type operator++(int x)🡪postfix

You cannot alter the precedence of an operator. You cannot change the number of operands that an operator takes. Except for function call operator “()”, operator functions can’t have default arguments

. , :: , .\* , ? can’t be overloaded.

Except for = operator, operator functions are inherited by derived classes.

**Friend functions for overloading**

=, (), [] , -> can’t be overloaded using friend functions

When overloading ++/--, you need to use a reference parameter when using a friend function

type operator++(className &ob)

{}

type operator++(className &ob, int x) // postfix

{}

Friend operator functions add flexibility

Ob + 100;

100 + Ob; // valid with friend functions.

**New & Delete overloading**

void \*operator new(size\_t size)

{

//perform allocation

// return pointer to allocated memory

}

void operator delete(void \*p)

{

//free(p);

}

void \*operator new[](size\_t size)

{}

void operator delete[](void\* p)

{}

// Nothrow version of new.

void \*operator new(size\_t size, const nothrow\_t &n)

{

// Perform allocation.

if(success) return pointer\_to\_memory;

else return 0;

}

// Nothrow version of new for arrays.

void \*operator new[](size\_t size, const nothrow\_t &n)

{

// Perform allocation.

if(success) return pointer\_to\_memory;

else return 0;

}

**Overloading [] , () , ->**

type className::operator[] (int i)

{}

To use [] on both left and right side of assignment make return type as a reference

type& operator[] (int i)

{}

**Overloading ()**

type operator() (arglist);

When overloading (), you can use any type of parameters and return any type of value.

**Overloading –>**

*class member access* operator

className\* operator->()

*object->element;*

Here, *object* is the object that activates the call. The **operator–>()** function must return a pointer to an object of the class that **operator–>()** operates upon. The *element* must be some member accessible within the object.

**Overloading ,(comma) operator**

Binary operator.

**Inheritance**

Public🡪public remains public, protected remains protected

Private🡪everything become private

Protected🡪public becomes protected, protected remains protected

(the access specifier is **private** by default if the derived class is a **class**. If the derived class is a **struct**, then **public** is the default in the absence of an explicit access specifier.)

**Constructors, Destructors and Inheritance**

Constructors are called in order of derivation, left to right, as specified in **derived**'s inheritance list. Destructors are called in reverse order, right to left.

Passing parameters to base class constructors

*derived-constructor(arg-list) : base1(arg-list),*

*base2(arg-list),*

*// ...*

*baseN(arg-list)*

{

// *body of derived constructor*

}

**Granting access**

When a base class is inherited as private, all public and protected members of that class become private members of the derived class. However, in certain circumstances, you may want to restore one or more inherited members to their original access specification.

In Standard C++, we have two ways to accomplish this.

First, you can use a **using** statement.: *using base-class::member;*

The second way to restore an inherited member's access specification is to employ an **access declaration** within the derived class. *base-class::member;*

**Virtual base classes**

B:i

D1:j D2:k

D3:i?? which i

There are two ways to remedy the preceding program.

1. The first is to apply the scope resolution operator to i and manually select one i.

2. When two or more objects are derived from a common base class, you can prevent multiple copies of the base class from being present in an object derived from those objects by declaring the base class as **virtual** when it is inherited.

**Polymorphism**

A *virtual function* is a member function that is declared within a base class and redefined by a derived class.

When a base pointer points to a derived object that contains a virtual function, C++ determines which version of that function to call based upon *the type of object pointed to* by the pointer. The same effect applies to base-class references.

Virtual functions must be non-static members of a class

They can’t be friends

Constructors can’t be virtual; but destructors can

When a virtual function is inherited, its virtual nature is also inherited

**Pure virtual functions**

virtual type func(param) = 0;

You can’t create objects of abstract classes, but we can create references and pointers of abstract classes.

**Templates**

**Template functions**

template<class Ttype> ret-type Func (arglist)

{

}

***explicit specialization***

template<> ret-type Func <SpecializedType>(arglist)

{

}

**Generic classes**

template <class Ttype>

class className

{

};

Creating object of a template class 🡪 className<type> ob;

Defining member functions of template class

template<class Ttype> ret-type ClassName<Ttype>::member-Func(arglist)

{

}

**Non-type arguments with Generic classes**

-int, pointer or references

Non-type parameters are restricted to integers, pointers, or references. Other types, such as **float**, are not allowed. The arguments that you pass to a non-type parameter must consist of either an integer constant, or a pointer or reference to a global function or object. Thus, non-type parameters should themselves be thought of as constants, since their values cannot be changed.

**Using default arguments with template classes**

template<class X=int> class MyClass

{ };

It is also permissible for non-type arguments to take default arguments.

**Explicit Class Specializations**

template <> class myclass<int>

**typename**

The second use of typename is to inform the compiler that a name used in a template declaration is a type name rather than an object name. For example,

typename X::Name someObject;

ensures that X::Name is treated as a type name.

**export**

The **export** keyword can precede a template declaration. It allows other files to use a template declared in a different file by specifying only its declaration rather than duplicating its entire definition.

**Exception Handling**

**try**, **catch**, and **throw**.

Throwing an unhandled exception causes the standard library function **terminate()** to be invoked.

**Restricting Exceptions**

*ret-type func-name*(*arg-list*) throw(*type-list*)

{

// ...

}

Attempting to throw an exception that is not supported by a function will cause the standard library function **unexpected()** to be called.

If you wish to rethrow an expression from within an exception handler, you may do so by calling **throw**, by itself, with no exception

**Setting the Terminate and Unexpected Handlers**

terminate\_handler set\_terminate(terminate\_handler *newhandler*) throw( );

unexpected\_handler set\_unexpected(unexpected\_handler *newhandler*) throw( );

Both **set\_terminate()** and **set\_unexpected()** require the header **<exception>**.

**The exception and bad\_exception Classes**

When a function supplied by the C++ standard library throws an exception, it will be an object derived from the base class **exception**. An object of the class **bad\_exception** can be thrown by the unexpected handler.

**C++ Stream classes**

|  |  |  |
| --- | --- | --- |
| **Template Class** | **Characterbased Class** | **Wide-Characterbased Class** |
| basic\_streambuf | streambuf | wstreambuf |
| basic\_ios | ios | wios |
| basic\_istream | istream | wistream |
| basic\_ostream | ostream | wostream |
| basic\_iostream | iostream | wiostream |
| basic\_fstream | fstream | wfstream |
| basic\_ifstream | ifstream | wifstream |
| basic\_ofstream | ofstream | wofstream |

**C++’s predefined streams**

|  |  |  |  |
| --- | --- | --- | --- |
| **Stream** | **wchar\_t streams** | **Meaning** | **Default Device** |
| cin | win | Standard input | Keyboard |
| cout | wout | Standard output | Screen |
| cerr | werr | Standard error | output Screen |
| clog | wlog | Buffered version of cerr | Screen |

**typeid**

#include <typeinfo>

typeid(object);

typeid returns a reference to an object of type type\_info. ==, != , before(), name()

bad\_typeid exception is thrown when ptr is null

typeid can only be applied to polymorphic classes

typeid(type\_name)

typeid can be applied to template classes

**Casting operators**

dynamic\_cast

dynamic\_cast<target-type> (expr);

The target type must be a pointer or reference type and the expression being cast must evaluate to a pointer or reference

D \*dp = dynamic\_cast<D\*>(bp);

Dynamic\_cast can be used with template classes

Const\_cast

Const\_cast<type>(expr);

To remove constness

Const int \*val;

int \*p = const\_cast<int \*> (val);

\*p=\*val \* \*val;

Const\_cast can also be used to cast away const-ness from a const reference

Const int &val;

Const\_cast<int&>(val) = val \* val;

Sataic\_cast

Non-polymorphic cast ; similar to simple casting.

Static\_cast<type>(expr);

Reinterpret\_cast

Converts one type into fundamentally different type.

Example pointer to integer

**Namespaces**

**Conversion functions**

operator type()

{return value;}

No arguments

**Const member functions and mutable**

Member functions declared as const can’t modify this pointer. You can’t modify the object calling the function

Const functions can only call other const functions

If you want some members of the class to be modifiable by const functions then declare them as mutable

**Volatile member functions**

this is treated as volatile

int f() volatile;

**Explicit constructors**

To not allow the automatic conversions of on argument constructors

MyClass x =10; // converts to MyClass(10);

But if the constructor is explicit them MyClass x = 10; is not valid

Asm

Assembly in C

asm(“cp code”);

## Simulating final class in C++

template <class T>

class MarkFinal {

private:

MarkFinal(){}

friend T;

};

class Final: virtual MarkFinal<Final>{

public:

Final(){}

};

class Derived//: public Final // Compiler error

{

public:

Derived(){}

};

int main()

{

Final f;

}

Sol 2

/\* A program with compilation error to demonstrate that Final class cannot

be inherited \*/

#include<iostream>

using namespace std;

class Final; // The class to be made final

class MakeFinal // used to make the Final class final

{

private:

MakeFinal() { cout << "MakFinal constructor" << endl; }

friend class Final;

};

class Final : virtual MakeFinal

{

public:

Final() { cout << "Final constructor" << endl; }

};

class Derived : public Final // Compiler error

{

public:

Derived() { cout << "Derived constructor" << endl; }

};

int main(int argc, char \*argv[])

{

Derived d;

return 0;

}

# Effective C++

## Prefer consts, enums, and inlines to #defines

Replace #define with consts

1. #define ASPECT\_RATIO 1.653 -> const double AspectRatio = 1.653;

**Two special cases**

1. The first is **defining constant pointers.** Because constant definitions are typically put in header files, it's important that the pointer be declared const, usually in addition to what the pointer points to

**const char \* const authorName = "Scott Meyers";**

**const std::string authorName("Scott Meyers");**

2. The second special case concerns **class-specific constants**

To limit the scope of a constant to a class, you must make it a member, and to ensure there's at most one copy of the constant, you must make it a static member:

class GamePlayer {

private:

**static const int NumTurns = 5; // constant declaration**

**int scores[NumTurns]; // use of constant**

...

};

What you see above is a declaration for NumTurns, not a definition. Usually, C++ requires that you provide a definition for anything you use, **but class-specific constants that are static and of integral type (e.g., integers, chars, bools) are an exception**. **As long as you don't take their address, you can declare them and use them without providing a definition. If you do take the address of a class constant**, or if your compiler incorrectly insists on a definition even if you don't take the address, you provide a separate definition like this:

**const int GamePlayer::NumTurns;**

You put this in an **implementation file,** not a header file

**Older compilers**

class CostEstimate {

private:

**static const double FudgeFactor;** // declaration of static class

... // constant; goes in header file

};

const double // definition of static class

**CostEstimate::FudgeFactor = 1.35;**

Enum Hack:

When you need the value of a class constant during compilation of the class

class GamePlayer {

private:

**enum { NumTurns = 5 };** // "the enum hack" — makes

// NumTurns a symbolic name for 5

int scores[**NumTurns**]; // fine

};

**Sometimes #defines is a must:**

1. When we have a non-integral constant, such that we will have to give the definition of the static variable outside the class, and we want to use this static constant inside the class.

class InterstCalc

{

static const double rate;

interstCalc()

{

rate\*time\*prinicpal;

}

}

**For function-like macros, prefer inline functions to #defines.**

#define CALL\_WITH\_MAX(a, b) f((a) > (b) ? (a) : (b))

template<typename T> // because we don't

inline void callWithMax(const T& a, const T& b) // know what T is, we

{ // pass by reference-to-

f(a > b ? a : b); // const — see Item 20

}

## Use const whenever possible

Outside of classes, you can use it for constants at **global or namespace scope**, as well as for **objects declared static at file, function, or block scope**. Inside classes, you can use it for both **static and non-static data members**. For pointers, you can specify whether the **pointer itself is const, the data it points to is const, both, or neither**.

char greeting[] = "Hello";

char \*p = greeting, ; // non-const pointer

// non-const data

const char \*p = greeting; // non-const pointer,

// const data

char \* const p = greeting; // const pointer,

// non-const data

const char \* const p = greeting; // const pointer,

// const data

If the word const appears to the left of the asterisk, what's pointed to is constant; if the word const appears to the right of the asterisk, the pointer itself is constant; if const appears on both sides, both are constant.

**const\_iterators**

STL iterators are modeled on pointers, so an iterator acts much like a T\* pointer. Declaring an iterator const is like declaring a pointer const (i.e., declaring a T\* const pointer): the iterator isn't allowed to point to something different, but the thing it points to may be modified. If you want an iterator that points to something that can't be modified (i.e., the STL analogue of a const T\* pointer), you want a const\_iterator:

std::vector<int> vec;

...

**const** std::vector<int>::iterator iter = // iter acts like a T\* const

vec.begin();

\*iter = 10; // OK, changes what iter points to

++iter; // error! iter is const

std::vector<int>::**const\_iterator** cIter = //cIter acts like a const T\*

vec.begin();

\*cIter = 10; // error! \*cIter is const

++cIter; // fine, changes cIter

**functions returning const objects**

**const** Rational operator\*(const Rational& lhs, const Rational& rhs);

**(a \* b) = c;** //Illegal as \* returns const type

**const Member Functions**

The purpose of const on member functions is to identify which member functions may be **invoked on const objects**.

class TextBlock {

public:

...

**const** char& operator[](std::size\_t position) **const** // operator[] for

{ return text[position]; } // const objects

char& operator[](std::size\_t position) // operator[] for

{ return text[position]; } // non-const objects

private:

std::string text;

};

TextBlock's operator[]s can be used like this:

TextBlock tb("Hello");

std::cout << tb[0]; // calls non-const

// TextBlock::operator[]

**const TextBlock ctb("World");**

**std::cout << ctb[0]; // calls const TextBlock::operator[]**

**Bitwise const and logical const**

bitwise is provided by C++: a member function is const if and only if it doesn't modify any of the object's data members

logical is programmers responsibility: a const member function might modify some of the bits in the object on which it's invoked, but only in ways that clients cannot detect.

mutable : if you want to change a data member's value in const function.

**To avoid duplication** call **const version from non-const version** and cast away the constness from return type. To call the const version, cast the \*this to const type.

Should not call non-const from const.

class TextBlock {

public:

...

const char& operator[](std::size\_t position) const // same as before

{

...

return text[position];

}

char& operator[](std::size\_t position) // now just calls const op[]

{

return

**const\_cast<char&>**( // cast away const on

// op[]'s return type;

**static\_cast<const TextBlock&>**(\*this) // add const to \*this's type;

[position] // call const version of op[]

);

}

...

};

**const can be used with pointers, references, iterators, func params, return types, local variables, member functions.**

## Item 4: Make sure that objects are initialized before they're used

* Prefer member initialization list
* const and references are to be initialized in member initialization list
* Order of initialization of members of a class: Base classes are initialized before derived classes, and
* within a class, data members are initialized in the order in which they are declared
* **static objects**: global, namespace scope, staic in class, static in function, static at file scope
* Problem of the order of initialization of non-local static objects defined in different translation units

class FileSystem { // from your library

public:

...

std::size\_t numDisks() const; // one of many member functions

...

};

**extern FileSystem tfs;** // object for clients to use;

// "tfs" = "the file system"

class Directory { // created by library client

public:

Directory( params );

...

};

Directory::Directory( params )

{

...

std::size\_t disks = **tfs.numDisks();** // use the tfs object

...

}

**Directory tempDir( params );** // directory for temporary files

Unless tfs is initialized before tempDir, tempDir's constructor will attempt to use tfs before it's been initialized.

Move each **non-local static object into its own function, where it's declared static**. These functions return references to the objects they contain. Clients then call the functions instead of referring to the objects. In other words, non-local static objects are replaced with local static objects.

class FileSystem { ... }; // as before

**FileSystem& tfs() // this replaces the tfs object; it could be**

**{ // static in the FileSystem class**

**static FileSystem fs; // define and initialize a local static object**

**return fs; // return a reference to it**

**}**

class Directory { ... }; // as before

Directory::Directory( params ) // as before, except references to tfs are

{ // now to tfs()

...

std::size\_t disks = **tfs().**numDisks();

...

}

**Directory& tempDir() // this replaces the tempDir object; it**

**{ // could be static in the Directory class**

**static Directory td; // define/initialize local static object**

**return td; // return reference to it**

**}**

## Know what functions C++ silently writes and calls

Compilers may implicitly generate a class's default constructor, copy constructor, copy assignment operator, and destructor.

class Empty {

public:

**Empty() { ... } // default constructor**

**Empty(const Empty& rhs) { ... } // copy constructor**

**~Empty() { ... } // destructor — see below**

**// for whether it's virtual**

**Empty& operator=(const Empty& rhs) { ... } // copy assignment operator**

};

These functions are generated only if they are needed.

* All default generated functions are inline and public
* Default Dtor is non-virtual, if class is not derived from a Base class which has virtual function.
* Copy Ctor and Copy assignment: The compiler-generated versions simply copy each non-static data member of the source object over to the target object.
* [Imp] If your class has references or const members and the resulting code for copy assignment becomes illegal the compiler will not generate the default implementation for operator=().

template<class T>

class NamedObject {

public:

// this ctor no longer takes a const name, because nameValue

// is now a reference-to-non-const string. The char\* constructor

// is gone, because we must have a string to refer to.

NamedObject(std::string& name, const T& value);

... // as above, assume no

// operator= is declared

private:

**std::string& nameValue; // this is now a reference**

**const T objectValue; // this is now const**

};

std::string newDog("Persephone");

std::string oldDog("Satch");

NamedObject<int> p(newDog, 2);

NamedObject<int> s(oldDog, 36);

**p = s;** // what should happen to

// the data members in p?

As p.nameValue is a reference you cannot make it refer to the s.nameValue, because references can’t be changed.

Or we can modify the string to which p.nameValue points, but this also affects other objects that hold pointers or references to that string, i.e., objects not directly involved in the assignment?

Same dilemma applies for const objects.

## Explicitly disallow the use of compiler-generated functions you do not want

* To disallow functionality automatically provided by compilers, declare the corresponding **member functions private** and give no implementations.

class HomeForSale {

public:

...

private:

**...**

**HomeForSale(const HomeForSale&); // declarations only**

**HomeForSale& operator=(const HomeForSale&);**

};

If somebody from outside the class will call these functions compiler error will come.

But if the member or friend function call these functions linker error will come.

* Using a base class like Boost’s noncopyable is one way to do this.

class noncopyable {

protected: // allow construction

noncopyable () {} // and destruction of

~ noncopyable () {} // derived objects...

private:

noncopyable (const noncopyable &); // ...but prevent copying

noncopyable & operator=(const noncopyable &);

};

To keep HomeForSale objects from being copied, all we have to do now is inherit from noncopyable:

class HomeForSale: private noncopyable { // class no longer

... // declares copy ctor or

}; // copy assign. Operator

* Here we will get compiler warning even for member function or friend function doing assignments.

## Declare destructors virtual in polymorphic base classes

Polymorphic base classes should declare virtual destructors. If a class has any virtual functions, it should have a virtual destructor.

Classes not designed to be base classes or not designed to be used polymorphically should not declare virtual destructors.

# Important Data structures

## Tries

a trie, also called digital tree or prefix tree, is an ordered tree data structure that is used to store a dynamic set or associative array where the keys are usually strings.

A trie (from retrieval), is a multi-way tree structure useful for storing strings over an alphabet. It has been used to store large dictionaries of English (say) words in spelling-checking programs and in natural-language "understanding" programs

Replacement for hash.

dictionary

public class MinimalExample{

private interface Node {

public static final Node EMPTY\_NODE = new Node() {

@Override public String getValue() { return ""; }

@Override public boolean containsChildValue(char c) { return false; }

@Override public Node getChild(char c) { return this; }

};

public String getValue();

public boolean containsChildValue(char c);

public Node getChild(char c);

}

public Node findValue(Node startNode, String value) {

Node current = startNode;

for (char c : value.toCharArray()) {

if (current.containsChildValue(c)) {

current = current.getChild(c);

} else {

current = Node.EMPTY\_NODE;

break;

}

}

return current;

}

}

## Radix Trees

a radix tree (also patricia trie or radix trie or compact prefix tree) is a space-optimized trie data structure where each node with only one child is merged with its child. The result is that every internal node has at least two children. Unlike in regular tries, edges can be labeled with sequences of elements as well as single elements. This makes them much more efficient for small sets (especially if the strings are long) and for sets of strings that share long prefixes.

## B-Tree

B-Tree is a self-balancing search tree. In most of the other self-balancing search trees (like [AVL](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/) and Red Black Trees), it is assumed that everything is in main memory. To understand use of B-Trees, we must think of huge amount of data that cannot fit in main memory. When the number of keys is high, the data is read from disk in the form of blocks. Disk access time is very high compared to main memory access time. The main idea of using B-Trees is to reduce the number of disk accesses. Most of the tree operations (search, insert, delete, max, min, etc.) require O(h) disk accesses where h is height of the tree. B-tree is a fat tree. Height of B-Trees is kept low by putting maximum possible keys in a B-Tree node. Generally, a B-Tree node size is kept equal to the disk block size. Since h is low for B-Tree, total disk accesses for most of the operations are reduced significantly compared to balanced Binary Search Trees like AVL Tree, Red Black Tree, ..etc.

**Properties of B-Tree**  
**1)** All leaves are at same level.  
**2)** A B-Tree is defined by the term minimum degree ‘t’. The value of t depends upon disk block size.  
**3)** Every node except root must contain at least t-1 keys. Root may contain minimum 1 key.  
**4)** All nodes (including root) may contain at most 2t – 1 keys.  
**5)** Number of children of a node is equal to the number of keys in it plus 1.  
**6)** All keys of a node are sorted in increasing order. The child between two keys k1 and k2 contains all keys in range from k1 and k2.  
**7)** B-Tree grows and shrinks from root which is unlike Binary Search Tree. Binary Search Trees grow downward and also shrink from downward.  
**8)** Like other balanced Binary Search Trees, time complexity to search, insert and delete is O(Logn).

Following is an example B-Tree of minimum degree 3. Note that in practical B-Trees, the value of minimum degree is much more than 3.  
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**Search**  
Search is similar to search in Binary Search Tree. Let the key to be searched be k. We start from root and recursively traverse down. For every visited non-leaf node, if the node has key, we simply return the node. Otherwise we recur down to the appropriate child (The child which is just before the first greater key) of the node. If we reach a leaf node and don’t find k in the leaf node, we return NULL.

**Traverse**  
Traversal is also similar to Inorder traversal of Binary Tree. We start from the leftmost child, recursively print the leftmost child, then repeat the same process for remaining children and keys. In the end, recursively print the rightmost child.

**Insert**

A new key is always inserted at leaf node. Let the key to be inserted be k. Like BST, we start from root and traverse down till we reach a leaf node. Once we reach a leaf node, we insert the key in that leaf node. Unlike BSTs, we have a predefined range on number of keys that a node can contain. So before inserting a key to node, we make sure that the node has extra space.  
How to make sure that a node has space available for key before the key is inserted? We use an operation called splitChild() that is used to split a child of a node. See the following diagram to understand split. In the following diagram, child y of x is being split into two nodes y and z. Note that the splitChild operation moves a key up and this is the reason B-Trees grow up unlike BSTs which grow down.
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As discussed above, to insert a new key, we go down from root to leaf. Before traversing down to a node, we first check if the node is full. If the node is full, we split it to create space. Following is complete algorithm.

**Insertion**  
**1)** Initialize x as root.  
**2)** While x is not leaf, do following  
..**a)** Find the child of x that is going to to be traversed next. Let the child be y.  
..**b)** If y is not full, change x to point to y.  
..**c)** If y is full, split it and change x to point to one of the two parts of y. If k is smaller than mid key in y, then set x as first part of y. Else second part of y. When we split y, we move a key from y to its parent x.  
**3)** The loop in step 2 stops when x is leaf. x must have space for 1 extra key as we have been splitting all nodes in advance. So simply insert k to x.

Note that the algorithm follows the Cormen book. It is actually a proactive insertion algorithm where before going down to a node, we split it if it is full. The advantage of splitting before is, we never traverse a node twice. If we don’t split a node before going down to it and split it only if new key is inserted (reactive), we may end up traversing all nodes again from leaf to root. This happens in cases when all nodes on the path from root to leaf are full. So when we come to the leaf node, we split it and move a key up. Moving a key up will cause a split in parent node (because parent was already full). This cascading effect never happens in this proactive insertion algorithm. There is a disadvantage of this proactive insertion though, we may do unnecessary splits.

Let us understand the algorithm with an example tree of minimum degree ‘t’ as 3 and a sequence of integers 10, 20, 30, 40, 50, 60, 70, 80 and 90 in an initially empty B-Tree.

Initially root is NULL. Let us first insert 10.  
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Let us now insert 20, 30, 40 and 50. They all will be inserted in root because maximum number of keys a node can accommodate is 2\*t – 1 which is 5.
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Let us now insert 60. Since root node is full, it will first split into two, then 60 will be inserted into the appropriate child.  
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Let us now insert 70 and 80. These new keys will be inserted into the appropriate leaf without any split.  
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Let us now insert 90. This insertion will cause a split. The middle key will go up to the parent.  
[![BTreeIns6](data:image/png;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/BTreeIns6.png)

See [this](http://integrator-crimea.com/ddu0110.html) for more examples.

Following is C++ implementation of the above proactive algorithm.

// C++ program for B-Tree insertion

#include<iostream>

using namespace std;

// A BTree node

class BTreeNode

{

int \*keys; // An array of keys

int t; // Minimum degree (defines the range for number of keys)

BTreeNode \*\*C; // An array of child pointers

int n; // Current number of keys

bool leaf; // Is true when node is leaf. Otherwise false

public:

BTreeNode(int \_t, bool \_leaf); // Constructor

// A utility function to insert a new key in the subtree rooted with

// this node. The assumption is, the node must be non-full when this

// function is called

void insertNonFull(int k);

// A utility function to split the child y of this node. i is index of y in

// child array C[]. The Child y must be full when this function is called

void splitChild(int i, BTreeNode \*y);

// A function to traverse all nodes in a subtree rooted with this node

void traverse();

// A function to search a key in subtree rooted with this node.

BTreeNode \*search(int k); // returns NULL if k is not present.

// Make BTree friend of this so that we can access private members of this

// class in BTree functions

friend class BTree;

};

// A BTree

class BTree

{

BTreeNode \*root; // Pointer to root node

int t; // Minimum degree

public:

// Constructor (Initializes tree as empty)

BTree(int \_t)

{ root = NULL; t = \_t; }

// function to traverse the tree

void traverse()

{ if (root != NULL) root->traverse(); }

// function to search a key in this tree

BTreeNode\* search(int k)

{ return (root == NULL)? NULL : root->search(k); }

// The main function that inserts a new key in this B-Tree

void insert(int k);

};

// Constructor for BTreeNode class

BTreeNode::BTreeNode(int t1, bool leaf1)

{

// Copy the given minimum degree and leaf property

t = t1;

leaf = leaf1;

// Allocate memory for maximum number of possible keys

// and child pointers

keys = new int[2\*t-1];

C = new BTreeNode \*[2\*t];

// Initialize the number of keys as 0

n = 0;

}

// Function to traverse all nodes in a subtree rooted with this node

void BTreeNode::traverse()

{

// There are n keys and n+1 children, travers through n keys

// and first n children

int i;

for (i = 0; i < n; i++)

{

// If this is not leaf, then before printing key[i],

// traverse the subtree rooted with child C[i].

if (leaf == false)

C[i]->traverse();

cout << " " << keys[i];

}

// Print the subtree rooted with last child

if (leaf == false)

C[i]->traverse();

}

// Function to search key k in subtree rooted with this node

BTreeNode \*BTreeNode::search(int k)

{

// Find the first key greater than or equal to k

int i = 0;

while (i < n && k > keys[i])

i++;

// If the found key is equal to k, return this node

if (keys[i] == k)

return this;

// If key is not found here and this is a leaf node

if (leaf == true)

return NULL;

// Go to the appropriate child

return C[i]->search(k);

}

// The main function that inserts a new key in this B-Tree

void BTree::insert(int k)

{

// If tree is empty

if (root == NULL)

{

// Allocate memory for root

root = new BTreeNode(t, true);

root->keys[0] = k; // Insert key

root->n = 1; // Update number of keys in root

}

else // If tree is not empty

{

// If root is full, then tree grows in height

if (root->n == 2\*t-1)

{

// Allocate memory for new root

BTreeNode \*s = new BTreeNode(t, false);

// Make old root as child of new root

s->C[0] = root;

// Split the old root and move 1 key to the new root

s->splitChild(0, root);

// New root has two children now. Decide which of the

// two children is going to have new key

int i = 0;

if (s->keys[0] < k)

i++;

s->C[i]->insertNonFull(k);

// Change root

root = s;

}

else // If root is not full, call insertNonFull for root

root->insertNonFull(k);

}

}

// A utility function to insert a new key in this node

// The assumption is, the node must be non-full when this

// function is called

void BTreeNode::insertNonFull(int k)

{

// Initialize index as index of rightmost element

int i = n-1;

// If this is a leaf node

if (leaf == true)

{

// The following loop does two things

// a) Finds the location of new key to be inserted

// b) Moves all greater keys to one place ahead

while (i >= 0 && keys[i] > k)

{

keys[i+1] = keys[i];

i--;

}

// Insert the new key at found location

keys[i+1] = k;

n = n+1;

}

else // If this node is not leaf

{

// Find the child which is going to have the new key

while (i >= 0 && keys[i] > k)

i--;

// See if the found child is full

if (C[i+1]->n == 2\*t-1)

{

// If the child is full, then split it

splitChild(i, C[i]);

// After split, the middle key of C[i] goes up and

// C[i] is splitted into two. See which of the two

// is going to have the new key

if (keys[i] < k)

i++;

}

C[i+1]->insertNonFull(k);

}

}

// A utility function to split the child y of this node

// Note that y must be full when this function is called

void BTreeNode::splitChild(int i, BTreeNode \*y)

{

// Create a new node which is going to store (t-1) keys

// of y

BTreeNode \*z = new BTreeNode(y->t, y->leaf);

z->n = t - 1;

// Copy the last (t-1) keys of y to z

for (int j = 0; j < t-1; j++)

z->keys[j] = y->keys[j+t];

// Reduce the number of keys in y

y->n = t - 1;

// Since this node is going to have a new child,

// create space of new child

for (int j = n; j >= i+1; j--)

C[j+1] = C[j];

// Link the new child to this node

C[i+1] = z;

// A key of y will move to this node. Find location of

// new key and move all greater keys one space ahead

for (int j = n-1; j >= i; j--)

keys[j+1] = keys[j];

// Copy the middle key of y to this node

keys[i] = y->keys[t-1];

// Increment count of keys in this node

n = n + 1;

}

// Driver program to test above functions

int main()

{

BTree t(3); // A B-Tree with minium degree 3

t.insert(10);

t.insert(20);

t.insert(5);

t.insert(6);

t.insert(12);

t.insert(30);

t.insert(7);

t.insert(17);

cout << "Traversal of the constucted tree is ";

t.traverse();

int k = 6;

(t.search(k) != NULL)? cout << "\nPresent" : cout << "\nNot Present";

k = 15;

(t.search(k) != NULL)? cout << "\nPresent" : cout << "\nNot Present";

return 0;

}

Output:

Traversal of the constucted tree is 5 6 7 10 12 17 20 30

Present

Not Present

## Suffix Tree

## Prefix tree

## B+ Trees

<http://www.mec.ac.in/resources/notes/notes/ds/bplus.htm>

The **B-tree** is the classic disk-based data structure for indexing records based on an ordered key set. The **B+-tree** (sometimes written B+-tree, B+tree, or just B-tree) is a variant of the original B-tree in which all records are stored in the leaves and all leaves are linked sequentially. The B+-tree is used as a (dynamic) indexing method in relational database management systems.

**B+-tree** considers all the keys in nodes except the leaves as dummies. All keys are duplicated in the leaves. This has the advantage that is all the leaves are linked together sequentially, the entire tree may be scanned without visiting the higher nodes at all.

***B+-Tree Structure***
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* A B + -Tree consists of one or more blocks of data, called *node*s, linked together by pointers. The B + -Tree is a tree structure. The tree has a single node at the top, called the *root nod*e. The root node points to two or more blocks, called *child node*s. Each child nodes points to further child nodes and so on.
* The B + -Tree consists of two types of (1) *internal nodes* and (2) *leaf node*s:
  + Internal nodes point to other nodes in the tree.
  + Leaf nodes point to data in the database using *data pointer*s. Leaf nodes also contain an additional pointer, called the *sibling pointe*r, which is used to improve the efficiency of certain types of search.
* All the nodes in a B + -Tree must be at least half full except the root node which may contain a minimum of two entries. The algorithms that allow data to be inserted into and deleted from a B + -Tree guarantee that each node in the tree will be at least half full.
* Searching for a value in the B + -Tree always starts at the root node and moves downwards until it reaches a leaf node.
* Both internal and leaf nodes contain *key values* that are used to guide the search for entries in the index.
* The B + -Tree is called a *balanced tree* because every path from the root node to a leaf node is the same length. A balanced tree means that all searches for individual values require the same number of nodes to be read from the disc.

***Internal Nodes***

* An *internal node* in a B + -Tree consists of a set of *key values* and *pointer*s. The set of keys and values are ordered so that a pointer is followed by a key value. The last key value is followed by one pointer.
* Each pointer points to nodes containing values that are *less than or equal to* the value of the key immediately to its right
* The last pointer in an internal node is called the *infinity pointe*r. The infinity pointer points to a node containing key values that are greater than the last key value in the node.
* When an internal node is searched for a key value, the search begins at the leftmost key value and moves rightwards along the keys.
* If the key value is less than the sought key then the pointer to the left of the key is known to point to a node containing keys less than the sought key.
* If the key value is greater than or equal to the sought key then the pointer to the left of the key is known to point to a node containing keys between the previous key value and the current key value.

***Leaf Nodes***

* A *leaf node* in a B + -Tree consists of a set of *key values* and *data pointer*s. Each key value has one data pointer. The key values and data pointers are ordered by the key values.
* The data pointer points to a record or block in the database that contains the record identified by the key value. For instance, in the example, above, the pointer attached to key value 7 points to the record identified by the value 7.
* Searching a leaf node for a key value begins at the leftmost value and moves rightwards until a matching key is found.
* The leaf node also has a pointer to its immediate *sibling node* in the tree. The sibling node is the node immediately to the right of the current node. Because of the order of keys in the B + -Tree the sibling pointer always points to a node that has key values that are greater than the key values in the current node.

***Order of a B + -Tree***

* The *order* of a B + -Tree is the number of keys and pointers that an internal node can contain. An order size of *m* means that an internal node can contain *m-1* keys and *m* pointers.
* The order size is important because it determines how large a B + -Tree will become.
* For example, if the order size is small then fewer keys and pointers can be placed in one node and so more nodes will be required to store the index. If the order size is large then more keys and pointers can be placed in a node and so fewer nodes are required to store the index.

**Searching a B+-Tree**

Searching a B+-Tree for a key value always starts at the root node and descends down the tree. A search for a single key value in a B+-Tree consisting of unique values will always follow one path from the root node to a leaf node.
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***Searching for Key Value 6***

 · Read block *B3* from disc. ~ *read the root node*

· Is *B3* a leaf node? No ~ *its not a leaf node so the search continues*

· Is 6 <= 5? No ~ s*tep through each value in B3*

· Read block B2. ~ *when all else fails follow the infinity pointer*

· Is *B2* a leaf node? No *~ B2 is not a leaf node, continue the search*

· Is 6 <= 7? Yes *~ 6 is less than or equal to 7, follow pointer*

· Read block L2. *~ read node L2 which is pointed to by 7 in B2*

· Is *L2* a leaf node? Yes *~ L2 is a leaf node*

· Search *L2* for the key value 6. *~ if 6 is in the index it must be in L2*

***Searching for Key Value 5***

· Read block *B3* from disc. ~ *read the root node*

· Is *B3* a leaf node? No ~ *its not a leaf node so the search continues*

· Is 5 <= 5? Yes ~ s*tep through each value in B3*

· Read block *B1*. ~ *read node B1 which is pointed to by 5 in B3*

· Is *B1* a leaf node? No *~ B1 is not a leaf node, continue the search*

· Is 5 <= 3? No *~ step through each value in B1*

· Read block *L3*. *~ when all else fails follow the infinity pointer*

· Is *L3* a leaf node? Yes *~ L3 is a leaf node*

· Search *L3* for the key value 5. *~ if 5 is in the index it must be in L3*

 Inserting in a B+-Tree

A B+-Tree consists of two types of node: (i) leaf nodes, which contain pointers to data records, and (ii)internal nodes, which contain pointers to other internal nodes or leaf nodes. In this example, we assume that the order size1 is 3 and that there are a maximum of two keys in each leaf node.

Insert sequence : 5, 8, 1, 7, 3, 12, 9, 6

***Empty Tree***

The B+-Tree starts as a single leaf node. A leaf node consists of one or more data pointers and a pointer to its right sibling. This leaf node is empty.
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***Inserting Key Value 5***

To insert a key search for the location where the key would be expected to occur. In our example the B+-Tree consists of a single leaf node, *L1*, which is empty. Hence, the key value 5 must be placed in leaf node *L1*.
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***Inserting Key Value 8***

Again, search for the location where key value 8 is expected to be found. This is in leaf node *L1*.

There is room in *L1* so insert the new key.
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***Inserting Key Value 1***

Searching for where the key value 1 should appear also results in *L1* but *L1* is now full it contains the maximum two records.
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*L1* must be split into two nodes. The first node will contain the first half of the keys and the second node will contain the second half of the keys
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  However, we now require a new *root* node to point to each of these nodes. We create a new root node and promote the rightmost key from node *L1*.
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 Each node is half full.

***Insert Key Value 7***

Search for the location where key 7 is expected to be located, that is, *L2*. Insert key 7 into *L2*.
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***Insert Key Value 3***

Search for the location where key 3 is expected to be found results in reading *L1*. But, *L1* is full and must be split.
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The rightmost key in *L1*, i.e. 3, must now be promoted up the tree.
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*L1* was pointed to by key 5 in *B1*. Therefore, all the key values in *B1* to the right of and including key 5 are moved to the right one place.

***Insert Key Value 12***

Search for the location where key 12 is expected to be found, *L2*. Try to insert 12 into *L2*. Because *L2* is full it must be split.
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As before, we must promote the rightmost value of *L2* but *B1* is full and so it must be split.
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  Now the tree requires a new root node, so we promote the rightmost value of *B1* into a new node.
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  The tree is still balanced, that is, all paths from the root node, *B3*, to a leaf node are of equal length.

***Insert Key Value 9***

Search for the location where key value 9 would be expected to be found, *L4*. Insert key 9 into *L4*.
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***Insert Key Value 6***

Key value 6 should be inserted into *L2* but it is full. Therefore, split it and promote the appropriate key value.

![image032](data:image/jpeg;base64,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)

 Leaf block *L2* has split and the middle key, 7, has been promoted into *B2*.

**Deleting from a B+-Tree**

Deleting entries from a B+-Tree may require some redistribution of the key values to guarantee a wellbalanced tree.

Deletion sequence: 9, 8, 12.

***Delete Key Value 9***

First, search for the location of key value 9, *L4*. Delete 9 from *L4*. *L4* is not less than half full and the tree is correct.
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***Delete Key Value 8***

Search for key value 8, *L5*. Deleting 8 from *L5* causes *L5* to *underflow*, that is, it becomes less than half full.
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  We could remove *L5* but instead we will attempt to redistribute some of the values from *L2*. This is possible because *L2* is full and half its contents can be placed in *L5*. As some entries have been removed from *L2*, its parent *B2* must be adjusted to reflect the change.

![image038](data:image/jpeg;base64,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)

 We can do this by removing it from the index and then adjusting the parent node *B2*.

***Deleting Key Value 12***

Deleting key value 12 from *L4* causes *L4* to underflow. However, because *L5* is already half full we cannot redistribute keys between the nodes. *L4* must be deleted from the index and *B2* adjusted to reflect the change.
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  The tree is still balanced and all nodes are at least half full. However, to guarantee this property it is sometimes necessary to perform a more extensive redistribution of the data.

**Search Algorithm**

  s = Key value to be found

n = Root node

o = Order of B+-Tree

WHILE n is not a leaf node

i = 1

found = FALSE

WHILE i <= (o-1) AND NOT found

IF s <= nk[i] THEN

n = np[i]

found = TRUE

ELSE

i = i + 1

END

END

IF NOT found THEN

n = np[i]

END

END

**Insert Algorithm**

s = Key value to be inserted

Search tree for node n containing key s with path in stack p

from root(bottom) to parent of node n(top).

IF found THEN

STOP

ELSE

IF n is not full THEN

Insert s into n

ELSE

Insert s in n (\* assume n can hold s temporarily \*)

j = number of keys in n / 2

Split n to give n and n1

Put first j keys from n in n

Put remaining keys from n in n1

(k,p) = (nk[j],"pointer to n1")

REPEAT

IF p is empty THEN

Create internal node n2

Put (k,p) in n2

finished = TRUE

ELSE

n = POP p

IF n is not full THEN

Put (k,p) in n

finished = TRUE

ELSE

j = number of keys in n / 2

Split n into n and n1

Put first j keys and pointers in n into n

Put remaining keys and pointers in n into n1

(k,p) = (nk[j],"pointer to n1")

END

END

UNTIL finished

END

END

## AVL

<http://www.geeksforgeeks.org/avl-tree-set-1-insertion/>

AVL tree is a self-balancing Binary Search Tree (BST) where the difference between heights of left and right subtrees cannot be more than one for all nodes.

**Why AVL Trees?**  
Most of the BST operations (e.g., search, max, min, insert, delete.. etc) take O(h) time where h is the height of the BST. The cost of these operations may become O(n) for a skewed Binary tree. If we make sure that height of the tree remains O(Logn) after every insertion and deletion, then we can guarantee an upper bound of O(Logn) for all these operations. The height of an AVL tree is always O(Logn) where n is the number of nodes in the tree (See [this](http://www.youtube.com/watch?v=TbvhGcf6UJU) video lecture for proof).

**Insertion**  
To make sure that the given tree remains AVL after every insertion, we must augment the standard BST insert operation to perform some re-balancing. Following are two basic operations that can be performed to re-balance a BST without violating the BST property (keys(left) < key(root) < keys(right)).  
1) Left Rotation  
2) Right Rotation

T1, T2 and T3 are subtrees of the tree rooted with y (on left side)

or x (on right side)

y x

/ \ Right Rotation / \

x T3 – - – - – - – > T1 y

/ \ < - - - - - - - / \

T1 T2 Left Rotation T2 T3

Keys in both of the above trees follow the following order

keys(T1) < key(x) < keys(T2) < key(y) < keys(T3)

So BST property is not violated anywhere.

**Steps to follow for insertion**  
Let the newly nserted node be w  
**1)** Perform standard BST insert for w.  
**2)** Starting from w, travel up and find the first unbalanced node. Let z be the first unbalanced node, y be the child of z that comes on the path from w to z and x be the grandchild of z that comes on the path from w to z.  
**3)** Re-balance the tree by performing appropriate rotations on the subtree rooted with z. There can be 4 possible cases that needs to be handled as x, y and z can be arranged in 4 ways. Following are the possible 4 arrangements:  
a) y is left child of z and x is left child of y (Left Left Case)  
b) y is left child of z and x is right child of y (Left Right Case)  
c) y is right child of z and x is right child of y (Right Right Case)  
d) y is right child of z and x is left child of y (Right Left Case)

Following are the operations to be performed in above mentioned 4 cases. In all of the cases, we only need to re-balance the subtree rooted with z and the complete tree becomes balanced as the height of subtree (After appropriate rotations) rooted with z becomes same as it was before insertion. (See [this](http://www.youtube.com/watch?v=TbvhGcf6UJU) video lecture for proof)

**a) Left Left Case**

T1, T2, T3 and T4 are subtrees.

z y

/ \ / \

y T4 Right Rotate (z) x z

/ \ - - - - - - - - -> / \ / \

x T3 T1 T2 T3 T4

/ \

T1 T2

**b) Left Right Case**

z z x

/ \ / \ / \

y T4 Left Rotate (y) x T4 Right Rotate(z) y z

/ \ - - - - - - - - -> / \ - - - - - - - -> / \ / \

T1 x y T3 T1 T2 T3 T4

/ \ / \

T2 T3 T1 T2

**c) Right Right Case**

z y

/ \ / \

T1 y Left Rotate(z) z x

/ \ - - - - - - - -> / \ / \

T2 x T1 T2 T3 T4

/ \

T3 T4

**d) Right Left Case**

z z x

/ \ / \ / \

T1 y Right Rotate (y) T1 x Left Rotate(z) z x

/ \ - - - - - - - - -> / \ - - - - - - - -> / \ / \

x T4 T2 y T1 T2 T3 T4

/ \ / \

T2 T3 T3 T4

**C implementation**  
Following is the C implementation for AVL Tree Insertion. The following C implementation uses the recursive BST insert to insert a new node. In the recursive BST insert, after insertion, we get pointers to all ancestors one by one in bottom up manner. So we don’t need parent pointer to travel up. The recursive code itself travels up and visits all the ancestors of the newly inserted node.  
1) Perform the normal BST insertion.  
2) The current node must be one of the ancestors of the newly inserted node. Update the height of the current node.  
3) Get the balance factor (left subtree height – right subtree height) of the current node.  
4) If balance factor is greater than 1, then the current node is unbalanced and we are either in Left Left case or left Right case. To check whether it is left left case or not, compare the newly inserted key with the key in left subtree root.  
5) If balance factor is less than -1, then the current node is unbalanced and we are either in Right Right case or Right Left case. To check whether it is Right Right case or not, compare the newly inserted key with the key in right subtree root.

#include<stdio.h>

#include<stdlib.h>

// An AVL tree node

struct node

{

int key;

struct node \*left;

struct node \*right;

int height;

};

// A utility function to get maximum of two integers

int max(int a, int b);

// A utility function to get height of the tree

int height(struct node \*N)

{

if (N == NULL)

return 0;

return N->height;

}

// A utility function to get maximum of two integers

int max(int a, int b)

{

return (a > b)? a : b;

}

/\* Helper function that allocates a new node with the given key and

NULL left and right pointers. \*/

struct node\* newNode(int key)

{

struct node\* node = (struct node\*)

malloc(sizeof(struct node));

node->key = key;

node->left = NULL;

node->right = NULL;

node->height = 1; // new node is initially added at leaf

return(node);

}

// A utility function to right rotate subtree rooted with y

// See the diagram given above.

struct node \*rightRotate(struct node \*y)

{

struct node \*x = y->left;

struct node \*T2 = x->right;

// Perform rotation

x->right = y;

y->left = T2;

// Update heights

y->height = max(height(y->left), height(y->right))+1;

x->height = max(height(x->left), height(x->right))+1;

// Return new root

return x;

}

// A utility function to left rotate subtree rooted with x

// See the diagram given above.

struct node \*leftRotate(struct node \*x)

{

struct node \*y = x->right;

struct node \*T2 = y->left;

// Perform rotation

y->left = x;

x->right = T2;

// Update heights

x->height = max(height(x->left), height(x->right))+1;

y->height = max(height(y->left), height(y->right))+1;

// Return new root

return y;

}

// Get Balance factor of node N

int getBalance(struct node \*N)

{

if (N == NULL)

return 0;

return height(N->left) - height(N->right);

}

struct node\* insert(struct node\* node, int key)

{

/\* 1. Perform the normal BST rotation \*/

if (node == NULL)

return(newNode(key));

if (key < node->key)

node->left = insert(node->left, key);

else

node->right = insert(node->right, key);

/\* 2. Update height of this ancestor node \*/

node->height = max(height(node->left), height(node->right)) + 1;

/\* 3. Get the balance factor of this ancestor node to check whether

this node became unbalanced \*/

int balance = getBalance(node);

// If this node becomes unbalanced, then there are 4 cases

// Left Left Case

if (balance > 1 && key < node->left->key)

return rightRotate(node);

// Right Right Case

if (balance < -1 && key > node->right->key)

return leftRotate(node);

// Left Right Case

if (balance > 1 && key > node->left->key)

{

node->left = leftRotate(node->left);

return rightRotate(node);

}

// Right Left Case

if (balance < -1 && key < node->right->key)

{

node->right = rightRotate(node->right);

return leftRotate(node);

}

/\* return the (unchanged) node pointer \*/

return node;

}

// A utility function to print preorder traversal of the tree.

// The function also prints height of every node

void preOrder(struct node \*root)

{

if(root != NULL)

{

printf("%d ", root->key);

preOrder(root->left);

preOrder(root->right);

}

}

/\* Drier program to test above function\*/

int main()

{

struct node \*root = NULL;

/\* Constructing tree given in the above figure \*/

root = insert(root, 10);

root = insert(root, 20);

root = insert(root, 30);

root = insert(root, 40);

root = insert(root, 50);

root = insert(root, 25);

/\* The constructed AVL Tree would be

30

/ \

20 40

/ \ \

10 25 50

\*/

printf("Pre order traversal of the constructed AVL tree is \n");

preOrder(root);

return 0;

}

Output:

Pre order traversal of the constructed AVL tree is

30 20 10 25 40 50

Time Complexity: The rotation operations (left and right rotate) take constant time as only few pointers are being changed there. Updating the height and getting the balance factor also take constant time. So the time complexity of AVL insert remains same as BST insert which is O(h) where h is height of the tree. Since AVL tree is balanced, the height is O(Logn). So time complexity of AVL insert is O(Logn).

The AVL tree and other self balancing search trees like Red Black are useful to get all basic operations done in O(Logn) time. The AVL trees are more balanced compared to Red Black Trees, but they may cause more rotations during insertion and deletion. So if your application involves many frequent insertions and deletions, then Red Black trees should be preferred. And if the insertions and deletions are less frequent and search is more frequent operation, then AVL tree should be preferred over Red Black Tree.

## Red Black Tree

1. A node is either red or black.
2. The root is black. (This rule is sometimes omitted. Since the root can always be changed from red to black, but not necessarily vice-versa, this rule has little effect on analysis.)
3. All leaves (NIL) are black. (All leaves are same color as the root.)
4. Both children of every red node are black.
5. Every simple path from a given node to any of its descendant leaves contains the same number of black nodes.

Contraint it gives: the path from the root to the furthest leaf is no more than twice as long as the path from the root to the nearest leaf.

## Stable Marriage Problem

Given n men and n women, where each person has ranked all members of the opposite sex with a unique number between 1 and n in order of preference, marry the men and women together such that there are no two people of opposite sex who would both rather have each other than their current partners. If there are no such people, all the marriages are "stable".

**function** stableMatching {

Initialize all *m* ∈ M and *w* ∈ W to *free*

**while** ∃ *free* man *m* who still has a woman w to propose to {

w = m's highest ranked such woman to whom he has not yet proposed

**if** w is *free*

(m, w) become *engaged*

**else** some pair (m', w) already exists

**if** w prefers m to m'

(m, w) become *engaged*

m' becomes *free*

**else**

(m', w) remain *engaged*

}

}

## Stable Roommate problem

# Memory Organization of a program

**How is memory organized?**

* Text = code
* Data = constants
* BSS(Block Started Symbol) = global and static variables
* Stack = local variables
* Heap = dynamic memory

**Data Segment=(Data + BSS + Heap)**

**Data**

The data area contains global and static variables used by the program that are ***initialized***. This segment can be further classified into **initialized read-only area** and **initialized read-write area**. For instance the string defined by char s[] = "hello world" in C and a C statement like int debug=1 outside the main would be stored in initialized read-write area. And a C statement like const char\* string = "hello world" makes the string literal "hello world" to be stored in initialized read-only area and the character pointer variable string in initialized read-write area. Ex: static int i = 10 will be stored in data segment **and** global int i = 10 will be stored in data segment.

**BSS**

The BSS segment also colloquially known as ***uninitialized*** *data* starts at the end of the data segment and contains all global variables and static variables that are **initialized to *zero* or do not have explicit initialization** in source code. For instance a variable declared static int i; would be contained in the BSS segment.

**static keyword in declaration of local variable means:**

* Available (if within scope) throughout entire program execution
* Variable is allocated from BSS, not stack
* Acts like global variable with limited scope

Operator Overloading

When to overload -> () [] operators?

When to use Operator overloading via friend function or member function?

Can virtual functions be private?

Yes it is perfectly valid to have private virtual functions. Especially used when we want subclass to be able to modify the behavior and only super class knows when the functions should be called.

Unions as Base Class

Why union can't be used in Inheritance?

The standard defines that Unions cannot be used as Base class, but is there any specific reasoning for this? As far as I understand Unions can have constructors, destructors, also member variables, and methods to operate on those varibales. In short a Union can encapsulate a datatype and state which might be accessed through member functions. Thus it in most common terms qualifies for being a class and if it can act as a class then why is it restricted from acting as a base class?

======================

Tony Park gave an answer which is pretty close to the truth. The C++ committee basically didn't think it was worth the effort to make unions a strong part of C++, similarly to the treatment of arrays as legacy stuff we had to inherit from C but didn't really want.

Unions have problems: if we allow non-POD types in unions, how do they get constructed? It can certainly be done, but not necessarily safely, and any consideration would require committee resources. And the final result would be less than satisfactory, because what is really required in a sane language is discriminated unions, and bare C unions could never be elevated to discriminated unions in way compatible with C (that I can imagine, anyhow).

To elaborate on the technical issues: since you can wrap a POD-component only union in a struct without losing anything, there's no advantage allowing unions as bases. With POD-only union components, there's no problem with explicit constructors simply assigning one of the components, nor with using a bitblit (memcpy) for compiler generated copy constructor (or assignment).

Such unions, however, aren't useful enough to bother with except to retain them so existing C code can be considered valid C++. These POD-only unions are broken in C++ because they fail to retain a vital invariant they possess in C: any data type can be used as a component type.

To make unions useful, we must allow constructable types as members. This is significant because it is not acceptable to merely assign a component in a constructor body, either of the union itself, or any enclosing struct: you cannot, for example, assign a string to an uninitialised string component.

It follows one must invent some rules for initialising union component with mem-initialisers, for example:

union X { string a; string b; X(string q) : a(q) {} };

But now the question is: what is the rule? Normally the rule is you must initialise every member and base of a class, if you do not do so explicitly, the default constructor is used for the remainder, and if one type which is not explicitly initialised does not have a default constructor, it's an error [Exception: copy constructors, the default is the member copy constructor].

Clearly this rule can't work for unions: the rule has to be instead: if the union has at least one non-POD member, you must explicitly initialise exactly one member in a constructor. In this case, no default constructor, copy constructor, assignment operator, or destructor will be generated and if any of these members are actually used, they must be explicitly supplied.

So now the question becomes: how would you write, say, a copy constructor? It is, of course quite possible to do and get right if you design your union the way, say, X-Windows event unions are designed: with the discriminant tag in each component, but you will have to use placement operator new to do it, and you will have to break the rule I wrote above which appeared at first glance to be correct!

What about default constructor? If you don't have one of those, you can't declare an uninitialised variable.

There are other cases where you can determine the component externally and use placement new to manage a union externally, but that isn't a copy constructor. The fact is, if you have N components you'd need N constructors, and C++ has a broken idea that constructors use the class name, which leaves you rather short of names and forces you to use phantom types to allow overloading to choose the right constructor .. and you can't do that for the copy constructor since its signature is fixed.

Ok, so are there alternatives? Probably, yes, but they're not so easy to dream up, and harder to convince over 100 people that it's worthwhile to think about in a three day meeting crammed with other issues.

It is a pity the committee did not implement the rule above: unions are mandatory for aligning arbitrary data and external management of the components is not really that hard to do manually, and trivial and completely safe when the code is generated by a suitable algorithm, in other words, the rule is mandatory if you want to use C++ as a compiler target language and still generate readable, portable code. Such unions with constructable members have many uses but the most important one is to represent the stack frame of a function containing nested blocks: each block has local data in a struct, and each struct is a union component, there is no need for any constructors or such, the compiler will just use placement new. The union provides alignment and size, and cast free component access. [And there is no other conforming way to get the right alignment!]

Therefore the answer to your question is: you're asking the wrong question. There's no advantage to POD-only unions being bases, and they certainly can't be derived classes because then they wouldn't be PODs. To make them useful, some time is required to understand why one should follow the principle used everywhere else in C++: missing bits aren't an error unless you try to use them.

==========

Union is a type that can be used as any one of its members depending on which member has been set - only that member can be later read.

When you derive from a type the derived type inherits the base type - the derived type can be used wherever the base type could be. If you could derive from a union the derived class could be used (not implicitly, but explicitly through naming the member) wherever any of the union members could be used, but among those members only one member could be legally accessed. The problem is the data on which member has been set is not stored in the union.

To avoid this subtle yet dangerous contradiction that in fact subverts a type system deriving from a union is not allowed.

==========

There's no technical reason why unions can't be a base class; it's just not allowed. A reasonable interpretation would be to think of the union as a struct whose members happen to potentially overlap in memory, and consider the derived class as a class that inherits from this (rather odd) struct. If you need that functionality, you can usually persuade most compilers to accept an anonymous union as a member of a struct. Here's an example, that's suitable for use as a base class. (And there's an anonymous struct in the union for good measure.)

struct V3 {

union {

struct {

float x,y,z;

};

float f[3];

};

};

The rationale for unions as a derived class is probably simpler: the result wouldn't be a union. Unions would have to be the union of all their members, and all of their bases. That's fair enough, and might open up some interesting template possibilities, but you'd have a number of limitations (all bases and members would have to be POD -- and would you be able to inherit twice, because a derived type is inherently non-POD?), this type of inheritance would be different from the other type the language sports (OK, not that this has stopped C++ before) and it's sort of redundant anyway -- the existing union functionality would do just as well.

Stroustrup says this in the D&E book:

As with void \*, programmers should know that unions ... are inherently dangerous, should be avoided wherever possible, and should be handled with special care when actually needed.

(The elision doesn't change the meaning.)

So I imagine the decision is arbitrary, and he just saw no reason to change the union functionality (it works fine as-is with the C subset of C++), and so didn't design any integration with the new C++ features. And when the wind changed, it got stuck that way.

===========

===========

Pure virtual functions may not have an inline definition. Why?

Pure virtual functions are those member functions that are virtual and have the pure-specifier ( = 0; )

Clause 10.4 paragraph 2 of C++03 tells us what an abstract class is and, as a side note, the following:

[Note: a function declaration cannot provide both a pure-specifier and a definition —end note] [Example:

struct C {

virtual void f() = 0 { }; // ill-formed

};

—end example]

For those who are not very familiar with the issue, please note that pure virtual functions can have definitions but the above-mentioned clause forbids such definitions to appear inline (lexically in-class). (For uses of defining pure virtual functions you may see, for example, this GotW)

Now for all other kinds and types of functions it is allowed to provide an in-class definition, and this restriction seems at first glance absolutely artificial and inexplicable. Come to think of it, it seems such on second and subsequent glances :) But I believe the restriction wouldn't be there if there weren't a specific reason for that. My question is: does anybody know that specific reasons?

=========

The curious =0 syntax was chosen over the obvious alternative of introducing a new keyword pure or abstract because at the time I saw no chance of getting a new keyword accepted. Had I suggested pure, Release 2.0 would have shipped without abstract classes. Given a choice between a nicer syntax and abstract classes, I chose abstract classes. Rather than risking delay and incurring the certain fights over pure, I used the tradition C and C++ convention of using 0 to represent "not there." The =0 syntax fits with my view that a function body is the initializer for a function and also with the (simplistic, but usually adequate) view of the set of virtual functions being implemented as a vector of function pointers. [ … ]

So, when choosing the syntax Bjarne was thinking of a function body as a kind of initializer part of the declarator, and =0 as an alternate form of initializer, one that indicated “no body” (or in his words, “not there”).

It stands to reason that one cannot both indicate “not there” and have a body – in that conceptual picture.

Or, still in that conceptual picture, having two initializers.

=========

=========

How are array and pointer types handled internally in C compilers? ( int \*a; vs. int a[]; )

From the comp.lang.C FAQ:

... whenever an array appears in an expression, the compiler implicitly generates a pointer to the array's first element, just as if the programmer had written &a[0]. (The exceptions are when the array is the operand of a sizeof or & operator, or is a string literal initializer for a character array...)

... Given an array a and pointer p, an expression of the form a[i] causes the array to decay into a pointer, following the rule above, and then to be subscripted just as would be a pointer variable in the expression p[i] (although the eventual memory accesses will be different ...

Given declarations of

char a[] = "hello";

char \*p = "world";

... when the compiler sees the expression a[3], it emits code to start at the location a, move three past it, and fetch the character there. When it sees the expression p[3], it emits code to start at the location p, fetch the pointer value there, add three to the pointer, and finally fetch the character pointed to. In other words, a[3] is three places past (the start of) the object named a, while p[3] is three places past the object pointed to by p.

==========

I agree with sepp2k's answer and Mark Rushakoff's comp.lang.c FAQ quote. Let me add some important differences between the two declarations and a common trap.

1. When you define a as an array (in a context other than a function's argument, which is a special case) you can't write a = 0; or a++; because a is not an lvalue (a value that can appear on the left of an assignment operator).
2. The array definition reserves space, whereas the pointer doesn't. Therefore, sizeof(array) will return the memory space needed for storing all the array's elements (for instance 10 times four bytes for an array of 10 integers on a 32-bit architecture), whereas sizeof(pointer) will only return the memory space required for storing that pointer (for instance 8 bytes in a 64-bit architecture).
3. When you prepend pointer or append array declarations things definitely diverge. For instance, int \*\*a is a pointer to a pointer to an integer. It can be used as a two-dimensional array (with rows of varying sizes) by allocating an array of pointers to the rows and making each one point to memory for storing integers. To access a[2][3] the compiler will fetch the pointer in a[2] and then move three elements past the location it points to in order to access the value. Contrast this with b[10][20] which is an array of 10 elements, each of which is an array of 20 integers. To access b[2][3] the compiler will offset the beginning of the array's memory area by multiplying 2 by the size of 20 integers and adding the size of 3 more integers.

===========

a and b are both arrays of ints. a[0] is not a memory location containing a memory address, it is a memory location containing an int.

Arrays and pointers are neither identical nor interchangeable. Arrays are equivalent to pointers iff when an lvalue of type array-of-T which appears in an expression decays (with three exceptions) into a pointer to its first element; the type of the resultant pointer is pointer-to-T. This becomes clear when looking at the assembly output for related code. The three exceptions, fyi, are when the array is an operand of sizeof or & or a literal string initializer for a character array.

If you would picture this:

char a[] = "hello";

char \*p = "world";

would result in data structures which could be represented like this:

+---+---+---+---+---+---+

a: | h | e | l | l | o |\0 |

+---+---+---+---+---+---+

+-----+ +---+---+---+---+---+---+

p: | \*======> | w | o | r | l | d |\0 |

+-----+ +---+---+---+---+---+---+

and realize that a reference like x[3] produces different code depending on whether x is a pointer or an array. a[3] for the compiler means: start at the location a and move three past it and fetch the char there. p[3] means go to the location p, dereference the value there, move three past it and fetch the char there.

=======

========

Where are static variables stored (in C/C++)?

Where your statics go depends on if they are 0 initialized or not. 0 initialized static data goes in .BSS (Block Started by Symbol), non 0 initialized data goes in .DATA

Data declared in a compilation unit will go into the .BSS or the .Data of that files output. Initialised data in BSS, uninitalised in DATA.

The difference between static and global data comes in the inclusion of symbol information in the file. Compilers tend to include the symbol information but only mark the global information as such.

The linker respects this information. The symbol information for the static variables is either discarded or mangled so that static variables can still be referenced in some way (with debug or symbol options). In neither case can the compilation units gets affected as the linker resolves local references first.

===

In fact, a variable is tuple (storage, scope, type, address, value):

storage : where is it stored, for example data, stack, heap...

scope : who can see us, for example global, local...

type : what is our type, for example int, int\*...

address : where are we located

value : what is our value

Local scope could mean local to either the translational unit (source file), the function or the block depending on where its defined. To make variable visible to more than one function, it definitely has to be in either DATA or the BSS area (depending on whether its initialized explicitly or not, respectively). Its then scoped accordingly to either all function(s) or function(s) within source file.

=======

======

What are uses of the C++ construct “placement new”?

It is also used for embedded programming, where IO devices are often mapped to specific memory addresses

It allows you to do your own memory management. Usually this will get you at best marginally improved performance, but sometimes it's a big win

I've used it when constructing objects in a shared memory segment.

Its usefull when building your own container like objects.

a. you want to create objects in memory shared between two different processes

b. you want objects to be created in non-pageable memory

c. you want to seperate memory allocation from construction eg. in implementing a std::vector<> (see std::vector<>::reserve)

this is the kind of problem where you could use the flyweight design pattern quite effectively

http://www.glenmccl.com/nd\_cmp.htm

=====

=====

Why are global anonymous unions required to be declared as static?

C++ 0x draft

9.5.6 Anonymous unions declared in a named namespace or in the global namespace shall be declared static.

Why?

Update-

the best explanation so far might be this:

If the same global anonymous union is encountered in two translation units (say, via a header file), then how can the One Definition Rule be satisfied? Are the two definitions treated as the same and merged together? Or are the two definitions treated as different? If they are treated as the same, then the compiler is presumably doing 'magic' it doesn't otherwise do for other entities. If they are treated as the same, then the compiler is doing so without the explicit consent of the programmer... so I suppose explicit consent is being forced by requiring it to be declared as static.

============

===========

What are POD types in C++?

POD stands for Plain Old Data - that is, a struct (or class) with no members except data members. Wikipedia goes into a bit more detail and defines a POD in C++ as "A Plain Old Data Structure in C++ is an aggregate class that contains only PODS as members, has no user-defined destructor, no user-defined copy assignment operator, and no nonstatic members of pointer-to-member type."

=====

A POD is a type (including classes) where the C++ compiler guarantees that there will be no "magic" going on in the structure: for example hidden pointers to vtables, offsets that get applied to the address when it is cast to other types (at least if the target's POD too), constructors, or destructors. Roughly speaking, a type is a POD when the only things in it are built-in types and combinations of them. The result is something that "acts like" a C type.

Less informally:

\* int, char, wchar\_t, bool, float, double are PODs, as are long/short and signed/unsigned versions of them.

\* pointers (including pointer-to-function and pointer-to-member) are PODs,

\* enums are PODs

\* a const or volatile POD is a POD.

\* a class, struct or union of PODs is a POD provided that all members are public, and it has no base class and no constructors, destructors, or virtual methods. Static members don't stop something being a POD under this rule.

\* Wikipedia is wrong to say that a POD cannot have members of type pointer-to-member. Or rather, it's correct for the C++98 wording, but TC1 made explicit that pointers-to-member are POD.

Here's what the C++ standard says:

3.9(10): "Arithmetic types (3.9.1), enumeration types, pointer types, and pointer to member types (3.9.2) and cv-qualified versions of these types (3.9.3) are collectively caller scalar types. Scalar types, POD-struct types, POD-union types (clause 9), arrays of such types and cv-qualified versions of these types (3.9.3) are collectively called POD types"

9(4): "A POD-struct is an aggregate class that has no non-static data members of type non-POD-struct, non-POD-union (or array of such types) or reference, and has no user-define copy operator and no user-defined destructor. Similarly a POD-union is an aggregate union that has no non-static data members of type non-POD-struct, non-POD-union (or array of such types) or reference, and has no user-define copy operator and no user-defined destructor.

8.5.1(1): "An aggregate is an array or class (clause 9) with no user-declared constructors (12.1), no private or protected non-static data members (clause 11), no base classes (clause 10) and no virtual functions (10.3)."

===========

With C++, Plain Old Data doesn't just mean that things like int, char, etc are the only types used. Plain Old Data really means in practice that you can take a struct memcpy it from one location in memory to another and things will work exactly like you would expect (i.e. not blow up). This breaks if your class, or any class your class contains, has as a member that is a pointer or a reference or a class that has a virtual function. Essentially, if pointers have to be involved somewhere, its not Plain Old Data.

==========

=========

One Definition Rule?

http://en.wikipedia.org/wiki/One\_Definition\_Rule

In short the ODR states that:

1. In any translation unit, a template, type, function, or object can have no more than one definition. Some of these can have any number of declarations. A definition provides an instance.

2. In the entire program, an object or non-inline function cannot have more than one definition; if an object or function is used, it must have exactly one definition. You can declare an object or function that is never used, in which case you don't have to provide a definition. In no event can there be more than one definition.

3. Some things, like types, templates, and extern inline functions, can be defined in more than one translation unit. For a given entity, each definition must be the same. Non-extern objects and functions in different translation units are different entities, even if their names and types are the same.

==========

========

Determining the Size of a Class Object

http://www.cprogramming.com/tutorial/size\_of\_class\_object.html

There are many factors that decide the size of an object of a class in C++. These factors are:

1. Size of all non-static data members

2. Order of data members

3. Byte alignment or byte padding

4. Size of its immediate base class

5. The existence of virtual function(s) (Dynamic polymorphism using virtual functions).

6. Compiler being used

7. Mode of inheritance (virtual inheritance)

STL

-containers- sequence, associative,

-algorithms- initialization, sorting, searching, transforming the contents.

-iterators – Random, Bidirectional, Forward, Input, Output

-Other stl elements – allocators (allocator class), predicates, comparison functions, & function objects.

-predicates- unary, binary.

Comparison- Comp class

# General Questions answered

**Q. Why looking for a change?**

To be honest, I am looking at my career growth in two terms; **technology vertical** and **monetory**. I want my career path to be going **true** **north**.

I learned a lot about introducing new products on my job, and after 6 years of experience in my current position, I'm looking for an company where I can contribute more on working with **challenging tasks**, **enhance my technical skills & experience**, and hence have a true north career growth.

**<Your company>** seemed like an excellent match for my skills and experience that I have and not able to fully utilize them in my present job.

**Q. Tell me about yourself?**

Currently I am working with Symantec in Security Technology and Response Group. I am working in CDT team. CDT stands for ContainerDeliveryTeam. CDT provides 3 major components that are used by both the Consumer and Enterprise teams in Symantec.

Decomposer, Typer and DecABI.

**Decomposer** is a collection of libraries having a well defined API for recursive processing of container types like ZIP, RAR,7z etc. Decomposer engines provide cross platform solutions for Symantec applications and dependent component technologies to access encoded/compressed data, and data within containers.

**Typer** provides a fast and easy managed Content Type Identification for file types. It internally uses DataSource and foundation libraries that are also owned by our team.

**DecABI** is a Binary interface over Decomposer to provide a single binary(dll) to our clients. We have also added the wide char support in DecABI which Decomposer lacks.

Some of the main features of Decomposer are:

1. Rich file type support. To be exact Decomposer has 22 engine, with which you can process more than 50 file types.
2. In memory decomposition, via our implemented In-memory file system.
3. Rich API support for writing client FS, Callbacks for the client to get control at critical points.
4. Multithreading support.
5. Unicode support

Before joining Symantec I completed my Masters from IIT Bombay. There I got the chance to work with lot of professors under many projects. Worth mentioning will be my MTP, that was in PBX systems and SIP optimization for wireless mediums. My seminar in Service Oriented Architecture. Lot of other projects like Postgres reverse indexing, WRED simulations.

I have completed by BE from DAVV, Indore, One of the most reputed colleges in MP. There also I was lucky to work on good projects like Grid Computing.

About my personal fields of interest are Computer Networks, Mobile networks, Designing and working on research problems.

Grid computing is a computing model that provides the ability to perform higher throughput computing by taking advantage of many networked computers to model a virtual computer architecture that is able to distribute process execution across a parallel infrastructure. Grids provide the ability to perform computations on large data sets, by breaking them down into many smaller ones, or provide the ability to perform many more computations at once than would be possible on a single computer, by modeling a parallel division of labor between processes.

We used the Globus Toolkit to create a grid of computers on LAN. The Globus toolkit is open source toolkit that provides functionalities to create robust, reliable, scalable and secure grids. We used GAF4J (Grid Application Framework for Java) to create state-full weather services. We also used Cogkit to develop clinets for the grid services.

In pervasive computing environment the applications must become more context-aware, flexible, and autonomous. To facilitate the programming of such applications, infrastructure is required to gather, store, and disseminate context information to applications.

In this seminar we focused on three areas of making applications context aware: The **physical layer** of the pervasive computing, where sensors that are used to collect the raw context information. We present the **layered, and object oriented model** used to represent the context information. We also presented the **middleware architecture** for context-aware applications and its functioning in pervasive computing.

Design and analysis of Algorithms, Data mining, Database Management Systems, Computer Networks, Mobile Computing, Principles and practice of Distributed Computing, Qos in Networks, Applied Economics.

1. If I want to buy something like a book or a tool, how does the process work (how hard is it?). What's the cost limit before the approval must go up the management chain?
2. What's the noise level like during the day?
3. How many meetings am I expected to attend, and how long do they usually last?
4. Is there a dress code?
5. Can I work from home sometimes?
6. Does it matter when I work, as long as I come to meetings?
7. How many projects have succeeded/failed in the last five years? To what do you attribute the failures?

# Computer Algorithms

Chapter 1

1. Selection sort
2. nCm
3. Towers of Hanoi
4. Permutation Generator
5. n!
6. Fibonacci series
   1. Find nth element
   2. Print series upto nth element
7. Q10, 11, 12
8. BigO, Omega, Theta Little o, omega
9. Magic Square
10. Exponentiate

Chapter 2

1. Stack
   1. Array implementation
   2. Linked list implementation
2. Queue
   1. Circular queue
      1. Problem of checking full and empty
   2. When storing n-1 elements
      1. FULL( (r==n-1 && f==0) || (f-r==1))
      2. Empty(f==r)
3. Linked list- merge, reverse, find circle
4. Double-ended queue
5. Tree: A tree is a finite set of one or more nodes s.t. there is a specially designated node called root, and the remaining nodes are partitioned into n>=0 disjoint sets T1, T2,…Tn, where each of these sets is a tree.
   1. Terms: Degree of a node, Height/depth of tree, forest
6. Binary Trees
   1. Tree of degree 2
   2. The maximum number of nodes on level i of a binary tree is 2(i-1). Also the maximum number of nodes in a binary tee of depth k is 2k-1. k >0.
   3. In a complete binary tree on n nodes, there are (n+1)/2 leaves and (n-1)/2 internal nodes
7. Sequential representation of Tree
   1. Root is numbered 0, and rest nodes from left to right sequentially.
   2. parnent(i) is at (i-1)/2 if i !=0. For i ==0 is root.
   3. lchild(i) is at 2i+1 if 2i+1<=n. If 2i+1 > n, then i has no left child.
   4. rchild(i) is at 2i+2, if 2i+2<=n. If 2i+2>n, then i has no right child.
8. Binary search trees
   1. Searching a BST
   2. Finding the kth smallest element: leftSize=1 + number of nodes in the left subtree.
   3. Insertion into a BST
   4. Deletion from BST
   5. Balanced Trees: AVL trees, 2-3, Red Black, B-trees, Splay tree
   6. Q5,
   7. Merge two BST

If A has no children, just insert the node normally into B.

If the root of A < the root of B:

A1 = A.right

A.right = NULL

Merge A with B.left

Merge A1 with B

Otherwise:

A1 = A.left

A.left = NULL

Merge A1 with B

Merge A with B.right

* 1. Determine is a binary tree is a BST

1. Priority queues
   1. Heap: A max heap is an **almost compete** binary tree with the property that the value at each node is at least as large as the values at its children.
   2. Heap: Array implementation
      1. Insert O(logn)
      2. Delete O(logn)
      3. Adjust O(logn)
      4. Heapify O(n): Given an array of n elements we can convert it into a heap in O(n) time.
      5. Min-max heap, Deap, Leftist tree, Binomial heap, Fibonacci heap, 2-3 tree, Red-Black tree.
2. Sets and Disjoint set union
   1. G
3. Graphs

C++ FAQ

Chapter 8: 1, 3, 6

Chapter 9:

Chapter 10: 2, 8, 9

# Windows API

## Synchronization Functions

The following functions are used in synchronization.

* [Asynchronous functions](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#asynchronous_functions)
* [Condition variable and SRW lock functions](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#condition_variable_and_SRW_lock_functions)
* [**Critical section functions**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#critical_section_functions)
* [**Event functions**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#event_functions)
* [One-time initialization functions](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#one-time_initialization_functions)
* [Interlocked Functions](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#interlocked_functions)
* [**Mutex functions**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#mutex_functions)
* [Private namespace functions](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#private_namespace_functions)
* [**Semaphore functions**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#semaphore_functions)
* [Singly-linked list functions](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#singly-linked_list_functions)
* [Synchronization barrier functions](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#synchronization_barrier_functions)
* [Timer-queue timer functions](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#timer-queue_timer_functions)
* [Wait functions](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#wait_functions)
* [**Waitable-timer functions**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686360%28v=vs.85%29.aspx#waitable_timer_functions)

### Asynchronous functions

|  |  |
| --- | --- |
| **Asynchronous function** | **Description** |
| [**APCProc**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms681947%28v=vs.85%29.aspx) | An application-defined callback function used with the [**QueueUserAPC**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684954%28v=vs.85%29.aspx) function. |
| [**GetOverlappedResult**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683209%28v=vs.85%29.aspx) | Retrieves the results of an overlapped operation. |
| [**GetOverlappedResultEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh448542%28v=vs.85%29.aspx) | Retrieves the results of an overlapped operation within a specified timeout interval. |
| [**QueueUserAPC**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684954%28v=vs.85%29.aspx) | Adds a user-mode asynchronous procedure call (APC) object to the APC queue of the specified thread. |

### Condition variable and SRW lock functions

|  |  |
| --- | --- |
| **Condition variable and SRW lock function** | **Description** |
| [**AcquireSRWLockExclusive**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms681930%28v=vs.85%29.aspx) | Acquires a slim reader/writer (SRW) lock in exclusive mode. |
| [**AcquireSRWLockShared**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms681934%28v=vs.85%29.aspx) | Acquires a slim reader/writer (SRW) lock in shared mode. |
| [**InitializeConditionVariable**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683469%28v=vs.85%29.aspx) | Initializes a condition variable. |
| [**InitializeSRWLock**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683483%28v=vs.85%29.aspx) | Initialize a slim reader/writer (SRW) lock. |
| [**ReleaseSRWLockExclusive**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms685076%28v=vs.85%29.aspx) | Releases a slim reader/writer (SRW) lock that was acquired in exclusive mode. |
| [**ReleaseSRWLockShared**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms685080%28v=vs.85%29.aspx) | Releases a slim reader/writer (SRW) lock that was acquired in shared mode. |
| [**SleepConditionVariableCS**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686301%28v=vs.85%29.aspx) | Sleeps on the specified condition variable and releases the specified critical section as an atomic operation. |
| [**SleepConditionVariableSRW**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686304%28v=vs.85%29.aspx) | Sleeps on the specified condition variable and releases the specified lock as an atomic operation. |
| [**TryAcquireSRWLockExclusive**](http://msdn.microsoft.com/en-us/library/windows/desktop/dd405523%28v=vs.85%29.aspx) | Attempts to acquire a slim reader/writer (SRW) lock in exclusive mode. If the call is successful, the calling thread takes ownership of the lock. |
| [**TryAcquireSRWLockShared**](http://msdn.microsoft.com/en-us/library/windows/desktop/dd405524%28v=vs.85%29.aspx) | Attempts to acquire a slim reader/writer (SRW) lock in shared mode. If the call is successful, the calling thread takes ownership of the lock. |
| [**WakeAllConditionVariable**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms687076%28v=vs.85%29.aspx) | Wake all threads waiting on the specified condition variable. |
| [**WakeConditionVariable**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms687080%28v=vs.85%29.aspx) | Wake a single thread waiting on the specified condition variable. |

### Critical section functions

|  |  |
| --- | --- |
| **Critical section function** | **Description** |
| [**DeleteCriticalSection**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682552%28v=vs.85%29.aspx) | Releases all resources used by an unowned critical section object. |
| [**EnterCriticalSection**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682608%28v=vs.85%29.aspx) | Waits for ownership of the specified critical section object. |
| [**InitializeCriticalSection**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683472%28v=vs.85%29.aspx) | Initializes a critical section object. |
| [**InitializeCriticalSectionAndSpinCount**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683476%28v=vs.85%29.aspx) | Initializes a critical section object and sets the spin count for the critical section. |
| [**InitializeCriticalSectionEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683477%28v=vs.85%29.aspx) | Initializes a critical section object with a spin count and optional flags. |
| [**LeaveCriticalSection**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684169%28v=vs.85%29.aspx) | Releases ownership of the specified critical section object. |
| [**SetCriticalSectionSpinCount**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686197%28v=vs.85%29.aspx) | Sets the spin count for the specified critical section. |
| [**TryEnterCriticalSection**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686857%28v=vs.85%29.aspx) | Attempts to enter a critical section without blocking. |

### Event functions

|  |  |
| --- | --- |
| **Event function** | **Description** |
| [**CreateEvent**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682396%28v=vs.85%29.aspx) | Creates or opens a named or unnamed event object. |
| [**CreateEventEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682400%28v=vs.85%29.aspx) | Creates or opens a named or unnamed event object and returns a handle to the object. |
| [**OpenEvent**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684305%28v=vs.85%29.aspx) | Opens an existing named event object. |
| [**PulseEvent**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684914%28v=vs.85%29.aspx) | Sets the specified event object to the signaled state and then resets it to the nonsignaled state after releasing the appropriate number of waiting threads. |
| [**ResetEvent**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms685081%28v=vs.85%29.aspx) | Sets the specified event object to the nonsignaled state. |
| [**SetEvent**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686211%28v=vs.85%29.aspx) | Sets the specified event object to the signaled state. |

### One-time initialization functions

|  |  |
| --- | --- |
| **One-time initialization function** | **Description** |
| [**InitOnceBeginInitialize**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683487%28v=vs.85%29.aspx) | Begins one-time initialization. |
| [**InitOnceComplete**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683491%28v=vs.85%29.aspx) | Completes one-time initialization. |
| [**InitOnceExecuteOnce**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683493%28v=vs.85%29.aspx) | Executes the specified function successfully one time. No other threads that specify the same one-time initialization structure can execute this function while it is being executed by the current thread. |
| [**InitOnceInitialize**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683495%28v=vs.85%29.aspx) | Initializes a one-time initialization structure. |

### Interlocked Functions

|  |  |
| --- | --- |
| **Interlocked function** | **Description** |
| [**InterlockedAdd**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683504%28v=vs.85%29.aspx) | Performs an atomic addition operation on the specified **LONG** values. |
| [**InterlockedAddAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683507%28v=vs.85%29.aspx) | Performs an atomic addition operation on the specified **LONG** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedAddRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683513%28v=vs.85%29.aspx) | Performs an atomic addition operation on the specified **LONG** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedAddNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972629%28v=vs.85%29.aspx) | Performs an atomic addition operation on the specified **LONG** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedAdd64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683506%28v=vs.85%29.aspx) | Performs an atomic addition operation on the specified **LONGLONG** values. |
| [**InterlockedAddAcquire64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683510%28v=vs.85%29.aspx) | Performs an atomic addition operation on the specified **LONGLONG** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedAddRelease64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683514%28v=vs.85%29.aspx) | Performs an atomic addition operation on the specified **LONGLONG** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedAddNoFence64**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972630%28v=vs.85%29.aspx) | Performs an atomic addition operation on the specified **LONGLONG** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedAnd**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683516%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **LONG** values. |
| [**InterlockedAndAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683539%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **LONG** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedAndRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683543%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **LONG** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedAndNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972634%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **LONG** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedAnd8**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683532%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **char** values. |
| [**InterlockedAnd8Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683535%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **char** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedAnd8Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683537%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **char** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedAnd8NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972633%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **char** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedAnd16**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683518%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **SHORT** values. |
| [**InterlockedAnd16Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683521%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **SHORT** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedAnd16Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683525%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **SHORT** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedAnd16NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972631%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **SHORT** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedAnd64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683527%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **LONGLONG** values. |
| [**InterlockedAnd64Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683529%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **LONGLONG** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedAnd64Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683530%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **LONGLONG** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedAnd64NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972632%28v=vs.85%29.aspx) | Performs an atomic AND operation on the specified **LONGLONG** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedBitTestAndComplement**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh802759%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG** value and complements it. |
| [**InterlockedBitTestAndComplement64**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972635%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG64** value and complements it. The operation is atomic |
| [**InterlockedBitTestAndResetAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972636%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG** value and sets it to 0. The operation is atomic, and it is performed with acquire memory ordering semantics |
| [**InterlockedBitTestAndResetRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972637%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG** value and sets it to 0. The operation is atomic, and it is performed using memory release semantics |
| [**InterlockedBitTestAndSetAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972638%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG** value and sets it to 1. The operation is atomic, and it is performed with acquire memory ordering semantics |
| [**InterlockedBitTestAndSetRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972639%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG** value and sets it to 1. The operation is atomic, and it is performed with release memory ordering semantics |
| [**InterlockedBitTestAndReset**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683546%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG** value and sets it to 0. |
| [**InterlockedBitTestAndReset64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683547%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG64** value and sets it to 0. |
| [**InterlockedBitTestAndSet**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683549%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG** value and sets it to 1. |
| [**InterlockedBitTestAndSet64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683549%28v=vs.85%29.aspx) | Tests the specified bit of the specified **LONG64** value and sets it to 1. |
| [**InterlockedCompare64Exchange128**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683553%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares the specified 64-bit values and exchanges with the specified 128-bit value based on the outcome of the comparison. |
| [**InterlockedCompare64ExchangeAcquire128**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683557%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares the specified 64-bit values and exchanges with the specified 128-bit value based on the outcome of the comparison. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedCompare64ExchangeRelease128**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683558%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares the specified 64-bit values and exchanges with the specified 128-bit value based on the outcome of the comparison. The operation is performed with release memory ordering semantics. |
| [**InterlockedCompareExchange**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683560%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 32-bit values and exchanges with another 32-bit value based on the outcome of the comparison. |
| [**InterlockedCompareExchangeAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683564%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 32-bit values and exchanges with another 32-bit value based on the outcome of the comparison. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedCompareExchangeRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683574%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 32-bit values and exchanges with another 32-bit value based on the outcome of the comparison. The exchange is performed with release memory ordering semantics. |
| [**InterlockedCompareExchangeNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972645%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 32-bit values and exchanges with another 32-bit value based on the outcome of the comparison. The operation is performed atomically, but without using memory barriers |
| [**InterlockedCompareExchange64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683562%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 64-bit values and exchanges with another 64-bit value based on the outcome of the comparison. |
| [**InterlockedCompareExchangeAcquire64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683566%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 64-bit values and exchanges with another 64-bit value based on the outcome of the comparison. The exchange is performed with acquire memory ordering semantics. |
| [**InterlockedCompareExchangeRelease64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683576%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 64-bit values and exchanges with another 64-bit value based on the outcome of the comparison. The exchange is performed with release memory ordering semantics. |
| [**InterlockedCompareExchangeNoFence64**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972646%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 64-bit values and exchanges with another 64-bit value based on the outcome of the comparison. The operation is performed atomically, but without using memory barriers |
| [**InterlockedCompareExchange16**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972641%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 16-bit values and exchanges with another 16-bit value based on the outcome of the comparison |
| [**InterlockedCompareExchange16Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972642%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 16-bit values and exchanges with another 16-bit value based on the outcome of the comparison. The operation is performed with acquire memory ordering semantics |
| [**InterlockedCompareExchange16Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972644%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 16-bit values and exchanges with another 16-bit value based on the outcome of the comparison. The exchange is performed with release memory ordering semantics |
| [**InterlockedCompareExchange16NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972643%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 16-bit values and exchanges with another 16-bit value based on the outcome of the comparison. The operation is performed atomically, but without using memory barriers |
| [**InterlockedCompareExchange128**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972640%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified 128-bit values and exchanges with another 128-bit value based on the outcome of the comparison |
| [**InterlockedCompareExchangePointer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683568%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified pointer values. The function compares two specified pointer values and exchanges with another pointer value based on the outcome of the comparison. |
| [**InterlockedCompareExchangePointerAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683570%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified pointer values. The function compares two specified pointer values and exchanges with another pointer value based on the outcome of the comparison. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedCompareExchangePointerRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683571%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified pointer values. The function compares two specified pointer values and exchanges with another pointer value based on the outcome of the comparison. The operation is performed with release memory ordering semantics. |
| [**InterlockedCompareExchangePointerNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972647%28v=vs.85%29.aspx) | Performs an atomic compare-and-exchange operation on the specified values. The function compares two specified pointer values and exchanges with another pointer value based on the outcome of the comparison. The operation is performed atomically, but without using memory barriers |
| [**InterlockedDecrement**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683580%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 32-bit variable as an atomic operation. |
| [**InterlockedDecrementAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683583%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 32-bit variable as an atomic operation. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedDecrementRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683586%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 32-bit variable as an atomic operation. The operation is performed with release memory ordering semantics. |
| [**InterlockedDecrementNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972652%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 32-bit variable as an atomic operation. The operation is performed atomically, but without using memory barriers |
| [**InterlockedDecrement16**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972648%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 16-bit variable as an atomic operation |
| [**InterlockedDecrement16Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972649%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 16-bit variable as an atomic operation. The operation is performed with acquire memory ordering semantics |
| [**InterlockedDecrement16Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972651%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 16-bit variable as an atomic operation. The operation is performed with release memory ordering semantics |
| [**InterlockedDecrement16NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972650%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 16-bit variable as an atomic operation. The operation is performed atomically, but without using memory barriers |
| [**InterlockedDecrement64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683581%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 64-bit variable as an atomic operation. |
| [**InterlockedDecrementAcquire64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683585%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 64-bit variable as an atomic operation. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedDecrementRelease64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683588%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 64-bit variable as an atomic operation. The operation is performed with release memory ordering semantics. |
| [**InterlockedDecrementNoFence64**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972653%28v=vs.85%29.aspx) | Decrements (decreases by one) the value of the specified 64-bit variable as an atomic operation. The operation is performed atomically, but without using memory barriers |
| [**InterlockedExchange**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683590%28v=vs.85%29.aspx) | Sets a 32-bit variable to the specified value as an atomic operation. |
| [**InterlockedExchangeAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683594%28v=vs.85%29.aspx) | Sets a 32-bit variable to the specified value as an atomic operation. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedExchangeNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972659%28v=vs.85%29.aspx) | Sets a 64-bit variable to the specified value as an atomic operation. The operation is performed atomically, but without using memory barriers |
| [**InterlockedExchange8**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972656%28v=vs.85%29.aspx) | Sets an 8-bit variable to the specified value as an atomic operation |
| [**InterlockedExchange16**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh802760%28v=vs.85%29.aspx) | Sets a 16-bit variable to the specified value as an atomic operation. |
| [**InterlockedExchange16Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972654%28v=vs.85%29.aspx) | Sets a 16-bit variable to the specified value as an atomic operation. The operation is performed using acquire memory ordering semantics |
| [**InterlockedExchange16NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972655%28v=vs.85%29.aspx) | Sets a 16-bit variable to the specified value as an atomic operation. The operation is performed atomically, but without using memory barriers |
| [**InterlockedExchange64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683593%28v=vs.85%29.aspx) | Sets a 64-bit variable to the specified value as an atomic operation. |
| [**InterlockedExchangeAcquire64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683596%28v=vs.85%29.aspx) | Sets a 32-bit variable to the specified value as an atomic operation. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedExchangeNoFence64**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972660%28v=vs.85%29.aspx) | Sets a 64-bit variable to the specified value as an atomic operation. The operation is performed atomically, but without using memory barriers |
| [**InterlockedExchangePointer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683609%28v=vs.85%29.aspx) | Atomically exchanges a pair of pointer values. |
| [**InterlockedExchangePointerAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683611%28v=vs.85%29.aspx) | Atomically exchanges a pair of pointer values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedExchangePointerNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972661%28v=vs.85%29.aspx) | Atomically exchanges a pair of addresses. The operation is performed atomically, but without using memory barriers |
| [**InterlockedExchangeSubtract**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh871477%28v=vs.85%29.aspx) | Performs an atomic subtraction of two values. |
| [**InterlockedExchangeAdd**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683597%28v=vs.85%29.aspx) | Performs an atomic addition of two 32-bit values. |
| [**InterlockedExchangeAddAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683601%28v=vs.85%29.aspx) | Performs an atomic addition of two 32-bit values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedExchangeAddRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683605%28v=vs.85%29.aspx) | Performs an atomic addition of two 32-bit values. The operation is performed with release memory ordering semantics. |
| [**InterlockedExchangeAddNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972657%28v=vs.85%29.aspx) | Performs an atomic addition of two 32-bit values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedExchangeAdd64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683599%28v=vs.85%29.aspx) | Performs an atomic addition of two 64-bit values. |
| [**InterlockedExchangeAddAcquire64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683604%28v=vs.85%29.aspx) | Performs an atomic addition of two 64-bit values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedExchangeAddRelease64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683607%28v=vs.85%29.aspx) | Performs an atomic addition of two 64-bit values. The operation is performed with release memory ordering semantics. |
| [**InterlockedExchangeAddNoFence64**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972658%28v=vs.85%29.aspx) | Performs an atomic addition of two 64-bit values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedIncrement**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683614%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 32-bit variable as an atomic operation. |
| [**InterlockedIncrementAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683618%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 32-bit variable as an atomic operation. The operation is performed using acquire memory ordering semantics. |
| [**InterlockedIncrementRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683622%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 32-bit variable as an atomic operation. The operation is performed using release memory ordering semantics. |
| [**InterlockedIncrementNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972667%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 32-bit variable as an atomic operation. The operation is performed atomically, but without using memory barriers |
| [**InterlockedIncrement16**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972662%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 16-bit variable as an atomic operation |
| [**InterlockedIncrement16Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972663%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 16-bit variable as an atomic operation. The operation is performed using acquire memory ordering semantics |
| [**InterlockedIncrement16Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972665%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 16-bit variable as an atomic operation. The operation is performed using release memory ordering semantics |
| [**InterlockedIncrement16NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972664%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 16-bit variable as an atomic operation. The operation is performed atomically, but without using memory barriers |
| [**InterlockedIncrement64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683615%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 64-bit variable as an atomic operation. |
| [**InterlockedIncrementAcquire64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683620%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 64-bit variable as an atomic operation. The operation is performed using acquire memory ordering semantics. |
| [**InterlockedIncrementRelease64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683624%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 64-bit variable as an atomic operation. The operation is performed using release memory ordering semantics. |
| [**InterlockedIncrementNoFence64**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972668%28v=vs.85%29.aspx) | Increments (increases by one) the value of the specified 64-bit variable as an atomic operation. The operation is performed atomically, but without using memory barriers |
| [**InterlockedOr**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683626%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **LONG** values. |
| [**InterlockedOrAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683643%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **LONG** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedOrRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683646%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **LONG** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedOrNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972672%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **LONG** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedOr8**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683637%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **char** values. |
| [**InterlockedOr8Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683639%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **char** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedOr8Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683640%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **char** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedOr8NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972671%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **char** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedOr16**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683627%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **SHORT** values. |
| [**InterlockedOr16Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683629%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **SHORT** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedOr16Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683631%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **SHORT** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedOr16NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972669%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **SHORT** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedOr64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683633%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **LONGLONG** values. |
| [**InterlockedOr64Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683634%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **LONGLONG** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedOr64Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683636%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **LONGLONG** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedOr64NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972670%28v=vs.85%29.aspx) | Performs an atomic OR operation on the specified **LONGLONG** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedXor**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684021%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **LONG** values. |
| [**InterlockedXorAcquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684117%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **LONG** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedXorRelease**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684118%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **LONG** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedXorNoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972677%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **LONG** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedXor8**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684110%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **char** values. |
| [**InterlockedXor8Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684112%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **char** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedXor8Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684113%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **char** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedXor8NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972676%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **char** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedXor16**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684024%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **SHORT** values. |
| [**InterlockedXor16Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684026%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **SHORT** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedXor16Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684033%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **SHORT** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedXor16NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972674%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **SHORT** values. The operation is performed atomically, but without using memory barriers |
| [**InterlockedXor64**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684104%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **LONGLONG** values. |
| [**InterlockedXor64Acquire**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684107%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **LONGLONG** values. The operation is performed with acquire memory ordering semantics. |
| [**InterlockedXor64Release**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684108%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **LONGLONG** values. The operation is performed with release memory ordering semantics. |
| [**InterlockedXor64NoFence**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972675%28v=vs.85%29.aspx) | Performs an atomic XOR operation on the specified **LONGLONG** values. The operation is performed atomically, but without using memory barriers |

### Mutex functions

|  |  |
| --- | --- |
| **Mutex function** | **Description** |
| [**CreateMutex**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682411%28v=vs.85%29.aspx) | Creates or opens a named or unnamed mutex object. |
| [**CreateMutexEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682418%28v=vs.85%29.aspx) | Creates or opens a named or unnamed mutex object and returns a handle to the object. |
| [**OpenMutex**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684315%28v=vs.85%29.aspx) | Opens an existing named mutex object. |
| [**ReleaseMutex**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms685066%28v=vs.85%29.aspx) | Releases ownership of the specified mutex object. |

### Private namespace functions

|  |  |
| --- | --- |
| **Private namespace function** | **Description** |
| [**AddSIDToBoundaryDescriptor**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms681937%28v=vs.85%29.aspx) | Adds a new security identifier (SID) to the specified boundary descriptor. |
| [**AddIntegrityLabelToBoundaryDescriptor**](http://msdn.microsoft.com/en-us/library/windows/desktop/ee175818%28v=vs.85%29.aspx) | Adds a new required security identifier (SID) to the specified boundary descriptor. |
| [**ClosePrivateNamespace**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682026%28v=vs.85%29.aspx) | Closes an open namespace handle. |
| [**CreateBoundaryDescriptor**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682121%28v=vs.85%29.aspx) | Creates a boundary descriptor. |
| [**CreatePrivateNamespace**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682419%28v=vs.85%29.aspx) | Creates a private namespace. |
| [**DeleteBoundaryDescriptor**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682549%28v=vs.85%29.aspx) | Deletes the specified boundary descriptor. |
| [**OpenPrivateNamespace**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684318%28v=vs.85%29.aspx) | Opens a private namespace. |

### Semaphore functions

|  |  |
| --- | --- |
| **Semaphore function** | **Description** |
| [**CreateSemaphore**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682438%28v=vs.85%29.aspx) | Creates or opens a named or unnamed semaphore object. |
| [**CreateSemaphoreEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682446%28v=vs.85%29.aspx) | Creates or opens a named or unnamed semaphore object and returns a handle to the object. |
| [**OpenSemaphore**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684326%28v=vs.85%29.aspx) | Opens an existing named semaphore object. |
| [**ReleaseSemaphore**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms685071%28v=vs.85%29.aspx) | Increases the count of the specified semaphore object by a specified amount. |

### Singly-linked list functions

|  |  |
| --- | --- |
| **Singly-linked list function** | **Description** |
| [**InitializeSListHead**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683482%28v=vs.85%29.aspx) | Initializes the head of a singly linked list. |
| [**InterlockedFlushSList**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683612%28v=vs.85%29.aspx) | Flushes the entire list of items in a singly linked list. |
| [**InterlockedPopEntrySList**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683648%28v=vs.85%29.aspx) | Removes an item from the front of a singly linked list. |
| [**InterlockedPushEntrySList**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684020%28v=vs.85%29.aspx) | Inserts an item at the front of a singly linked list. |
| [**InterlockedPushListSList**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh448545%28v=vs.85%29.aspx) | Inserts a singly-linked list at the front of another singly linked list. |
| [**InterlockedPushListSListEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh972673%28v=vs.85%29.aspx) | Inserts a singly-linked list at the front of another singly linked list. Access to the lists is synchronized on a multiprocessor system. This version of the method does not use the [\_\_fastcall](http://msdn.microsoft.com/en-us/library/windows/desktop/6xa169sk%28v=vs.85%29.aspx) calling convention |
| [**QueryDepthSList**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684916%28v=vs.85%29.aspx) | Retrieves the number of entries in the specified singly linked list. |
| [**RtlFirstEntrySList**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa904931%28v=vs.85%29.aspx) | Retrieves the first entry in a singly linked list. |
| [**RtlInitializeSListHead**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa904932%28v=vs.85%29.aspx) | Initializes the head of a singly linked list. Applications should call [**InitializeSListHead**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683482%28v=vs.85%29.aspx) instead. |
| [**RtlInterlockedFlushSList**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa904933%28v=vs.85%29.aspx) | Flushes the entire list of items in a singly linked list. Applications should call [**InterlockedFlushSList**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683612%28v=vs.85%29.aspx) instead. |
| [**RtlInterlockedPopEntrySList**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa904934%28v=vs.85%29.aspx) | Removes an item from the front of a singly linked list. Applications should call [**InterlockedPopEntrySList**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms683648%28v=vs.85%29.aspx) instead. |
| [**RtlInterlockedPushEntrySList**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa904935%28v=vs.85%29.aspx) | Inserts an item at the front of a singly linked list. Applications should call [**InterlockedPushEntrySList**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684020%28v=vs.85%29.aspx) instead. |
| [**RtlQueryDepthSList**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa904936%28v=vs.85%29.aspx) | Retrieves the number of entries in the specified singly linked list. Applications should call [**QueryDepthSList**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684916%28v=vs.85%29.aspx) instead. |

### Synchronization barrier functions

|  |  |
| --- | --- |
| **Synchronization barrier function** | **Description** |
| [**DeleteSynchronizationBarrier**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh706887%28v=vs.85%29.aspx) | Deletes a synchronization barrier. |
| [**EnterSynchronizationBarrier**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh706889%28v=vs.85%29.aspx) | Enters a synchronization barrier and waits for the appropriate number of threads to rendezvous at the barrier. |
| [**InitializeSynchronizationBarrier**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh706890%28v=vs.85%29.aspx) | Initializes a new synchronization barrier. |

### Timer-queue timer functions

|  |  |
| --- | --- |
| **Timer-queue timer function** | **Description** |
| [**ChangeTimerQueueTimer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682004%28v=vs.85%29.aspx) | Updates a timer-queue timer. |
| [**CreateTimerQueue**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682483%28v=vs.85%29.aspx) | Creates a queue for timers. |
| [**CreateTimerQueueTimer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682485%28v=vs.85%29.aspx) | Creates a timer-queue timer. |
| [**DeleteTimerQueue**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682565%28v=vs.85%29.aspx) | Deletes a timer queue. |
| [**DeleteTimerQueueEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682568%28v=vs.85%29.aspx) | Deletes a timer queue. |
| [**DeleteTimerQueueTimer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682569%28v=vs.85%29.aspx) | Cancels a timer-queue timer. |

### Wait functions

|  |  |
| --- | --- |
| **Wait function** | **Description** |
| [**MsgWaitForMultipleObjects**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684242%28v=vs.85%29.aspx) | Waits until one or all of the specified objects are in the signaled state or the time-out interval elapses. The objects can include input event objects. |
| [**MsgWaitForMultipleObjectsEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684245%28v=vs.85%29.aspx) | Waits until one or all of the specified objects are in the signaled state, an I/O completion routine or asynchronous procedure call (APC) is queued to the thread, or the time-out interval elapses. The array of objects can include input event objects. |
| [**RegisterWaitForSingleObject**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms685061%28v=vs.85%29.aspx) | Directs a wait thread in the thread pool to wait on the object. |
| [**SignalObjectAndWait**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686293%28v=vs.85%29.aspx) | Signals one object and waits on another object as a single operation. |
| [**UnregisterWait**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686870%28v=vs.85%29.aspx) | Cancels a registered wait operation. |
| [**UnregisterWaitEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686876%28v=vs.85%29.aspx) | Cancels a registered wait operation. |
| [**WaitForMultipleObjects**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms687025%28v=vs.85%29.aspx) | Waits until one or all of the specified objects are in the signaled state or the time-out interval elapses. |
| [**WaitForMultipleObjectsEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms687028%28v=vs.85%29.aspx) | Waits until one or all of the specified objects are in the signaled state, an I/O completion routine or asynchronous procedure call (APC) is queued to the thread, or the time-out interval elapses. |
| [**WaitForSingleObject**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms687032%28v=vs.85%29.aspx) | Waits until the specified object is in the signaled state or the time-out interval elapses. |
| [**WaitForSingleObjectEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms687036%28v=vs.85%29.aspx) | Waits until the specified object is in the signaled state, an I/O completion routine or asynchronous procedure call (APC) is queued to the thread, or the time-out interval elapses. |
| [**WaitOnAddress**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh706898%28v=vs.85%29.aspx) | Waits for the value at the specified address to change. |
| [**WaitOrTimerCallback**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms687066%28v=vs.85%29.aspx) | An application-defined function that serves as the starting address for a timer callback or a registered wait callback. |
| [**WakeByAddressAll**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh706899%28v=vs.85%29.aspx) | Wakes all threads waiting for the value of an address to change. |
| [**WakeByAddressSingle**](http://msdn.microsoft.com/en-us/library/windows/desktop/hh706900%28v=vs.85%29.aspx) | Wakes a thread waiting for the value of an address to change. |

### Waitable-timer functions

|  |  |
| --- | --- |
| **Waitable-timer function** | **Description** |
| [**CancelWaitableTimer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms681985%28v=vs.85%29.aspx) | Sets the specified waitable timer to the inactive state. |
| [**CreateWaitableTimer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682492%28v=vs.85%29.aspx) | Creates or opens a waitable timer object. |
| [**CreateWaitableTimerEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms682494%28v=vs.85%29.aspx) | Creates or opens a waitable timer object and returns a handle to the object. |
| [**OpenWaitableTimer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms684337%28v=vs.85%29.aspx) | Opens an existing named waitable timer object. |
| [**SetWaitableTimer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686289%28v=vs.85%29.aspx) | Activates the specified waitable timer. |
| [**SetWaitableTimerEx**](http://msdn.microsoft.com/en-us/library/windows/desktop/dd405521%28v=vs.85%29.aspx) | Activates the specified waitable timer and provides context information for the timer. . |
| [**TimerAPCProc**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686786%28v=vs.85%29.aspx) | Application-defined timer completion routine used with the [**SetWaitableTimer**](http://msdn.microsoft.com/en-us/library/windows/desktop/ms686289%28v=vs.85%29.aspx) function. |

## Pipes

The following function is used with anonymous pipes.

|  |  |
| --- | --- |
| **Function** | **Description** |
| [**CreatePipe**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365152%28v=vs.85%29.aspx) | Creates an anonymous pipe. |

The following functions are used with named pipes.

|  |  |
| --- | --- |
| **Function** | **Description** |
| [**CallNamedPipe**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365144%28v=vs.85%29.aspx) | Connects to a message-type pipe, writes to and reads from the pipe, and then closes the pipe. |
| [**ConnectNamedPipe**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365146%28v=vs.85%29.aspx) | Enables a named pipe server process to wait for a client process to connect to an instance of a named pipe. |
| [**CreateNamedPipe**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365150%28v=vs.85%29.aspx) | Creates an instance of a named pipe and returns a handle for subsequent pipe operations. A client process connects to a named pipe by using the [**CreateFile**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa363858%28v=vs.85%29.aspx) or [**CallNamedPipe**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365144%28v=vs.85%29.aspx) function. |
| [**DisconnectNamedPipe**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365166%28v=vs.85%29.aspx) | Disconnects the server end of a named pipe instance from a client process. |
| [**GetNamedPipeClientComputerName**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365437%28v=vs.85%29.aspx) | Retrieves the client computer name for the specified named pipe. |
| [**GetNamedPipeClientProcessId**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365440%28v=vs.85%29.aspx) | Retrieves the client process identifier for the specified named pipe. |
| [**GetNamedPipeClientSessionId**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365442%28v=vs.85%29.aspx) | Retrieves the client session identifier for the specified named pipe. |
| [**GetNamedPipeHandleState**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365443%28v=vs.85%29.aspx) | Retrieves information about a specified named pipe. |
| [**GetNamedPipeInfo**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365445%28v=vs.85%29.aspx) | Retrieves information about the specified named pipe. |
| [**GetNamedPipeServerProcessId**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365446%28v=vs.85%29.aspx) | Retrieves the server process identifier for the specified named pipe. |
| [**GetNamedPipeServerSessionId**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365569%28v=vs.85%29.aspx) | Retrieves the server session identifier for the specified named pipe. |
| [**ImpersonateNamedPipeClient**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa378618%28v=vs.85%29.aspx) | Impersonates a named-pipe client application. |
| [**PeekNamedPipe**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365779%28v=vs.85%29.aspx) | Copies data from a named or anonymous pipe into a buffer without removing it from the pipe. |
| [**SetNamedPipeHandleState**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365787%28v=vs.85%29.aspx) | Sets the read mode and the blocking mode of the specified named pipe. |
| [**TransactNamedPipe**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365790%28v=vs.85%29.aspx) | Combines the functions that write a message to and read a message from the specified named pipe into a single network operation. |
| [**WaitNamedPipe**](http://msdn.microsoft.com/en-us/library/windows/desktop/aa365800%28v=vs.85%29.aspx) | Waits until either a time-out interval elapses or an instance of the specified named pipe is available for a connection. |