**Inheritance**

So far, we have only dealt with freestanding classes, let us now put three classes

together in a *class hierarchy*. We start with the baseclass Person, which has a

constructor that initializes the field m\_stName, and a method Print that writes the

name. Print is marked as virtual; this means that dynamic binding will come into

effect when we, in the main function, define a pointer to an object of this class. We

do not have to mark the methods as virtual in the subclasses, it is sufficient to do so

in the baseclass. The constructors of a class cannot be virtual. However, every other

member, including the destructor, can be virtual and I advise you to always mark

them as virtual in your baseclass. Non-virtual methods are not a part of the objectoriented

model and were added to C++ for performance reasons only.

//Person.h

class Person

{

public:

Person(string stName);

virtual void Print() const;

private:

string m\_stName;

};

//Person.cpp

#include <iostream>

#include <string>

using namespace std;

#include "Person.h"

Person::Person(string stName)

:m\_stName(stName)

{

// Empty.

}

void Person::Print() const

{

cout << "Name: " << m\_stName << endl;

}

Student and Employee are subclasses to Person, which means that they inherit all

public members of Person. Generally, they also inherit all protected members, even

though we do not have any of those in the baseclass in this case. They define their

own versions of Print with the same parameter list (in this case no parameters at

all). It is called *overriding*. This is not to be confused with *overloading*, which was

refers to freestanding functions or methods of the same class. For overriding to

come into effect, the methods must have the same name and parameters list and

the method of the baseclass must be virtual. As constructors cannot be virtual, they

cannot be overridden. Two overridden methods cannot have different return types.

//Student.h

class Student : public Person

{

public:

Student(string stName, string stUniversity);

void Print() const;

private:

string m\_stUniversity;

};

//Student.cpp

#include <iostream>

#include <string>

using namespace std;

#include "Person.h"

#include "Student.h"

Student::Student(string stName, string stUniversity)

:Person(stName),

m\_stUniversity(stUniversity)

{

// Empty.

}

void Student::Print() const

{

Person::Print();

cout << "University: " << m\_stUniversity << endl;

}

//Employee.h

class Employee : public Person

{

public:

Employee(string stName, string stEmployer);

void Print() const;

private:

string m\_stEmployer;

};

//Employee.cpp

#include <iostream>

#include <string>

using namespace std;

#include "Person.h"

#include "Employee.h"

Employee::Employee(string stName, string stEmployer)

:Person(stName),

m\_stEmployer(stEmployer)

{

// Empty.

}

void Employee::Print() const

{

Person::Print();

cout << "Company: " << m\_stEmployer << endl;

}

**Dynamic Binding**

In the example above, it really is no problem to create static objects of the classes.

When we call Print on each object, the corresponding version of Print will be

called. It becomes a bit more complicated when we introduce a pointer to a Person

object and let it point at an object of one of the subclasses. As Print in Person is

virtual, dynamic-binding comes into force. This means that the version of Print in

the object the pointer actually points at during the execution will be called. Had it not

been virtual, Print in Person would always have been called. To access a member

of an object given a pointer to the object, we could use the dot notation together

with the dereferring operator. However, the situation is so common that an arrow

notation equivalent to those operations has been introduced. The following two lines

are by definition interchangeable:

pPerson->Print();

(\*pPerson).Print();

//Main.cpp

#include <iostream>

using namespace std;

#include "Person.h"

#include "Student.h"

#include "Employee.h"

void main()

{

Person person("John Smith");

person.Print();

cout << endl;

Student student("Mark Jones", "MIT");

student.Print();

cout << endl;

Employee employee("Adam Brown", "Microsoft");

employee.Print();

cout << endl;

Person\* pPerson = &person;

pPerson->Print(); // Calls Print in Person.

cout << endl;

pPerson = &student;

pPerson->Print(); // Calls Print in Student.

cout << endl;

pPerson = &employee;

pPerson->Print(); // Calls Print in Employee.

}

Had we omitted the word virtual in the class Person above, we would not have

dynamic-binding, but rather static-binding. In that case, Print in Person would

always be called. As mentioned above, static-binding is present for performance

reasons only and I suggest that you always mark every method of the baseclass in

the class hierarchy as virtual.

Pure virtual methods

Let us take the next logical step and continue with abstract baseclasses and pure

virtual methods. An abstract baseclass cannot be instantiated into an object, but

can be used as a baseclass in a class hierarchy. In the example above, we became

acquainted with virtual methods. In this section, we look into pure virtual methods.

A pure virtual method does not have a definition, just a prototype. A class becomes

abstract if it has at least one pure virtual method, which implies that a class cannot

be abstract without a pure virtual method. A subclass to an abstract class can choose

between defining all pure virtual methods of all its baseclasses, or become abstract

itself. In this manner, it is guaranteed that a concrete (not abstract) subclass always

has definitions of all its methods.

The next example is a slightly different version of the hierarchy of the previous

section. This time, Person is an abstract baseclass because it has the pure virtual

method Print. Its prototype is virtual and succeeded with = 0.

The field m\_stName is now protected, which means that it is accessible by

methods in subclasses, but not by methods of other classes or by freestanding

functions. Another difference in these classes is the use of constant references in the

constructor. Instead of sending the object itself as an actual parameter, which might

be time and memory consuming, we can send a reference to the object. To make sure

that the fields of the object are not changed by the method, we mark the reference

as constant. Compare the constructor of

Person in this case with the previous case.

The change does not really affect the program, it is just a way to make the program

execute faster and use less memory.

//Person.h

class Person

{

public:

Person(const string& stName);

virtual void Print() const = 0;

protected:

string m\_stName;

};

//Person.cpp

#include <string>

using namespace std;

#include "Person.h"

Person::Person(const string& stName)

:m\_stName(stName)

{

// Empty.

}

As Person is an abstract class, Student must define Print in order not to become

abstract itself.

//Student.h

class Student : public Person

{

public:

Student(const string& stName, const string& stUniversity);

void Print() const;

private:

string m\_stUniversity;

};

In the Student class of the previous example, Print called Print in Person. This

time, Person does not have a definition of Print, so there is no method to call.

Instead, we access the Person field m\_stName directly; this is allowed because in this

version it is protected in Person.

**//Student.cpp**

#include <string>

#include <iostream>

using namespace std;

#include "Person.h"

#include "Student.h"

Student::Student(const string& stName, const string& stUniversity)

:Person(stName),

m\_stUniversity(stUniversity)

{

// Empty.

}

void Student::Print() const

{

cout << "Name: " << m\_stName << endl;

cout << "University: " << m\_stUniversity << endl;

}

Employee works in the same way as Student.

**//Employee.h**

class Employee : public Person

{

public:

Employee(const string& stName, const string& stEmployer);

void Print() const;

private:

string m\_stEmployer;

};

**Employee.cpp**

#include <string>

#include <iostream>

using namespace std;

#include "Person.h"

#include "Employee.h"

Employee::Employee(const string& stName,

const string& stEmployer)

:Person(stName),

m\_stEmployer(stEmployer)

{

// Empty.

}

void Employee::Print() const

{

cout << "Name: " << m\_stName << endl;

cout << "Company: " << m\_stEmployer << endl;

}

In the main function, we cannot create an object of the Person class as it is an abstract

class. Neither can we let the pointer pPerson point at such an object. However,

we can let it point at an object of the class Student or Employee. The condition for

Student and Employee being concrete classes was that they defined every pure

virtual method, so we can be sure that there always exists a definition of Print

to call.

//**Main.cpp**

#include <string>

#include <iostream>

using namespace std;

#include "Person.h"

#include "Student.h"

#include "Employee.h"

void main()

{

// Does not work as Person is an abstract class.

// Person person("John Smith");

// person.Print();

// cout << endl;

Student student("Mark Jones", "Berkeley");

student.Print();student.Print();

cout << endl;

Employee employee("Adam Brown", "Microsoft");

employee.Print();

cout << endl;

// In this version, there is no object person to point at.

// Person\* pPerson = &person;

// pPerson->Print();

// cout << endl;

Person\* pPerson = &student;

pPerson->Print(); // Calls Print in Student.

cout << endl;

pPerson = &employee;

pPerson->Print();// Calls Print in Employee.

}

**Arrays of Objects**

An array of objects is not really so much different from an array of values. However,

one issue to consider is that there is no way to call the constructor of each object

individually. Therefore, the class must have a default constructor or no constructor

at all. Remember that if a class has one or more constructors, one of them must be

called every time an object of the class is created.

// The default constructor is called for each car object.

Car carArray[3];

carArray[2].IncreaseSpeed(100);

// The default constructor is called for each car object.

Car \*pDynamicArray = new Car[5];

pDynamicArray[4].IncreaseSpeed(100);

delete [] pDynamicArray;

Just as for values, we can also initialize an object array with a list. In that case,

we can call constructors other than the default constructor. Note that when we

introduce a new object in an array initialization list and call the default constructor,

we have to add parentheses unlike when creating freestanding objects by calling the

default constructor.

Car carArray[] = {Car(), Car(100, 90)};

carArray[0].TurnLeft(90);

**Streams and File Processing**

We can open, write to, read from, and close files with the help of *streams*. Streams

are predefined classes. ifstream is used to read from files, and ofstream is used to

write to files. They are subclasses of istream and ostream in the operator overload

section above. The program below reads a series of integers from the text file

input.txt

and writes their squares to the file output.txt. The stream operator returns

false when there are no more values to be read from the file. Note that we do not

have to close the file at the end of the program, the destructor will take care of that.

//TextStream.cpp

#include <iostream>

#include <fstream>

using namespace std;

void main(void)

{

ifstream inFile("Input.txt", ios::in);

ofstream outFile("Output.txt", ios::out);

int iValue;

while (inFile >> iValue)

{

outFile << (iValue \* iValue) << endl;

}

}

The text files are written in plain text and can be viewed by the editor.

Input.txt

1

2

3

4

5

Output.txt

1

4

9

16

25

We can also read and write binary data with the stream classes. The program below

writes the numbers 1 to 10 to the file Numbers.bin and then reads the same series of

values from the file. The methods write and read take the address of the value to be

read or written and the size of the value in bytes. They return the number of bytes

actually read or written. When reading, we can check whether we have reached the

end of the file by counting the number of read bytes; if it is zero, we have reached the

end. Even though we do not have to close the file, it is appropriate to do so when the

file has been written so that the values are safely saved before we open the same file

for reading.

//BinaryStreams.cpp

#include <iostream>

#include <fstream>

using namespace std;

void main(void)

{

ofstream outFile("Numbers.bin", ios::out);

for (int iIndex = 1; iIndex <= 10; ++iIndex)

{

outFile.write((char\*) &iIndex, sizeof iIndex);

}

outFile.close();

ifstream inFile("Numbers.bin", ios::in);

int iValue;

while (inFile.read((char\*) &iValue, sizeof iValue) != 0)

{

cout << iValue << endl;

}

}

The values are stored in compressed form in the binary file Numbers.bin, which is

why they are not readable in the editor. Here is a screen dump of the file:

![](data:image/png;base64,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)

Even though these file processing techniques are of use in many situations, we will

not use them in the applications of this book. Instead, we will use the technique of

*Serialization*, described in Chapter 3.

**Summary**

\*The object-oriented model rests on the three cornerstones *inheritance*,

*encapsulation*, and *dynamic binding* as well as the five relations *instance*,

*inheritance*, *aggregation*, *connection*, and *call*.

\*An object can be created as an *instance* of a class. A class consists of two

types of *members*: *methods* (member functions) and *fields* (member variables).

A member can be *private*, *protected*, or *public*. The methods of a class can be

divided into constructors, inspectors, modifications, and one destructor.

\*A class can *inherit* one or more, other baseclasses with its members. A

method of the baseclass can be *virtual*, resulting in *dynamic binding*.

\*An array can hold a sequence of objects. The classes of those objects have to

have a default constructor or no constructor at all in order for the objects to

be thoroughly initialized.

\*With the help of pointers and classes, we can create a linked list, which is a

very useful structure. With its help, we can construct a stack.

\*We can overload the usual operators so they take objects as operands.

However, we cannot affect the number of operands, nor the precedence or

associativity of the operators.

\*We can use the *this* pointer to access our own object and we can define

functions as *friends* to a class.

\*Exception handling is an elegant error handling method. When an error

occurs, we throw an exception. The point in the exception may or may not be

handled in another part of the code. In either case, we do not have to worry

about that when the error occurs.

\*We can define template classes, which are instantiated with suitable types

when we instantiate objects. We can also define template functions that take

parameters of different types.

\*We can organize our classes, freestanding functions, and global variables

into namespace.

\*We can read from and write to text and binary files with the predefined

clases ifstream and ofstream.
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