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Постановка задачи.

Реализовать методы для

решения задачи Коши:

1. метод Эйлера
2. метод Рунге-Кутты четвёртого порядка
3. метод Адамса четвёртого порядка

решения краевой задачи ОДУ:

1. метод стрельбы
2. метод конечных разностей

Описание методов.

**Задача Коши.**

Заданы обыкновенное дифференциально уравнение второго порядка *y’’ = f(x, y, y’)* и значения *y(a)* и *y’(a)* на границе *a* отрезка *[a,b].* Требуется найти сеточную функцию *y* с шагом *h* на отрезке *[a, b].* Сначала сведём ОДУ второго порядка к системе ОДУ первого порядка с помощью введения новых переменных
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Далее мы можем представить систему в векторном виде и применять заданные методы, подставляя векторы в качестве переменных
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1. Редко используется на практике из-за невысокой точности. В случае небольшого шага разностной сетки h график функции и график касательной не успевают сильно разойтись друг от друга и можно в качестве значения решения в узле принять значение касательной , вместо значения неизвестного точного решения . При этом допускается погрешность. Повторяя все предыдущие рассуждения, получим значения в остальных точках.

Итерационная формула . Погрешность на каждом шаге . Также контроль точности можно осуществлять методом Румбе-Ромберга или путём сравнения с точным результатом.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI4AAAAXCAIAAABS9uDUAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAG+klEQVRoge1Za1iMaRh+52uGpANSI4UlSnaVswodbA5FqKuV6xKitS05reyh0DpsEVtYF5sSKlltl1RYpFJq1CoZp0k11XSaqTHNjOZgTt+8+0PFzHwzmSKH7f4113u67+e5n2/mfebDQQhBHz4FIB9aQB/eFn1WfTL4H1iF8hoo1c/lamb59fdJJbU8pS1czgt1G94j5C84XFTt7OdtFdpQlBTsNNLSL5GOkXk540bYyk3xZXkRC5YeqezIkZh6JSa+iKnzATKDgPqbUdHp1WLsafiZg3PBx9g6mCRWmRA/OuQ6ZcMNDpRVXz2RXNoGIYRQVnshcN3xcmlvq3wNftHeb9ZfrJOpznziVqF08r/VfA0LBFcDLEYFZr1U2Vh/2tPMIYKikBJZ9Z+Lp27M0nReL4CbGWDneapGxSwAZbz6p1QW2r6MSq5go72qrEf8gmRf13AKRgm2Q5y3ZZyZXxoPQlHL0xIK89VKlF+esOILvVmRFQo7eTcCx4xaf13JVhmXRqnlohBCiHKqSp40a/vIaR2gINPf3HLDLeWKAcsdLAYQrLYXiiGEKC3aSdd0TYZKDb4v8PIP9Yy/C6ukJaETjb0Sm6v+2uZhN0zXYFEcA4WcwlMh62abEkYv3Lw7sUzUubgtbRVRb2Es84394pITfg4WAwiWQdl8WU2y3zhdZIhfmhbp6VaAaOMfrrrD/DOUvAJQTAq20pt3shmFEEL+k0Mrf8gSYR3wtmBd2uLiiAGn1bHPsHLaI37NVsko4TMHzT98KTrszCNOYbC1gXu7Ecz4xUZjNt1W4BGTgq0JIwJVyNGms8tMzNeciPll7zVqzSMKQ/VnTzO0D/Bl+moTwvgf7yoy4UE/G5uxSDaDLgdERN5KFs5c5dy/J9cYY+9jt721WK89P6/odGQGVQYAAGjlk1ru0dC2wTgAgI7Z10Gb5w3vvLrJG29ll48aRK+x3bV9AiuquMnGfdYQAAAQFt0pxU/zm6rAI2toYAB9QwOcEhsy3HOZ47atF9h5OYGW3cmM9gHijIwMIJ1WLwMO/V6P4gEYQCQasluYKJCzriQz525a2U/9Ie8DWvP3M7eb42wuBwAAqc697JaZTs5mCAAAMRxt8MYVW87KziqVCHyd17gOAc0p2Y9Hux210gEASMh3inm2QY4DFU6FUqkUQqy/2YwmTBghyYG6+N4KEEcg4IFcrtRf4AFATEwHtVWyJPSrSY3O3y81AAAAwKflpma+sN/oZaNGoIReXMz+0ukrA+WJ1rStPlGlEpUN+LH+sWfWW+uoTGDyaxLQf+T0BSNffRRyEo4OdFjobqN6LODdzirWcQnf5WmCAHbOrRJT11BbPAAApRXcbRg3b46ZYueEH0Yciivl8ZW9kjP+yX9pNbLiLqlVPt4U6VKdKrQOEAoFQpwx0VQxKAQAPNF0KMq8fzqB6bbWsSPz+kb03CL2EHV9IK/y2v6gPTdZGL21sfex2yQM5Cdg+QTU8HcloGsIC7JIBI+AFaMQAISFOcV6Ts5GBXm1KGAXFlIsXNwmKGWIYDd9ki6rsUHQMYCyqRXNwpqUU7WOoWvs9coKiriUjIyHYq3VaR2gsInO0bWdZktQGEUAQIYSjZG6usHL/SfrdY4LCgpk9o44JqP5OU/2akh082xSbbs3BlbzHcZgJl57YPJjCdAK4ntZ+RInTzcjAADKqKCyRZSbZYaTR+sISPn3ie5eM5S/hRBjD++5A6seP23/QpDcP7Rskq39zuee6x1NZrs7oRkh32boO0zsr0adnHHe18JwuMs+Uk8DlJQ/qRww19vdWMlGCKXUuOA9ua0Kl31R9lbfSHJZzM+/pj5ubW8kBCmR0a8vW4JEH7ffVfu0bgCLH1NA94Fyqx5QmFIIIRTnbbGZvoeMeaTgTrDttN0PpB2bqKWPO+57KLviYU2bRnUot6r4TvImn7AeBiglh82w3VEgUD4G0NJ/25taraRcTPrJzcNv3Z4cPoQQooy8uIMREftWLV66IzziwJGMZ9J3ZpUUk19JwLsAn/a0mguhIHera8BllromlJsXsijgIr2LHlWdOrQ1d6f//iKFMa0DbE3fuCQkj6vKCr47WaayWvpw75K1SXFrvaKr+S8727V3+1RJH4TPGjHF3ReLX42AHgBtPO5mseLsvdTQgLAspiYnZHWZEbvi7nE0LMFWh7aW/h2bUtL58HQrwLaH5/dFZtIw0wowGjpZ1WGvgMttLedWuATEFnSW2JtWiRiknbPsNl6p63bVoy2F8VHx+Y1YDaUaAT0Byio+d/BAzPWqtxEsqislN6mtwrdU140AZU3kEpraysRB9S/s5UK+SFdf78O9J/ngAjTiHajT6ghNVvXho8JHWrF9UEWfVZ8M/gPniHzBzJ03JwAAAABJRU5ErkJggg==)![](data:image/png;base64,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)

1. Часто используется на практике. Семейство явных методов Рунге-Кутты *р*-го порядка записывается в виде совокупности формул:
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Контроль точности осуществляется методом Румбе-Ромберга или путём сравнения с точным результатом.

1. Решение дифференциального уравнения *y’ =f(x, y)* удовлетворяет интегральному соотношению

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI4AAAAzCAIAAADOy6f0AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAJSUlEQVR4nO2be1QTVx7Hf5kkEBMCQkBBEJa1q4JIba0VNS7KQREtrLqeVlesXbVHu9vWdn2iPXrc9VXxuLscuwIKFV0XfFMBdYuvBUUqUAREQAOFQCCGRxKSkEySmdk/AMljgBRh2dzj56+byfzu73vnN/d379w7w6AoCl5jD2AjLeA1tvI6VHaDXYeKVDdJ2gkwttSJleRIixl27DhUpCTv5Jb3P0/IOPH1kYuPtSMtZ/ih7BmjKC4y6kQ9QVEUpam6cCqzkbA8RSe+l5pRZvjfaxty7LhXAZDKFkeuoU5iIEkAqK2S8tx72qN/9lRkBABgu3WU/qeraOfYbaj0BfFf7Lmsi1zrW5iYfL+BwItKSC/l6eQ79QAAgJcWl+kBADAWm8UaUaVDhd22wuGd3++bynPhYTMy5nH4fOJRqqikmRn79x1+pKw4+86TR0UVWgfH4PDIgJFWOlTYbaiAxXdhAQDw+HwAY1WePmT3m5X/ulYZuCJgetTKiToDf8kHS7igb5K9kGplOPg6jrTiV4RBIbRaQeA4ODoyR1rGMGG3YxUdTEdHJoC6PH3fZ5u2J+a3oPWsZb8JkB6yIfXD8HVXZSSwi5zmFOwJQqeB6LQEAACIuotnJMv/keBdVYrPXjkZqdYh1RgAXdGjSu/3YjbG8EZaydCD1FgFhKyhSaVUoLkgiFaoKLW6k2hvQWw+0Q1aoSI7tVqiXdZC9HNKW1nm2bQ8sV6s7z6iEde9eJWFJ3p7vbS+Gacpm0OoJU9ys+5Wamzwg1aoQNepIxXt7X2FiqhN33nggcCzOjG5KLlID0CIryecbxjlPtghu297BzfqceLxfzeRFmVztPLqM1u2XWtl2+JspNeLbYKQSyQqG87T3fjYm+kYkSCjr0Wc8tuIv5T3rrLjZXEf7sixpWJ6BrAnWi99GhP/1GBZNkV1Ze1bH1/X2uLNtFeRanFJzuXb1TgAqMpv3KrqHOS9NhA/25Eu+3BcAX0KMYPS6XCKVHd0WHUrsuVJ1rHN+5/6TOLoeo61XTmU7hQ+1wkAAAjlTz9kf5ffRALxouBSZplqAMmW9lYVAGCCReHslCNZSjAvAwAA3pB/8fTl/Os3ywIXzsL79d2Nac9V1RTf+nbPKXdBWfzcttK0uAr+rw8JHQa+QFZXJS/5xK1Gk6vFYAcs37ky+KWvIXJE4xrX4RRoNRrrxTI2l9ks5s2Pmerck2xUOVfuCOb/tesnqRAV3jq99+wNxolJt848YoZNWxzMN1mispIcGb7L1N66ghVRwcAJCnD645W7mqVLeaZlUnItNvb+u3tj/c4tzvTbtJ8Q3TX3HRXMp2mdRZe+93nQ8jMdFIWX//N0rppS1dw5m5j93NhnrzRIfyyoVFsc65CK600RN7ZqLOxscyR/nHEqKSkp6ZuNCyK2nUhKSjqZktNfjtCcW85lsIN2FdJsJbalLpu4Pqs31Rge73lb8MEFE2FE4/GF/guPFVpqpZVMY09TgSo1mv/ugUqjadn4/Juo0Nh8DUUZCnfNiDjeSAzsm6IoymI8ZHp6ucllrbiotHhsxBoeYKMbbt7RL9jQx12sepbx1UcJQVnfT+aZZFJ9W/1zUYfJGMpgjpniJeCaJlvbHHHc/QMCBCTom13zXCcHBLAYmKAPKV1gGBMoiqSZrOse5lYECkM4JjINBvPOh7n4+2Jao2sfS/DmkgGKLe1pKsBYTIwkCMqkjOcnJuArsmdyQXE96ZLj/ExPbGDfAFYzQObYsW7KpvzvHrpGhnliAJrc+8ZZc9nylja5RtM1I+28eSatofta8CcumDXBavZjULc1myOVay1a1Z+j3pkvxzt4tlAoFIZMGOsZMEsoFM6Z3f/2E8bEgMF2sE6m+tK8kvGh81xNTvXz9yHlbeqXYdWUZLUGzpMXPFC8kDTrrWqwlGxlT1MBqZR3sHx+4c3qLXu1Fpd2+k8aA7Lc1G8fOM+b46zEB/YNYD1Z53gItCV1vtGhYzAA0D28q3xLqDh36PhtcWdnlyhSLpXhvReeYV2nS1Dk6jWmxKwK9bfcmujH0eAfYDE2m8UAtoODpSqiIbfQZWHkeJPmYoLwiOnS6mojALSnr5+9ZFuBX/S6xW8/SdidKWaxQP/D0feXbj5f2zvmmks2taetAAAM1dUtIYvCnE3Ko92nBmKZu9ZuPdfh5KQhm0WlFz6hM6XBPB/qqs7HX6jGe7Lzg21hi2M2/PmumqIoimi+d/LwwYP7Yt5buv3AwUPx2SKKohQpyyL+JrZ6+WRA+nM0eHTX149jsoVxNRZjHtF8cvWqFKt3ZNqz/7B0T5GBoihcJm7SUBRFEQqJRNF1nrap4sKfdqR10Es2t6etgMILvlr25e0Oy7KhtUYk1VIULquXqPswpaEngqQs72x2nbGdDFq/dmJ3/jBW5lT5rYomr5W3doawuBzP0A07QkGddiR5xpbNbwxyB88WR4Pfrx3F5QDDgcN52avUucfiFcvDa5/Nit3vbZlCXBcf2Fobn1YxZc0Uj/FeAACAuYwb1y1KVlMonb7iIz6tZEt7jnUFeNXl2z479oXxLcrAEvxyAgAAePiOAwCwNqWlRz0lb6z9iZi2bs3M0T1/EXU5pWOifxM9F7t6+GKpgm6sxpvLn0tbaiuaddb/9YENjmyuywom39kJYzhyOC+D4uDh41B1Uyzc+clUuqeB0XM+3SrUVjXRLCyxfIVrP/vdO3xayQPb6xueqEK+2DiTb1EePDZs2JOdGh2Hxx3+JahXd0TUxIUG7PVIabmK4C6IDYtfGJfHHX4hQ+KI6T5GwOY68ZB8vQKxrUWOh4ebwMkdsUXoLhALFXOsp9cbPr9CrFVdIHL/6Qv3z/FwC1r9dZbIP2y+ByKtMgeV+w9XtncoqtKPjtp++ftJSA5V6LyySSpqfhQZ/YIneQzFEv3/I8iECn2QzOpo8jpUdgMioTL9KniktQwXSITK/KvgkVYzXKAyrSBqjkZ96ZSQsckXiZuPDkQa9vKrYACAzuqLyVkS5N6wRSBUZl8FEwAWH3AjAwoJ0KhS4jwXHqZRqTh8PhPPPXhYFOhJOS9aGeaH0F4ICvcei+/CwwCAx+czAfSl90QlhdXT1iAVJ0AjVGYYn+fpQ3a/KU2/Vkn/kqrdgkICpAHFD7gRDRWKIJcA0eV1qOyG/wKJ02KtTzandAAAAABJRU5ErkJggg==)

Если решение задачи Коши получено в узлах вплоть до *k*-го, то можно аппроксимировать подынтегральную функцию, например: интерполяционным многочленом какой-либо степени. Вычислив интеграл от построенного многочлена на отрезке, получим ту или иную формулу Адамса. Чтобы получить метод четвёртого порядка, будем использовать многочлен третей степени, получим итерационную формулу
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Контроль точности осуществляется методом Румбе-Ромберга или путём сравнения с точным результатом.

**Краевая задача.**

Заданы обыкновенное дифференциально уравнение второго порядка *y’’ = f(x, y, y’)* и условия на концах отрезка *[a, b]*
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Сведём ОДУ второго порядка к системе ОДУ первого порядка так же, как сделали это для задачи Коши.

1. Суть метода заключена в многократном решении задачи Коши для приближенного нахождения решения краевой задачи. Вместо исходной задачи формулируется задача Коши, условие на правом конце заменяется на ещё одним условием на левом (y’(a) = η). Решается задача Коши, полученное решение на правом конце сравнивается с отброшенным краевым условием. По результатам сравнения делается корректировка η.

решение исходной задачи эквивалентно нахождению корня уравнения *Φ(η) = 0* , где *.* Так как невозможно вычислить производную функции Φ(η), будем пользоваться методом секущих. Следующее значение корня определяется соотношением . Условие окончания . Контроль точности осуществляется методом Румбе-Ромберга или путём сравнения с точным результатом.
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1. Введем разностную аппроксимацию производных следующим образом:
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Подставим в исходное уравнение, получим:
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Если мы используем аппроксимацию производных на краях с помощью односторонних разностей второго порядка, мы теряем трехдиагональную структуру матрицы коэффициентов, но сохраняем второй порядок аппроксимации:
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Контроль точности осуществляется методом Румбе-Ромберга или путём сравнения с точным результатом.

Общая информация.

Данная работа состоит из девяти модулей, которые позволяют решать различные задачи решения СЛАУ и нахождения собственных векторов и собственных значений. Полученные в ходе расчетов результаты сохраняются в отдельный файл. Что касается технических деталей реализации, все программы написаны на языке C++.

Запуск программы.

Чтобы воспользоваться программой, необходимо собрать проект с помощью утилиты make (или nmake на windows) и запустить полученный файл prog, например, на Windows:

*$nmake*

*$prog*

Исходные данные берутся из файлов с префиксом in папке data, выходные данные помещаются в файлы с префиксом out в папке data.

Входные данные и результаты.

Вариант 1.

|  |  |
| --- | --- |
| **in1.txt**  0  1  -sin(3\*x)  cos(x)+sin(x)\*11/8-sin(3\*x)/8  1.0  1.0  0.0  1.0  0.1  // p(x)  // q(x)  // f(x)  // correct(x)  // y(a)  // y'(a)  // a  // b  // h | **out1.txt**  Метод 1: Метод Эйлера  Решение:  X: 0 0.1 0.2 0.3 0.4 0.5 0.6 0.7 0.8 0.9 1  Y: 1 1.1 1.19 1.27196 1.34766 1.41847 1.48513 1.54758 1.60492 1.65541 1.69661  Точное решение:  Y: 1 1.09534 1.18266 1.26376 1.34001 1.41211 1.47999 1.54274 1.59864 1.64526 1.67968  Погрешность относительно точного решения:  0.0775537  Погрешность методом Рунге-Ромберга:  X[0]: -0  X[1]: -0.00333333  X[2]: -0.00534368  X[3]: -0.00609061  X[4]: -0.005823  X[5]: -0.00494817  X[6]: -0.00398561  X[7]: -0.00350928  X[8]: -0.00408408  X[9]: -0.00620223  X[10]: -0.0102254  Метод 2: Метод Рунге-Кутты  Решение:X: 0 0.1 0.2 0.3 0.4 0.5 0.6 0.7 0.8 0.9 1  Y: 1 1.09534 1.18266 1.26376 1.34001 1.41211 1.47999 1.54274 1.59864 1.64526 1.67969  Точное решение:Y: 1 1.09534 1.18266 1.26376 1.34001 1.41211 1.47999 1.54274 1.59864 1.64526 1.67968  Погрешность относительно точного решения:  1.48697e-005  Погрешность методом Рунге-Ромберга:  X[0]: -0  X[1]: -5.39739e-007  X[2]: -1.05352e-006  X[3]: -1.49463e-006  X[4]: -1.82415e-006  X[5]: -2.0146e-006  X[6]: -2.05248e-006  X[7]: -1.9396e-006  X[8]: -1.69295e-006  X[9]: -1.34318e-006  X[10]: -9.31888e-007  Метод 3: Метод Адамса  Решение:  X: 0 0.1 0.2 0.3 0.4 0.5 0.6 0.7 0.8 0.9 1  Y: 1 1.09534 1.18266 1.26376 1.34009 1.41221 1.48008 1.54275 1.59851 1.64493 1.67911  Точное решение:  Y: 1 1.09534 1.18266 1.26376 1.34001 1.41211 1.47999 1.54274 1.59864 1.64526 1.67968  Погрешность относительно точного решения: 0.00133145  Погрешность методом Рунге-Ромберга:  X[0]: -0  X[1]: -5.39739e-007  X[2]: 2.15197e-006  X[3]: 6.65434e-006  X[4]: -7.96602e-005  X[5]: -0.000106403  X[6]: -9.05516e-005  X[7]: -1.58885e-005  X[8]: 0.000123767  X[9]: 0.00031791  X[10]: 0.000557793 |
| **in2.txt**  x  2  -x  0  e^x/x  1.0  2.0  0.1  0.0  1.0  1.5  1.0  0.0  7.39  0.001  // r(x)  // p(x)  // q(x)  // f(x)  // correct(x)  // a  // b  // h  // alpha  // beta  // delta  // gamma  // y0  // y1  // eps | **out2.txt**  Метод 1: Метод стрельбы  Решение:  X: 1 1.1 1.2 1.3 1.4 1.5 1.6 1.7 1.8 1.9 2  Y: 2.71863 2.73141 2.76712 2.8229 2.89694 2.98818 3.09604 3.22038 3.36135 3.51934 3.695  Точное решение:  Y: 2.71828 2.73106 2.76676 2.82254 2.89657 2.98779 3.09565 3.21997 3.36092 3.51889 3.69453  Погрешность относительно точного решения:  0.00433988  Погрешность методом Рунге-Ромберга:  X[0]: 2.08284e-006  X[1]: -1.2861e-006  X[2]: -2.84422e-006  X[3]: -3.47277e-006  X[4]: -3.61499e-006  X[5]: -3.50319e-006  X[6]: -3.2627e-006  X[7]: -2.96216e-006  X[8]: -2.63923e-006  X[9]: -2.31411e-006  X[10]: -1.99698e-006  Метод 2: Метод конечных разностей  Решение:  X: 1 1.1 1.2 1.3 1.4 1.5 1.6 1.7 1.8 1.9 2  Y: 2.72742 2.73901 2.77377 2.82879 2.90222 2.99295 3.10039 3.22437 3.36503 3.52276 3.69819  Точное решение:  Y: 2.71828 2.73106 2.76676 2.82254 2.89657 2.98779 3.09565 3.21997 3.36092 3.51889 3.69453  Погрешность относительно точного решения:  0.0619573  Погрешность методом Рунге-Ромберга:  X[0]: -0.00841984  X[1]: -0.00728848  X[2]: -0.00639161  X[3]: -0.00567042  X[4]: -0.00508305  X[5]: -0.0045989  X[6]: -0.00419503  X[7]: -0.00385386  X[8]: -0.00356164  X[9]: -0.00330738  X[10]: -0.00308209 |

Выводы.

Выполнив лабораторную работу, я научился реализовывать методы решения задач Коши и краевых задач: метод Эйлера (*O(h)*), метод Рунге-Кутты четвёртого порядка, метод Адамса четвёртого порядка, метод стрельбы, метод конечных разностей (*O(h)* или *O(h/2)*). Существует несколько модифицированных методов Эйлера со вторым порядком точности.

Для решения жёстких систем ОДУ существуют неявные методы, например неявный метод Эйлера, использующий производную на правой границе: .

![](data:image/png;base64,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)

В методе Адамса можно использовать односторонние разности первого порядка, тогда мы получаем трёхдиагональную матрицу коэффициентов .
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Или односторонние разности второго порядка,

, тогда второй порядок аппроксимации сохраняется везде, но матрица линейной системы не трехдиагональная. Первый подход лучше использовать, когда требуется высокая скорость вычислений, второй – когда более важна высокая точность решения.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOwAAABiCAIAAADcC6jrAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAYrklEQVR4nO2dd0ATydvHhxCaEKVGmohdkUNQDkU6iNgQQbChngXxZwP1DtshvucptpNDwQKiWMBTwYrt6HpUOUVFRTyQUKREegJJyG72/SOUJCSQkEAS3c9fsLuZeWb2m9nZ55nMI4MgCEBBkWYw4jYABUVYUBGjSD2oiFGkHokXMYPaVN/cLp6625triWRYPHWj8I8ki5j28dqG6SPxw/EaWhO8zrxuG+TqSel7rMZ5XahgDHK9KIIiuSKmvbx4heh9r6SpviBqHnR/184LpYM5KJLSD+26XEwbxBpR+ovkihjScQvYYa8jj1ExWvnL8kmMxoYWETkD4S85ae8aex1gSelHImXcXDUlt3tQupHcu6Ssq6feYR3c3CznsMHbGNt1ktFa/S7zdQXE/Kfx/fMXFfzPm+k5536PK+tFxM1pwRHYzbvMFWU4TghVbW8MWMHfBZIr4i6a/w07W73iuM942Y4Drc+OLZ1jZWnveiiFBgBg1MUHzJ21JbZeVPWlHY3EbtllrcxxnEe1wlc4wO35DkAkGZiYe8nfXldORkZOb9GFIqj7DD1vn/EQ25OlMIIgCJ0QuWbrXRK/pVLiVzsE5dO5n2xK2b008B8SgiDUp776irYhzCp4Vyt4q7ghTHu+e7B9y3wAaM0+f+DmR6jHcYya1cZArwmyXf9rWawNTfP0jfHzWH/tYEjqqvPOCswz2AkTxmBvV1VBwFCe8fVFtYn3KhV+q4QJL0u+hvzcrC7To8rm1OBIua1R1rzK4lKt8K3sV3tQuhFIxHBFavynsZ5OBrJ9X9srCoYzFy6a2HNWKqOoi+echwKAM1r556Enj1eVlZIB6BAxkMfjhzZ9/coAjK9Pr5ZZb/RS5LtKetan7BIHt0WjMBxVMqpij0Zn1aTYPwEAAIRUQWynhrrNyPaJvr5tMlbgagVqpaDtESOMxjd3Y5Nr9Jy93UxUJWE+KpCIoQ/xpx94LBJexFgdE1sdQT6gMmG8gV7taJbBSVZruDr5VV1rzZPLxTM2+KkCAABgNBUk/v0BnjBrrqkGR++yVEmtjx5KM7O1N+VsPEZ9QfCN8U0dsqO/Dl/za9nCvcErzA26ruRabevnlOcNU13M1djrFKiV3NsjaXIBADAq7p27QxypV3rac9mXJ4+2jhFWDMIjkIjljExdKyfLDZQtvKG+T8hS9Tlur9B9CKOtpQG+vomOhuz8NjJvOVwS9UuUxrHDWqf8TsqcD5giL3A9igbmjgad/9DgOHlM4+gZjpaG3frhUi358/OwfUe1Y2ebq/W3fdwLlkC5AACAss3/DmipY2j4N073SiEgAVYJJGLMiBVblqoMzohAS/M3drs1ZKazzQQVUnXbuJ1X90xhNRajNlxTrrIU5x5i0eFGgN5fu1I/5aGGioIZ45dLWX6nWDUvKnpWC1RG2/04KqRS9AUPoFzaSQ2tmGFqylxKpH4pb9Y2GM48Q6svKXhbr2ljYdjV9xh1LXUAAKOOAKzcp3d0MYNYVqk80oDToTNICPhip4IbrNcNBYdjz7O8PtRAQ7THTzHWHcJ5Hq5t1d90cc+GiV0taP/0X4PGj0oAyKjhSKUlFMBLxIqLr6Qu5sMCl4gKSt/VigguBXOVi1Awmt78dfJsWiNOBz+UTvgnnWC47mSIrxmu8zz57Y0LWVoea/UAAACuenEjNMAvtHFT1isLQ46CalNv0712O3Z+EjMMLgj7PdnBb920YSKwU1DE7R7pF1Dlo+CgmEIa20HKndUT19ynIAj1qe8Er1jyIFWLIEhr7NJZx/6DuH1EuIIRBIFrkk6dSauHuZwSkJZX4Z7G03xvlVA7DlDygqYpj1xzl8gsnF4UtXp1OFszGq97aY7zf8ZpV0t+XHQSgY7AjQ2N3UfpH0KXLgl7x60RA4yUiZj+7yHrUdPdvH1P57ZwnoMJp+fNP10OI3UX3J2OfRRCUwJViwgj4j4K5iEXbkCV2akFDTy1TiuMcNXVnB32kdU9DhUfmymv5BhWBiMIVBg6y3RTIttXvzVhnZ7++ket7CZlH3E2mmxla2s702JlVDnrKUq6v6nNkbc8PPADB3cRw+Sqgoz8cqY1cMO7Z7nlYviCcQGuSgk/fC6ZQOV6tin90JaD8XdP7DiUJIqhi89qaTU5QTbGG26X9iM60WvBvcilJ71GcOgFR61xStMPF3CcJ0a4KMgabEqiIi0J6w301z9k0ystfdtY/PJbLQhCLstNyiju+9lGTd5kqOcd38B6DK5OP3fwz8elohxUOOAiYnL6UU/rUSpYfd+nVARB4NrIuUNwrpfq+iyLRm5q5EJTC2UAG8ABvfFLVeOgDwUSQC8ihquvumvKanrGEjm+2fT8/VPksEa7c2hNccs1FZ3Cqziikz+ouUVXFcX6L5huiFOwPNr304143kVRzTOWVcX0goh1C5adyByA6V0nXN5PlO12x6U5/Wpml/G+muFiiMGvPRea9Ydany8WzUnB3qfyeq5bweAXHLnsZzY4sUGsqq5ADujvAEZFXPTTBlU3r/la7I4lBjEr5xM81G2qESi4+bJZ1Wokq6MbLk5MKZ/qrnwjttUn5vwwe6t0OYWegSgOho400CAnZebTVjh26gVr7HsxwVeUDeoBD2n1Jwo6bP7hh/P7uojBYJiYmBCJRMFNRekgPDx8yZIlAPAZS6fmZeVTsWaWVjj2YuCy+PisdvwiT2cclFhZjSjjcCwaZnxJSi4cgbMgmPwWYNQSnlFsaGml26d3VWaYKg6pqaxo7w6tDgK8xsf+REFhWhsV6rnmV0ZWTlFRvqP9GAwmIyOjvR1daNh/NDU1O/7iJ5YOKI1NFBkV3REcMUxa7tlzGbDp3h2uaoAOQTBAENbdG+pTkl/S2rwcfnJQA433k19pOQSa9h09wsjJYWXAYO8CwUvEgkZ1AQDNjwIXn3xB73Ecg3c7EbvTvKsHVFVVRWM7Cj+xdKAyatRwTGZbGx2A7pGI9vpkQGSlyc6nAdPkAUC0tTVlssjkbvGR0hOzMHa/BS7EYwApPSl7iF2UBR9jK6OVTAHqeLzgwVKh4DFXhitPOSj/uO1E8Pnczhk5VByx3i++jvRs/9rjryXDWYHSRS8vdtTsvT8oDV/yV23naxtUeW+jMd5kw63SzuvrohcOVZh9rusKymMffU3P6w0IgiDUpP+N1PS6+iop6UOfd70lxgOnPPvcF5H6hvqE1yynKwq6nj2q66ihYm7GiLuUhf76TGpQmBEYe3r2xwNL/E/fuHfn8nF/7233dIJSMiK9uoLJanMXO+GK373veI625yU+p9i4zVYDADDqCotq6cWJGQpTJvQ1wLYXFhRhbT3ma3fLCi4MddYaaugaVtBzTarI4CFu6PPFHXsf17J8o1rjVkxc/5CCINS0rRNdo/rwvUsTdFIdsYXLIEOtK85LzS39Phx2rZm7TM125wj1hIXeHZwxaWsKu78cqnv/7OER98WhhAEbnrmOxPCXx8cvK/j+31w8y2mMLBbAMAAA0NoRRSUxrGUTPYzGrD88JmmpaQ1X0xgzN+hpddfiX7jqRex+D4uZ/g/qxGng4DFkZmDYgndnbwqxQ0FTYmTO9JDf7Nn9WLIaE40V23TsnfUGbOUYe8HQy8M2o2cs+ulgidMv3hPZHx7yU81Hfy37ygDkiq/65tMkd802/5ASg/amTQy4npR4/YCzTPrhFT5RhI5tAWR1LeabDccYOs42Ec+PXwYfnPWBCK+Ks5E5vf8QnAfUottn821OHZ+jzuGMrn1xO6HVK3ir0QD2I9u4LKaorpigpp09k0vp+IeS+fMkrNK8qPrOs1wXDnz7UAk5LwgCz6DgqvwcPsLSA4QMIpBTD2qq+grwOqrf4OjUFrdMbz3tVPnd1aoAAND+zG/ykrrg4utemPIX2RUallZjxLRaFqUvBJynYFV1v0kFA8AgVtTI285zGMr8F3qbmF5vOdu6+vr2ZUuWejitCi9CN2WTVCTkh1tiB3of84C+MWjVCGaHMBcOWCrfiG33iTm/eoysHB8LB1DEBCpiAACAPkUG5y84s8+i43WVuXBA+QvBZPsao5YMPhcOoIgJ9M4A0Jx5/HjlyjM7Tbs8LsyFA1rMhQMpya+0HFz4WDiAIia+exG3vY04kDA28GBHlKmN3MroWDjwM8vCARd+Fg6giInvW8Tk/LB1u1+Nm65U8CQh4cGda39s3Bz+AaJmJGaAWWuWG8oCQMtNzmRYOepnJxeiC+8klW/S08Af0Js/F80JSCXCN59GdhySMwnMPQPyAp5TbPazLBxoSsxQCNmCzickFQH9xN8f5NLXBKVJxtrodEJyQUWMIvV833NilG8CVMQoUg8qYhSpBxUxitSDihhF6kFFjCL1oCJGkXpQEaNIPaiIUaQeVMQoUg8qYhSpBxUxitSDihhF6kFFjCL1oCJGkXpQEXOjvbmWSJa0fSYY1Kb6ZvQ3UlxARdwTUvoeq3FeF4TYWk/U0D5e2zB9JH44XkNrgteZ123itkfCQEXMCSn90K7LxZK0/TLt5cUrRO97JU31BVHzoPu7dl4olbSnhHhBRcwOKf1IpIybq+bg9wv8JSftHdcNKSEdt4Ad9jryGBWjlb8sn8RobGhBf1LGioSImNFa/S7zdQVzM3FG4/vnLyrEMftrTguOwG7eZa7YY8uqgTeQnnPu97gybiJW1tXr3C8Vbm6Wc9jgbdz1I3UJ6TjxIgkibn12bOkcK0t710MpNAAAoy4+YO6sLbH1g21Hc9rRSOyWXdY9dr/kYeBg2wea/w07W73iuM942V7tGvSOEzvi2lOWA3rePuMhtidLYQRBEDohcs3Wu/3IMisMTSm7lwb+Q0IQhPrUV1/RNqSUbQ9mLgaKtv5e89oiMDH3kr+9rpyMjJzeogtF3ak9xd9x4kdSNk/pT/ZHPmHJWMgGW8bC5tTgSLmtUdY8K+VioGht451NEQAAMFoWa0PTPH1j/DzWXzsYkrrqvLMCL7tE1XFSg6SIuF/ZH/mDJWMhGywZCxlVsUejs2pS7J8AAABCqiC2U0PdZmT7RF/fNhk7gAbylU2xG5zRyj8PPXm8qqyU3JWyc+A6TmoQSMRwRWr8p7GeTgayfV8rKFyzPwJAKslIfwNPmmM3dgggl2alv2kdMcNuijbnllKMxjd3Y5Nr9Jy93UxUOeb5LBkLeYFRXxB8Y3xTh9Dpr8PX/Fq2cG/wCnOD7v4RzsDWzynPG6a6mKuxG8dXNkU2VCaMN9CrHd092vKwi1/DxENv90twBCoA+hB/+s6ngclHhtHW0gBf30RHV9qtt+tOOYobNab64qo9d74CAFR0Gj5+VpvY8z4wKu6du0NUw5We9lx2tqQ/tSsamDvO6sTxh+HymKGjZzhajmVJhyyMgeTPz8P2HU2pF94zRn2fkKXqs9G+e1ctHnbxZ5h4EP5+sSPQSCxnZOpaOXlgkn91ZX8MsWDzDkAE+R8d6+LvVq3wxReRdO1mc9sUTdnmfwe01DE0/Bune6UAjJE0A1VG2/04KqSyfxXT0vyN3W4NmelsM0GFVN02bufVPVNYbhsvu/jruf7TTmpoxQxTU+byVKZ+KW/WMxjeYX59ScHbek0bC8Nuo7ndLwaxrFJ5pEF/EqMIJGLMiBVblqoMjFcOrm3V33Rxz4aJ7BZBRSWys/ct/nf7TcIa10KGvju3wQSjrqUOAGDUEYCV+3ShTVFwiaigiNRAflBcfCV1MVdzHI49z/L6UAMN0R4/xVh3CH92ic4wdhhNb/46eTatEaeDH0on/JNOMFx3MsTXrOuRRX5740KWlsdaPQAAgKte3AgN8Att3JT1ysKwqwyu9wszDC4I+z3ZwW/dtGEC2iTgi50KbkBefblmfwQAALj8HUPPfazLEtzK2Azd0ZoLFABgVKdduJRB7JjAyihM9tjpYYQFjNrU23Sv3Y64nsWL3cBdHobC1K6oY2ytYyyQXVwNExpS/pl1q6PVg26d8RqtAAAA1H8PWNu7++HzLi7SwgAAfbq45SR1/6VlI5njMzMb4HZDMy7ZAHvcL4XR87d7nlrpG77/2tbJgn3jxOvho/97yHrUdDdv39O5LVxOw1U3Lye0IAjSdHedlfWvdxp4FtSSHxedRKAjcCPva8RpYGvs0lnH/oN4nRa1XQL0XBdQZXZqQQPvBIW0wghXXc3ZYR9ZfdlQ8bGZ8kqOYWUwgkCFobNMNyWypbPjlQ2Q1/2ipPub2hx5K1giPe4ihslVBRn55cyi4IZ3z3LLhUr6y5Nesz+SCClB635+XAMhCEJJ270pglfy9pbsI85Gk61sbW1nWqyMkkADaTU5QTbGG26XiiwO0XvaTL4NY6X3aAu94Kg1Tmn64QKOC4gRLgqyBpuSqEhLwnoD/fUP2fRKS982Fr/8VguCkMtykzI68jX2dr+oyZsM9bzj2aUNV6efO/jn41IegwAXEZPTj3paj1LB6vs+pSIIAtdGzh2Cc71Ux6vxXKCRmxq50NRC6f9YRGml9H2ROJFYA/k0rDcRw9VX3TVlNT1jiRzfBnr+/ilyWKPdObSmuOWaik7hVawX0PP2/aDmFl1VFOu/YLohTsHy6Mc+BUA876Ko5hnLpmJ6QcS6BctOZPLIWcplTqxstzsuzelXM7uM99UMF0MMfu250Kw/1ASYUzUnBXufyuu5EAWDX3Dksp9Z/wIsikMk3IsvsQYKbxijIi76aYOqm9d8LY7MzcSsnE/wULepRqDg5stmVauRrI5wZjZAd+Ubsa0+MeeH2Vul85ENcOhIAw1yUmY+bYVjl+Swxr4XE3x5foSHoIQLZg6bf/jh/L4vCwoK+vvvv/kvFkVU/PTTT5s3bwaA37g3NS8rn4o1s7TieGuGy+Ljs9rxizydcVBiZTWijMOxaJiZDRBnQTD5LcCoJZzPbIAyw1RxSE1lRXtXTLJPeI2KwgUzYVobFerp2ZeRlVNUlO9qho+Pz/z5fIgdRdSMHz++4y/+4t6UxiaKjIruCA12CdJyz57LgE337nBVA3QIggGCsCbPYGYD9GJmA7yf/ErLIZCPbIAYOTmsDBAoCQcvEQsQZHWeos3x4eZHgYtPvqD3tA/vdiJ2p3lnQwwMDAwMDAQwFkXk8Bf3Vhk1ajgms62NDkD3YEZ7fTIgstJk59OAafIAINramjJZZHK3+JjZAH9jyQYYxU82QEYrmQLU8XgBnGy8RNwVzITs/DayB1n9pl9pexm/UktFp+HjXW3nRT0/PGzhieSF/NuAIuko2Kz2nnT50oNHxOXLmB5p+Mt9/1WnyEsv3f/NSgUAABRMLUyVLn2pbGEARQwAADCzAR5nyQb4u352cqHtrEm9y5NWWUmUNzY3FSAwzGuK0hXMXM8jyMoAUBFJ184ETY31PaAwIzD29OyPB5b4n75x787l4/7e2+7pBKVkRHp1BZPV5i52whW/e9/xAG7PS3xOsXFjyQZYnJihMGVCXwNse2FBEdbWoyPBKxO4MNRZa6iha1gBj3U7PBwd0OeLO/Y+ruV0L9LfXruaWXR6/tyQEtp/f8U84+6m/Cahk+qILdy85dS64rzU3FLB/PNSCUwqe/U89Vnex2oSN09Za+YuU7PdOdz6iPQ5v6CaH7FA7w7OmLQ1hcOfDtW9f/bwiPviUAJXfzdXEUOVj4KDYgp7WgOVXL+SQoFrryxxPphyI+YpD7/dNwbckHnCfaIqVkZGVmX0nP1PWFyh0JfcmABbdbkffs37DkTcJy3/7J+/+mo5H5EVHjQ+9pvn/6S+ZwFwffL+zWHvuXcyu4hFFgX+lmh5stV23t6Lj9OS/jroPkYRozYvgjV01HjdS3Oc/7OBiWhKHVBlwuE957J7iV7zhvIx/vDhuP969iRck3vr8v23Tbw+yC5i0QRZvy2oaWfP5HaGvCiZP0/CKs2Lqu86zWtxwHcMlZDzgiDwp+Cq/Jzi/j3a0bS4gtEWt0xvPe1U+d3VTJdN+zO/yUvqgouve2HKX2RXaFhajenPilgUYZCEn+xLEQxiRY287TyHoR3/Q28T0+stZ1tXX9++bMlSD6dV4UXo5jyDDipiQYDexzygbwxaNaJzL5PixJTyqZbKN2LbfWLOrx4jK8fH4gAUUYOKmH+gT5HB+QvO7LPojFoxFwcofyGYbF9j1JLB5+IAFFGDdjm/NGceP1658sxO0+7AK3NxgBZzcUBK8istBxc+FgegiBpUxHzR9jbiQMLYwIMdgaQ2ciujc3HAzyyLA1z4WRyAImpQEfcNOT9s3e5X46YrFTxJSHhw59ofGzeHf4A6FgesYVkc4KifnVz4/e3nJ3YkZgcgSQV68+eiOQGpRPjm08iOQ3Imgbln5NuzE59TbPazLA5oSsxQCNmCzicGHdRPLBrIpa8JSpOMtdHphBhARYwi9aBzYhSpBxUxitSDihhF6kFFjCL1oCJGkXr+H3JZwX4wsNRoAAAAAElFTkSuQmCC)

Исходный код.

//lup.hpp

#ifndef \_\_LUP\_\_

#define \_\_LUP\_\_

#include <vector>

#include <cmath>

#include <fstream>

#include <iostream>

#include "matrix.hpp"

#include "vector.hpp"

using namespace std;

int m\_detSign = 1;

void m\_frontSub(Matrix &mat, vector <double> &vec, vector <double> &vecP, vector <double> &vecZ)

{

int n = mat.getSize();

for (int i = 0; i < n; ++i) {

double sum = 0.0;

for (int j = 0; j < i; ++j) {

sum += mat.get(i, j) \* vecZ[j];

}

vecZ[i] = vec[(int)vecP[i]] - sum;

}

}

void m\_backSub(Matrix &mat, vector <double> &vec, vector <double> &vecX)

{

int n = mat.getSize();

for (int i = n - 1; i >= 0; --i) {

double sum = 0.0;

for (int j = i + 1; j < n; ++j) {

sum += mat.get(i, j) \* vecX[j];

}

vecX[i] = (vec[i] - sum) / mat.get(i, i);

}

}

bool m\_lup(Matrix &mat, Matrix &matL, Matrix &matU, vector <double> &vecP)

{

int n = mat.getSize();

m\_detSign = 1;

matU.copy(mat);

for (int i = 0; i < n; ++i) {

vecP[i] = i;

}

for (int j = 0; j < n; ++j) {

int row = -1;

double max = 0.0;

for (int i = j; i < n; ++i) {

double element = abs(matU.get(i, j));

if (element > max) {

max = element;

row = i;

}

}

if (row == -1) {

return false;

}

if (row != j) {

m\_detSign \*= -1;

}

matU.swapRows(j, row);

matL.swapRows(j, row);

matL.set(j, j, 1);

swap(vecP[j], vecP[row]);

for (int i = j + 1; i < n; ++i) {

double ratio = matU.get(i, j) / matU.get(j, j);

for (int k = j; k < n; ++k) {

matU.set(i, k, matU.get(i, k) - matU.get(j, k) \* ratio);

}

matL.set(i, j, ratio);

}

}

return true;

}

void matInverse(Matrix &mat, Matrix &matInv)

{

int n = mat.getSize();

vector <double> vec1(n);

vector <double> vec2(n);

vector <double> vecP(n);

vector <double> vecX(n);

Matrix matL(n);

Matrix matU(n);

Matrix matE(n);

m\_lup(mat, matL, matU, vecP);

matE.identity();

for (int j = 0; j < n; ++j) {

for (int i = 0; i < n; ++i) {

vec1[i] = matE.get(i, j);

}

m\_frontSub(matL, vec1, vecP, vec2);

m\_backSub(matU, vec2, vecX);

for (int i = 0; i < n; ++i) {

matInv.set(i, j, vecX[i]);

}

}

}

double matDet(Matrix &mat)

{

int n = mat.getSize();

double res = 1.0;

Matrix matL(n);

Matrix matU(n);

vector <double> vecP(n);

m\_lup(mat, matL, matU, vecP);

for (int i = 0; i < n; ++i) {

res \*= matU.get(i, i);

}

return res \* m\_detSign;

}

bool lup(Matrix &mat, vector <double> &vec, vector <double> &vecX)

{

int n = mat.getSize();

Matrix matL(n);

Matrix matU(n);

vector <double> vecP(n);

vector <double> vecZ(n);

if (!m\_lup(mat, matL, matU, vecP)) {

return false;

}

m\_frontSub(matL, vec, vecP, vecZ);

m\_backSub(matU, vecZ, vecX);

return true;

}

void method1()

{

ifstream fin("../data/in1.txt");

ofstream fout("../data/out1.txt");

int n, tmp;

fin >> n;//int n;

Matrix mat(n, n);

vector <double> vec(n);

vector <double> vecX(n);

for (int i = 0; i < n; ++i) {

for (int j = 0; j < n; ++j) {

fin >> tmp;

mat.set(i, j, tmp);

}

}

for (int i = 0; i < n; ++i) {

fin >> vec[i];

}

Matrix matInv(n);

if (!lup(mat, vec, vecX)) {

fout << "Degenerate matrix\n";

} else {

matInverse(mat, matInv);

fout << "Answer (vector):\n";

for (int i = 0; i < n; ++i) {

fout << vecX[i] << " ";

}

fout << "\nInverse matrix:\n";

for (int i = 0; i < n; ++i) {

for (int j = 0; j < n; ++j) {

fout << matInv.get(i, j) << " ";

}

fout << "\n";

}

fout << "Determinant: " << matDet(mat) << "\n";

}

}

#endif

//error.hpp

#ifndef \_\_ERROR\_\_

#define \_\_ERROR\_\_

#include <vector>

#include <cmath>

#include <fstream>

#include <iostream>

#include <sstream>

#include "matrix.hpp"

#include "vector.hpp"

using namespace std;

double func1(double x)

{

return cos(x) + sin(x) \* 11 / 8 - sin(3 \* x) / 8;

}

double calcError1(vector <double> vecX, vector <double> vecY)

{

double res = 0.0;

for (int i = 0; i < vecX.size(); ++i) {

res += abs(func1(vecX[i]) - vecY[i]);

}

return res;

}

double func2(double x)

{

return exp(x) / x;

}

double calcError2(vector <double> vecX, vector <double> vecY)

{

double res = 0.0;

for (int i = 0; i < vecX.size(); ++i) {

res += abs(func2(vecX[i]) - vecY[i]);

}

return res;

}

double rungeRomberg(double h1, double h2, double y1, double y2, double p)

{

double r = h2 / h1;

return (y1 - y2) / (pow(r, p) - 1.0);

}

#endif

//matrix.hpp

#ifndef \_\_matrix\_\_

#define \_\_matrix\_\_

#include <string>

#include <vector>

#include <utility>

#include <algorithm>

#include <fstream>

using namespace std;

class Matrix

{

public:

friend ofstream &operator<<(ofstream &ofstr, Matrix &m);

friend ifstream &operator>>(ifstream &ifstr, Matrix &m);

Matrix();

Matrix(int size);

Matrix(int rows, int cols);

void resize(int rows, int cols);

double get(int row, int col);

void set(int row, int col, double value);

int getSize();

int getM();

int getN();

Matrix sub(Matrix other);

Matrix mul(double value);

Matrix mul(Matrix other);

vector <double> mul(vector <double> other);

Matrix transpose();

void identity();

void copy(Matrix other);

void swapRows(int index1, int index2);

string toString();

private:

vector < vector<double> > m\_mat;

};

#endif

//matrix.cpp

#include <string>

#include <vector>

#include <utility>

#include <algorithm>

#include <fstream>

#include "matrix.hpp"

using namespace std;

Matrix::Matrix() {}

Matrix::Matrix(int size)

{

m\_mat.resize(size);

for (int i = 0; i < size; i++) {

m\_mat[i].resize(size);

}

}

Matrix::Matrix(int rows, int cols)

{

m\_mat.resize(rows);

for (int i = 0; i < cols; i++) {

m\_mat[i].resize(cols);

}

}

void Matrix::resize(int rows, int cols)

{

m\_mat.resize(rows);

for (int i = 0; i < cols; i++) {

m\_mat[i].resize(cols);

}

}

double Matrix::get(int row, int col)

{

return m\_mat[row][col];

}

void Matrix::set(int row, int col, double value)

{

m\_mat[row][col] = value;

}

int Matrix::getSize()

{

return m\_mat.size();

}

int Matrix::getM()

{

return getSize();

}

int Matrix::getN()

{

return m\_mat[0].size();

}

Matrix Matrix::sub(Matrix other)

{

int n = getSize();

Matrix res(n);

for (int i = 0; i < n; ++i) {

for (int j = 0; j < n; ++j) {

res.set(i, j, get(i, j) - other.get(i, j));

}

}

return res;

}

Matrix Matrix::mul(double value)

{

int n = getSize();

Matrix res(n);

for (int i = 0; i < n; ++i) {

for (int j = 0; j < n; ++j) {

res.set(i, j, get(i, j) \* value);

}

}

return res;

}

Matrix Matrix::mul(Matrix other)

{

int n = getSize();

Matrix res(n);

for (int i = 0; i < n; ++i) {

for (int j = 0; j < n; ++j) {

double sum = 0.0;

for (int k = 0; k < n; ++k) {

sum += get(i, k) \* other.get(k, j);

}

res.set(i, j, sum);

}

}

return res;

}

vector <double> Matrix::mul(vector <double> other)

{

int n = getSize();

vector <double> res(n);

for (int i = 0; i < n; ++i) {

double sum = 0.0;

for (int j = 0; j < n; ++j) {

sum += get(i, j) \* other[j];

}

res[i] = sum;

}

return res;

}

Matrix Matrix::transpose()

{

int n = getSize();

Matrix res(n);

for (int i = 0; i < n; ++i) {

for (int j = 0; j < n; ++j) {

res.set(i, j, get(j, i));

}

}

return res;

}

void Matrix::identity()

{

int n = getSize();

for (int i = 0; i < n; ++i) {

for (int j = 0; j < n; ++j) {

if (i == j) {

set(i, j, 1.0);

} else {

set(i, j, 0.0);

}

}

}

}

void Matrix::copy(Matrix other)

{

for (int i = 0; i < getM(); ++i) {

for (int j = 0; j < getN(); ++j) {

set(i, j, other.get(i, j));

}

}

}

void Matrix::swapRows(int index1, int index2)

{

swap(m\_mat[index1], m\_mat[index2]);

//double tmp = m\_mat[index1];

//m\_mat[index1] = m\_mat[index2];

//m\_mat[index2] = tmp;

}

string Matrix::toString()

{

// string res = Arrays.toString(m\_mat[0]);

// for (int i = 1; i < getM(); ++i) {

// res += '\n' + Arrays.toString(m\_mat[i]);

// }

string res = "To string doesnt work\n";

return res;

}

ifstream &operator >> (ifstream &ifstr, Matrix &m)

{

for (int i = 0; i < m.m\_mat.size(); ++i) {

for (int j = 0; j < m.m\_mat[0].size(); ++j) {

ifstr >> m.m\_mat[i][j];

}

}

return ifstr;

}

ofstream &operator << (ofstream &ofstr, Matrix &m)

{

for (int i = 0; i < m.m\_mat.size(); ++i) {

for (int j = 0; j < m.m\_mat[0].size(); ++j) {

ofstr.width(10);

ofstr << m.get(i, j) << " ";

}

ofstr << "\n";

}

return ofstr;

}

//vector.hpp

#ifndef \_\_VECTOR\_\_

#define \_\_VECTOR\_\_

#include <vector>

#include <cmath>

#include <fstream>

#define MAX\_ITERATIONS 1000

using namespace std;

vector <double> vecAdd(vector <double> a, vector <double> b);

vector <double> vecSub(vector <double> a, vector <double> b);

double vecNormC(vector <double> v);

void inputVec(vector <double> &vec, ifstream &ifs);

void printVec(vector <double> &vec, ofstream &ofs);

#endif

//vector.cpp

#include <vector>

#include <cmath>

#include <fstream>

#include "vector.hpp"

vector <double> vecAdd(vector <double> a, vector <double> b)

{

vector <double> c(a.size());

for (int i = 0; i < a.size(); ++i) {

c[i] = a[i] + b[i];

}

return c;

}

vector <double> vecSub(vector <double> a, vector <double> b)

{

vector <double> c(a.size());

for (int i = 0; i < a.size(); ++i) {

c[i] = a[i] - b[i];

}

return c;

}

double vecNormC(vector <double> v)

{

double res = 0.0;

for (int i = 0; i < v.size(); ++i) {

res = max(res, abs(v[i]));

}

return res;

}

void inputVec(vector <double> &vec, ifstream &ifs)

{

for (int i = 0; i < vec.size(); ++i) {

ifs >> vec[i];

}

}

void printVec(vector <double> &vec, ofstream &ofs)

{

for (int i = 0; i < vec.size(); ++i) {

ofs.width(10);

ofs << vec[i] << " ";

}

ofs << "\n";

}

//diffEqBoundary.hpp

#ifndef \_\_DIFF\_EQ\_BOUNDARY\_\_

#define \_\_DIFF\_EQ\_BOUNDARY\_\_

#include <vector>

#include <cmath>

#include <fstream>

#include <iostream>

#include <string>

#include "matrix.hpp"

#include "lup.hpp"

#include "vector.hpp"

#include "diffEqCauchy.hpp"

using namespace std;

class MethodDiffEqBoundary

{

public:

MethodDiffEqBoundary(string exprR, string exprP, string exprQ, string exprF, double a, double b, double h, double alpha, double beta, double delta, double gamma, double y0, double y1)

{

m\_exprR = exprR;

m\_exprP = exprP;

m\_exprQ = exprQ;

m\_exprF = exprF;

m\_a = a;

m\_b = b;

m\_h = h;

m\_alpha = alpha;

m\_beta = beta;

m\_delta = delta;

m\_gamma = gamma;

m\_y0 = y0;

m\_y1 = y1;

}

void shooting(vector <double> &vecX, vector <double> &vecY, double eps)

{

int n = getN();

double yEta1;

double yEta2;

double eta1 = 1000000.0;

double eta2 = -1000000.0;

vector <double> vecZ(n);

string strExprR = "x";

string exprP = "2 / x";

string exprQ = " - x / x";

string exprF = "0 / x";

yEta1 = fi(eta1, vecX, vecY, vecZ, exprP, exprQ, exprF);

yEta2 = fi(eta2, vecX, vecY, vecZ, exprP, exprQ, exprF);

double error = abs(eta2 - eta1);

int iter = 0;

while (error > eps) {

iter++;

double etaN = eta2 - yEta2 \* (eta2 - eta1) / (yEta2 - yEta1);

yEta1 = yEta2;

yEta2 = fi(etaN, vecX, vecY, vecZ, exprP, exprQ, exprF);

eta1 = eta2;

eta2 = etaN;

error = abs(eta2 - eta1);

}

cout << iter << "\n";

}

void finiteDifference(vector <double> &vecX, vector <double> &vecY)

{

int n = getN();

Matrix mat(n);

vector <double> vec(n);

vecX[0] = m\_a;

for (int i = 1; i < n; ++i) {

vecX[i] = vecX[i - 1] + m\_h;

}

mat.set(0, 0, m\_alpha - 3.0 \* m\_beta / (2.0 \* m\_h));

mat.set(0, 1, 4.0 \* m\_beta / (2.0 \* m\_h));

mat.set(0, 2, -m\_beta / (2.0 \* m\_h));

vec[0] = m\_y0;

for (int i = 1; i < n - 1; ++i) {

double x = vecX[i];

double rx = x;

double px = 2 / rx;

double qx = -x / rx;

double fx = 0 / rx;

double a = 1.0 / (m\_h \* m\_h) - px / (2.0 \* m\_h);

double b = -2.0 / (m\_h \* m\_h) + qx;

double c = 1.0 / (m\_h \* m\_h) + px / (2.0 \* m\_h);

mat.set(i, i - 1, a);

mat.set(i, i, b);

mat.set(i, i + 1, c);

vec[i] = -fx;

}

mat.set(n - 1, n - 3, m\_gamma / (2.0 \* m\_h));

mat.set(n - 1, n - 2, -4.0 \* m\_gamma / (2.0 \* m\_h));

mat.set(n - 1, n - 1, m\_delta + 3.0 \* m\_gamma / (2.0 \* m\_h));

vec[n - 1] = m\_y1;

lup(mat, vec, vecY);

}

int getN()

{

return (int)((m\_b - m\_a) / m\_h) + 1;

}

void setH(double h)

{

m\_h = h;

}

private:

double fi(double eta, vector <double> &vecX, vector <double> &vecY, vector <double> &vecZ, string exprP, string exprQ, string exprF)

{

int n = getN();

double y0;

double z0;

if (m\_beta != 0.0) {

y0 = eta;

z0 = (m\_y0 - m\_alpha \* eta) / m\_beta;

} else {

y0 = m\_y0 / m\_alpha;

z0 = eta;

}

MethodDiffEqCauchy method(exprP, exprQ, exprF, y0, z0, m\_a, m\_b, m\_h);

method.rungeKutta2(vecX, vecY, vecZ);

return m\_delta \* vecY[n - 1] + m\_gamma \* vecZ[n - 1] - m\_y1;

}

string m\_exprR;

string m\_exprP;

string m\_exprQ;

string m\_exprF;

double m\_a;

double m\_b;

double m\_alpha;

double m\_beta;

double m\_delta;

double m\_gamma;

double m\_y0;

double m\_y1;

double m\_h;

};

#endif

//diffEqCauchy.hpp

#ifndef \_\_DIFF\_EQ\_CAUCHY\_\_

#define \_\_DIFF\_EQ\_CAUCHY\_\_

#include <vector>

#include <cmath>

#include <fstream>

#include <iostream>

#include <string>

#include "matrix.hpp"

#include "vector.hpp"

using namespace std;

class MethodDiffEqCauchy

{

public:

MethodDiffEqCauchy(string exprP, string exprQ, string exprF, double y0, double z0, double a, double b, double h)

{

m\_exprP = exprP;

m\_exprQ = exprQ;

m\_exprF = exprF;

m\_y0 = y0;

m\_z0 = z0;

m\_a = a;

m\_b = b;

m\_h = h;

}

void euler(vector <double> &vecX, vector <double> &vecY)

{

int n = getN();

vector <double> vecZ(n);

vecX[0] = m\_a;

vecY[0] = m\_y0;

vecZ[0] = m\_z0;

for (int i = 1; i < n; ++i) {

vecX[i] = vecX[i - 1] + m\_h;

vecY[i] = vecY[i - 1] + m\_h \* vecZ[i - 1];

vecZ[i] = vecZ[i - 1] + m\_h \* g(vecX[i - 1], vecY[i - 1], vecZ[i - 1]);

}

}

void rungeKutta(vector <double> &vecX, vector <double> &vecY, vector <double> &vecZ)

{

int n = getN();

vecX[0] = m\_a;

vecY[0] = m\_y0;

vecZ[0] = m\_z0;

for (int i = 1; i < n; ++i) {

vecX[i] = vecX[i - 1] + m\_h;

vecY[i] = vecY[i - 1] + dy(vecX[i - 1], vecY[i - 1], vecZ[i - 1]);

vecZ[i] = vecZ[i - 1] + dz(vecX[i - 1], vecY[i - 1], vecZ[i - 1]);

}

}

void rungeKutta2(vector <double> &vecX, vector <double> &vecY, vector <double> &vecZ)

{

int n = getN();

vecX[0] = m\_a;

vecY[0] = m\_y0;

vecZ[0] = m\_z0;

for (int i = 1; i < n; ++i) {

vecX[i] = vecX[i - 1] + m\_h;

vecY[i] = vecY[i - 1] + dy2(vecX[i - 1], vecY[i - 1], vecZ[i - 1]);

vecZ[i] = vecZ[i - 1] + dz2(vecX[i - 1], vecY[i - 1], vecZ[i - 1]);

}

}

void adams(vector <double> &vecX, vector <double> &vecY)

{

int n = getN();

double b = m\_b;

vector <double> vecZ(n);

setB(m\_a + 3.0 \* m\_h);

rungeKutta(vecX, vecY, vecZ);

setB(b);

for (int i = 4; i < n; ++i) {

double deltaY = 0.0;

double deltaZ = 0.0;

deltaY += 55.0 \* vecZ[i - 1];

deltaY -= 59.0 \* vecZ[i - 2];

deltaY += 37.0 \* vecZ[i - 3];

deltaY -= 9.0 \* vecZ[i - 4];

deltaY /= 24.0;

deltaZ += 55.0 \* g(vecX[i - 1], vecY[i - 1], vecZ[i - 1]);

deltaZ -= 59.0 \* g(vecX[i - 2], vecY[i - 2], vecZ[i - 2]);

deltaZ += 37.0 \* g(vecX[i - 3], vecY[i - 3], vecZ[i - 3]);

deltaZ -= 9.0 \* g(vecX[i - 4], vecY[i - 4], vecZ[i - 4]);

deltaZ /= 24.0;

vecX[i] = vecX[i - 1] + m\_h;

vecY[i] = vecY[i - 1] + m\_h \* deltaY;

vecZ[i] = vecZ[i - 1] + m\_h \* deltaZ;

}

}

int getN()

{

return (int)((m\_b - m\_a) / m\_h) + 1;

}

void setH(double h)

{

m\_h = h;

}

private:

void setB(double b)

{

m\_b = b;

}

double g(double x, double y, double z)

{

return -(0 \* z + 1 \* y + (-sin(3 \* x)));

}

double g2(double x, double y, double z)

{

return -(2 / x \* z + (-x / x) \* y + 0);

}

double k1(double z)

{

return m\_h \* z;

}

double l1(double x, double y, double z)

{

return m\_h \* g(x, y, z);

}

double k2(double x, double y, double z)

{

return m\_h \* (z + 0.5 \* l1(x, y, z));

}

double l2(double x, double y, double z)

{

return m\_h \* g(x + 0.5 \* m\_h, y + 0.5 \* k1(z), z + 0.5 \* l1(x, y, z));

}

double k3(double x, double y, double z)

{

return m\_h \* (z + 0.5 \* l2(x, y, z));

}

double l3(double x, double y, double z)

{

return m\_h \* g(x + 0.5 \* m\_h, y + 0.5 \* k2(x, y, z), z + 0.5 \* l2(x, y, z));

}

double k4(double x, double y, double z)

{

return m\_h \* (z + l3(x, y, z));

}

double l4(double x, double y, double z)

{

return m\_h \* g(x + m\_h, y + k3(x, y, z), z + l3(x, y, z));

}

double k1\_2(double z)

{

return m\_h \* z;

}

double l1\_2(double x, double y, double z)

{

return m\_h \* g2(x, y, z);

}

double k2\_2(double x, double y, double z)

{

return m\_h \* (z + 0.5 \* l1\_2(x, y, z));

}

double l2\_2(double x, double y, double z)

{

return m\_h \* g2(x + 0.5 \* m\_h, y + 0.5 \* k1\_2(z), z + 0.5 \* l1\_2(x, y, z));

}

double k3\_2(double x, double y, double z)

{

return m\_h \* (z + 0.5 \* l2\_2(x, y, z));

}

double l3\_2(double x, double y, double z)

{

return m\_h \* g2(x + 0.5 \* m\_h, y + 0.5 \* k2\_2(x, y, z), z + 0.5 \* l2\_2(x, y, z));

}

double k4\_2(double x, double y, double z)

{

return m\_h \* (z + l3\_2(x, y, z));

}

double l4\_2(double x, double y, double z)

{

return m\_h \* g2(x + m\_h, y + k3\_2(x, y, z), z + l3\_2(x, y, z));

}

double dy(double x, double y, double z)

{

return (k1(z) + 2.0 \* k2(x, y, z) + 2.0 \* k3(x, y, z) + k4(x, y, z)) / 6.0;

}

double dz(double x, double y, double z)

{

return (l1(x, y, z) + 2.0 \* l2(x, y, z) + 2.0 \* l3(x, y, z) + l4(x, y, z)) / 6.0;

}

double dy2(double x, double y, double z)

{

return (k1\_2(z) + 2.0 \* k2\_2(x, y, z) + 2.0 \* k3\_2(x, y, z) + k4\_2(x, y, z)) / 6.0;

}

double dz2(double x, double y, double z)

{

return (l1\_2(x, y, z) + 2.0 \* l2\_2(x, y, z) + 2.0 \* l3\_2(x, y, z) + l4\_2(x, y, z)) / 6.0;

}

string m\_exprP;

string m\_exprQ;

string m\_exprF;

double m\_y0;

double m\_z0;

double m\_a;

double m\_b;

double m\_h;

};

#endif

//main.cpp

#include <vector>

#include <cmath>

#include <fstream>

#include <iostream>

#include <string>

#include "matrix.hpp"

#include "vector.hpp"

#include "error.hpp"

#include "diffEqBoundary.hpp"

using namespace std;

inline double correctX1(double x)

{

return cos(x) + sin(x) \* 11 / 8 - sin(3 \* x) / 8;

}

inline double correctX2(double x)

{

return x != 0 ? exp(x) / x : 0;

}

void part1()

{

ifstream fin("../data/in1.txt");

ofstream fout("../data/out1.txt");

string exprP;

fin >> exprP;

string exprQ;

fin >> exprQ;

string exprF;

fin >> exprF;

string exprA;

fin >> exprA;

double y0;

fin >> y0;

double z0;

fin >> z0;

double a;

fin >> a;

double b;

fin >> b;

double h;

fin >> h;

double h2 = h / 2.0;

MethodDiffEqCauchy method(exprP, exprQ, exprF, y0, z0, a, b, h);

int n = method.getN();

vector <double> vecX1(n);

vector <double> vecY1(n);

vector <double> vecZ1(n);

vector <double> vecX2(n \* 2);

vector <double> vecY2(n \* 2);

vector <double> vecZ2(n \* 2);

vector <double> vecY(n);

method.euler(vecX1, vecY1);

method.setH(h2);

method.euler(vecX2, vecY2);

method.setH(h);

for (int i = 0; i < n; ++i) {

vecY[i] = correctX1(vecX1[i]);

}

fout << ("Метод 1: Метод Эйлера\n");

fout << ("Решение:\n");

fout << "X: ";

printVec(vecX1, fout);

fout << "Y: ";

printVec(vecY1, fout);

fout << ("Точное решение:\n");

fout << "Y: ";

printVec(vecY, fout);

fout << "Погрешность относительно точного решения:\n" << calcError1(vecX1, vecY1) << "\n";

fout << ("Погрешность методом Рунге-Ромберга:\n");

for (int i = 0; i < n; ++i) {

fout << "X[" << i << "]: " << rungeRomberg(h, h2, vecY1[i], vecY2[i \* 2], 2.0) << "\n";

}

method.rungeKutta(vecX1, vecY1, vecZ1);

method.setH(h2);

method.rungeKutta(vecX2, vecY2, vecZ2);

method.setH(h);

fout << ("\nМетод 2: Метод Рунге-Кутты\n");

fout << ("Решение:");

fout << "X: ";

printVec(vecX1, fout);

fout << "Y: ";

printVec(vecY1, fout);

fout << ("Точное решение:");

fout << "Y: ";

printVec(vecY, fout);

fout << "Погрешность относительно точного решения:\n";

fout << calcError1(vecX1, vecY1) << "\n";

fout << ("Погрешность методом Рунге-Ромберга:\n");

for (int i = 0; i < n; ++i) {

fout << "X[" << i << "]: ";

fout << rungeRomberg(h, h2, vecY1[i], vecY2[i \* 2], 4.0) << "\n";

}

method.adams(vecX1, vecY1);

method.setH(h2);

method.adams(vecX2, vecY2);

method.setH(h);

fout << ("\nМетод 3: Метод Адамса\n");

fout << ("Решение:\n");

fout << "X: ";

printVec(vecX1, fout);

fout << "Y: ";

printVec(vecY1, fout);

fout << ("Точное решение:\n");

fout << "Y: ";

printVec(vecY, fout);

fout << "Погрешность относительно точного решения: ";

fout << calcError1(vecX1, vecY1) << "\n";

fout << "Погрешность методом Рунге-Ромберга:\n";

for (int i = 0; i < n; ++i) {

fout << "X[" << i << "]: ";

fout << rungeRomberg(h, h2, vecY1[i], vecY2[i \* 2], 4.0) << "\n";

}

fin.close();

fout.close();

}

void part2()

{

ifstream fin("../data/in2.txt");

ofstream fout("../data/out2.txt");

string exprR;

fin >> exprR;

string exprP;

fin >> exprP;

string exprQ;

fin >> exprQ;

string exprF;

fin >> exprF;

string exprA;

fin >> exprA;

double a;

fin >> a;

double b;

fin >> b;

double h;

fin >> h;

double alpha;

fin >> alpha;

double beta;

fin >> beta;

double delta;

fin >> delta;

double gamma;

fin >> gamma;

double y0;

fin >> y0;

double y1;

fin >> y1;

double eps;

fin >> eps;

double h2 = h / 2.0;

MethodDiffEqBoundary method(exprR, exprP, exprQ, exprF, a, b, h, alpha, beta, delta, gamma, y0, y1);

int n = method.getN();

vector <double> vecX1(n);

vector <double> vecY1(n);

vector <double> vecX2(n \* 2);

vector <double> vecY2(n \* 2);

vector <double> vecY(n);

vector <double> vecError(n);

method.shooting(vecX1, vecY1, eps);

method.setH(h2);

method.shooting(vecX2, vecY2, eps);

method.setH(h);

for (int i = 0; i < n; ++i) {

vecY[i] = correctX2(vecX1[i]);

}//

fout << ("Метод 1: Метод стрельбы\n");

fout << ("Решение:\n");

fout << "X: ";

printVec(vecX1, fout);

fout << "Y: ";//

printVec(vecY1, fout);

fout << "Точное решение:\n";

fout << "Y: ";

printVec(vecY, fout);

fout << "Погрешность относительно точного решения:\n";

fout << calcError2(vecX1, vecY1) << "\n";

fout << "Погрешность методом Рунге-Ромберга:" << "\n";

for (int i = 0; i < n; ++i) {

vecError[i] = rungeRomberg(h, h2, vecY1[i], vecY2[i \* 2], 2.0);

fout << "X[" << i << "]: " << vecError[i] << "\n";

}

method.finiteDifference(vecX1, vecY1);

method.setH(h2);

method.finiteDifference(vecX2, vecY2);

method.setH(h);

fout << ("\nМетод 2: Метод конечных разностей\n");

fout << ("Решение:\n");

fout << "X: ";

printVec(vecX1, fout);

fout << "Y: ";

printVec(vecY1, fout);

fout << ("Точное решение:\n");

fout << "Y: ";

printVec(vecY, fout);

fout << "Погрешность относительно точного решения:\n" << calcError2(vecX1, vecY1) << "\n";

fout << "Погрешность методом Рунге-Ромберга:\n";

for (int i = 0; i < n; ++i) {

vecError[i] = rungeRomberg(h, h2, vecY1[i], vecY2[i \* 2], 2.0);

fout << "X[" << i << "]: " << vecError[i] << "\n";

}

fin.close();

fout.close();

}

int main()

{

part1();

part2();

return 0;

}