**Data Structures**

[Linked List](#Linked_List)

[Trees](#Trees)

[Heaps](#Heap)

[Strings](#Strings)

[Hashmap](#HashMap)

[Arrays](#Arrays)

**Linked List+**

**Sorted Merge:**

**Given two sorted linked lists merge them in place**.

struct node\* result = NULL;

  /\* Base cases \*/

  if (a == NULL)

     return(b);

  else if (b==NULL)

     return(a);

  /\* Pick either a or b, and recur \*/

  if (a->data <= b->data)

  {

     a->next = SortedMerge(a->next, b);

return a;

  }

  else

  {

     b->next = SortedMerge(a, b->next);

return b;

  }

**Floyd cycle detection proof:**   
Let x be the distance from the start of the loop. And y be the distance from loop start to point where 2 pointers meet and z be the remaining measurement of cycle.

Suppose fast pointer has run over ‘m’ cycles before meeting the slow pointer. ‘i’ is the distance travelled by slow pointer and ‘2i’ is covered by fast pointer.

We can write the equations as:

i = x + y

2i = x + m(y+z) + y

This gives us:

2\*(x + y) = x + m(y + z) + y

x = (m-1)(y+z) + z

Hence, if we keep slow pointer at x start moving it, fast pointer would have cycled ‘m-1’ times with meeting slow pointer right at loop beginning. The same can be used to find the point of loop start so as to remove the loop from the linked list.

/\* If loop exists \*/

    if (slow == fast)

    {

        slow = head;

        while (slow != fast->next)

        {

            slow = slow->next;

            fast = fast->next;

        }

        /\* since fast->next is the looping point \*/

        fast->next = NULL; /\* remove loop \*/

    }

To reverse a list after every ‘k’ nodes. Use recursion over complete list and loop for reversal of k nodes.

**Delete nodes which have a greater value on right side**

To delete nodes in linked list which has its larger element on right, reverse the linked list. Take max = head->data and start looping. If cur\_node > max then max = cur\_node else delete the node.

**To create a linked list in which children are 2\*i+1 and 2\*i+2**

Use queue and go for level order traversal while traversing through the list in parallel.

**Create BST from linked list**

Method 1:

* Get the middle of linked list, make it as root

Do

* root->left = createBST(0, mid-1); root->right = createBST(mid+1, n);

**Method 2:**

**In this method tree is created from leaf to root**

BinaryTree\* sortedListToBST(ListNode \*& list, int start, int end) {

if (start > end) return NULL;

// same as (start+end)/2, avoids overflow

int mid = start + (end - start) / 2;

BinaryTree \*leftChild = sortedListToBST(list, start, mid-1);

BinaryTree \*parent = new BinaryTree(list->data);

parent->left = leftChild;

list = list->next;

parent->right = sortedListToBST(list, mid+1, end);

return parent;

}

BinaryTree\* sortedListToBST(ListNode \*head, int n) {

return sortedListToBST(head, 0, n-1);

}

**To find a triplet in 2 list whose sum is equal to a given number:**

Let the lists be a, b and c. Sort ‘b’ in ascending order and ‘c’ in descending order . Start traversing a, while(a != NULL)

If(sum < requisite)

B=b->next

Else

C=c->next

**To flatten linked list having both right and down pointers. Recurse the merge by merging down lists of root and root->right**

Leaf Case: When the two pointer points to last sublist.

// The main function that flattens a given linked list

Node\* flatten (Node\* root)

{

    // Base cases

    if (root == NULL || root->right == NULL)

        return root;

    // Merge this list with the list on right side

    return merge( root, flatten(root->right) );

}

**Flatten a multilevel linked list**

The idea of solution is, we start from first level, process all nodes one by one, if a node has a child, then we append the child at the end of list, otherwise we don’t do anything. After the first level is processed, all next level nodes will be appended after first level. Same process is followed for the appended nodes.

1) Take "cur" pointer, which will point to head of the fist level of the list

2) Take "tail" pointer, which will point to end of the first level of the list

3) Repeat the below procedure while "curr" is not NULL.

I) if current node has a child then

a) append this new child list to the "tail"

tail->next = cur->child

b) find the last node of new child list and update "tail"

tmp = cur->child;

while (tmp->next != NULL)

tmp = tmp->next;

tail = tmp;

II) move to the next node. i.e. cur = cur->next

**Sort list of 0’s, 1’s and 2’s**

**Approach 1:** Count number of 0, 1, and 2 and fill them**.**

**Approach 2 :** Segregate lists of 0, 1 and 2 and then merge them.

**Reverse alternate nodes and append to the end of list**

**Approach 1:** Separate the 2 lists. Reverse the 2nd and append to first.

**Approach 2:** Use a single loop to carry out the task. Below is the solution

while (odd && odd->next)

    {

       // Store the next node in odd list

       struct node \*temp = odd->next->next;

       // Link the next even node at the beginning of even list

       odd->next->next = even;

       even = odd->next;

       // Remove the even node from middle

       odd->next = temp;

       // Move odd to the next odd node

       if (temp != NULL)

         odd = temp;

    }

**To clone a linked list containing the random pointers**

**Approach 1:**

In this, first store the next pointer of the original list in array and point them to the corresponding element of the new linked list. Also, point the random pointer of new list to point to paralleled node of original list. After that do :

clone->arbit = clone->arbit->arbit->next;

And restore the original list after looking into the array.

**Approach 2:**

Add the cloned list in interleaved original list. After that, do:

original->next->arbitrary = original->arbitrary->next;

and restore:

original->next = original->next->next;

copy->next = copy->next->next;

**Approach 3:**

Another approach could be to maintain a hashmap of addresses of original and duplicated list. Traverse through the original list. Search its arbitrary pointer in O(1) time and point the arbitrary pointer of duplicated node to its adjacent one in map.

**Make arbitrary pointer in list to point to next highest node**

Copy the next pointer to arbitrary pointer and run mergesort based on arbitrary pointer.

**To sort a linked list that is sorted alternating ascending and descending orders**

1. Separate two lists.

2. Reverse the one with descending order

3. Merge both lists.

**Rearrange linked list with nth coming after 1st, n-1th coming after 2 and so on:**

Divide the linked list in 2. Reverse the 2nd list and merge into 1st.

**Sort linked list which is already sorted on absolute values**

Given a linked list which is sorted based on absolute values. Sort the list based on actual values.

Input : 1 -> -2 -> -3 -> 4 -> -5

output: -5 -> -3 -> -2 -> 1 -> 4

Traverse through the list while a -ve node is encountered move it to front of list.

**To convert linked list in zigzag order wherein a>b<c>d<e>f..**

Input: 1->2->3->4

Output: 1->3->2->4

Approach 1: Do merge sort and swap alternate nodes.

Approach 2: Traverse through the list and maintain the order while checking either of ‘>’ or ‘<’ using a switch.

**To find decimal from linked list of binary:**

while (head != NULL)

{

// Multiply result by 2 and add

// head's data

res = (res << 1) + head->data;

// Move next

head = head->next;

}

Input : 1->0->0

Output : 4

**Find pair of a given sum in singly linked list:**

Approach 1 : For doubly linked list, it is easy as we maintain 2 pointers one from beginning and another from last while moving them forward and backward depending upon whether the current calculated sum is less or more than the requisite one. For singly linked list, we have to convert the list into XOR linked list so that we can traverse in backward direction too. After that, we can employ the same strategy as we used in case of doubly linked list.

Approach 2 : We can use recursion.

bool printPairs(Node<int>\*\* h1,Node<int>\* h2,int sum){

if(h2!=NULL){

bool ck = printPairs(h1,h2->getNext(),sum);

if(!ck || \*h1==h2)

return false;

while((\*h1)->getData()+h2->getData() <= sum ){

if((\*h1)->getData()+h2->getData()==sum)

cout<<"("<< (\*h1)->getData() <<", "<<h2->getData()<<")"<<" ";

\*h1 = (\*h1)->getNext();

if(\*h1==h2)

return false;

}

}

return true;

}

**Subtract two numbers represented by linked list:**

* Find the smaller list.
* Pad it with 0’s amounting to diff(size\_large\_list-size\_small\_list)
* Use recursion while keeping the borrow field as flag

**To flatten a linked list depth wise use stack.**

**Merge K sorted linked lists**

Use heap:

Approach: Pick first element from each list and insert it into heap. Now, pop the root element and push the next node of the list to which popped node belonged to.

**Find longest length palindrome in linked list:**

Loop over the linked list and one-by-one keep reversing the linked list and after each reverse compare the reversed list with the remaining list. Whole list will be reversed at last, so reverse it again to get the original.

**To check if linked list is palindrome**

Use a function same as printing the reverse of list. When you reach the end, start the static pointer first = first->next and at each step compare the data at left node with the data at end node.

**Trees**

**Full Binary Tree**: A tree with either 0 or 2 children is called a full binary tree.

In FBT, number of leaf nodes = number of internal nodes + 1

**Complete binary tree**: All levels full except the last one

**Perfect Binary tree**: In PBT, all levels are full and each internal node has 2 children

**Degenerate/Pathological Tree**: A tree in which each internal node has 1 child. It generally behaves as a linked list.

**Balanced binary tree**: In BBT, maximum difference between the levels of nodes in left and right

**Threaded Binary Tree:**

In-order traversal of a Binary tree is either be done using recursion or with the use of a auxiliary stack. The idea of threaded binary trees is to make in-order traversal faster and do it without stack and without recursion. A binary tree is made threaded by making all right child pointers that would normally be NULL point to the in-order successor of the node (if it exists). Since the internal node needs to point to right child we can choose the leftmost child of its right subtree which will be its in-order successor.

[Sample tree:](#Sample_Tree)
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**To delete a path < sum**

We have to delete the nodes in bottom-up manner and pass on the sum to the next iteration.

deleteSum(root, int sum)

{

if(root->left == NULL && root->right == NULL) {

if(sum+root->data < k) {

delete root;

return true;

}

else

return false;

}

if(deleteSum(root->left, root->data+sum) && deleteSum(root->left, root->data+sum)) {

delete root;

return true;

}

return false;

}

Approach 2: Keep decrementing sum by the value == node data. when we reach at the end and sum is still greater than the leaf node, then delete it.

    if (root == NULL) return NULL;

    // Recur for left and right subtrees

    root->left = prune(root->left, sum - root->data);

    root->right = prune(root->right, sum - root->data);

    // If we reach leaf whose data is smaller than sum,

    // we delete the leaf.  An important thing to note

    // is a non-leaf node can become leaf when its

    // chilren are deleted.

    if (root->left==NULL && root->right==NULL)

    {

        if (root->data < sum)

        {

            free(root);

            return NULL;

        }

   }

    return root;

**To find deepest left leaf node in a tree:**

Do simple in-order traversal passing lvl+1 and m.

**Lowest Common Ancestor**

It finds the root which is deepest ancestor of 2 nodes. If both nodes < root, search for ancestor in left, else if > node, search in right.

    // If both n1 and n2 are smaller than root, then LCA lies in left

    if (root->data > n1 && root->data > n2)

        return lca(root->left, n1, n2);

    // If both n1 and n2 are greater than root, then LCA lies in right

    if (root->data < n1 && root->data < n2)

        return lca(root->right, n1, n2);

    return root;

**Approach 2** (If parent pointers are given) : Take first node and store all its ancestors in hashtable. Similarly do for second node. Now take second node ancestors 1-by-1 and check if it is present in parent’s map of first node.

**To print nodes which are at k distance from leaf**

int printKDistantfromLeaf(Node\* node, int k)

if( k == 0 )

{

printf( "%d ", root->data );

return ;

}

else

{

printKDistant( root->left, k-1 ) ;

printKDistant( root->right, k-1 ) ;

}

**To print vertical order traversal**

**Approach 1**: Take a map of number and linked list. Do -1 for left subtree and +1 for right subtree and add (number, node) pair in map. At last, print the map

**Approach 2:**

Find min and max breadth distance from root. Then print

    // If this node is on the given line number

    if (hd == line\_no)

        cout << node->data << " ";

    // Recur for left and right subtrees

    printVerticalLine(node->left, line\_no, hd-1);

    printVerticalLine(node->right, line\_no, hd+1);

called by

for (int line\_no = min; line\_no <= max; line\_no++)

    {

        printVerticalLine(root, line\_no, 0);

}

**Approach 3**(Space Optimized) : Use DLL with each node pertaining to each vertical level.

       llnode.data = llnode.data + tnode.data;

        // Recursively process left subtree

        if (tnode.left != null)

        {

            if (llnode.prev == null)

            {

                llnode.prev = new LLNode(0);

                llnode.prev.next = llnode;

            }

            verticalSumDLLUtil(tnode.left, llnode.prev);

        }

        // Process right subtree

        if (tnode.right != null)

        {

            if (llnode.next == null)

            {

                llnode.next = new LLNode(0);

                llnode.next.prev = llnode;

            }

            verticalSumDLLUtil(tnode.right, llnode.next);

        }

**To print right view of binary tree**

Approach 1: Use level order traversal and print last node

Approach 2: Use recursion, as below. **Note that we are doing level order traversal in reverse order**

    // If this is the last Node of its level

    if (\*max\_level < level)

    {

        printf("%d\t", root->data);

        \*max\_level = level;

    }

    // Recur for right subtree first, then left subtree

    rightViewUtil(root->right, level+1, max\_level);

    rightViewUtil(root->left, level+1, max\_level);

**To print top view of binary tree:**

Do vertical traversal of tree and print the first node of vertical level.

**Max path sum in binary tree**

It is the path which carries the maximum exists in a complete path in a binary tree.

int maxPathSumUtil(struct Node \*root, int &res)

{

    // Base cases

    if (root==NULL) return 0;

    if (!root->left && !root->right) return root->data;

    // Find maximum sum in left and right subtree. Also

    // find maximum root to leaf sums in left and right

    // subtrees and store them in ls and rs

    int ls = maxPathSumUtil(root->left, res);

    int rs = maxPathSumUtil(root->right, res);

    // If both left and right children exist

    if (root->left && root->right)

    {

        // Update result if needed

// Below condition also takes into account if the max path sum

// doesn’t pass through root node.

        res = max(res, ls + rs + root->data);

        // Return maxium possible value for root being

        // on one side

        return max(ls, rs) + root->data;

    }

    // If any of the two children is empty, return

    // root sum for root being on one side

    return (!root->left)? rs + root->data:

                          ls + root->data;

**Check if a subtree exists in a tree**

An inorder and preorder/postorder uniquely identify a binary tree. Hence to check if S is a subtree of a tree T, store inorder and preorder of T in 2 arrays. Do same for S. Search inorder and preorder array of S In corresponding string array of T. If both searches are successful, then return true, else return false

**Convert BT to DLL**

Fix left and right pointers using inorder traversal.

void BinaryTree2DoubleLinkedList(node \*root, node \*\*head)

{

    // Base case

    if (root == NULL) return;

    // Initialize previously visited node as NULL. This is

    // static so that the same value is accessible in all recursive

    // calls

    static node\* prev = NULL;

    // Recursively convert left subtree

    BinaryTree2DoubleLinkedList(root->left, head);

    // Now convert this node

    if (prev == NULL)

        \*head = root;

    else

    {

        root->left = prev;

        prev->right = root;

    }

    prev = root;

    // Finally convert right subtree

    BinaryTree2DoubleLinkedList(root->right, head);

}

**To find the depth of node at odd level:**

// A recursive function to find depth of the deepest odd level leaf

int depthOfOddLeafUtil(Node \*root,int level)

{

    // Base Case

    if (root == NULL)

        return 0;

    // If this node is a leaf and its level is odd, return its level

    if (root->left==NULL && root->right==NULL && level&1)

        return level;

    // If not leaf, return the maximum value from left and right subtrees

    return max(depthOfOddLeafUtil(root->left, level+1),

               depthOfOddLeafUtil(root->right, level+1));

}

**To check if leaves are at same level**

Pass level+1 to next recursive call. Take a reference and set it to 0 initially. After that set it equal to level when a leaf node is encountered. After that compare level of each child with that leafLevel. If not equal, then return false, else return true.

**To print left view of binary tree**

Approach 1: Use level order and print first element.

Approach 2: Use inorder traversal, keeping track of level, Whenever you find a level max than the present max, print it because that will be the first:

    // If this is the first node of its level

    if (\*max\_level < level)

    {

        printf("%d\t", root->data);

        \*max\_level = level;

    }

    // Recur for left and right subtrees

    leftViewUtil(root->left, level+1, max\_level);

    leftViewUtil(root->right, level+1, max\_level);

**Diagonal Traversal/Sum of binary tree:**

Approach 1: using queue

while(!q.empty())

{

local = q.size();

sum = 0;

++level;

for(int i=0; i < local ; i++)

{

dummy = q.front();

ponder = dummy;

q.pop();

sum += dummy->element;

if(dummy->left != NULL) {

q.push(dummy->left);

ponder = dummy->left->right;

while(ponder) {

q.push(ponder);

ponder = ponder->right;

}

}

}

cout<<"Sum at level "<<level<<"# "<<sum<<endl;

}

**Approach 2**:

Use recursion similar to level order traversal, the only difference is that, we will increase the level while going left but keep it same while going right, as:

    // Store all nodes of same line together as a vector

    diagonalPrint[d].push\_back(root->data);

    // Increase the vertical distance if left child

    diagonalPrintUtil(root->left, d + 1, diagonalPrint);

    // Vertical distance remains same for right child

    diagonalPrintUtil(root->right, d, diagonalPrint);

**Bottom view of tree:**

**Approach 1** : Use level order traversal, passing -1 when we go left and +1 when we go right. Add elements to map as (sum, element\_in\_queue). traverse through the map and print last element in the queue of each map entry

**Approach 2**: Use Vertical order, print last node of each traversal.

**Perfect Binary Tree Specific Level Order Traversal**

For [this](#Sample_Tree) tree:

The traversal will be:

10 6 12 2 18 9 11 6 16

Do level order traversal and instead of popping one node, process 2 nodes at a time.

    while (!q.empty())

    {

       // Pop two items from queue

       first = q.front();

       q.pop();

       second = q.front();

       q.pop();

       // Print children of first and second in reverse order

       cout << " " << first->left->data << " " << second->right->data;

       cout << " " << first->right->data << " " << second->left->data;

       // If first and second have grandchildren, enqueue them

       // in reverse order

       if (first->left->left != NULL)

       {

           q.push(first->left);

           q.push(second->right);

           q.push(first->right);

           q.push(second->left);

       }

    }

**Find distance of the closest leaf from ‘k’.**

Do breadth first search and find map entry of ‘k’ it’s nearest will be -1 and +1 of that index.

Another Solution: Find all ancestors of given node and for each ancestor find closest leaf and also leaf from that root.

**To check if binary tree is complete or not**

A tree is complete if all nodes have either 0 or 2 children except the last level.

**Approach 1**: Do level order traversal using queue, while pushing left/right set flag to true in case of empty child. When we go for other child right/left and it is present while flag was true return false.

Otherwise enqueuer.

**Approach 2**: Count the number of nodes and use the following code:

    // If index assigned to current node is more than

    // number of nodes in tree, then tree is not complete

    if (index >= number\_nodes)

        return (false);

    // Recur for left and right subtrees

    return (isComplete(root->left, 2\*index + 1, number\_nodes) &&

            isComplete(root->right, 2\*index + 2, number\_nodes));

**To create a binary tree from an array who’s each entry represents its parent node**

std::vector<node> bt; // constructed binary tree

void BuildBinaryTree(const std::vector<int>& parent)  
{  
 bt.resize(parent.size());

for (int i = 0; i < parent.size(); ++i)  
 {  
 if (parent[i] == -1)  
 root = &bt[i];  
 else if (bt[parent[i]].left == nullptr)  
 bt[parent[i]].left = &bt[i];  
 else  
 bt[parent[i]].right = &bt[i];

bt[i].val = i;  
 }  
}

**To check if a tree is a mirror/symmetric tree**

**if** (root1 && root2 && root1->key == root2->key)

**return** isMirror(root1->left, root2->right) &&

               isMirror(root1->right, root2->left);

**To find minimum depth of tree**

Do level order traversal and break from queue loop when the first leaf node is encountered.

**Binary Trees**

**Insertion**

/\* If the tree is empty, return a new node \*/

**if** (node == NULL) **return** newNode(key);

    /\* Otherwise, recur down the tree \*/

**if** (key < node->key)

        node->left  = insert(node->left, key);

**else** **if** (key > node->key)

        node->right = insert(node->right, key);

    /\* return the (unchanged) node pointer \*/

**return** node;

**To delete a node (3 cases)**

**When the node is leaf node** - Simply delete the node

**When the node has one child** – Replace the node with its child and delete the child.

**When the node has both left and right child**: Find the in-order successor of the node, replace the node to be deleted with that node and delete that in-order successor.

**if** (root == NULL) **return** root;

    // If the key to be deleted is smaller than the root's key,

    // then it lies in left subtree

**if** (key < root->key)

        root->left = deleteNode(root->left, key);

    // If the key to be deleted is greater than the root's key,

    // then it lies in right subtree

**else** **if** (key > root->key)

        root->right = deleteNode(root->right, key);

    // if key is same as root's key, then This is the node

    // to be deleted

**else**

    {

        // node with only one child or no child

**if** (root->left == NULL)

        {

**struct** node \*temp = root->right;

**free**(root);

**return** temp;

        }

**else** **if** (root->right == NULL)

        {

**struct** node \*temp = root->left;

**free**(root);

**return** temp;

        }

        // node with two children: Get the inorder successor (smallest

        // in the right subtree)

**struct** node\* temp = minValueNode(root->right);

        // Copy the inorder successor's content to this node

        root->key = temp->key;

        // Delete the inorder successor

        root->right = deleteNode(root->right, temp->key);

**To Handle Duplicates in Binary Tree:**

Add one for field to the node struct wherein we will store the count (the number of times the node appears in tree). To delete we find it and decrement the count. To Add we check if node is there then increment the count else add afresh.

**Inorder Non-threaded Binary Tree Traversal without Recursion or Stack**

To do this do inorder traversal using loop. You should have one flag too that will tell whether to go left or right. Initially it will be false, so go to left and traverse it and set flag to true. Now come back to parent. since that flag is true, go to right and set flag to false.

**To check if sum of uncovered nodes is same as that of covered nodes**

Find the sum of uncovered nodes by going towards left->left until the only right is available, that will give the sum of left boundary. Do the similar for right boundary. Now do inorder traversal and find the total sum, if it is == 2\*sum\_of\_uncovered\_nodes, the sums are equal.

**To construct a binary tree from postorder traversal:**

Find the postorder traversal, the rightmost number is the root. Make that as root now find the transition part, one part of which is smaller than root and the other half is larger than root. Do the same for those 2 parts.

**To print root to leaf paths without recursion**

Use stack and. Go left->left pushing all entries in stack until NULL is encountered. When null is encountered print path and pop back node from stack, push its right, if !NULL and go left->left pushing again on stack for traversing tree. Stop when stack is empty

**To check if there is a edge whose removal will divide tree in 2 equal parts**

    // Compute sizes of left and right children

    int c = checkRec(root->left, n, res) + 1 +

            checkRec(root->right, n, res);

    // If required property is true for current node

    // set "res" as true

    if (c == n-c)

        res = true;

    // Return size

    return c;

**Clone a binary tree with random pointers:**

The solution is similar to the linked list in which we store the mapping of original node to clone node. After we have created a tree with the standard method of inorder traversal. We can use map to modify random pointers of clone nodes

**Create a tree from inorder and postorder traversal**

The end node of postorder traversal is the root. Hence, make that as root and search for the index in inorder. Recursively pass the start and end index of inorder traversal to the recursion tree and keep picking the last node as root

/\* Pick current node from Postorder traversal using

postIndex and decrement postIndex \*/

Node \*node = newNode(post[\*pIndex]);

(\*pIndex)--;

/\* If this node has no children then return \*/

if (inStrt == inEnd)

return node;

/\* Else find the index of this node in Inorder

traversal \*/

int iIndex = search(in, inStrt, inEnd, node->data);

/\* Using index in Inorder traversal, construct left and

right subtress \*/

node->left = buildUtil(in, post, inStrt, iIndex-1, pIndex);

node->right= buildUtil(in, post, iIndex+1, inEnd, pIndex);

**To print cousins of a node**

**Approach 1**: Use recursion, pass level-1 to each call. When level = 2, it means we are 1 level above. So check if the searched node is either left or its right. If it is, return else print its left and right children

**Approach 2**: Use queue for level order traversal. While traversing before pushing left and right check if any of left or right of given node is that node do not push in queue.

**To find diameter if binary tree**

/\* Function to find height of a tree \*/

int height(Node\* root, int& ans)

{

if (root == NULL)

return 0;

int left\_height = height(root->left, ans);

int right\_height = height(root->right, ans);

// update the answer, because diameter of a

// tree is nothing but maximum value of

// (left\_height + right\_height + 1) for each node

ans = max(ans, 1 + left\_height + right\_height);

return 1 + max(left\_height, right\_height);

}

**To print Maximum Consecutive Increasing Path Length**

At each node we need information of its parent node, if current node has value one more than its parent node then it makes a consecutive path, at each node we will compare node’s value with its parent value and update the longest consecutive path accordingly.

For getting the value of parent node, we will pass the (node\_value + 1) as an argument to the recursive method and compare the node value with this argument value, if satisfies, update the current length of consecutive path otherwise reinitialize current path length by 1

// if root data has one more than its parent

    // then increase current length

    if (root->data == expected)

        curLength++;

    else

        curLength = 1;

    //  update the maximum by current length

    res = max(res, curLength);

    // recursively call left and right subtree with

    // expected value 1 more than root data

    longestConsecutiveUtil(root->left, curLength,

                           root->data + 1, res);

    longestConsecutiveUtil(root->right, curLength,

                           root->data + 1, res);

**Find if there is a pair in root to a leaf path with sum equals to root’s data**

**Approach 1 :** Do preorder traversal. if node != NULL, check if root\_sum – node\_value is there in hashmap, if its there then return true else insert that node in map. At the end of recursion remove that node.

if(node == NULL)

return;

if(node!= NULL) {

// check in map for (root\_sum – node\_value) if found then ok else insert it in map

}

recurse(left);

recurse(right);

// remove node from map

**Find inorder successor:**

If node->right != NULL, then successor is the minimum in right subtree. Otherwise start from root and set root as successor when going left

**Find all k sum paths in a tree, wherein the starting node needn’t necessarily be the root node and last node the leaf node**

Do normal preorder traversal pushing each node in vector. After each recursion track back the vector, looping through size -1 -> 0 and print if sum of elements leads to k. At the end of recursion remove the node.

Construct a BST from linkedlist

Solution: In this, we’ll create the list bottom up. First we will create left node, then we’ll create root. Linking left to root and then attach right to root->right.

Following is the solution:

struct TNode\* sortedListToBSTRecur(struct LNode \*\*head\_ref, int n)

{

    /\* Base Case \*/

    if (n <= 0)

        return NULL;

    /\* Recursively construct the left subtree \*/

    struct TNode \*left = sortedListToBSTRecur(head\_ref, n/2);

    /\* Allocate memory for root, and link the above constructed left

       subtree with root \*/

    struct TNode \*root = newNode((\*head\_ref)->data);

    root->left = left;

    /\* Change head pointer of Linked List for parent recursive calls \*/

    \*head\_ref = (\*head\_ref)->next;

    /\* Recursively construct the right subtree and link it with root

      The number of nodes in right subtree  is total nodes - nodes in

      left subtree - 1 (for root) which is n-n/2-1\*/

    root->right = sortedListToBSTRecur(head\_ref, n-n/2-1);

    return root;

}

Check if a tree is height balanced

bool isBalanced(struct node \*root, int\* height)

{

/\* lh --> Height of left subtree

rh --> Height of right subtree \*/

int lh = 0, rh = 0;

/\* l will be true if left subtree is balanced

and r will be true if right subtree is balanced \*/

int l = 0, r = 0;

if(root == NULL)

{

\*height = 0;

return 1;

}

/\* Get the heights of left and right subtrees in lh and rh

And store the returned values in l and r \*/

l = isBalanced(root->left, &lh);

r = isBalanced(root->right,&rh);

/\* Height of current node is max of heights of left and

right subtrees plus 1\*/

\*height = (lh > rh? lh: rh) + 1;

/\* If difference between heights of left and right

subtrees is more than 2 then this node is not balanced

so return 0 \*/

if((lh - rh >= 2) || (rh - lh >= 2))

return 0;

/\* If this node is balanced and left and right subtrees

are balanced then return true \*/

else return l&&r;

}

In case, you want to send back huge data in recursion, rather than sending pointer or variable, try returning a structure.

**A Tree is BST if following is true for every node x.**

**The largest value in left subtree (of x) is smaller than value of x.**

**The smallest value in right subtree (of x) is greater than value of x.**

**To find largest BST in BT**

// Returns Information about subtree. The

// Information also includes size of largest

// subtree which is a BST.

Info largestBSTBT(Node\* root)

{

    // Base cases : When tree is empty or it has

    // one child.

    if (root == NULL)

        return {0, INT\_MIN, INT\_MAX, 0, true};

    if (root->left == NULL && root->right == NULL)

        return {1, root->data, root->data, 1, true};

    // Recur for left subtree and right subtrees

    Info l = largestBSTBT(root->left);

    Info r = largestBSTBT(root->right);

    // Create a return variable and initialize its

    // size.

    Info ret;

    ret.sz = (1 + l.sz + r.sz);

    // If whole tree rooted under current root is

    // BST.

    if (l.isBST && r.isBST && l.max < root->data &&

            r.min > root->data)

    {

        ret.min = min(l.min, min(r.min, root->data));

        ret.max = max(r.max, max(l.max, root->data));

        // Update answer for tree rooted under

        // current 'root'

        ret.ans = ret.sz;

        ret.isBST = true;

        return ret;

    }

    // If whole tree is not BST, return maximum

    // of left and right subtrees

    ret.ans = max(l.ans, r.ans);

    ret.isBST = false;

    return ret;

}

To check if each internal node of BST has exactly once child.

Solution: The next successor will be either smaller of larger and that too will be the same property of lat node w.r.t the current node.

bool hasOnlyOneChild(int pre[], int size)

{

    int nextDiff, lastDiff;

    for (int i=0; i<size-1; i++)

    {

        nextDiff = pre[i] - pre[i+1];

        lastDiff = pre[i] - pre[size-1];

        if (nextDiff\*lastDiff < 0)

            return false;;

    }

    return true;

}

To correct 2 swapped nodes:

Solution: 2 situations: Either 2 nodes are adjacent or are far apart.

// Recur for the left subtree

correctBSTUtil( root->left, first, middle, last, prev );

// If this node is smaller than the previous node, it's violating

// the BST rule.

if (\*prev && root->data < (\*prev)->data)

{

// If this is first violation, mark these two nodes as

// 'first' and 'middle'

if ( !\*first )

{

\*first = \*prev;

\*middle = root;

}

// If this is second violation, mark this node as last

else

\*last = root;

}

// Mark this node as previous

prev = root;

// Recur for the right subtree

correctBSTUtil( root->right, first, middle, last, prev );

**Convert a BST to a Binary Tree such that sum of all greater keys is added to every key**

Do reverse inorder traversal and keeping summing up old nodes while adding to current node the sum.

**To find triplet in a tree whose sum is 0**

**2 approaches:**

**Approach 1**: Store the tree in array after inorder traversal. Find the triplet by fixing 1 element and doing l++/r—in array

**Approach 2**: Convert tree to DLL. Now, use the same method. But here, caveat is that you don’t need array and hence no extra space.

**Delete the value outside range**

// Removes all nodes having value outside the given range and returns the root

// of modified tree

node\* removeOutsideRange(node \*root, int min, int max)

{

   // Base Case

   if (root == NULL)

      return NULL;

   // First fix the left and right subtrees of root

   root->left =  removeOutsideRange(root->left, min, max);

   root->right =  removeOutsideRange(root->right, min, max);

   // Now fix the root.  There are 2 possible cases for toot

   // 1.a) Root's key is smaller than min value (root is not in range)

   if (root->key < min)

   {

       node \*rChild = root->right;

       delete root;

       return rChild;

   }

   // 1.b) Root's key is greater than max value (root is not in range)

   if (root->key > max)

   {

       node \*lChild = root->left;

       delete root;

       return lChild;

   }

   // 2. Root is in range

   return root;

}

**Segment Tree:**

Segment Trees is a Tree data structure for storing intervals, or segments, It allows querying which of the stored segments contain a given point. It is, in principle, a static structure; that is, its content cannot be modified once the structure is built. It only uses O(N lg(N)) storage.

The leaves in segment tree are elements of input array while the internal node represents a range of value. The problems like : finding the maximum in a given range, finding the minimum in a given range can be solved in O(logn) time using segment tree in which the internal node will store the result.

![](data:image/png;base64,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)

Segment trees are used to solve range minimum queries problem in O(logn) which otherwise would take O(n) time to compute.

**To find sum of nodes at k-th level represented in the form of string as** “"(0(5(6()())(4()(9()())))(7(1()())(3()())))"

Start from left, when ‘(‘ is encountered increment the level, when ‘)’ is encountered decrement the level. When level is same as needed add that to sum which is initially initialized to 0.

To convert Sorted DLL to Tree

Approach 1 O(nlogn) : Use array like approach, take the middle, make it root and recur for its left and right

Approach 2 O(n):

/\* The main function that constructs balanced BST and returns root of it.

head\_ref --> Pointer to pointer to head node of Doubly linked list

n --> No. of nodes in the Doubly Linked List \*/

struct Node\* sortedListToBSTRecur(struct Node \*\*head\_ref, int n)

{

/\* Base Case \*/

if (n <= 0)

return NULL;

/\* Recursively construct the left subtree \*/

struct Node \*left = sortedListToBSTRecur(head\_ref, n/2);

/\* head\_ref now refers to middle node, make middle node as root of BST\*/

struct Node \*root = \*head\_ref;

// Set pointer to left subtree

root->prev = left;

/\* Change head pointer of Linked List for parent recursive calls \*/

\*head\_ref = (\*head\_ref)->next;

/\* Recursively construct the right subtree and link it with root

The number of nodes in right subtree is total nodes - nodes in

left subtree - 1 (for root) \*/

root->next = sortedListToBSTRecur(head\_ref, n-n/2-1);

return root;

}

**To check if a tree is BST**

bool isBST(struct node\* root)

{

static struct node \*prev = NULL;

// traverse the tree in inorder fashion and keep track of prev node

if (root)

{

if (!isBST(root->left))

return false;

// Allows only distinct valued nodes

if (prev != NULL && root->data <= prev->data)

return false;

prev = root;

return isBST(root->right);

}

return true;

}

Notes:

* To handle the case in which we need to check if one child is present and other doesn’t, do it this way (2nd check will find that)

If(!tree->right && !tree->left)

// if both left and right child are absent

If(tree->left == NULL || tree->right == NULL)

// Now only one of them is present..

**Red-Black Trees**

RB are the balanced binary trees which guarantees height of O(logn)

Invariants:

* Each node is either red or black.
* Root is black.
* No 2 reds in a row.
* Every root->NULL path has same number of black nodes.

A chain of 3 cannot be a red-black tree.

Every red-black tree has height of < 2\*log(n+1)

To make the tree balanced, we do left and right rotations.

**Insertion in RB-tree**

We insert in tree just like a normal BST. If an invariant is destroyed then do recoloring and/or rotations.

**Add new node as red** because making it black will destroy the equal-black-nodes in root->leaf path.

In recoloring, if 2 child are of red color while their parent is black. Recolor that parent to red and convert two red’s to black.

Do check: splay trees

**HEAP**

Heap is a data structure which is represented similar to a binary tree with each node having either 0, 1 or 2 children. We can have either min-heap or max-heap. In min-heap, we have minimum element at the top while in max-heap, we have maximum element at top. Mostly, Heap is implemented using Array as the data container.

Supported Operations:

* Extract Min or Max - O(logn)
* Insertion - O(logn)
* Delete - O(logn)
* Creation of Heap - O(nlogn)

**To Extract Min from min-heap**

> Move last leaf to new root

> Delete last leaf

> Heapify

**Median Maintenance:**

Use two heaps - low and high

Low heap will contain small half of integers while high heap will have large half integers. Median of the added integers will be either average of max of low heap and min of high heap in case number of elements are equal in both heaps or it will be max of low heap or min of high heap otherwise.

**Hash Table**

A kind of table that can be used data that employ association.

Some applications:

> De-duplication of data – Either read from file or from stream.

> 2-Sum problem – To find couple whose sum is equal to a given sum. For each x, look for sum – x in hash table.

> In symbol table.

> To block network traffic - By looking into a hash table of black list ip’s

> In general, Use hash table to avoid exploring any configuration more than once. One example is configuration of chess board.

Hash function takes as input key and spit out a position in the array.

or A|h(x)| where h(x) is a hash function.

**Collision**: When 2 entries map to the same value, collision results.

**Resolution**:

**Chaining**: We link colliding entries and put them in same bucket.

**Open Addressing**: No multiple entries. When we find a collision, probe the table for next free entry and insert the element in that.

**Double chaining**: Use both independently. If one hash function generates collision, use second hash function.

Open Hashing (Separate Chaining): In open hashing, keys are stored in linked lists attached to cells of a hash table.

Closed Hashing (Open Addressing): In closed hashing, all keys are stored in the hash table itself without the use of linked lists.

**Cuckoo Hashing**:

A hashing technique in which we maintain 2 tables instead of 1 so that when conflict arises then key from table 1 can be shifted to table 2. For the same we use 2 hash functions, if we find a conflict in

**2-Sum problem when we have to find sums which lie in a given range:**  
> Store the elements in a set.

> for each element, find lower and upper bound in both left and right.

> calculate upper-lower for both left and right and sum them henceforth.

**To find k-most frequent elements in input stream.**

1. Maintain a Linked List with decreasing order of frequency. Each node of linked list will have the number and its frequency.   
2. Maintain a hash map with key as number and value as the pointer to the node in the linked list.   
3. If a new number comes, add it to the tail of the linked list, maintaing the hash map.   
  
The cost of maintaining the list for every number is O(1).   
Reason:   
1. When the list is empty - add a node O(1)   
2. When node is not in list - add a node O(1)   
3. when frequency of a node changes, it moves before the previous node - O(1)   
  
The cost of returning the top occurred (k) numbers - O(k) - returning the first k numbers from the linked list.

**To find k-largest/minimum elements in a stream**

Maintain a min-heap/max-heap respectively

**To find palindrome in running stream**

Use rolling hash method of Robin-Karp algorithm: Keep reverse of 1st half and normal of 2nd half. Calculate the hash of two substrings. If they match, match character-by-character of 2 substrings to check the actual palindromic check.

**Strings**

**Find duplicates in a string**

**Check if 1 string is rotation of another**

**Remove all chars from str1 which are in str2**

Create an array of char as char a[256], set a[<c>] for all observed in string1 and process the same.

**Find the minimum windows in string which matches a given string**

C Maintain 2 hashmaps, one for main\_string and another for pattern. Also, take a variable count = 0 which will maintain the number of matches. Then traverse over the pattern and increment and fill its respective histogram. After that traverse over the main\_string filling its histogram and incrementing the count at character char when

main\_string[char\_count] < pattern[char\_count]

When count reaches the pattern.length(), then start traversing the string from left with condition

while (!String.containsKey(char) || String.get(sc) > pattern.get(sc))

**Permutations of a string**

void permute(char \*a, int l, int r)

{

int i;

if (l == r)

printf("%s\n", a);

else

{

for (i = l; i <= r; i++)

{

swap((a+l), (a+i));

permute(a, l+1, r);

swap((a+l), (a+i)); //backtrack

}

}

}

**Lexicographic rank of String**

Use permutation, find count of all by considering the starting point as chars < first char. Then fix the first char and repeat the process.

e.g for STRING, it will be 4\*5! + 4\*4! + 3\*3! + 1\*2! + 1\*1! + 0\*0! = 597

597 + 1 = 598

**Longest Consecutive Subsequence**

To find longest consecutive subsequence wherein the elements in subsequence are dispersed.

**Approach 1 O(nlogn)**: Sort the array and find the same.

**Approach 2 O(n)**: Use hashing – Insert all elements in hash. Re-traverse the array and look for the element first in sequence then search for subsequent elements in hash.

Longest Common substring:

Solution: Use dynamic programming using a 2-D array as int LCS[M][N]

Code below:

for (int i=0; i<=m; i++)

{

for (int j=0; j<=n; j++)

{

if (i == 0 || j == 0)

LCSuff[i][j] = 0;

else if (X[i-1] == Y[j-1])

{

LCSuff[i][j] = LCSuff[i-1][j-1] + 1;

result = max(result, LCSuff[i][j]);

}

else LCSuff[i][j] = 0;

}

}

To make the string palindromic:

Solution: Check the number of characters which are repeated odd number of times. Then, requisite number will be the count-1 since one extra character is allowed flanked by palindromic substring

for (int i=0; i<n; i++)

{

// if current element is the starting

// element of a sequence

if (S.find(arr[i]-1) == S.end())

{

// Then check for next elements in the

// sequence

int j = arr[i];

while (S.find(j) != S.end())

j++;

// update optimal length if this length

// is more

ans = max(ans, j - arr[i]);

}

}

**Check for Palindrome after every character replacement**

Traverse through the string and store unequal indices in set/map. For every query, if both incoming indices are not equal then simply update the string but if both incoming indices match then remove them from set and count the number of elements in set.

**Arrays**

Longest Increasing Subsequence:

Problem: Find the subsequence (not necessarily contiguous) which is increasing and contains maximum elements

Approach: Use DP, using 2 loops i=0->n; j=0->i we can compare each a[j] with a[i] and update the value in lis[i], another array used to store result.

Find whether an array is subset of another array

**Approach 1**: Sort both arrays and compare like merge sort.

**Approach 2**: Use hashing, Store array 1 in hash and compare array 2 members with hash elements.

**Find largest subarray with maximum number of 0’s and 1’s**

Create another temp array which will store the difference of number of 1’s and 0’s at a given step. Now, scan from left to right and calculate and store the same. After complete pass, we just need to find the two elements in temp array which are far apart. Max range could be –n to n. so you can make a 2n+1 element table and store in it the indices of the first and last time each number appears. From there, it's easy to find the longest range. Overall, this needs O(n) space and everything can be populated and searched in O(n) time.

Find if there is subarray with 0 sum

The approach will be the same as that of above. Create a hashtable and store in it the intermediate sum calculated at an index while we traverse the array from left to right. If a partial sum is already present in hashtable then answer is YES, else add that sum to hashtable.

Find first repeating element

Use hash

**Find largest subarray with contiguous elements**

**Approach 1 O(n^2)** - A subarray has contiguous elements if and only if the difference between maximum and minimum elements in subarray is equal to the difference between last and first indexes of subarray. So the idea is to keep track of minimum and maximum element in every subarray.

**Approach 2 O(nlogn)**: Sort the array and check the sequence.

**Count distinct elements in every window of size k**

Use a hashmap, insert first k nodes in it. Find the distinct while inserting. After that slide the window 1-by-1 removing the left element and add/increment count right element. If the inserted element is new one, it is distinct.

**Find if an array can be divided in pairs whose sum is divisible by a given element k**

Traverse through array and store (remainder, frequency) in map. Now, traverse again and for each element. If its remainder is x such that 2\*x = k, then there should be even number of such elements. or if remainder is 0 then also even no. of elements, else number of occurrences of remainder must be equal to number of occurrences of k – remainder.

**Dutch national flag problem**

**We are given an array of integers of values 0, 1 and 2. The task is to arrange them in increasing order of 0, 1 and then 2. Complexity should be O(n)**

The program will use 3 elements i0, i and i2. i0 will point to the last 0 discovered. ‘i’ will be the main index used for traversal and left of which will contain 0’s and 1’s.’ i2’ will be set to extreme right initially and decremented as we find 2’s

while( i < i2 ) {

if(arr[i] == 0) {

swap(arr[i0+1], arr[i]);

i0++; i++;

}

else if(arr[i] == 2 ) {

swap(arr[i2-1], arr[i]); //Don't increment ‘i’ because we don't know what’s the current element after swap

--i2;

}

else

i++;

}

map<int, int> freq;

// Count occurrences of all remainders

for (int i = 0; i < n; i++)

freq[arr[i] % k]++;

// Traverse input array and use freq[] to decide

// if given array can be divided in pairs

for (int i = 0; i < n; i++)

{

// Remainder of current element

int rem = arr[i] % k;

// If remainder with current element divides

// k into two halves.

if (2\*rem == k)

{

// Then there must be even occurrences of

// such remainder

if (freq[rem] % 2 != 0)

return false;

}

// If remainder is 0, then there must be two

// elements with 0 remainder

else if (rem == 0)

{

if (freq[rem] & 1)

return false;

}

// Else number of occurrences of remainder

// must be equal to number of occurrences of

// k - remainder

else if (freq[rem] != freq[k - rem])

return false;

}

return true;

**Find the missing numbers in an unsorted array of size 'n' in which numbers are ranged from 1 to n**

To find the same use that same array.

Decrement count of each element by 1 and then for every encountered number add 'n' to that element's original position after modulus. Modulus is used so that we get correct number if that number has already gone > n (Number already encountered) . At last divide that position by n.

void printfrequency(int arr[],int n)

{

for(int j =0;j<n;j++)

{

arr[j] = arr[j]-1;

}

for(int i = 0;i<n;i++ )

{

arr[arr[i]%n] = arr[arr[i]%n] + n;

}

for(int i =0; i<n;i++)

{

cout << i + 1<<" -> "<<arr[i]/n<<endl;

}

}nd pairs with given sum such that elements of pair are in different rows

# Create a hash with value as key and its position as index. Start from left top and search for the element - ( sum – current\_value ) if element is there in the hash, compare rows of both, if equal then skip else continue;

# **To find the smallest range in k sorted list, with each of size n**

# Use heap of k elements, find the min and find the difference and now insert the element from the list whose minimum was extracted. Find the difference and continue.

**To find the maximum occurring element in array**

Iterate though input array arr[], for every element arr[i], increment arr[arr[i]%k] by k, where k is the number of elements in array

**Largest Sum Contiguous Subarray - Find the sum of contiguous subarray within an array of numbers which has the largest sum (Solved using Kadane’s Algorithm)**

int maxSubArraySum(int a[], int size)

{

int max\_so\_far = INT\_MIN, max\_ending\_here = 0;

for (int i = 0; i < size; i++)

{

max\_ending\_here = max\_ending\_here + a[i];

if (max\_so\_far < max\_ending\_here)

max\_so\_far = max\_ending\_here;

if (max\_ending\_here < 0)

max\_ending\_here = 0;

}

return max\_so\_far;

}

**Find the missing number in an array of dimension ‘n’ which contains the numbers from 0 to n**

Do XOR of numbers 1 to N and then XOR of given array. After that, XOR of both the results will give the result.

**Find subarray with given sum**

**Approach 1: Start from i=0, move right adding the sum. If sum becomes > requisite start remove trailing elements by doing start++ with the given condition that start < i-1.**

**Approach 2: Start from i=0 and cur\_sum=a[0]; Now keep adding cur\_sum += a[i]; in map with pair<cur\_sum, index>. After each addition check if (cur\_sum-sum) exists in map. If it is then (cur\_index-searched\_index) will give us the range.**

**Dutch National Flag algorithm**

void sort012(int a[], int arr\_size)

{

int lo = 0;

int hi = arr\_size - 1;

int mid = 0;

while (mid <= hi)

{

switch (a[mid])

{

case 0:

swap(&a[lo++], &a[mid++]);

break;

case 1:

mid++;

break;

case 2:

swap(&a[mid], &a[hi--]);

break;

}

}

}

**Equilibrium point in array:**

for( i = 0; i < n; ++i)

{

sum -= arr[i]; // sum is now right sum for index i

if(leftsum == sum)

return i;

leftsum += arr[i];

}

**Maximum Sum Increasing Subsequence**

Let the input array be A. Take another array MSIS with same size as that of A and initialize all its elements as the contents of A.

Take 2 loops and for each position, check if sum of MSIS[j] + MSIS[i] > MSIS[i] and A[i] > A[j]. At last find the max in MSIS array

Below is the main loop::

for ( i = 1; i < n; i++ )

for ( j = 0; j < i; j++ )

if ( arr[i] > arr[j] && msis[i] < msis[j] + arr[i])

msis[i] = msis[j] + arr[i];

**Note: You can also store the elements of MSIS using another vector <vector<int>> which for each ith position, add element to vector**

**Minimum number of platforms needed for trains:**

**Solution:** Sort arrays of both arrival and departure time by storing them both in another array. Now scan through the array. Take counter = 0 and max = 0.

For each arrival, counter++ and for each departure counter--. For each step, check if counter > max then, max = counter

**Chocolates distribution – array of size ‘n’ Each entry represents number of chocolates in packet and it has to be distributed among ‘m’ students with the condition that difference between max and min is minimum.**

**Solution:** Sort the array (of n integers). We have to find the minimum of (max\_in\_window – min\_in\_window) as i = 0 to i+m and then ++i

Find the min. difference in this window starting from I = 0 to i+m-1

**Stock Buy Sell to Maximize Profit**

**Solution:** The cost of a stock on each day is given in an array, find the max profit that you can make by buying and selling in those days.

Solution: We have to find max difference here. So start from i=0 and find minimum by traversing till arr[i+1]<arr[i] which will give use the local minima. Let new state be t = i. Then starting from t move while(arr[t+1]>arr[t]) this will give us maxima. Store the both and set i = t+1 to move over again.

**To find the kth smallest or largest element**

**Solution:** You can use either min-max-heap or quickselect algorithm.

**To find non-repeating element in a sorted array in O(logn)**

**Solution:** All numbers before that unique element have their first occurrence at even indices (0, 2, 4 …) and after that unique number at odd indices (1, 3, 5, …) because of disruption in sequence by that number. Using this property we can find the number such as if our index is even, then check if next is same number as the present one. If yes, that unique number exists on RHS of that index or LHS of that index.

**To find Pythagoras triplet in an array:**

* **Do square of each element O(n)**
* **Sort all elements (O(nlogn)**
* **Use 2 loops to find 2 numbers whose sum is a number currently under consideration**

**Find trapped rain water**

Given is an array which specifies the tower size. Find the volume of water that can be stored in vacant area.

Take two arrays. Store left\_max to store max. tower on left and array right\_max to store the size of maximum tower.

For each index location, do

for (int i = 0; i < n; i++)

water += min(left[i],right[i]) - arr[i];

**Permutation of a string:**

**Solution:**

void permute(char \*a, int l, int r)

{

int i;

if (l == r)

printf("%sn", a);

else

{

for (i = l; i <= r; i++)

{

swap((a+l), (a+i));

permute(a, l+1, r);

swap((a+l), (a+i)); //backtrack

}

}

}

**Search in a row wise and column wise sorted matrix**

Start from top right. In case number is < e[i] go left else if number is > current number, go down else return the number.

**LCS(Longest Common Subsequence)**

/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/

int lcs( char \*X, char \*Y, int m, int n )

{

if (m == 0 || n == 0)

return 0;

if (X[m-1] == Y[n-1])

return 1 + lcs(X, Y, m-1, n-1);

else

return max(lcs(X, Y, m, n-1), lcs(X, Y, m-1, n));

}

**Stacks**

Design a stack that supports pop(), push() and getMin() in O(1) time and O(1) space

Solution:

**Push(x)** – if stack is empty, insert x at the top of stack

If stack is not empty, compare x with minElement. If x is greater than or equal to minElement, simply insert x. If x is less than minElement, insert (2\*x – minElement) into the stack and make minElement equal to x. For example, let previous minElement was 3. Now we want to insert 2. We update minElement as 2 and insert 2\*2 – 3 = 1 into the stack.

**Pop()** : Removes an element from top of stack.

Remove element from top. Let the removed element be y. Two cases arise:

If y is greater than or equal to minElement, the minimum element in the stack is still minElement.

If y is less than minElement, the minimum element now becomes (2\* minElement – y), so update (minElement = 2\* minElement – y). This is where we retrieve previous minimum from current minimum and its value in stack. For example, let the element to be removed be 1 and minElement be 2. We remove 1 and update minElement as 2\*2 – 1 = 3.

**Queue**

**Find the first non-repeating character from stream of characters:**

**Solution:** We need 3 data structures:

* A DLL of characters
* An array inDLL[256] which will maintain pointers to nodes in DLL, initially it will be filled with NULL values.
* An array repeated[256] which will check if a given character is repeated >2 times.

When an element is encountered:

Check value of inDLL[i] and repeated[i]

Case 1: If inDLL[i] is NULL and repeated[i] is false, then we are encountering the character for the 1st time, create a node, add it to DLL, store its pointer in inDLL, repeated will still be false.

Case 2: If value of repeated is false, but inDLL[i] != NULL, then do repeated[i] is true and remove its entry from DLL and set inDLL[i] to NULL

Case 3: If repeated[i] is true and inDLL[i] is NULL, ignore the character.

**Graphs**

A graph is a data structure which represents a mash of interconnected components. The abstract components are termed as vertices while the connection between them are called edges.

Mathematically, a graph is represented as G(V, E) where V denotes the set of vertices while E denotes the set of edges, each edge being represented in the form of (u, v) where ‘u’ and ‘v’ are starting and ending vertex respectively.

**Representation:**

A general graph can be represented either in the form of adjacency matrix or in the form of adjacency list. Adjacency matrix consumes a lot of space in case graph is sparse, but in case graph is dense, it is efficient.

There are two basic operations that are performed on graphs viz.

Breadth-first search and

Depth-first search

For breadth-first, we use queue while for depth-first search, we use stack.

**Detecting cycle in graph:**

A Graph has cycle if there is a back-edge. When we are traversing the graph through DFS, we keep on inserting graph nodes in stack. While traversing, if we visit a vertex which is already in stack, then there exists a cycle.

We’ll use an array recStack[] which will record the items currently inside the stack. We will do recStack[i] = true; for each function entry of a particular vertex ‘i’.While traversing, child of A particular node if we encounter recStack[i] = true;, then there exists a cycle.

// This function is a variation of DFSUytil() in

bool Graph::isCyclicUtil(int v, bool visited[], bool \*recStack)

{

if(visited[v] == false)

{

// Mark the current node as visited and part of recursion stack

visited[v] = true;

recStack[v] = true;

// Recur for all the vertices adjacent to this vertex

list<int>::iterator i;

for(i = adj[v].begin(); i != adj[v].end(); ++i)

{

if ( !visited[\*i] && isCyclicUtil(\*i, visited, recStack) )

return true;

else if (recStack[\*i])

return true;

}

}

recStack[v] = false; // remove the vertex from recursion stack

return false;

}