01.merge sort[recursive]:

#include<stdio.h>

void merege(int a[],int low, int mid, int high)

{

    int k,b[50];

    int l=low;

    int i=low;

    int j=mid+1;

    while(l<=mid && j<=high)

    {

        if(a[l]<=a[j])

        {

            b[i]=a[l];

            l=l+1;

        }

        else

        {

            b[i]=a[j];

            j=j+1;

        }

        i++;

    }

    if(l>mid)

    {

        for(int k=j; k<=high;k++)

        {

            b[i]=a[k];

            i++;

        }

    }

    else

    {

        for(int k=l; k<=mid;k++)

        {

            b[i]=a[k];

            i++;

        }

    }

    for(k=low; k<=high;k++)

    {

        a[k]=b[k];

    }

}

void merge\_sort(int a[],int low,int high)

{

    if(low<high)

    {

       int mid=(low+high)/2;

        merge\_sort(a,low,mid);

        merge\_sort(a,mid+1,high);

        merege(a,low,mid,high);

    }

}

int main()

{

    int i, n, a[50];

    printf("Enter size of array: ");

    scanf("%d", &n);

    printf("Eneter elements in array:::");

    for(i=1; i<=n;i++){

        scanf("%d", &a[i]);    }

    merge\_sort(a,1,n);

    printf("After merge sort the array is:");

    for(i=1; i<=n; i++){

        printf("%d  ", a[i]);   }

    return 0;

}

Output:

Enter size of array: 5

Eneter elements in array:::10

20

30

5

60

After merge sort the array is:5 10 20 30 60

02.merge sort[Iterative]:

#include<stdlib.h>

#include<stdio.h>

void merge(int arr[], int l, int m, int r) {

   int i, j, k;

   int n1 = m - l + 1;

   int n2 = r - m;

   int L[n1], R[n2];

   for (i = 0; i< n1; i++)

      L[i] = arr[l + i];

   for (j = 0; j < n2; j++)

      R[j] = arr[m + 1+ j];

   i = 0, j = 0, k = l;

   while (i< n1 && j < n2) {

      if (L[i] <= R[j]) {

         arr[k] = L[i];

         i++;

      } else {

         arr[k] = R[j];

         j++;

      }

      k++;

   }

   while (i< n1) {

      arr[k] = L[i];

      i++;

      k++;

   }

   while (j < n2) {

      arr[k] = R[j];

      j++;

      k++;

   }

}

void iterativeMergeSort(int arr[], int l, int r) {

   if (l <r){

      int mid = l+(r-l)/2;

      iterativeMergeSort(arr, l, mid);

      iterativeMergeSort(arr, mid+1, r);

      merge(arr, l, mid, r);

   }

}

int main(){

   int arr[] = {12, 11, 13, 5, 6, 7};

   int size = sizeof(arr)/sizeof(arr[0]);

   printf("\t\t ITERATIVE MERGE SORT \n");

   printf("Unsorted Array : \t");

   for (int i=0; i< size; i++)

      printf("%d ",arr[i]);

   iterativeMergeSort(arr, 0, size - 1);

   printf("\nSorted array : \t");

   for (int i=0; i< size; i++)

      printf("%d ", arr[i]);

   printf("\n");

   return 0;

}

Output:

ITERATIVE MERGE SORT

Unsorted Array : 12 11 13 5 6 7

Sorted array : 5 6 7 11 12 13

03.QUICK sort[iterative]:

#include <stdio.h>

void swap(int\* a, int\* b)

{

    int t = \*a;

    \*a = \*b;

    \*b = t;

}

int partition(int a[], int l, int h)

{

    int x = a[h];

    int i = (l - 1);

    for (int j = l; j <= h - 1; j++) {

        if (a[j] <= x) {

            i++;

            swap(&a[i], &a[j]);

        }

    }

    swap(&a[i + 1], &a[h]);

    return (i + 1);

}

void quick\_sort(int a[], int l, int h)

{

    int stack[h - l + 1];

    int top = -1;

    stack[++top] = l;

    stack[++top] = h;

    while (top >= 0) {

        h = stack[top--];

        l = stack[top--];

        int p = partition(a, l, h);

        if (p  > l) {

            stack[++top] = l;

            stack[++top] = p - 1;

        }

        if (p + 1 < h) {

            stack[++top] = p + 1;

            stack[++top] = h;

        }

    }

}

int main()

{

    int a[50], i, n;

    printf("Enter size of array: ");

    scanf("%d", &n);

    printf("Enter element in arrary:: ");

    for(i=1; i<=n; i++){

        scanf("%d", &a[i]); }

    quick\_sort(a, 1, n);

    printf("After sorting:: ");

    for(i=1;i<=n; i++){

        printf("%d  ", a[i]);   }

    return 0;

}

Output:

Enter element in arrary:: 10

20

56

89

98

After sorting:: 10 20 56 89 98

04.QUICK sort[recursive]:

#include<stdio.h>

intquick\_sort(inta[], intp, intn)

{

    int pivot=a[p];

    inti=p, j=n+1;

    if(p<n)

    {

    do

    {

        do

        {

            i++;

        }while(a[i]<pivot);

        do

        {

            j--;

        } while (a[j]>pivot);

        if(i<j)

        {

            int temp = a[i];

                a[i] = a[j];

            a[j] = temp;

        }

    }while(i<=j);

    a[p]=a[j];

    a[j]=pivot;

    quick\_sort(a,p,j-1);

    quick\_sort(a,j+1,n);

    }

}

intmain()

{

    inti, n, a[50], max=0;

    printf("Enter size of array: ");

    scanf("%d", &n);

    printf("Eneter elements in array:::");

    for(i=1; i<=n;i++)

    {    scanf("%d", &a[i]);    }

    for(i=1; i<=n; i++)

    {

        if(max<a[i])

            max=a[i];

    }

        a[n+1]=max;

   quick\_sort(a,1,n);

    printf("After sort the array is:");

    for(i=1; i<=n;i++)

    {    printf("%d  ", a[i]);  }

    return 0;

}

Output:

Enter size of array: 5

Enter element in arrary:: 2

3

6

5

1

After sort the Array is:: 1 2 3 5 6

05.fractional knapsack:

#include<stdio.h>

void knapsack(int n, float capacity, float weight[], float profit[] )

{

    float x[50], tp=0;

    int i,j,u;

    u=capacity;

    for(i=1; i<=n; i++){

        x[i]=0.0;   }

    for(i=1; i<=n; i++)

    {

        if(weight[i]>u)

            break;

        else

        {

            x[i]=1.0;

            tp=tp+profit[i];

            u=u-weight[i];

        }

    }

    if(i<n)

    {    x[i]=u/weight[i];  }

    tp=tp+(x[i]\*profit[i]);

    printf("Result::\n");

    for(i=1; i<=n; i++)

    {    printf("%f\t", x[i]);  }

    printf("Total profit:%f", tp);

}

int main()

{

    float weight[50],profit[50],capacity,ratio[50],temp;

    int num,i,j;

    printf("Enter the no of objects: ");

    scanf("%d", &num);

    printf("Enter the weights and profits of objects:\n");

    for(i=1; i<=num; i++)

    {    scanf("%f%f", &weight[i],&profit[i]);  }

    printf("Enter the capacity of knapsack: ");

    scanf("%f", &capacity);

    for(i=1; i<=num; i++)

    {    ratio[i]=profit[i]/weight[i];  }

    for(i=1; i<=num; i++)

    {

        for(j=i+1; j<=num; j++)

        {

            if(ratio[i]<ratio[j])

            {

                temp=ratio[j];

                ratio[j]=ratio[i];

                ratio[i]=temp;

                temp=weight[j];

                weight[j]=weight[i];

                weight[i]=temp;

                temp=profit[j];

                profit[j]=profit[i];

                profit[i]=temp;

            }

        }

    }

    knapsack(num,capacity,weight,profit);

    return 0;

}

Output:

Enter the weights and profits of objects:

10 3

12 6

14 5

18 3

Enter the capacity of knapsack: 50

Result::

1.000000 1.000000 1.000000 0.000000 Total profit:14.000000

PS C:\Users\Samim Piyada\Desktop\DAA>

06.0/1 knapsack:

#include<stdio.h>

int max\_of(int x, int y)

   { return ((x>y)?x:y);    }

void knapsack(int n, int cap, int we[], int p[])

{

    int i,w,v[n+1][cap+1],x;

    for(i=0; i<=n; i++)

    {    v[i][0]=0; }

    for(w=0; w<=cap; w++)

    {    v[0][w]=0; }

    for(i=1; i<=n; i++)

    {

        for(w=0; w<=cap; w++)

        {

            if(we[i-1]<=w)

            {

                if((p[i-1]+v[i-1][w-we[i-1]])>v[i-1][w])

                    v[i][w]=p[i-1]+v[i-1][w-we[i-1]];

                else

                    v[i][w]=v[i-1][w];

            }

            else

                v[i][w]=v[i-1][w];

        }

    }

    for(i=0; i<=n; i++)

    {

        for(w=0; w<=cap; w++)

            printf(" %d ", v[i][w]);

        printf("\n");

    }

    printf("\nProfit-%d", v[n][cap]);

    x=v[n][cap];

    w=cap;

    printf("\nItem taken: ");

    for(i=n; i>0 && x>0; i--)

    {

        if(x==v[i-1][w])

            continue;

        else

        {  printf(" %d ", i);

            x=x-p[i-1];

            w=we[i-1];

        }

    }

}

int main()

{

    int i,n,cap,we[50],p[50];

    printf("Enter no of item: ");

    scanf("%d", &n);

    printf("Enter capacity: ");

    scanf("%d", &cap);

    printf("Enter weight of all items:: ");

    for(i=0; i<n; i++)

    {    scanf("%d", &we[i]);   }

    printf("Enter profit of all items:: ");

    for(i=0; i<n; i++)

    {    scanf("%d", &p[i]);  }

    knapsack(n,cap,we,p);

    return 0;

}

Output:

PS C:\Users\Samim Piyada\Desktop> cd "c:\Users\Samim Piyada\Desktop\DAA\0\" ; if ($?) { gcc 1 knapsack.c -o 1 knapsack } ; if ($?) { .\1 knapsack }

gcc.exe: error: 1: No such file or directory

gcc.exe: error: knapsack: No such file or directory

gcc.exe: fatal error: no input files

compilation terminated.

PS C:\Users\Samim Piyada\Desktop\DAA\0> cd "c:\Users\Samim Piyada\Desktop\DAA\" ; if ($?)

{ gcc 01knapsack.c -o 01knapsack } ; if ($?) { .\01knapsack }

Enter capacity: 6 3

Enter weight of all items:: cd "c:\Users\Samim Piyada\Desktop\DAA\" ; if ($?) { gcc 01knapEnter profit of all items::

PS C:\Users\Samim Piyada\Desktop\DAA> 5

5

PS C:\Users\Samim Piyada\Desktop\DAA> cd "c:\Users\Samim Piyada\Desktop\DAA\" ; if ($?) {

gcc 01knapsack.c -o 01knapsack } ; if ($?) { .\01knapsack }

Enter no of item: 5

Enter capacity: 5

Enter weight of all items:: 3 1 6 5 2

Enter profit of all items:: 25 14 24 32 30

0 0 0 0 0 0

0 0 0 25 25 25

0 14 14 25 39 39

0 14 14 25 39 39

0 14 14 25 39 39

0 14 30 44 44 55

Profit-55

Item taken: 5 4

07.LCS:

#include<stdio.h>

#include<conio.h>

#include<string.h>

int lcs\_table[20][20],i,j,m,n;

char s1[20]="ABCB",s2[20]="BDCAB",b[20][20];

void lcsalgo()

{

    m=strlen(s1);

    n=strlen(s2);

 //fill's the matrix with 0's

 for(i=0;i<=m;i++)

   lcs\_table[i][0]=0;

 for(i=0;i<=n;i++)

   lcs\_table[0][i]=0;

   //build the matrix in bottom up way

    for (int i = 1; i <= m; i++)

        for(int j=1; j<=n; j++)

         {

            if(s1[i-1]==s2[j-1])

            {

            lcs\_table[i][j]=lcs\_table[i-1][j-1]+1;

         }

         else if(lcs\_table[i-1][j]>=lcs\_table[i][j-1])

         {

            lcs\_table[i][j]=lcs\_table[i-1][j];

         }

         else{

            lcs\_table[i][j]=lcs\_table[i][j-1];

         }

         }

    int index=lcs\_table[m][n];

    char lcsalgo[index+1];

    lcsalgo[index]='\0';

    int i=m,j=n;

    while(i>0&&j>0)

    {

        if (s1[i-1]==s2[j-1])

        {

          lcsalgo[index-1]=s1[i-1];

          i--;

          j--;

          index--;

        }

        else if(lcs\_table[i-1][j]>lcs\_table[i][j-1])

        i--;

        else

        j--;

    }

    //printing the subsequence

    printf("s1: %s \ns2: %s \n",s1,s2);

    printf("LCS: %s",lcsalgo);

 }

int main()

{

    lcsalgo();

    printf("\n");

}

Output:

s1: ABCB

s2: BDCAB

LCS: BCB

08.prims algo:

// Prim's Algorithm in C

#include<stdio.h>

#include<stdbool.h>

#define INF 9999999

// number of vertices in graph

#define V 5

// create a 2d array of size 5x5

//for adjacency matrix to represent graph

int G[V][V] = {

  {0, 9, 75, 0, 0},

  {9, 0, 95, 19, 42},

  {75, 95, 0, 51, 66},

  {0, 19, 51, 0, 31},

  {0, 42, 66, 31, 0}};

int main() {

  int no\_edge;  // number of edge

  // create a array to track selected vertex

  // selected will become true otherwise false

  int array[V];

  // set selected false initially

  memset(array, false, sizeof(array));

  int cost=0;

  // set number of edge to 0

  no\_edge = 0;

  // choose 0th vertex and make it true

  array[0] = true;

  int x;  //  row number

  int y;  //  col number

  printf("Edge : Weight\n");

  while (no\_edge < V - 1) {

    int min = INF;

    x = 0;

    y = 0;

    for (int i = 0; i < V; i++) {

      if (array[i]) {

        for (int j = 0; j < V; j++) {

          if (!array[j] && G[i][j]) {  // not in selected and there is an edge

            if (min > G[i][j]) {

              min = G[i][j];

              x = i;

              y = j;

            }

          }

        }

      }

    }

    printf("%d - %d : %d\n", x, y, G[x][y]);

    array[y] = true;

    cost+=G[x][y];

    no\_edge++;

  }

  return 0;

}

Output:

Edge : Weight

0 - 1 : 9

1 - 3 : 19

3 - 4 : 31

3 - 2 : 51

09.kruskal algo:

#include<stdio.h>

int i,j,k,a,b,u,v,n,ne=1;

int min,mincost=0,arr[50][50],parent[9];

int find\_parent(int);

void main()

{

    printf("\nEnter the no. of vertices:");

    scanf("%d",&n);

    printf("\nEnter the edge value::\n");

    for(i=1;i<=n;i++)

    {

        for(j=1;j<=n;j++)

        {

            scanf("%d",&arr[i][j]);

            if(arr[i][j]==0)

                arr[i][j]=999;

        }

    }

    printf("The edges of Minimum Cost Spanning Tree are\n");

    while(ne < n)

    {

        for(i=1,min=999;i<=n;i++)

        {

            for(j=1;j <= n;j++)

            {

                if(arr[i][j] < min)

                {

                    min=arr[i][j];

                    a=u=i;

                    b=v=j;

                }

            }

        }

        u=find\_parent(u);

        v=find\_parent(v);

        if(u!=v)

        {

            parent[v]=u;

            printf("%d edge (%d,%d) =%d\n",ne++,a,b,min);

            mincost +=min;

        }

        arr[a][b]=arr[b][a]=999;

    }

    printf("Minimum cost = %d\n",mincost);

}

int find\_parent(int i)

{

    while(parent[i])

    i=parent[i];

    return i;

}

Output:

Enter the no. of vertices:4

Enter the edge value::

0 3 1 6

3 0 5 0

1 5 0 5

6 0 5 0

The edges of Minimum Cost Spanning Tree are

1 edge (1,3) =1

2 edge (1,2) =3

3 edge (3,4) =5

Minimum cost = 9

PS C:\Users\Samim Piyada\Desktop\DAA>

10.dijkstra algo:

#include <stdio.h>

#define INFINITY 9999

#define MAX 10

void Dijkstra(int Graph[MAX][MAX], int n, int start) {

  int cost[MAX][MAX], distance[MAX], pred[MAX];

  int visited[MAX], count, mindistance, nextnode, i, j;

int s=start;

  for (i = 0; i< n; i++)

    for (j = 0; j < n; j++)

      if (Graph[i][j] == 0)

        cost[i][j] = INFINITY;

      else

        cost[i][j] = Graph[i][j];

  for (i = 0; i< n; i++) {

    distance[i] = cost[start][i];

    pred[i] = start;

    visited[i] = 0;

  }

  distance[start] = 0;

  visited[start] = 1;

  count = 1;

  while (count < n - 1) {

    mindistance = INFINITY;

    for (i = 0; i< n; i++)

      if (distance[i] <mindistance&& !visited[i]) {

        mindistance = distance[i];

        nextnode = i;

      }

    visited[nextnode] = 1;

    for (i = 0; i< n; i++)

      if (!visited[i])

        if (mindistance + cost[nextnode][i] < distance[i]) {

          distance[i] = mindistance + cost[nextnode][i];

          pred[i] = nextnode;

        }

    count++;

  }

  for (i = 0; i< n; i++)

    if (i != start) {

      printf("\nDistance from source %d to %d: %d", s, i, distance[i]);

    }

}

int main() {

  int Graph[MAX][MAX], i, j, n, u;

  n = 7;

  Graph[0][0] = 0;

  Graph[0][1] = 0;

  Graph[0][2] = 1;

  Graph[0][3] = 2;

  Graph[0][4] = 0;

  Graph[0][5] = 0;

  Graph[0][6] = 0;

  Graph[1][0] = 0;

  Graph[1][1] = 0;

  Graph[1][2] = 2;

  Graph[1][3] = 0;

  Graph[1][4] = 0;

  Graph[1][5] = 3;

  Graph[1][6] = 0;

  Graph[2][0] = 1;

  Graph[2][1] = 2;

  Graph[2][2] = 0;

  Graph[2][3] = 1;

  Graph[2][4] = 3;

  Graph[2][5] = 0;

  Graph[2][6] = 0;

  Graph[3][0] = 2;

  Graph[3][1] = 0;

  Graph[3][2] = 1;

  Graph[3][3] = 0;

  Graph[3][4] = 0;

  Graph[3][5] = 0;

  Graph[3][6] = 1;

  Graph[4][0] = 0;

  Graph[4][1] = 0;

  Graph[4][2] = 3;

  Graph[4][3] = 0;

  Graph[4][4] = 0;

  Graph[4][5] = 2;

  Graph[4][6] = 0;

  Graph[5][0] = 0;

  Graph[5][1] = 3;

  Graph[5][2] = 0;

  Graph[5][3] = 0;

  Graph[5][4] = 2;

  Graph[5][5] = 0;

  Graph[5][6] = 1;

  Graph[6][0] = 0;

  Graph[6][1] = 0;

  Graph[6][2] = 0;

  Graph[6][3] = 1;

  Graph[6][4] = 0;

  Graph[6][5] = 1;

  Graph[6][6] = 0;

  printf("Path Matrix is::\n");

  for(i=0; i<n; i++)

  {

    for(j=0; j<n; j++)

    {

        printf(" %d ", Graph[i][j]);

    }printf("\n");

  }

  u = 0;

  printf("Source vertex is %d.", u);

  Dijkstra(Graph, n, u);

  return 0;

}

Output:

Path Matrix is::

0 0 1 2 0 0 0

0 0 2 0 0 3 0

1 2 0 1 3 0 0

2 0 1 0 0 0 1

0 0 3 0 0 2 0

0 3 0 0 2 0 1

0 0 0 1 0 1 0

Source vertex is 0.

Distance from source 0 to 1: 3

Distance from source 0 to 2: 1

Distance from source 0 to 3: 2

Distance from source 0 to 4: 4

Distance from source 0 to 5: 4

Distance from source 0 to 6: 3

PS C:\Users\Samim Piyada\Desktop\DAA>

11.binarty search[non recursive]:

#include<stdio.h>

#include<conio.h>

void main()

{

  int a[20],i,n,low,mid,high,key;

  printf("Enter the size of the array: ");

  scanf("%d",&n);

  printf("Enter the array in ascending order:\n");

  for(i=0;i<n;i++)

  {

      scanf("%d",&a[i]);

  }

  printf("Enter the key element to search\n");

  scanf("%d",&key);

  low=0;

  high=n-1;

  while(high>=low)

  {

      mid=(low+high)/2;

      if(key==a[mid])

      break;

    else

    {

        if(key>a[mid])

        low=mid+1;

        else

        high=mid-1;

    }

  }

  if(key==a[mid])

  printf("The element is found at position %d",mid+1);

  else

  printf("The element is  not found at position ");

}

Output:

Enter the array in ascending order:

2

5

6

89

123

Enter the key element to search

89

The element is found at position 4

12.binarty search[recursive]:

#include<stdio.h>

intbinary\_search(inta[], intl, inth, intx)

{

    if(h>=l)

    {

        int mid= (l+h)/2;

        if(a[mid]==x)

            return mid;

        elseif(a[mid]>x)

            returnbinary\_search(a,l,mid-1,x);

        else   return  binary\_search(a,mid+1,h,x);

    }

    return -1;

}

intmain()

{

    inta[50],i,n,x,result;

    printf("Enter the size of array: ");

     scanf("%d", &n);

      printf("Enter value in array in sorted order:::");

     for(i=1;i<=n;i++)

     {

        scanf("%d", &a[i]);

     }

      printf("Search value: ");

      scanf("%d", &x);

      result=binary\_search(a,1,n,x);

      if(result==-1)

        printf("Element is not present in array");

    else    printf("Element is present at position %d" , result);

    return 0;

}

Output:

Enter the size of the array: 5

Enter value in array in sorted order::: 2 3 4 7 9

Search value:6

Element is not present in array

13.warshall Algo:

#include<stdio.h>

int main()

{

    int i,j,k,n,path[50][50],a[50][50];

    printf("Enter no of vertices: ");

    scanf("%d", &n);

    printf("Enter direct path matrix::\n");

    for(i=0; i<n; i++)

    {

        for(j=0; j<n; j++)

        {

            scanf("%d", &path[i][j]);

            if(i==j)

                path[i][j]=0;

        }

    }

    printf("The matrix is::\n");

    for(i=0; i<n; i++)

    {

        for(j=0; j<n; j++)

            printf(" %d ", path[i][j]);

        printf("\n");

    }

    for(i=0; i<n; i++)

    {

       for(j=0; j<n; j++)

            a[i][j]=path[i][j];

    }

    for(k=0; k<n; k++)

    {

       for(i=0; i<n; i++)

        {

            for(j=0; j<n; j++)

            {

                if(a[i][j]!=1)

                    a[i][j]=a[i][j] || a[i][k] && a[k][j];

            }

        }

    }

    printf("The final matrix is::\n");

    for(i=0; i<n; i++)

    {

        for(j=0; j<n; j++)

            printf(" %d ", a[i][j]);

        printf("\n");

    }

    return 0;

}

Output:

Enter direct path matrix::

0 1 0 0

0 0 0 1

0 0 0 0

1 0 1 0

The matrix is::

0 1 0 0

0 0 0 1

0 0 0 0

1 0 1 0

The final matrix is::

1 1 1 1

1 1 1 1

0 0 0 0

1 1 1 1

PS C:\Users\Samim Piyada\Desktop\DAA>