## Classification Trees - MOd 4 Assignment 2

Load Libraries

options(tidyverse.quiet = TRUE)  
library(tidyverse)  
library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(rpart)  
library(rattle)

## Loading required package: bitops

## Rattle: A free graphical interface for data science with R.  
## Version 5.4.0 Copyright (c) 2006-2020 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(RColorBrewer)

Reading Data

parole <- read.csv("parole.csv")  
parole = parole %>% drop\_na() #delete any row with an NA value

Structure and summary

str(parole)

## 'data.frame': 675 obs. of 9 variables:  
## $ male : int 1 0 1 1 1 1 1 0 0 1 ...  
## $ race : int 1 1 2 1 2 2 1 1 1 2 ...  
## $ age : num 33.2 39.7 29.5 22.4 21.6 46.7 31 24.6 32.6 29.1 ...  
## $ state : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ time.served : num 5.5 5.4 5.6 5.7 5.4 6 6 4.8 4.5 4.7 ...  
## $ max.sentence : int 18 12 12 18 12 18 18 12 13 12 ...  
## $ multiple.offenses: int 0 0 0 0 0 0 0 0 0 0 ...  
## $ crime : int 4 3 3 1 1 4 3 1 3 2 ...  
## $ violator : int 0 0 0 0 0 0 0 0 0 0 ...

summary(parole)

## male race age state   
## Min. :0.0000 Min. :1.000 Min. :18.40 Min. :1.000   
## 1st Qu.:1.0000 1st Qu.:1.000 1st Qu.:25.35 1st Qu.:2.000   
## Median :1.0000 Median :1.000 Median :33.70 Median :3.000   
## Mean :0.8074 Mean :1.424 Mean :34.51 Mean :2.887   
## 3rd Qu.:1.0000 3rd Qu.:2.000 3rd Qu.:42.55 3rd Qu.:4.000   
## Max. :1.0000 Max. :2.000 Max. :67.00 Max. :4.000   
## time.served max.sentence multiple.offenses crime   
## Min. :0.000 Min. : 1.00 Min. :0.0000 Min. :1.000   
## 1st Qu.:3.250 1st Qu.:12.00 1st Qu.:0.0000 1st Qu.:1.000   
## Median :4.400 Median :12.00 Median :1.0000 Median :2.000   
## Mean :4.198 Mean :13.06 Mean :0.5363 Mean :2.059   
## 3rd Qu.:5.200 3rd Qu.:15.00 3rd Qu.:1.0000 3rd Qu.:3.000   
## Max. :6.000 Max. :18.00 Max. :1.0000 Max. :4.000   
## violator   
## Min. :0.0000   
## 1st Qu.:0.0000   
## Median :0.0000   
## Mean :0.1156   
## 3rd Qu.:0.0000   
## Max. :1.0000

parole = parole %>% mutate(male = as\_factor(male)) %>%  
mutate(male = fct\_recode(male,  
"male" = "1",  
"female" = "0"))  
  
parole = parole %>% mutate(race = as\_factor(race)) %>%  
mutate(race = fct\_recode(race,  
"white" = "1",  
"otherwise" = "2"))  
  
parole = parole %>% mutate(state = as\_factor(state)) %>%  
mutate(state = fct\_recode(state,  
"anyotherstate" = "1",  
"Kentucky" = "2",  
"Louisian" = "3",  
"Virginia" = "4"))  
  
parole = parole %>% filter(time.served < 7)  
parole = parole %>% filter(max.sentence < 19)  
  
parole = parole %>% mutate(multiple.offenses = as\_factor(multiple.offenses)) %>%  
 mutate(multiple.offenses = fct\_recode(multiple.offenses,  
"multiple" = "1",  
"otherwise" = "0"))  
  
parole = parole %>% mutate(crime = as\_factor(crime)) %>%  
mutate(crime = fct\_recode(crime,  
"other" = "1",  
"larceny" = "2",  
"drug\_related" = "3",  
"driving\_realted" = "4"))  
  
parole = parole %>% mutate(violator = as\_factor(violator)) %>%  
mutate(violator = fct\_recode(violator,  
"violated" = "1",  
"completed" = "0"))

Structure and summary

str(parole)

## 'data.frame': 675 obs. of 9 variables:  
## $ male : Factor w/ 2 levels "female","male": 2 1 2 2 2 2 2 1 1 2 ...  
## $ race : Factor w/ 2 levels "white","otherwise": 1 1 2 1 2 2 1 1 1 2 ...  
## $ age : num 33.2 39.7 29.5 22.4 21.6 46.7 31 24.6 32.6 29.1 ...  
## $ state : Factor w/ 4 levels "anyotherstate",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ time.served : num 5.5 5.4 5.6 5.7 5.4 6 6 4.8 4.5 4.7 ...  
## $ max.sentence : int 18 12 12 18 12 18 18 12 13 12 ...  
## $ multiple.offenses: Factor w/ 2 levels "otherwise","multiple": 1 1 1 1 1 1 1 1 1 1 ...  
## $ crime : Factor w/ 4 levels "other","larceny",..: 4 3 3 1 1 4 3 1 3 2 ...  
## $ violator : Factor w/ 2 levels "completed","violated": 1 1 1 1 1 1 1 1 1 1 ...

summary(parole)

## male race age state   
## female:130 white :389 Min. :18.40 anyotherstate:143   
## male :545 otherwise:286 1st Qu.:25.35 Kentucky :120   
## Median :33.70 Louisian : 82   
## Mean :34.51 Virginia :330   
## 3rd Qu.:42.55   
## Max. :67.00   
## time.served max.sentence multiple.offenses crime   
## Min. :0.000 Min. : 1.00 otherwise:313 other :315   
## 1st Qu.:3.250 1st Qu.:12.00 multiple :362 larceny :106   
## Median :4.400 Median :12.00 drug\_related :153   
## Mean :4.198 Mean :13.06 driving\_realted:101   
## 3rd Qu.:5.200 3rd Qu.:15.00   
## Max. :6.000 Max. :18.00   
## violator   
## completed:597   
## violated : 78   
##   
##   
##   
##

Split the data (training and testing)

set.seed(12345)  
train.rows = createDataPartition(y = parole$violator , p=0.7, list = FALSE) #70% in training  
trainP = slice(parole,train.rows)   
testP = slice(parole,-train.rows)

Let’s build a classification tree.

tree1P = rpart(violator ~., trainP, method="class")  
fancyRpartPlot(tree1P)
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Classifying a 40 yr old from louisiana who served a 5 year prison sentence.  
Starting at the Top; state is louisiana, so we go right. We do not know the race, hence if the parolee is white he/she completed parole, else time served is greater than 3.5, move left and finally age is not less than 30, so move right indicating the parolee violated the parole.

printcp(tree1P)

##   
## Classification tree:  
## rpart(formula = violator ~ ., data = trainP, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] age multiple.offenses race state   
## [5] time.served   
##   
## Root node error: 55/473 = 0.11628  
##   
## n= 473   
##   
## CP nsplit rel error xerror xstd  
## 1 0.030303 0 1.00000 1.0000 0.12676  
## 2 0.018182 3 0.90909 1.1091 0.13253  
## 3 0.013636 4 0.89091 1.2182 0.13788  
## 4 0.010000 8 0.83636 1.2000 0.13702

plotcp(tree1P)
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Prune the tree (at minimum cross-validated error)

tree2P = prune(tree1P,cp= tree1P$cptable[which.min(tree1P$cptable[,"xerror"]),"CP"])

**Parole completed is the majority class.**

Predictions on training set

treepredP = predict(tree1P, trainP, type = "class")  
head(treepredP)

## 1 2 3 4 5 6   
## completed completed completed completed completed completed   
## Levels: completed violated

Caret confusion matrix and accuracy, etc. calcs

confusionMatrix(treepredP,trainP$violator,positive="completed") #predictions first then actual

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction completed violated  
## completed 400 28  
## violated 18 27  
##   
## Accuracy : 0.9027   
## 95% CI : (0.8724, 0.9279)  
## No Information Rate : 0.8837   
## P-Value [Acc > NIR] : 0.1095   
##   
## Kappa : 0.4862   
##   
## Mcnemar's Test P-Value : 0.1845   
##   
## Sensitivity : 0.9569   
## Specificity : 0.4909   
## Pos Pred Value : 0.9346   
## Neg Pred Value : 0.6000   
## Prevalence : 0.8837   
## Detection Rate : 0.8457   
## Detection Prevalence : 0.9049   
## Balanced Accuracy : 0.7239   
##   
## 'Positive' Class : completed   
##

Predictions on testing set

treepred\_testP = predict(tree1P, newdata=testP, type = "class")  
head(treepred\_testP)

## 1 2 3 4 5 6   
## completed completed completed completed completed completed   
## Levels: completed violated

Caret confusion matrix and accuracy, etc. calcs

confusionMatrix(treepred\_testP,testP$violator,positive="completed") #predictions first then actual

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction completed violated  
## completed 171 13  
## violated 8 10  
##   
## Accuracy : 0.896   
## 95% CI : (0.8455, 0.9345)  
## No Information Rate : 0.8861   
## P-Value [Acc > NIR] : 0.3797   
##   
## Kappa : 0.4309   
##   
## Mcnemar's Test P-Value : 0.3827   
##   
## Sensitivity : 0.9553   
## Specificity : 0.4348   
## Pos Pred Value : 0.9293   
## Neg Pred Value : 0.5556   
## Prevalence : 0.8861   
## Detection Rate : 0.8465   
## Detection Prevalence : 0.9109   
## Balanced Accuracy : 0.6950   
##   
## 'Positive' Class : completed   
##

*The model has 90% accuracy, slightly higher than the no information rate.*

Reading Data

Blood <- read.csv("blood.csv")

Blood = Blood %>% mutate(DonatedMarch = as\_factor(DonatedMarch)) %>%  
mutate(DonatedMarch = fct\_recode(DonatedMarch,  
"No" = "0",  
"Yes" = "1"))

Structure and summary

str(Blood)

## 'data.frame': 748 obs. of 5 variables:  
## $ Mnths\_Since\_Last : int 2 0 1 2 1 4 2 1 2 5 ...  
## $ TotalDonations : int 50 13 16 20 24 4 7 12 9 46 ...  
## $ Total\_Donated : int 12500 3250 4000 5000 6000 1000 1750 3000 2250 11500 ...  
## $ Mnths\_Since\_First: int 98 28 35 45 77 4 14 35 22 98 ...  
## $ DonatedMarch : Factor w/ 2 levels "No","Yes": 2 2 2 2 1 1 2 1 2 2 ...

summary(Blood)

## Mnths\_Since\_Last TotalDonations Total\_Donated Mnths\_Since\_First  
## Min. : 0.000 Min. : 1.000 Min. : 250 Min. : 2.00   
## 1st Qu.: 2.750 1st Qu.: 2.000 1st Qu.: 500 1st Qu.:16.00   
## Median : 7.000 Median : 4.000 Median : 1000 Median :28.00   
## Mean : 9.507 Mean : 5.515 Mean : 1379 Mean :34.28   
## 3rd Qu.:14.000 3rd Qu.: 7.000 3rd Qu.: 1750 3rd Qu.:50.00   
## Max. :74.000 Max. :50.000 Max. :12500 Max. :98.00   
## DonatedMarch  
## No :570   
## Yes:178   
##   
##   
##   
##

Split the data (training and testing)

set.seed(1234)  
train.rows = createDataPartition(y = Blood$DonatedMarch , p=0.7, list = FALSE) #70% in training  
trainB = slice(Blood,train.rows)   
testB = slice(Blood,-train.rows)

Let’s build a classification tree.

treeB = rpart(DonatedMarch ~., trainB, method="class")  
fancyRpartPlot(treeB)
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printcp(treeB)

##   
## Classification tree:  
## rpart(formula = DonatedMarch ~ ., data = trainB, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] Mnths\_Since\_First Mnths\_Since\_Last TotalDonations   
##   
## Root node error: 125/524 = 0.23855  
##   
## n= 524   
##   
## CP nsplit rel error xerror xstd  
## 1 0.050667 0 1.000 1.000 0.078049  
## 2 0.010000 4 0.784 0.848 0.073564

plotcp(treeB)
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*cp of .01 gives the minimum cross-validated error.*

Prune the tree (at minimum cross-validated error)

tree2B = prune(treeB,cp= treeB$cptable[which.min(treeB$cptable[,"xerror"]),"CP"])

*Pruning might not have been necessary.*

printcp(tree2B)

##   
## Classification tree:  
## rpart(formula = DonatedMarch ~ ., data = trainB, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] Mnths\_Since\_First Mnths\_Since\_Last TotalDonations   
##   
## Root node error: 125/524 = 0.23855  
##   
## n= 524   
##   
## CP nsplit rel error xerror xstd  
## 1 0.050667 0 1.000 1.000 0.078049  
## 2 0.010000 4 0.784 0.848 0.073564

plotcp(tree2B)

![](data:image/png;base64,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)

Predictions on training set

treepredB = predict(tree2B, trainB, type = "class")  
head(treepredB)

## 1 2 3 4 5 6   
## Yes Yes Yes Yes Yes Yes   
## Levels: No Yes

Caret confusion matrix and accuracy, etc. calcs

confusionMatrix(treepredB,trainB$DonatedMarch,positive="Yes") #predictions first then actual

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 370 69  
## Yes 29 56  
##   
## Accuracy : 0.813   
## 95% CI : (0.7769, 0.8455)  
## No Information Rate : 0.7615   
## P-Value [Acc > NIR] : 0.002713   
##   
## Kappa : 0.4216   
##   
## Mcnemar's Test P-Value : 8.162e-05   
##   
## Sensitivity : 0.4480   
## Specificity : 0.9273   
## Pos Pred Value : 0.6588   
## Neg Pred Value : 0.8428   
## Prevalence : 0.2385   
## Detection Rate : 0.1069   
## Detection Prevalence : 0.1622   
## Balanced Accuracy : 0.6877   
##   
## 'Positive' Class : Yes   
##

Predictions on testing set

treepred\_testB = predict(tree2B, newdata=testB, type = "class")  
head(treepred\_testB)

## 1 2 3 4 5 6   
## Yes No Yes Yes No Yes   
## Levels: No Yes

Caret confusion matrix and accuracy, etc. calcs

confusionMatrix(treepred\_testB,testB$DonatedMarch,positive="Yes") #predictions first then actual

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 156 35  
## Yes 15 18  
##   
## Accuracy : 0.7768   
## 95% CI : (0.7165, 0.8296)  
## No Information Rate : 0.7634   
## P-Value [Acc > NIR] : 0.35155   
##   
## Kappa : 0.2896   
##   
## Mcnemar's Test P-Value : 0.00721   
##   
## Sensitivity : 0.33962   
## Specificity : 0.91228   
## Pos Pred Value : 0.54545   
## Neg Pred Value : 0.81675   
## Prevalence : 0.23661   
## Detection Rate : 0.08036   
## Detection Prevalence : 0.14732   
## Balanced Accuracy : 0.62595   
##   
## 'Positive' Class : Yes   
##

The accuracy of training and testing set is low at 81% and 78% respectively. I expected more “No” in the predictions, training did not predict any “No”. More analysis on the data is needed, totaldonations and totaldonated may be highly correlated.