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# Java

## Tag interface = marker interface.

**Marker interface in Java** is interfaces with no field or methods.Ex : Serializable, Clonnable. Marker interface indicate, signal or a command to Compiler or [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html).   
One can also develop his own marker interface. Marker interface is a good way to classify code. You can create marker interface to logically divide your code and if you have your own tool than you can perform some pre-processing operation on those classes

**How Annotations are better than Marker Interfaces?** - They let you achieve the same purpose of conveying metadata about the class to its consumers without creating a separate type for it. Annotations are more powerful, too, letting programmers pass more sophisticated information to classes that "consume" it.

## How to create custom Annotations ?

[**Java Annotations**](http://docs.oracle.com/javase/tutorial/java/annotations/index.html) allow us to add metadata information into our source code, although they are not a part of the program itself. Annotations were added to the java from JDK 5.

**What’s the use of Annotations?**

**1) Instructions to the compiler**: There are three built-in annotations available in Java (@Deprecated, @Override & @SuppressWarnings) that can be used for giving certain instructions to the compiler. For example the @override annotation is used for instructing compiler that the annotated method is overriding the method. More about these built-in annotations with example is discussed in the next sections of this article.

**2) Compile-time instructors**: Annotations can provide compile-time instructions to the compiler that can be further used by sofware build tools for generating code, XML files etc.

**3) Runtime instructions**: We can define annotations to be available at runtime which we can access using [java reflection](http://docs.oracle.com/javase/tutorial/reflect/) and can be used to give instructions to the program at runtime. We will discuss this with the help of an example, later in this same post.

**Where we can use annotations?**  
Annotations can be applied to the classes, interfaces, methods and fields.

**Creating Custom Annotations**

* Annotations are created by using @interface, followed by annotation name as shown in the below example.
* An annotation can have elements as well. They look like methods. For example in the below code, we have four elements. We should not provide implementation for these elements.
* All annotations extends java.lang.annotation.Annotation interface. Annotations cannot include any extends clause.

import java.lang.annotation.Documented;

import java.lang.annotation.ElementType;

import java.lang.annotation.Inherited;

import java.lang.annotation.Retention;

import java.lang.annotation.RetentionPolicy;

import java.lang.annotation.Target;

@Documented

@Inherited

@Retention(RetentionPolicy.RUNTIME)

@Target(ElementType.METHOD)

public @interface MyCustomAnnotation{

int studentAge() default 18;

String studentName();

String stuAddress();

String stuStream() default "CSE";

}

@MyCustomAnnotation(

studentName="Chaitanya",

stuAddress="Agra, India"

)

public class MyClass {

...

}

**@Documented** annotation indicates that elements using this annotation should be documented by JavaDoc.

**@Target** It specifies where we can use the annotation. Some possible values are TYPE, METHOD, CONSTRUCTOR, FIELD etc. If Target meta-annotation is not present, then annotation can be used on any program element.

**@Inherited** annotation signals that a custom annotation used in a class should be inherited by all of its sub classes.

**@Retention** It indicates how long annotations with the annotated type are to be retained. It takes RetentionPolicy argument whose Possible values are SOURCE, CLASS and RUNTIME

We will use **Reflection** to parse java annotations from a class. Please note that Annotation Retention Policy should be *RUNTIME* otherwise it’s information will not be available at runtime and we wont be able to fetch any data from it.

## Java Reflection

**Java Reflection** provides ability to inspect and modify the runtime behavior of application. Reflection in Java is one of the advance topic of core java. Using java reflection we can inspect a class, [interface](http://www.journaldev.com/1601/interface-in-java), [enum](http://www.journaldev.com/716/java-enum), get their structure, methods and fields information at runtime even though class is not accessible at compile time. We can also use reflection to instantiate an object, invoke it’s methods, change field values.

Reflection in Java is a very powerful concept and it’s of little use in normal programming but it’s the backbone for most of the Java, J2EE frameworks. Some of the frameworks that use java reflection are:

1. **JUnit** – uses reflection to parse @Test annotation to get the test methods and then invoke it.
2. **Spring** – dependency injection, read more at [Spring Dependency Injection](http://www.journaldev.com/2410/spring-dependency-injection)
3. **Tomcat** web container to forward the request to correct module by parsing their web.xml files and request URI.
4. **Eclipse** auto completion of method names
5. [**Struts**](http://www.journaldev.com/dev/struts-2)
6. **Hibernate**

The list is endless and they all use java reflection because all these frameworks have no knowledge and access of user defined classes, interfaces, their methods etc.

We should not use reflection in normal programming where we already have access to the classes and interfaces because of following drawbacks.

* **Poor Performance** – Since java reflection resolve the types dynamically, it involves processing like scanning the classpath to find the class to load, causing slow performance.
* **Security Restrictions** – Reflection requires runtime permissions that might not be available for system running under security manager. This can cause you application to fail at runtime because of security manager.
* **Security Issues** – Using reflection we can access part of code that we are not supposed to access, for example we can access private fields of a class and change it’s value. This can be a serious security threat and cause your application to behave abnormally.
* **High Maintenance** – Reflection code is hard to understand and debug, also any issues with the code can’t be found at compile time because the classes might not be available, making it less flexible and hard to maintain.

## Ways in which database connection can be made ?

**Java(JDBC) :**

//STEP 1. Import required packages

import java.sql.\*;

static final String DB\_URL = "jdbc:mysql://localhost/EMP";

//STEP 2: Register JDBC driver

Class.forName("com.mysql.jdbc.Driver");

//STEP 3: Open a connection

conn = DriverManager.getConnection(DB\_URL,USER,PASS);

//STEP 4: Execute a query

stmt = conn.createStatement();

String sql = "SELECT id, first, last, age FROM Employees";

ResultSet rs = stmt.executeQuery(sql);

**Spring:**

<bean id="dataSource" class="oracle.jdbc.pool.OracleDataSource" destroy-method="close">

<property name="URL" value="${jdbc.url}" />

<property name="user" value="${jdbc.username}"/>

<property name="password" value="${jdbc.password}"/>

<property name="connectionCachingEnabled" value="true"/>

</bean>

**Spring MVC in web.xml:**

<resource-ref id=*"ResourceRef\_1136024978153"*>

<res-ref-name>OracleDS</res-ref-name>

<res-type>javax.sql.DataSource</res-type>

<res-auth>Container</res-auth>

<res-sharing-scope>Shareable</res-sharing-scope>

</resource-ref>

**Spring Transaction:**

<bean id="txManager" class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource"/>

</bean>

OR

*// construct an appropriate transaction manager*

DataSourceTransactionManager txManager = **new** DataSourceTransactionManager(getDataSource());

Spring JDBC:

**public** **void** setDataSource(DataSource dataSource) {

**this.jdbcTemplate = new JdbcTemplate(dataSource);**

}

## How to make a class immutable ?

Immutable classes are Java classes whose objects cannot be modified once created. Any modifications in Immutable object result in new object. For example is String is immutable in Java. Mostly Immutable are also final in Java, in order to prevent sub class from overriding methods in Java which can compromise Immutability. You can achieve same functionality by :

* + Making class final prevents the class to be extended.
  + making member as non final but private prevents direct access to the member variables.
  + Not modifying members except in parameterized constructor so that every time a new object is required to modify the members.
  + Provide only getters but no setters.
  + If you have mutable fields in your class, like List, or Date, making them final won't suffice. You should return a defensive copy from their getters, so that their state isn't mutated by calling methods.

private final List<Integer> lst = new ArrayList<Integer>();

**public** List<Integer> getLst() {

lst.add(1);

lst.add(2);

lst.add(3);

**return** **new** ArrayList<Integer>(**this**.lst);

}

## JDBC Savepoint :

Sometimes a transaction can be group of multiple statements and we would like to rollback to a particular point in the transaction. JDBC Savepoint helps us in creating checkpoints in a transaction and we can rollback to that particular checkpoint. Any savepoint created for a transaction is automatically released and become invalid when the transaction is committed, or when the entire transaction is rolled back. Rolling a transaction back to a savepoint automatically releases and makes invalid any other savepoints that were created after the savepoint in question.

Snippet:

*con*.setAutoCommit(**false**);

// if code reached here, means main work is done successfully

stmt.executeUpdate("update employee set salary = 10000 where id = 10");

//setting up a savepoint to ensure things get rolled back till this line and the

//queries run before this are committed

savepoint = *con*.setSavepoint("EmployeeSavepoint");

**catch** (ClassNotFoundException | SQLException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

**try** {

**if** (savepoint == **null**) {

*con*.rollback();

System.***out***.println("txn rolled back");

}

**else**{

System.***out***.println("txn rolled back till commit point");

*con*.rollback(savepoint);

*con*.commit();

}

## ArrayList Vs LinkedList

1. **Search**: ArrayList search operation is pretty fast compared to the LinkedList search operation. get(int index) in ArrayList gives the performance of O(1) while LinkedList performance is O(n).

**2**. **Deletion**: LinkedList remove operation gives O(1) performance while ArrayList gives variable performance: O(n) in worst case (while removing first element) and O(1) in best case (While removing last element). LinkedList element deletion is faster compared to ArrayList.

**Reason**: LinkedList’s each element maintains two pointers (addresses) which points to the both neighbor elements in the list. Hence removal only requires change in the pointer location in the two neighbor nodes (elements) of the node which is going to be removed. While In ArrayList all the elements need to be shifted to fill out the space created by removed element.

**3**. **Inserts Performance**: LinkedList add method gives O(1) performance while ArrayList gives O(n) in worst case. Reason is same as explained for remove

**4**. **Memory Overhead**: ArrayList maintains indexes and element data while LinkedList maintains element data and two pointers for neighbor nodes hence the memory consumption is high in LinkedList comparatively.

**When to use LinkedList and when to use ArrayList?**

1) As explained above **the insert and remove operations** give good performance (O(1)) in **LinkedList** compared to ArrayList(O(n)). Hence if there is a requirement of frequent addition and deletion in application then LinkedList is a best choice.

2) **Search (get method) operations** are fast in **Arraylist** (O(1)) but not in LinkedList (O(n)) so If there are less add and remove operations and more search operations requirement, ArrayList would be your best bet.

## What are all the Different Ways to Create an Object in Java?

1. Using new keyword

2. Using Class.forName()

CrunchifyObj object2 = (CrunchifyObj) Class.forName("crunchify.com.tutorial.CrunchifyObj").newInstance();

3. Using clone()

CrunchifyObj secondObject = new CrunchifyObj();

CrunchifyObj object3 = (CrunchifyObj) secondObject.clone();

4. Using newInstance() method

Object object4 = CrunchifyObj.class.getClassLoader().loadClass("crunchify.com.tutorial.CrunchifyObj").newInstance();

5. Using Object Deserialization. Object [Deserialization](http://crunchify.com/how-to-serialize-deserialize-list-of-objects-in-java-java-serialization-example/) is nothing but creating an object from its serialized form.

ObjectInputStream ois = new ObjectInputStream(new FileInputStream("crunchify.txt"));

CrunchifyObj object5 = (CrunchifyObj) ois.readObject();

6. use the Constructor class from the [java.lang.reflect](http://crunchify.com/in-java-how-to-find-list-of-all-class-names-from-inside-jar-file-jar-class-finder-utility/).

Class clazz = CrunchifyObj.class;

Constructor crunchifyCon = clazz.getDeclaredConstructors()[0];

CrunchifyObj obj = (CrunchifyObj) crunchifyCon.newInstance();

## Cloning

**Shallow Cloning:**

The default version of clone() method creates the shallow copy of an object. The shallow copy of an object will have exact copy of all the fields of original object. If original object has any references to other objects as fields, then only references of those objects are copied into clone object, copy of those objects are not created. That means any changes made to those objects through clone object will be reflected in original object or vice-versa. Shallow copy is not 100% disjoint from original object. Shallow copy is not 100% independent of original object.

**Deep Copy:**

Deep copy of an object will have exact copy of all the fields of original object just like shallow copy. But in additional, if original object has any references to other objects as fields, then copy of those objects are also created by calling clone() method on them. That means clone object and original object will be 100% disjoint. They will be 100% independent of each other. Any changes made to clone object will not be reflected in original object or vice-versa.

|  |  |
| --- | --- |
| Shallow Copy | Deep Copy |
| Cloned Object and original object are not 100% disjoint. | Cloned Object and original object are 100% disjoint. |
| Any changes made to cloned object will be reflected in original object or vice versa. | Any changes made to cloned object will not be reflected in original object or vice versa. |
| Default version of clone method creates the shallow copy of an object. | To create the deep copy of an object, you have to override clone method. |
| Shallow copy is preferred if an object has only primitive fields. | Deep copy is preferred if an object has references to other objects as fields. |
| Shallow copy is fast and also less expensive. | Deep copy is slow and very expensive. |

## [Why does Hashtable not take null key?](http://stackoverflow.com/questions/7556357/why-does-hashtable-not-take-null-key)

From the Hashtable [JavaDoc](http://download.oracle.com/javase/6/docs/api/java/util/Hashtable.html):

To successfully store and retrieve objects from a hashtable, the objects used

as keys must implement the hashCode method and the equals method.

In a nutshell, since null isn't an object, you can't call .equals() or .hashCode() on it, so the Hashtable can't compute a hash to use it as a key.

[HashMap](http://download.oracle.com/javase/6/docs/api/java/util/HashMap.html) is newer, and has more advanced capabilities, which are basically just an improvement on the Hashtable functionality. As such, when HashMap was created, it was specifically designed to handle null values as keys and handles them as a special case.Specifically, the use of null as a key is handled like this when issuing a .get(key):

## Java static nested class

A static class i.e. created inside a class is called static nested class in java. It cannot access non-static data members and methods. It can be accessed by outer class name.

* + It can access static data members of outer class including private.
  + Static nested class cannot access non-static (instance) data member or method.

## Fail Fast vs Fail Safe

**Fail fast iterator:**

While iterating through the collection , instantly throws Concurrent Modification Exception if there is structural modification  of the collection .

**Fail-fast** iterator can throw ConcurrentModificationException in two scenarios :

1. **Single Threaded Environment**

After the creation of the iterator , structure is modified at any time by any method other than iterator's own remove method.

1. **Multiple Threaded Environment**

If one thread is modifying the structure of the collection while other thread is iterating ove

**How  Fail  Fast Iterator  come to know that the internal structure is modified ?**  
Iterator read internal data structure (object array) directly . The internal data structure(i.e object array) should not be modified while iterating through the collection. To ensure this it maintains an internal  flag "mods" .Iterator checks the "mods" flagwhenever it gets the next value (using hasNext() method and next() method). Value of mods flag changes whenever there is an structural modification. Thus indicating iterator to throw ConcurrentModificationException.

**Fail Safe Iterator :**  
  
Fail Safe Iterator makes copy of the internal data structure (object array) and iterates over the copied data structure.Any structural modification done to the iterator affects the copied data structure.  So , original data structure remains  structurally unchanged .Hence , no ConcurrentModificationException throws by the fail safe iterator.  
  
Two  issues associated with Fail Safe Iterator are :  
1. Overhead of maintaining the copied data structure i.e memory.  
2.  Fail safe iterator does not guarantee that the data being read is the data currently in the original data structure.

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Fail Fast Iterator** | **Fail Safe Iterator** | |
| Throw ConcurrentModification Exception | Yes | No |
| Clone object | No | Yes |
| Memory Overhead | No | Yes |
| Examples | HashMap,Vector,ArrayList,HashSet | CopyOnWriteArrayList, ConcurrentHashMap |

## CopyOnWriteArrayList

CopyOnWriteArrayList is a concurrent Collection class introduced in Java 5 Concurrency API along with its popular cousin ConcurrentHashMap in Java. CopyOnWriteArrayList implements List interface like ArrayList, Vector and LinkedList but its a thread-safe collection and it achieves its thread-safety in a slightly different way than Vector or other thread-safe collection class. As name suggest CopyOnWriteArrayList creates copy of underlying ArrayList with every mutation operation e.g. add or set. Normally CopyOnWriteArrayList is very expensive because it involves costly Array copy with every write operation but its very efficient if you have a List where Iteration outnumber mutation

## Synchronized HashMap vs ConcurrentHashMap

**Synchronized HashMap**：

1. Each method is synchronized using an object level lock. SO the get and put methods on synchMap acquire a lock
2. Locking the entire collection is a performance overhead. While one thread holds on to the lock, no other thread can use the collection.

**ConcurrentHashMap**was introduced in JDK 5.

1. There is no locking at the object level,The locking is at a much finer granularity. For a ConcurrentHashMap, the locks may be at a hashmap bucket level.
2. The effect of lower level locking is that you can have concurrent readers and writers which is not possible for synchronized collections. This leads to much more scalability.
3. ConcurrentHashMap does not throw a ConcurrentModificationException if one thread tries to modify it while another is iterating over it.

## Copy constructor

There are many ways to copy the values of one object into another in java. They are:

* By constructor(Copy Constructor)
* By assigning the values of one object into another
* By clone() method of Object class

## Diamond problem in java ?

The “diamond problem” is an ambiguity that can arise as a consequence of allowing multiple inheritance. It is a serious problem for languages (like C++) that allow for multiple inheritance of state. In Java, however, multiple inheritance is not allowed for classes, only for interfaces, and these do not contain state.
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## Mandatory condition for key Object in HashMap

In order to use any object as Key in HashMap, it must implements **equals** and **hashcode** method in Java.

## What is the difference between creating String as new() and literal?

When we create string with new() Operator, it’s created in heap and not added into string pool while String created using literal are created in String pool itself which exists in PermGen area of heap.

## Double Checked Locking on Singleton Class in Java

Double checked locking of Singleton is a way to ensure only one instance of Singleton class is created through application life cycle. As name suggests, in double checked locking, code checks for an existing instance of Singleton class twice with and without locking to double ensure that no more than one instance of singleton gets created.

**Why you need Double checked Locking of Singleton Class?**

One of the common scenario, where a Singleton class breaks its contracts is multi-threading.  
This will bring us **to double checked locking pattern**, where only critical section of code is locked. Programmer call it double checked locking because there are two checks for \_instance == null, one without locking and other with locking (inside synchronized) block.  
  
Here is how double checked locking looks like in Java :

*public* *static* *Singleton* getInstanceDC() {

if (\_instance == **null**) { *// Single Checked*

*synchronized* (*Singleton*.class) {

if (\_instance == **null**) { *// Double checked*

\_instance = new *Singleton*();

}

}

}

return \_instance;

}

## What will be the problem if you don't override hashcode() method ?

You will not be able to recover your object from hash Map if that is used as key in HashMap.  
**Inheritance vs Composition**

They are absolutely different. Inheritance is an *"is-a"* relationship. Composition is a *"has-a"*.

You do composition by having an instance of another class C as a field of your class, instead of extending C.

## What is Classloader in Java?

Java Classloader is the program that loads byte code program into memory when we want to access any class. We can create our own classloader by extending ClassLoader class and overriding loadClass(String name) method. Learn more at [java classloader](http://www.journaldev.com/349/java-interview-questions-understanding-and-extending-java-classloader)

There are three types of built-in Class Loaders in Java:

1. **Bootstrap Class Loader** – It loads JDK internal classes, typically loads rt.jar and other core classes for example java.lang.\* package classes
2. **Extensions Class Loader** – It loads classes from the JDK extensions directory, usually $JAVA\_HOME/lib/ext directory.
3. **System Class Loader** – It loads classes from the current classpath that can be set while invoking a program using -cp or -classpath command line options.

## AtomicInteger in java ?

Atomic operations are necessity in multi-threaded environment to avoid data inconsistency. In a counter operation you will notice that count value varies between 5,6,7,8. The reason is because **count++** is not an atomic operation. So by the time one threads read it's value and increment it by one, other thread has read the older value leading to wrong result.

To solve this issue, we will have to make sure that increment operation on count is atomic, we can do that using [Synchronization](http://www.journaldev.com/1061/thread-safety-in-java) but Java 5 java.util.concurrent.atomic provides wrapper classes for int and long that can be used to achieve this atomic operation without usage of Synchronization.

Here is the updated program that will always output count value as 8 because AtomicInteger method incrementAndGet() atomically increments the current value by one.

class ProcessingThread implements Runnable {

private AtomicInteger count = new AtomicInteger();

@Override

public void run() {

for (int i = 1; i < 5; i++) {

processSomething(i);

count.incrementAndGet();

}

}

Benefits of using Concurrency classes for atomic operation is that we don't need to worry about synchronization. This improves code readability and chance of errors are reduced. Also atomic operation concurrency classes are assumed to be more efficient that synchronization which involves locking resources.

# WebService

## WSDL :

Figure : WSDL

XSD
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## Diffrence between soap & restful WS

|  |  |  |  |
| --- | --- | --- | --- |
|  | **SOAP** | **REST** | |
| 1) | SOAP is a **protocol**. | REST is an **architectural style**. |
| 2) | SOAP stands for **Simple Object Access Protocol**. | REST stands for **REpresentational State Transfer**. |
| 3) | SOAP **can't use REST** because it is a protocol. | REST **can use SOAP** web services because it is a concept and can use any protocol like HTTP, SOAP. |
| 4) | SOAP **uses services interfaces to expose the business logic**. | REST **uses URI to expose business logic**. |
| 5) | **JAX-WS** is the java API for SOAP web services. | **JAX-RS** is the java API for RESTful web services. |
| 6) | SOAP **defines standards**to be strictly followed. | REST does not define too much standards like SOAP. |
| 7) | SOAP **requires more bandwidth** and resource than REST. | REST **requires less bandwidth** and resource than SOAP. |
| 8) | SOAP **defines its own security**. | RESTful web services **inherits security measures** from the underlying transport. |
| 9) | SOAP **permits XML** data format only. | REST **permits different** data format such as Plain text, HTML, XML, JSON etc. |
| 10) | SOAP is **less preferred** than REST. | REST **more preferred** than SOAP. |

## How to expose a web service ?
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@WebService(endpointInterface = "com.iclnbi.iclnbiV200.wsdl.ICLNBIDataServicePortType",

targetNamespace = "http://www.ICLNBI.com/ICLNBI.xsd/WSDL",

serviceName = "ICL2NBIDataServiceService")

**Attributes of the javax.jws.WebService JWS Annotation**

|  |  |  |  |
| --- | --- | --- | --- |
| **Name** | **Description** | **Data Type** | **Required?** |
| name | Name of the Web Service. Maps to the <wsdl:portType> element in the WSDL file.  Default value is the unqualified name of the Java class in the JWS file. | String | No. |
| targetNamespace | The XML namespace used for the WSDL and XML elements generated from this Web Service.  The default value is specified by the [JAX-RPC specification](http://java.sun.com/xml/jaxrpc/index.jsp). | String. | No. |
| serviceName | Service name of the Web Service. Maps to the <wsdl:service> element in the WSDL file.  Default value is the unqualified name of the Java class in the JWS file, appended with the string Service. | String | No. |
| wsdlLocation | Relative or absolute URL of a pre-defined WSDL file. If you specify this attribute, the jwsc Ant task does not generate a WSDL file, and returns an error if the JWS file is inconsistent with the port types and bindings in the WSDL file.   |  |  | | --- | --- | | **Note:** | The wsdlc Ant task uses this attribute when it generates the endpoint interface JWS file from a WSDL. Typically, users never use the attribute in their own JWS files. | | String. | No. |
| endpointInterface | Fully qualified name of an existing service endpoint interface file. If you specify this attribute, it is assumed that you have already created the endpoint interface file and it is in your CLASSPATH. | String. | No. |

The starting point for developing a JAX-WS web service is a Java class annotated with the javax.jws.WebService annotation. The WebService annotation defines the class as a web service endpoint.

A *service endpoint interface* (SEI)is a Java interface that declares the methods that a client can invoke on the service. An SEI is not required when building a JAX-WS endpoint. The web service implementation class implicitly defines a SEI.

You may specify an explicit SEI by adding the **endpointInterface** element to the WebService annotation in the implementation class. You must then provide a SEI that defines the public methods made available in the endpoint implementation class.

* **Bottom Up** Approach : In the first, you start programming the classes and business logic as java code and then generate the **web service** contract (i.e. WSDL) from it.

**Top-down** means you start with a WSDL and then create all the necessary scaffolding in Java all the way down.

# Spring

## Spring Core:

BeanFactory factory = **new** XmlBeanFactory(**new** FileSystemResource("spring.xml"));

ApplicationContext context = **new** ClassPathXmlApplicationContext("Spring.xml");

ApplicationContext ctx = new AnnotationConfigApplicationContext(HelloWorldConfig.class);

## Bean Scope:

|  |  |
| --- | --- |
| **Scope** | **Description** |
| singleton | This scopes the bean definition to a single instance per Spring IoC container (default). |
| prototype | This scopes a single bean definition to have any number of object instances. |
| request | This scopes a bean definition to an HTTP request. Only valid in the context of a web-aware Spring ApplicationContext. |
| session | This scopes a bean definition to an HTTP session. Only valid in the context of a web-aware Spring ApplicationContext. |
| global-session | This scopes a bean definition to a global HTTP session. Only valid in the context of a web-aware Spring ApplicationContext. |

## ApplicationContext vs BeanFactory

The [ApplicationContext](http://www.springframework.org/docs/api/org/springframework/context/ApplicationContext.html) builds on top of the BeanFactory (it's a subclass) and adds other functionality such as :

* easier integration with Springs AOP features,
* message resource handling (for use in internationalization),
* event propagation,
* declarative mechanisms to create the ApplicationContext and optional parent contexts,
* and application-layer specific contexts such as theWebApplicationContext, among other enhancements.
* The main usage scenario when you might prefer to use the BeanFactory is when memory usage is the greatest concern (such as in an applet where every last kilobyte counts), and you don't need all the features of the ApplicationContext.
* The [BeanFactory](http://www.springframework.org/docs/api/org/springframework/beans/factory/BeanFactory.html) is the actual *container* which instantiates, configures, and manages a number of beans.
* The location path or paths supplied to an ApplicationContext constructor are actually resource strings, and in simple form are treated appropriately to the specific context implementation (i.e. ClassPathXmlApplicationContext treats a simple location path as a classpath location), but may also be used with special prefixes to force loading of definitions from the classpath or a URL
* For many usage scenarios, user code will not have to instantiate the BeanFactory or ApplicationContext, since Spring Framework code will do it. For example, the web layer provides support code to load a Spring ApplicationContext automatically as part of the normal startup process of a J2EE web-app

## Bean With same name & Id ?

If 2 bean have same name or id or id=name in xml then at runtime it throws exception as:

* + Name = name (Run Time)
  + Id = id(Compile time)
  + Name = id(Runtime)

Exception in thread "main" org.springframework.beans.factory.parsing.BeanDefinitionParsingException: Configuration problem: Bean name 'triangle' is already used in this <beans> element

Offending resource: class path resource [Spring.xml]

## Singleton vs prototype

When a bean is a **singleton**, only one shared instance of the bean will be managed and all requests for beans with an id or ids matching that bean definition will result in that one specific bean instance being returned. Beans are deployed in singleton mode by default, unless you specify otherwise.

The **non-singleton, prototype** mode of a bean deployment results in the *creation of a new bean instance* every time a request for that specific bean is done. This is ideal for situations where for example each user needs an independent user object or something similar.

## lazy-initialized

* The default behavior for ApplicationContext implementations is to eagerly pre-instantiate all singleton beans at startup i.e. an ApplicationContext will eagerly create and configure all of its [singleton](http://docs.spring.io/spring/docs/2.5.3/reference/beans.html#beans-factory-scopes-singleton) beans as part of its initialization process.
* If you do not want a singleton bean to be pre-instantiated when using an ApplicationContext, you can selectively control this by marking a bean definition as **lazy-initialized**.
* Assuming the bean is a singleton, and isn't configured for lazy initialisation, then it's created when the context is started up. getBean() just fishes it out.
* Lazy-init beans will only be initialised when first referenced, but this is not the default. Scoped beans (e.g. prototype-scoped) will also only be created when first referenced.

<bean id="lazy" class="com.foo.ExpensiveToCreateBean" **lazy-init="true"**/>

* An **idref** element is simply a shorthand and error-proof way to set a property to the String *id* or *name* of another bean in the container.

<bean id="theTargetBean" class="..."/>

<bean id="theClientBean" class="...">

<property name="targetName">

<idref bean="theTargetBean"/>

</property>

</bean>

* It is used to set the value of the specified property to be a reference to another bean managed by the container
  + <ref bean="someBean"/>

The value of the bean attribute may be the same as either the id attribute of the target bean, or one of the values in the name attribute of the target bean.

* + <ref local="someBean"/>

Specifying the target bean by using the local attribute leverages the ability of the XML parser to validate XML id references within the same file

* + <ref parent="someBean"/>

Specifying the target bean by using the parent attribute allows a reference to be created to a bean which is in a parent BeanFactory (or ApplicationContext) of the current BeanFactory (or ApplicationContext).

## Bean LifeCycle:

Spring framework provides following 4 ways for controlling life cycle events of bean:

* + InitializingBean and DisposableBean callback interfaces
  + Other Aware interfaces for specific behavior
  + custom init() and destroy() methods in bean configuration file
  + @PostConstruct and @PreDestroy annotations

![Spring Bean Life Cycle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgwAAAGYCAYAAAAumbrHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsQAAA7EAZUrDhsAADkPSURBVHhe7Z1tkuWmskU99Dsz91Be3DsD/3ZEP5+25aZokkwQH5mwflR01zkSQrDJvUiQ6rf//ve/3/mhDdAAGkADaAANoIGaBn5DIAgEDaABNIAG0AAa0DQAMJBhIcOEBtAAGkADaEDVAMCASFSRaNTJ98xM0AAaQAPnawBgABgABjSABtAAGkADqgYABkSiioSZw/kzB/qYPkYDaEDTAMAAMAAMaAANoAE0gAZUDQAMiEQViUadfH/GzOS33377fuIP+jxDn/Tj/n4EGAAGgOFiDaSA8Ocf//t+4k96j5jOftOhD+L2AcBwsVkwcOMO3BF99zHSEwGhdk+fex7RdpRx99i5tf8BBoCBAHqhBm6EhQckgAbM/lbDf3vfAMOFZvFWNJwfO+DeDAtAQ2ztEnv29h/AADCQYbhIA8DCz30aZBr2mg/mH6/9AYaLzIIBGm+Aju4zgOErMHz7/RvATAxEA0YNAAzGhhoduCkP896hAYDhV2AAGhiLO8ZixGsCDAADdH2JBoCFXx8b/bTJBxiABqAhooGvrjPAcIlZrBYW1/MXgAEGgIFx6W9cRuoTgAFgIMNwiQYABoAhkjlRV39wAzBcYhYMPn+Db3WfAAx1YGBZgjGyekxGux7AADCQYbhEAwADwBDNoKivL4gDGC4xCwaer4G3oz8ABoBhh+645jmxB2AAGMgwXKIBgAFgwLzPMe8dfQkwXGIWO8TFNX0FJwkYekGi97zP65nTcy3ltB5v/aNa6WOV7GHwpVfih7/+ABgABjIMl2jAKzBYzN0CFZZy8mMABn+mBCj47ROA4RKzYBD6HYSr+kYDhs/36U9qrvl3+XHSuaXPS+emfxSqVnaenXh+f86plVMCCoCBcbFq/J1wHYABYCDDcIkGLMCQQ0LJoFNTlmb1z7Xya5Y+r2UPtOMt5Wv38LzpkSUJ4OEEU595DwDDJWYxU0SUHSPQ9gJDbRZfy0JI2QBtD4OUlSiBCsAQQ3vEiDP6CWAAGMgwXKKBN8CgZR5ajVvaxGgpp7YBUstssIfhDOMCQPb0I8BwiVkwwPYMME/t3gsM2v4Ebf+BBBs1c5f2MbTsYShdF2BgHHgak9HqAjAADGQYLtFAba9AzxMGJ5zDpkcAIppp76wvwHCJWewUGdf2EZQBBl7cxFj0MRaj9gPAADCQYbhEAwADwBDVqKi3D9ABGC4xCwacjwG3sx8ABoBhp/64dvwYBDAADGQYLtEAwAAwYNrxTXtnHwIMl5jFTpFxbT9BCmj4CQ35hkde3ORHp8QMn30BMAAMZBgu0gDAADBgxj7NOEK/AAwXmUUEQVLHucEMYAAYGGNzx9jJ7QswAAxkGC7TANDw95/XTv+GBMsRmOjJRj/q3gCGy8xilHAoJ3aAvRkaSrAAMMTWM/FoTf8BDAADGYZLNXAjNEiwADCsMRyMPXY7AwyXmgUDN/bAHdV/+d9sOOF1z6W/F/HcZ74M8fw+qj0ph3F1sgYABoCBDMPlGnhMM/8jU6f8LkECsIC5n2zuM+4NYLjcLGaIijLjBWLNVEd/X1saGH2tWnloNZ5W6bN9fQYwAAxkGNDADw2sNGoPwIDx7DMe2j5m2wMMmAXAgAZ+0cBseNgFDBhVTKOi33z0G8CAWQAMaGC5Bj7AgAn4MAH6gX6wagBgwCwI3GhguQYABkzKalIc50crAANmsdwsCAB+AsCuvgAY0MAu7XHdfu0BDAADwIAGlmsAYOgP2hgebbdLAwADZrHcLHaJnev6CbQAg5++YFzQF1YNAAwAA8CABpZrAGDApKwmxXF+tAIwYBbLzYIA4CcA7OoLgAEN7NIe1+3XHsAAMAAMaGC5BgCG/qCN4dF2uzQAMGAWy81il9i5rp9ACzD46QvGBX1h1QDAADAADGhguQYABkzKalIc50crAANmsdwsCAB+AsCuvgAY0MAu7XHdfu0BDAADwIAGlmsAYOgP2hgebbdLAwADZrHcLHaJnev6CbQAg5++YFzQF1YNAAwAA8CABpZrAGDApKwmxXF+tAIwYBbLzYIA4CcA7OoLgAEN7NIe1+3XHsAAMAAMaGC5BgCG/qCN4dF2uzQAMGAWy81il9i57p5AW4ID62f02Z4+o91p95IGAAaAAWBAA9M1kAOC9juGhWGhAX8aABgwi+lmwcD3N/BX94kGCCxRoJHVmuR67ZoDGAAGgAENTNcAwNAenDE02sybBgAGzGK6WXgTPfXZE4hTaJD+T9/s6RvanXa3aABgABgABjSwRAMAA6ZkMSWO8asTgAGzWGIWBAG/QWBV35SAgb0L6GKV/rjOe60BDAADwIAGlmngAYT8X4L5+2BOG9KGszUAMGAWy8xitpgp33/ABBj89xHjiD6SNAAwAAwAAxpYqoEPNDw/mBPmhAbiaABgwCyWmgXBIU5wmNVXAAMamKUtyp2rLYABYAAY0MBSDQAMc4M6pkn7ztLAMmAYFSQsu6otx7Q2aEuZ0r22lPGpn3R8azmt98rxBJzZGkDDaGy2xih/vMaWAIP2lreWjvUeaGr32lp3gGG84Fu0dtuxKeie9P/b+pH7JW7M0sAWYMhvprQBqjRLb/nsuUYts1G7bqmO1jLFHabCZi/p+fS8frXMRamMPEuR7lBn0xlB5dHHo4U///jf9xN/RmU3ZwVhymUsRtHAdmBoMTprmv5Nmdqs3pIlsCxJjKqjBBtpW6WgIEFEFMFSz3HB9aOLEwGhdk+W8YvGxmmMtjyrLcMDg5R1SLMB0v+1c1Ox58ZsDTwzwaCWQQAYzhqoowPvjbDwgIR17I5uc8pjTEbXwBZg2GGi1pm1lmGQIKIEJbVrzmwDKaOQf17L2EQXNvWXg/PNsAA0YNrEhn4NLAGGfK007zBpL0EtM5CX2WrAUp00YLCsh7YuSdTqUsps5HXU2s8KLgyk/oEUpe2AhZ/7NMg0nK/3KOMySj2XAUOUBqGeBJGTNQAwfAWGb79/W/oOipO1xb2dHzsBBl7aQ8C8SAMAw6/AADScb3TAzJg+BhguMgsGzZhBE7UdgYVfHxv9tMkHGICGu8dG1DG9ut4AA8BAhuESDfQAQ7ofp+d87bFNS5mWY7TrSN8DDIDCatONfD2A4RKziCxS6j4mqPcYb35OTxnaexE0sx99zfR6AMMYbTFG72hHgAFgIMNwiQZ6jLcGDGn2IX1cUfo8N+rP72n5pWyGdg0NNrTvU2BgWeIO0wNu+vsZYLjELBgk/YPklLbrBYZeAEiBQAKPWp2e73KoKIGHBgaWJQmAgTFyylifdR8AA8BAhuESDfQCQ8lsrQBQMn0NJHJAqWUheu5JWpIAGACGWUZ7SrkAwyVmcYpguY/+oN5jrtI5M4DBUmbPPWh7KJ6nJACGfm0xLu9oO4ABYCDDcIkGesxWWzJ4sgHaHoYnq1DLHtSO0fY6sCRxh2EBJnv7GWC4xCwYaHsHmof27wGGViNecY3WOpFhQPsext8JdQAYAAYyDJdoYIWZr7gGwAAAnGC+Ee8BYBDMIn/EK2LnUmcCa6qBaGY+Egx4SoKxQDx8rwGAIQGGHBKk3xHee+HRhuvbEGCovxqaTY/rNUkciNXmAMM/wGCFhec4hB5L6PTXf7+8JGnF7D3CNT7jmackGMvEB5sGAIa/gKEVFoAGm7gYhL7aiQwDGQbGpK8xGa0/rgeGXlgAGhh44Qb7X7Npy6w/HxOWc0Yekz9CObLsvCwyDIzjaON4Z32vBoa3sAA0EGx2Dt7Wa1szDNILlGYa98jXPbfUE2BgDLeOo5uPBxj+mnW9BYebBcS9xwm4b4Ehf+lS/qKl1pc3ScenL4MqwUv6veWavIchjkaJJ777CmAAGHgPA+9h+LJUIS1JaJmH53vpuNbP0785kf+/9vcoyDD4Nh2gIG7/XAsMb7MK+fkMgriD4Ja+680wpLP42tKBBRhKMFIDkXw/Qw1mSpkHDR5YkmDc3jL+R9wnwDAgw/AJOiM6gzIIXrM1YIEG6ZjRGQYLiPRsgLTc45OhSB+p5D0MjL/Z4y96+QADwADsXLIk8QlWFjO1AsPbPQy1jIT2Xb7PobS/ojW7ADAADNENfXb9AQaAAWAAGEyPW2oGLGUMrOetPi5fjgAYAIbZhhu9/GuB4ZltjdjLEF0E1P+uQGnJMrwx79nlv6lbCjUsR9yle+Lc+/4GGAZkGBDieyHShmvbMIKpjwCDUhmlzALZhbX6Y7zHbG+AAWBgSeKiJYk0UN8IDRIsAAwxDQzwWNtvVwPDiGUJBLtWsLT32Pbu2Sw4a+Y/q9z0HvNliOd3dDVWV7Tnme15PTC8gQYGxZmD4rZ+fUxzxH4ej2VIkAAsMH5vG+tv7xdg4M9bsyRx6ZJEGjw0Ux39fW1pYPS1auW9DaCcD3TcpAGAITEL6+zoJoFwr/cExJVG7QEY0PY92qavx/Q1wCDMLnN4QHBjBEc7xmjH2fCwCxjQXwz90U8++wlgUNLRvPbZp3AJKLH7hXEVu/8Yf3f2H8AAMLCHgT0MyzUAMNxpOIBG7H4HGACG5WZB0IgdNEb0H8CABkboiDLW6ghgABgABjIMyzUAMKwN9Bgr7T1CAwADwLDcLEYIlzJiB0CAIXb/Mf7u7D+AAWAAGMgwLNcAwHCn4QAasfsdYAAYlpsFQSN20BjRfwADGhihI8pYqyOAAWAAGMgwLNcAwLA20GOstPcIDQAMAMNysxghXMqIHQABhtj9x/i7s/8ABoABYCDDsFwDAMOdhgNoxO53gAFgWG4WBI3YQWNE/wEMaGCEjihjrY4ABoABYCDDsFwDAMPaQI+x0t4jNAAwAAzLzWKEcCkjdgAEGGL3H+Pvzv4DGAAGgIEMw3INAAx3Gg6gEbvfAQaAYblZEDRiB40R/QcwoIEROqKMtToCGAAGgIEMw3INAAxrAz3GSnuP0ADAADAsN4sRwqWMOAGwBAfWz+jnOP1MX53fVwBDAgzWIMbs6PyBQfAb28f5mNF+p/3Htj/tSXuO0ADAkGUYtEAGLDDwRgy828pgXDFubtP8ifcLMAAMLEmwh2G6BgAGgOFEA73tngAGgGG6Wdw2qLjfsjmm0CD9n7YDLNCAXw0ADIXZJYHNr2AJJnH7hnEVt+8Yd/TdRwMAA8BAhoEliSUaKAEDe4IwImAkjgYABiMwENjiiJoA5LevnnGU/0uf+e0z+oa+eTQAMAizSwIbg4RAOV4DjKvxbYpOadNVGgAYAIYl6ehVguY6/oPnBxqeH/rLf3/RR/QRGQbDujWBjYFCsByvAcbV+DZFp7TpCg2QYaiAA4GNQbhiEN52DcYV4+o2zZ9yvwADwMCShCHbdMqA93IfbCIGGrxokXrYtQgw8MenAAbHwJDOxvn/z70PXtsC87GbD20Vr62WAoPXQX5avRiI8QZi2mepHv/843/f+YnTBiy3xB57xM56/00HBoLf+mBH0IobtD59ByCsHzMz2pxll7jjEHAo991UYCD47Q98BK04QYvxsn+8jAYHxl+c8Qck6H01DRgIfn6CH0FLHwi7gwXjxc94ARr8j5fd4/XW608BBoKfv+AHNPgNgowXf+MFaPA7Xm41aw/3PRwYCH5+gx/Q4DMIMmb8jplR4PDp42+/f+OJJMdPJHkwZO91ABgu2oVO0AIYRhkg5bRBzjP2gAafY9C7UXup31JgyB9ffIKOhxmWVAdr3aR7GxVYrfWoXY+g5S9YjejXURqjnDYIaG0vxp+/8efFiKPUYygwaMEv/147vnVAvjl+BDCk1x99b6PKI2j5Clqj+vWN9jl3LiikE6NPhoEsg68xGMWsPdTTBTCUQCKdsX8GXG0Gnx+bDlBrOdbsR+1aEjCUzqldTzq+dl/WoA8w+ApWb4BhdlbrGXczQVjS7Zt2sY6F/LjZ12Ts+Rp7Hgw4Wh3cAYN1pv8cJ2UtrIO/pZxahqQFOEoBTavHqOUbgpavoGXVaU0zo7QhXSOt45v6Wo1cGgvW83uPm31v6dgjy+BrHEYz7l31dQcMeTZBCoYWg23NPJRmUnmwbAWD/PhaedYZnXRflkBJ0PIVqN6YlBVgtcxULVPxfJePQ8s56Rgt1TUvu3QNbfxL9yaNs9LxpWvU7s8yziT4epYkAAZf43CXAUe7rktg0Iw7NdZa0BxRjnV2JdVDMgTr8ZqhaN+X0q4ELT/BqrX/ck2X4HHUmCiNM4uepTFjhXxpCUQrV1pi0NpD+74XEBh7fsZZNGP2Wt/lwKAFuNoMXppZS2Vajs9nQdKMasQsrVR2XkcteL2d+XzOBxj8BLK3wCBBccs4qmkuN+nS77UxUzL5vG61MqXzpUlD6b5L96eNIyl2vIEHxp6fcefVkL3XaykwvB1sb87n3L93ghO0fAWtWcAgpcRbsm75ElkKBi2QUVtqkLICLUsR2rEahGux4U0f5e0NrPsaf94N2lv9AIaLXtwEMPgLVm/MqDZLnpFhkACiNcPwlKNl10ogoJm/JcMgXV/LImpgoX0PrPsbf94M2Xt9wgCDNhj53vYsOUHLV9B6Awxo3qZ5L+3E2PM19rybs8f6AQxkGHi//cb32wMMsUz/DXwADACDRwhoqRPAADAADADDj/0t/MxtA4ABYGgxZ4/HAgyXBUqClq+gRYZhrkl7giDGnq+x59GQvdfpaGDoDca952k700eW2xsICVq+gpYHTfRqifPaYIex52vseTdnj/UDGAoZhlFBvFTOqLJ7gzVBy1fQ2q2HXh1xXhss8ISSr3Hn0Ywj1Ok4YLA8TpY/G52fkz4mlj/6lT+SVXsGHGAgSGhBwCMwlB5dLI2DkdCgPS458lqlx0NHly9lG3kPAzFBiwmevz8KGKSgY/2897nv/LznegADwUEb/FGAIYfs0QabQnpu6DOulZe5oh/I7hEPtHjg/fuhwPC52RUDTwogNTBoyTyk5Wgzn9KxXoEhD1j8AZz9AWzVeLHqX8qoScCgZeDy8SFlKiRgkOpdyvTlZVizgbMBJZ1QkGHYP+a8m7Ln+l0DDJZZSsnoAQYG+MwBvAIYpGtYM2812LBkHiSAboXt2lJCrSwpA2ipuyVuWI8hw0AsmRlLVpR9FDDkMwptdqPNuqSZhzRLsqyNrjCIWgYmneGQYdgfwFbpwZIJsBh7qvF8/FjGWy1TkRq7VpYFHqT6ldp8RT8ADPvH2wpTPfkaw4Fh97KElfZnHVea6ayeyVg2XAELPoLXCqOS1utbMw+WmXoJsi0gUgKEWllWYJDGAnsYfOj/ZHM98d6mAMON0FBaP7VkHGaBSw4peWYBYPARMFcAg5RJkzJyuZZbz6+Va8kwlMaNlCHJIcZyLhkGH9o/0VBPv6dpwHAjNKww/9Zr5GlQNl35C5YroKFVNycfvwMYSuPwdHPh/vzFmrd9MhUYHmiQZt8nB6Wd95bOxkqZBbILvgYywND+EqS340tbOnxbfmnJg/1DvsbdW/O88fzpwPBp1GeglDYh8dlvPx5FHfkjQcLz+Y1C93zPAMN6YBgNBFp5ZBiABc8xyFq3JcCQQoNmZp6+r6XzPdWzpS5WYXDc2gAHNJwLDcDC2rFE7JrX3suAISI0nAYMDKR5A2lE2wIN50GDFENG6IUyfI/nE/tnKTCkDdgyK9517AnAcKJoT74noOEcaGDDMYZ+WqzaBgwRGvIz4CPUkzqeFZhKjxBqa+R87wM02HB81lgktn7tT4Dhr02ZkigABgb/roDBRuGxG4FHbiqulaVlQ3fpiesSy0ZoAGAAGMiiVDQwYpD1lqGZT+TvT1jua23/Xh1wHmbvRQMAA8AAMDgFhogbha0mehsweAn41AP4eKMBgAFgABgcA0O0jcIAw7d/3zvzJjBzLsbuUQMAA8AAMAQBBo8BpLdO7A/CEHu1w3n7tAMwAAwAA8CwXAMAw76gj+HS9r0aABgAhuVm0StWzjsn0AEM5/Ql4/KevgQYAAaAgQzDcg0ADPeYDEBxTl8DDADDcrMggJwTQHr7EmBAA73a4bx92gEYAAaAgQzDcg0ADPuCPoZL2/dqAGAAGJabRa9YOe+cQAcwnNOXjMt7+hJgABgABjIMyzUAMNxjMgDFOX0NMAAMy82CAHJOAOntS4ABDfRqh/P2aQdg+AcYSgHM+hkC3idg2j5m2wMMMfuN8XZ3vwEMSYYhD2La7wyeuwcP/d/f/wBDf9uhO9pulwYABoCBJQn2MCzXAMCA6e0yPa7brz2AAWBYbhYM2P4Be0rbAQxo4BQt33QfAEM2u0wDmfT/mwTCvRLYZ2gAYEBXM3RFmXN1BTAADGQYWJJYrgGAYW5gxzhp3xkaABgMwEBwY/DNGHy3lGl92ohxxji7ZUxEvU+AoTC7fAJX/m/UTqbeBOLdGtCeOAIW0OhujXJ9XYMAA8CwPB3NwNQH5mltBDDc1+enaZj7+e93FRj+8+3/vt/48wlwz89N98+gILDP0ADAgK5m6Ioy1+oKYBCACGBYK0QG/vntzRNI5/cx4/jsPgYYAIYvGSQG/NkDfmf/Agxoa6f+uPZ7/QEMlSWXT4C7aTnic68MqveDijYst2EJGNjsiN4YL3E0sAQY0vQ+//+5N2JWW7yBHAZvnMEbsa94Agl9RdQtdf5bt9OA4dY9AG/MetS5b9qegUFAn6kBgAF9zdQXZc/V1xRguDGVP8rsR5fT2hcMuLkDjvb9a5aSPIFEe6A3NBBHA8OBodWgRhsk5f36GGxLnzB44wzeqH0FMKCxqNq9vd5DgaHFmDD2te+3sPbN7QOC+59vZgDD/DZGx7TxDA0MAwarIQEKa0EhbW9LH80QGWUSvHIN8HQEmiAuxNMAwHDRmyx/AMN/vlUfFWUQ+x3Es56qodx3Ty4xZvyOGfpmbN8ADDcCQwUaGGBjB9jb9kzN/M8//vedH39twBKLrzHzdsxxvtyfQ4DBkup+uxTR8qhgWp/ZdZtd/tt2y8//N8sgQAODxU/w+/QVgOAPEGp9wlKLn/FDLBvfFyGAITdlzaQBBnmfBMAwfhDNCEzAQixQSCECaIgxxmaM29PLDAkMz6w5X3tNPy/9vzTbfsqQjs/hQ1rvLdUp33CYXiu/7uhMglQewOA/mAELcWHhAQegwf84O93cZ9xfaGAoptv/2pNgyTBIWQvr5xY4kephqd8sgPgCDIVliRkio0x78AQW4sMC0GDXO7EhVluFB4ZSlsFiyNKyRm35I70WwBBL6FECE8BwFjB8+/0bf9Dtr79BEGX8Uc96X4UEhsfULdmAVjCw7pco1UGDDQtkzMosfLn2J7Pw/GRPiTBg9gY3gOE8YAAa9o4pYtq49g8BDB+zK83u888tJl7bV1DbG1HbLyHtc5BemmTJgMwCB5Ykxg2e0YEIWDgHFtJliQ8w3AQNeawcPU56XwI2ul7WfSr5da3nPfeZH996/sj2DwMMswz0tnIBBoCBRzXXgclnvN0IDKlJ7TS4Wj3e1Kvn3J5zPvUHGC56WZI3IAEYAAaAAWAYOevUZvwlwyuZZzoTT2fXz+dSndOySmVYZ+rSdfIya5mKGhRI37XcXw4QtTab0cdkGC6DF4ABYAAY9gDDLcsStRR8bu4lU5OOqRluaSZeAhkJKEbUS8sgSJAkAY0GOr3lvQEJgAFg+PK3Jd6IiXPfwcgnAGhvEUwD3gzjz4N9zzW0+/BSplaPEffxKeNZkrgJGKSlAG12ns+2e4xcAwspzV+DCUu9VgPDcx9ShkWrT0+8BhgABoDByWNfmkHl32vHa4ZY+n5EmSPKyN+c+Pl9dLla+4y4HsDwdQ2+1cxbgaE2W8+v3Vq2dPzzuWbQvRmBWr3z+9Xq0AMJX+BPK8CyBv+ppOU4jtn3p615rPLd7F8bJyO+1wyqBgzp7Cjdod/yuWTK+awwN/Pn++f89HfrZ9q95XXT4Cmvc3q81iZp+2ltaYGOGzMMaRvXlgZKexU0Y5b2TNSuadk8WDo/15G2TFCLAzVY0oxeq1ue0XmOHxGX3ANDL4D0njcLZNL6vK3b2/MBhjOAQTK70ow8N7PHNDVzLl3DMuMvlS9dqwRHLefXAKJUdnq8BTYs7anBwnPN24BhtElFKE8z/Aj3YKmjyyWJXnPsPQ9g+Jn5sIiGY+bAh2R0pRlvboD5TKg2M9aAQVqqyEFCM+ZSxkKCFsnQ8/tKr5mXJQGHVu/aNUrtaAGF9DyAYc548RKHboGFH1kardEtZjrCqPNB2/LHnErnpp/VysrrXrqXvKznd8sfl3rKk+6v9aVUlv6oHfOjPrzp0eWrat8Ag2U/gmTWJROuzbC1cmrl9QCDpS7SMkJLZsQKAlo/5dcEGM4GBs1DT/reBTBIpm393PLK5RoYpKZeMtv03NL/LfW0HPPAQ/pv6d7eQAPA4Dd4aUaUQ6e0lyA37PS82qy/9J22hp+X/ZQh1UHKllgM33JM3oalNiu1c0/bWgDjUy7A4HfMnWTmK+7FPTBIM/P089HA8JStlZuCRqmeEmhYwKAGOADDmQFIAwaLQUU/5rQ2ABjOHKsrzNnjNYYAQ2lG3GJq1tm3VGYpQ6AZriVT0AIMLZmJXcDwS3aBP2/tamniNLNsgZcHuFvOiXAswAAweDT+3jq5AIZ8HT838zyboGUdJIApZSUsKX8pU2Ctp7bEINVLus8WGMv3WXzZvwAwAAx/vd8ggvFGrSPAADD0mrPH89wAQ68Jjjovz0iMKtdTOWQYfAevmzMMUYFAqzfA4HvMeTRlz3UaBgxvlyV2GWu+X2FXPWZf1wILnzp4FuvpdQMYzst2AAwAw0lxaygwRIWG2Wa9u/wiLBSWIwCGvcENYAAYTjKXyPeSLwdHvpeRdR8ODEDD/tc/q/sWnvcwFP6OxkhxUVYbgOwChvy6ebDU0u4934+4xsj2SssaXS6PVbaNg11xI9Vkrun0u13183DdKcCQb2LcPcO+7fpfNlGmL2mqvLDpaSMPory1DiONqsXES8BQe1lSS9nSsSPudUQZ0rsnRpYNMPgHhpb+/hx7bYzSbvyV2f5jUPlsgt9/+/GX92b9/PIkRA4Nlb/QqemB7+cFv5agpZm2NIPPZ1GlWVUNIKTjWz6vmbQ0y7PW+zmu9MIp6aVVpXYf1RefcgCGeWNmRDzq6etboWFahuFf0JBmuHz+9RXNq9pD+XPeIwYgZfQFyJ7AVQIHqRwJBEqft4JEKSNhBQ+tvpZ6W47J3xT5nAMw9On1hHH+ZszdCA3zgeFjUKvMkOvU21qBBTY97g2cb4JXbc1Ver2zZJg187VkLizl1iChlE3QwAhg2KvdiPAwYrzdBg1rgCE1Kkx9LUAZICFddoo48E+p84gAVjNWbSYv/Z2H2kxcSvPXPrfuG9DAI70fgAFgaI0D2nh7wLW2/Acw/PUnLNOGf7WHodGsuNb+JyxaBx3HjwvUWgDT9i1ImYR8uaA0g8/Nt7Qk8Ri9tFyhZQZqBq/VvXZNab+CBCb55yxJjNNwpHhgzXLVwAFgABi+3wwukQb8aXUdBQxWsLj5OA1eRvXFpxw2PfoDklr/pnAqgXMO4afFIul+1CWJWxqC+/Q3qG/sk1FGdTMMaClkLaMwqg9yWPiAw42a9njPrdkFsgx/+wPAkGVUPIqbOt0DM6PMCmDY/9ZIgMHvuAUY+voGYAAYmPU40gDAsN/oR8EWwNBnSismSCxJ9PUNwODILFYMFK7RN1BWthvQEB8agIW446xlDwObHjFQZtxoYLsGgIa40FCCBfYv+AMIbYzV9i2kT+asnEzsvhYZBsxxuznuHgRer68FtFGpc8oZBycSLAAM8YDBMi7IMGCgGCgacKMBy2NdlsDGMeOgoPZWzfQRSh6n9AcJ+eTgDZTfBgs8JYExujFGr7N8D/V6jEdaW+XzeX/IzdK2EiQ8n3vQEHWQ4aUHGm6EBYABYAAYgmhAM6Vo39dS99HupVZfjNp/luGHEf71gi1rFu5WWAAYgpgFQSdG0JndTycZ6Q3AMFsPlD82LtSW/9Lvbm53Nj0CDWQZAmogOjycCgw3m8lJ954vRZ10b2/uBWAIaBZvOpxzx85KaM++9rw5rYtm+jSzo93Q6de+AhgABjIMaGC5BgjEcUxzh1F7uSY6BRiWB0cv4qceBGkvGiAQo0UvWpTqwb6FXzVKhoHZJQCFBpZrAGAAGACGeBoAGDCL5WbhPVBQv/mBDGCY38bo+F0bk2Egw4A5AkhowIEGAIZ3ZgYMzG2/R5/5v7e3OxkGB8HzdhFy/3ODn8f2BRju63OPOqztX/h8BzCw6ZEZJpCEBjZrAGAAGLwCRKpNgAFgwCw2m4XXQEG91pkYwLCurdF1W1uXgCHNNtzcnixJYJ4AFBpYrgGAoc3Ebjap1fcOMFT+UNfqzuB6BAo0gAYABjTgMQ7kutR+93gPM+tEhoHZ5fLZ5UxBU3YMIwIYYvTTbeNJA4TbdQswAAwAAxpYroHbA+9tRhzlfgGGOsgCDJjFcrOIEjyo57xZMMAwr23RbV/bljRp/eyWNgcYAAaAAQ0s1wDA0GdqtxiTl/tEpzxWuTw4ehE/9SBI79CAdZZGcEafO/RZuyaaBBgABmbUaGCxBlgbBga8wYClPgADwIBZLDYLy8DkmLMNBWA4u39PHb8AA8AAMAAMaGCxBgAGgCEiVAAMAANmsdgsIgYK6jze4HiD3vg2Radz2xRgABgABoABDWzQAMAw19yAh/HtCzAADJjFBrMgmI0PZtHalL8CiAYiazZa3WfUl/cwYJ4AFBpYpoH8zwUzgwMiZhjbqDLRJxmGZcFxlGgph6B6igYABrQcScsAA8AAMDCjRgMbNfAJws9PJPOgrvfBDsAAMGAWG82CoHtf0M37HGBAA1HiAMAAMAAMAAMa2KgBgAFgABhiaoBNjxsDZ5RBQz1jDm7P/cbMDU151udTN3RKhoHZJZAURgPpbJz//9z74LUtIpggdbTDGsAAMIQxCwa2fWCf1FapGf75x/++8xOnDVhuOWvMAgwAA8BAhsGtBj4BCkCIAwi1vrrVbLxmf6jX+6eT2MOAebo1z5OyBpZ7ARbOAIUUIm6BBrJisbTbmwkDGAAGgMGBBoCFWAG3JQt0OjSg3djabdEnwODALCyzT445a2007U8CbuyAa4GHlqAcaayj3TO0a9UnwAAwkGHYrAGC7hlBV9vP8O33b0eNNXR7lm4t0AAwbDaLSLMJ6jony0HgPSvwlsDh08cfYDgFGtDsmZrVoAFgABiOmvVEgxoC75mB93RoQLdn6vYBWymOAgwAA8CwUQME3jMDL8BwT79a9rBEOUbLhAEMG80i2myY+o5fkgAY7jEWLRhHGV9o9mzN1nQKMAAMZBg2aoDge3bwzd/J8OxjiLyXAc2erVmAYaMhRJk1UM/x2QNLm84KvumLWd5ew3J+eoz0fykt23q8lO5/PrfUd0eKOA3EAMPZprtDX6OuCTAADGQRnGpglrnl5c66jmbeliA2om4jyrDU9c0xAAOQ8EY/q86t6ZQlCadGYpmdcsyerMDIdp9ldBIwpJmHdEb+fK4BgJS5eK6Xl59nD6Trl7IDpWtpn33KKd17fn8jMzDWQA4wfAWGUX0gjSHL2CIz9ivEAQxAARkGpxqwBDWrIeXr5Zo5S+aaX08Kqun5PYE3hYzackKtjbQyauCUt1dPO7ecAzD8Cgwj+mDUGGotp/V4DcZbtDTzWIDBqVmMnKlSVsxsw4ig0xKIarPvdBae/18y9B7D1rIQmolIWQYpS1EqTwKJXYE40vgdpdlaH5Rg9wHUvP9TrUrakbIZqX5rmtfgOwfmksZrn3nKjAEMAAMZBqcaGBV8a1mBmgFbrp8HQ82ApeMts/3atWoZkTfXLJU7AxxqgfhWYNCMWMpiaVCZ9+kI7eVA2qrV3nFTawPL+G3VMsDg1CwiBQnqOieDMWPA1wywdD1p9tU7Y5dmaqUZYi2w12aF0mytZaZmMZ3WYFs7HmCoL0loWaxcP5I+06yBVmYLaJY0p5Wfa8xahgVwZoEuwAAwkGFwqoFZwDDS6ChrzO5+gOE9MGizdAkCLQbcAg8a6OZj5s31yTA4Dd7MoufMomlXuV0BhjFmHAFqAAYbMNQyCdIShpQ50zIAOSSUshO3ZcbIMAAoZBicagBgABiiATWaPVuzAINTs4gWKKjv+AwMwffs4JunyHk19D39HSHrVaojwAAwkGFwqgGA4R4DYUninr6OCgvP8osEtrzp0amRMJsfP5v32KYAwz0mAjDc09cAA8bKLB0NDNdACzBIjxmODE6jrlHaFV7asDay7t7LAhgABu8aJcOAyQ03OY8z9ah1agWG2e8OkB7/ag10Wjkt9916ba/HAwwAg1dtWvfasCQBUAAUGzXQYpw1E649bvZ8lz5iJs32W69ReuRMqov0DH2tfvk5+bHSI3jSo3DWz0ttZWm/miHcBAyjMlVae47IWpEN+/VxV/YwbDSFqLNf6j1/H0UrMLSYcR5sn2tZoSA9TjpHqr81CFszEdbrS/coPY/f8pz+Axu9s8TbgIFsWMyMSk2nZBgACTIMGzXQCgzaLN2STdCAoWSI2jml61oMoxcYpNl+DjnWjIQVSGoZDQ0kAIa/DVSC3pbPS/DW2vdSFqSmhdr4OiUbBjBsNARm6fNn6ZHbeBQwtJi8Zv4tZfVkMWogYTVuLZMg1au1vlr/aN/n93rLexhazbi1X7SlJQmsrdqW4MWi3VEalrTVWr4GsqW2Z0kCaCCT4FADrYZTCmRa8MzP6QGG3plh61JAbQbfcu81w7KUU1uqkM7XAjMZhq/ZhdpsXQLCPItgBYBSRqrWx63lphmPmtFbdKllKqzA0JsNI8Pg0Cgiz4qp+7isSQswaIbE977XjAGGv4GhxYx74LZ2jiXz0FrHHDxaDN3SFqPKt8YagAFgILvgWAPWgQwQ+AaCWv/kQfiT8o0K3ha9SjNpsmG//bKHw5J1KEFIKUMjZScsfZaCCUsSjg0jauCg3mMyDS2DGWiICQ23AQM6janTB+gABoAh7IzmdDABGOIGV6sxAgzn97FVC96PY0kCWAAWnGsAaDjXUE6ChQfe0euZetW0ynsYnBvJ6bNr7u/nsgZB+LwgXArAkfcvAAznaTTf95AuR+RaBRgABrIPjjQANJwTkCVYABjO6WPvywut9SPD4MgMmE2P2SR4ejumu6ZbBzzH7zWjtO/ymdrz+yn6BW73am30WNdg4aNbMgwABRkGhxp4zCV/5Irfvz6W5q09JEg4DRZYmjgfFkqZMIDBoVmcMgPhPt5lVDTzifx9LV0f+b5qdT91PJBpiA0PLUtnAAPAQIbBsQZONc/bgOFUWEgzDfmLhEanzClvHJj0Lp0BDI7N4vQgw/21ZSBOgocbgOE2fbOM5nu5zAIJ2tIZwAAwkGFAA8s18AletxnqDfd7EtSmAHTiffVsygUYMAsCNxpYrgGAoS27FAk2TjPXG7JhWmbh36WnSEKkrucGGfr2rr4FGO7o7+jw0JLGj3qvLbGXDAOzy+WzyxaBcuyZxgIwnNmvp43XFBhOu7ee+wEYAAaAAQ0s1wDAADD0GNbqcwCGrzoFGDCL5WaxetBzPX/mBDD46xPGSWaO/2zMfbSKZnnTI2YJMKGBDRog+AIM3gElBwU0CzBgFhvMwnugoH7zzYzgO7+N0XF/G6f6JMOQ/EVdRNUvKtqOtkMDfRoAGPraDb2tabcSMHza/nbdsoeBGTZZFjSwXAO3B16Mf43x97YzwFDuH4ABs1huFr2DmPN8B9mW/gEYzunLln6PcGyuTe33CPc0qo4AA8AAMKCB5RoAGACGUSY2uhwNEG7WLsCAWSw3i9EDnPLimc/NQRe9+tYrwCD3D8AAMAAMaGC5BgAG36Z5K9SUdGn97IY2Axgwi+VmccPA4h7rhggwAAxRxgha5bFKTBJQQgMbNUAQBhgAhngaIMOwMWhGGTDUM97A9tRn1pQuEIHOPOn2qQu6JMPA7BJQQgMLNcBGMmDAIwxY6gQwAAyYxUKzsAxKjjnbUACGs/v35PELMAAMAAPAgAYWagBgABiiQgXAADBgFgvNImqgoN5jTY7X7Y5tT/S5pj0BBoABYAAY0MBiDQAMawwOkBjbzgADwIBZLDYLgtjYIBaxPUvAQDBGF961jEYBBoABYEADGzTwBN/8X++mQf3uBRuAAWDALDaYBUH33qCbP9MOMKCFKPEAYAAYAAaAAQ1s0sAnAD8/UUyDet4LOAADwIBZbDILAu+9gTfNMgAM6CBKLAAYAAaAAWBAA5s0QIbhTFj4z7f/+37iz0evp91XL6zxtyQ2Bc3eDuO8M4Ptbf3KrO08HZ9mqs/9AAxkGJhdAkohNZDOzvn/z70Qu9riNtCr3e9IYNjVnxGuO6Kde3VLhgHjDGmcvYKPeF4axP7843/f+fHTBiyv/Jx9vjWytC3flnXy+SPaqTcOAgwAA8DgWAOf4AAg+AGEWl/cvszyxqRPTPu/aQ/rub3tBjA4Dvq9ncN5563ztvQpsBADFFKIuBkarCaXH9drer3XO+28nvZriUPpsWQYAA0yDA41ACzEg4UHHG6Fhh4j7jG7nuucfk5rOwIMDoN+b6dwHpkFliHiAsOn726EhlZTbjW51vJvO76lPXs9hgwDoEGGwZkGyC7EhoUHGL79/u2qsdVq0C0G11r2jcf/aM//fDO9MwJgcBb0ezuE8+7OLnz6H2A4BxhugoZWkwYYxr7o6l9gMEBDr8+QYQA0rpoF9Q6UVecBC/FhId3L8AGGW6ChBRiAhbGw8OUlUx9gUKChN54BDAADwOBIAwADwNAbzHefBzDMgYDmdgUYSFPvDgZcf40GAQaAIepYaza2Q//2REs7jD7WuizRqzEyDI5ml72dyHlrzHxFOwMMZwLDDcsSLebHksScbMQXYKgsS/TGMoABYGBJwpEGeoBBOyf9Xvq/9Bhny/FaPbRHRT/npz/a8aO+f1vvWts9exgAhq8G+QYYUo1okJJe5801tet8vp9dvrkOz5IEwHDOTLKX8DjvbA30mFfLOS3HPo8HjjJmrZy8bq111cq3QFFvGaXzPvUHGMoz6V5zzc/TygEYyu3f6yNkGBzNLns7kfPOgYgek3zOkWbope9zGNDOtRyfZyOkbIHlWrXrpU8hlK5Ry1SUvrPWuxUmAAY57a4ZvTSbls7L+/XLUwP/7JWoXbOUtajBSX496fzn8/R+8mNLx1iyCaVjftSZDMM5hoC505c1DbwFhvzvGpSMNzVcbdadm2l+vPR9fh8ptJTq+NRTAgDpHO1+0/vX2lb7HmCoj90WkxsNDNLfp0ivU4ON3NBLSwzP+ZZyNNhoBRpr2wIMZADYY3CRBnpMSzPjFlPPDbsGDBIUlJYytDpq5+QzulqWQavXU5a0jFD7vgUaPuWwJDF3SUKauZfM3WL0JXCQzD3PDNTgRPrOAjRWWPgXcsgwMCslM3GHBnYBgyUjUIOHWiajNsu3AInUJpY61/ZhaG2tfa/Bwy3A8LnPT3xqNraOxyqlmbvlcyswlGCjtqnRAicAw0WzPsz6DrP20M89JqXN3nNTrh2fzuS15QzrsZb9D7UlCW25olaPHFbyY/Mljdr3GiCUlmtuyTCk7WYBB8m8refms/vH0PN6WGfwUv3Tz1MwKB2f16lWJksSAARLB2jgtQZ6gKHVyHYeL2UFdtZp1rVvyTA8oJ2aYMnQa+l+CyhwjP7uhh9Qw5IEM1wPs1/qMF+HpwNDni2YZdYeyr0VGEr7CqRNiUCADgEtbQQwMGt9PWvF6Ocb/ag2vgEYPJj5ijoADD/NsLZU0GKIHFsHDIABYAAYLtIAwHDWq6HzNXB+//k2T8x/bHaBpyQuMopRM1TKiZNNKPUVwHAWMNyy6VF7SoIMw3g44MVNAALZhMs1ADAADFGhv7RPQdr8+OYpCTITyhs02fQYe9YYNQBQ7/W6ewsMT4CuvX9AW7/P0+ba8aO/T9vgbXu0brKsPcXRWpdb9zBoT0jU3mlghQELcKTHWI63XnvGI5Gj6scehstnnJj2etPe2eatplR69j99C2KPmddMs6e81nPetkH+boXa763t11K3m4AhX3LQzHeUQWrXKZm79RztuJFAMqo9AAaAgWWKizRgNaRSFkDaUJcCRJqBkGbfEjCk5VvLLJVVq0N+Dcv52oudJGApXSutW6kvrP3z1OmGPQyfNtH2MIx+rDI36xKwPMdoMJN///xeejxUKjMfe7VzS++rABguCvI7Z6Rc+6wMRIshlWbO6fnS/9PlCskUJTiwzN5rwKHVOV9K6b2H/DolSNHqAjC0jS1tRj7yxU05MJTKrh0j1aV0Tm7mKTRIGYzSMelSjFRmSxuy6RHIIJtwuQZagCGf1Whmqx2vLWVIIJCfVwMGSx1q0FM6v2WfwlN2Xk76ea0dWvvnhgxD/qZHi+m9nVG/AYan77W9CKnp53rJ92FYoAJguDy4M7tvm4HQXnp7WQ3JMouvzc57THEEMJSWB2rlWu6hZR9CCQykrEmpL6z9c9OSRDRgqC2PWDIMGmhYwIAMA/BAdgANvNZAqyGlM59ShiE33NrxrRmG2h6I/DqlPQ+SeT/n5vcj7VWQsg61fRZaWaVrS5/V9kiQYRj75617zTrPKrQsSTwAkOos/az01EcOHqXrl7IWluxM7Zgf1+WxSn1mxuyVNjpBAy3AIBnV7s9PuAeAoT2etJhdPsNuOZdjeQ/D65nZCWbBPbQHqdPa7ASzPeEeStmW1vv6HE+GYU6GAWiotCsZBozkNGPkfmRNtxrT7owC1//17ZQ5LHzA4XTNt5o4WYaxr4v+ZTniAw7fytfo1eJvvSdyHhCDBuZoAGCI/3pogEE3Q4BBb6MWCAMY2ER3/KwE6PgVOgAGgCHiuGgxt9JGwdbzOf4rcAAMAAPAcKkGgIa40HBjdqH1TY/SC4+AgL6sQwssfNq4F0hZkrjUkHoFw3lzliH4U9dxASF/j0O60fH5/w3jptfsWZrog4Qv0JVudHz+L+xfABgw/W5ivCGQRb5HMg1xQKKUWQAYbGYINNjaqfjSqRIsVDY8AgwAA8BwsAbSF7zwRIIvgEj7ppRZuOHpiJ43PZayEfmLkXozFqef96WdOmABYDjYLCLPjqn7uOWLx4zyt8Px+2/fd7aBBAk3ZRZGAcMPo//HAHf2qfdrf3mTY+NSxANTvbGZPQzABtmJIBrQzInvv315UdLu9ugNylHPGzazl2bNfP71tc+dsECGIUjAjxoIqPe4TMHbttxtglzfBiVv+zni+cOAIck0qLNpIOInRFQ2OeZ906svMgzABhmGoBrAvG3mvaqdeoPwKecNBYbU/IACObPQAAlp//RqDmAIaha9Hc55frIF9AV9cZIGpgFDpylSH/nJi17dAQwAAxkGNIAG0AAaQAOqBgAGRKKKpJdGOY8ZNBpAA2jgHA0ADAADwIAG0AAaQANoQNUAwIBIVJEwQzhnhkBf0pdoAA30agBgABgABjSABtAAGkADqgYABkSiiqSXRjmPmQwaQANo4BwNAAwAA8CABtAAGkADaEDVwP8Dg41NUMSmS68AAAAASUVORK5CYII=)

1. **InitializingBean and DisposableBean callback interfaces :**

The[org.springframework.beans.factory.InitializingBean](http://static.springsource.org/spring/docs/3.0.x/javadoc-api/org/springframework/beans/factory/InitializingBean.html) interface allows a bean to perform initialization work after all necessary properties on the bean have been set by the container. The InitializingBean interface specifies a single method:

void afterPropertiesSet() throws Exception;

Similarly, implementing the [org.springframework.beans.factory.DisposableBean](http://static.springsource.org/spring/docs/1.2.9/api/org/springframework/beans/factory/DisposableBean.html) interface allows a bean to get a callback when the container containing it is destroyed.

void destroy() throws Exception;

1. **Other Aware interfaces for specific behavior**

Spring offers a range of Aware interfaces that allow beans to indicate to the container that they require a certain infrastructure dependency. Each interface will require you to implement a method to inject the dependency in bean. Eg.

|  |  |  |
| --- | --- | --- |
| **AWARE INTERFACE** | **METHOD TO OVERRIDE** | **PURPOSE** |
| ApplicationContextAware | void setApplicationContext(ApplicationContext applicationContext) throws BeansException; | Interface to be implemented by any object that wishes to be notified of the ApplicationContext that it runs in. |
| ApplicationEventPublisherAware | void setApplicationEventPublisher(ApplicationEventPublisher applicationEventPublisher); | Set the ApplicationEventPublisher that this object runs in. |
| BeanClassLoaderAware | void setBeanClassLoader(ClassLoader classLoader); | Callback that supplies the bean class loader to a bean instance. |
| BeanFactoryAware | void setBeanFactory(BeanFactory beanFactory) throws BeansException; | Callback that supplies the owning factory to a bean instance. |
| BeanNameAware | void setBeanName(String name); | Set the name of the bean in the bean factory that created this bean. |

1. **Custom init() and destroy() methods in bean configuration file**

The default init and destroy methods in bean configuration file can be defined in two ways:

1. Bean local definition applicable to a single bean
2. Global definition applicable to all beans defined in beans context

**Local definition** is given as below.

|  |
| --- |
| <beans>      <bean id="demoBean" class="com.howtodoinjava.task.DemoBean" init-method="customInit" destroy-method="customDestroy"></bean>  </beans> |

Where **as global definition** is given as below. These methods will be invoked for all bean definitions given under tag. They are useful when you have a pattern of defining common method names such as init() and destroy() for all your beans consistently. This feature helps you in not mentioning the init and destroy method names for all beans independently.

|  |
| --- |
| <beans default-init-method="customInit" default-destroy-method="customDestroy">          <bean id="demoBean" class="com.howtodoinjava.task.DemoBean"></bean>  </beans> |

1. **BeanPostProcessor**

An **ApplicationContext** automatically detects any beans that are defined with the implementation of the **BeanPostProcessor** interface and registers these beans as postprocessors, to be then called appropriately by the container upon bean creation.

public class InitHelloWorld implements BeanPostProcessor {

public Object postProcessBeforeInitialization(Object bean, String beanName)

throws BeansException {

System.out.println("BeforeInitialization : " + beanName);

return bean; // you can return any other object as well

}

public Object postProcessAfterInitialization(Object bean, String beanName)

throws BeansException {

System.out.println("AfterInitialization : " + beanName);

return bean; // you can return any other object as well

}

}

**@PostConstruct and @PreDestroy annotations**

Spring 2.5 onwards, you can use annotations also for specifying life cycle methods using @PostConstruct and @PreDestroy annotations.

1. @PostConstruct annotated method will be invoked after the bean has been constructed using default constructor and just before it’s instance is returned to requesting object.
2. @PreDestroy annotated method is called just before the bean is about be destroyed inside bean container.

## Bean Post Processor

* + A bean post-processor is a java class which implements the org.springframework.beans.factory.config.BeanPostProcessor interface, which consists of two callback methods(**postProcessBeforeInitialization , postProcessAfterInitialization**).
  + When such a class is registered as a post-processor with the BeanFactory, for each bean instance that is created by the BeanFactory, the post-processor will get a callback from the BeanFactory before any initialization methods (*afterPropertiesSet* and any declared init method) are called, and also afterwords.
  + An ApplicationContext will automatically detect any beans which are deployed into it which implement theBeanPostProcessor interface, and register them as post-processors, to be then called appropriately by the factory on bean creation
  + The **PropertyPlaceholderConfigurer**, implemented as a bean factory post-processor, is used to externalize some property values from a BeanFactory definition, into another separate file in Java Properties format. This is useful to allow the person deploying an application to customize some key properties (for example database URLs, usernames and passwords), without the complexity or risk of modifying the main XML definition file or files for the BeanFactory.

Consider a fragment from a BeanFactory definition, where a DataSource with placeholder values is defined:

In the example below, a datasource is defined, and we will configure some properties from an external Properties file. At runtime, we will apply a PropertyPlaceholderConfigurer to the BeanFactory which will replace some properties of the datasource:

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource" destroy-method="close">

<property name="driverClassName" value="${jdbc.driverClassName}"/>

<property name="url" value="${jdbc.url}"/>

<property name="username" value="${jdbc.username}"/>

<property name="password" value="${jdbc.password}"/>

</bean>

The actual values come from another file in Properties format:

jdbc.driverClassName=org.hsqldb.jdbcDriver

jdbc.url=jdbc:hsqldb:hsql://production:9002

jdbc.username=sa

jdbc.password=root

<bean id="propertyConfigurer" class="org.springframework.beans.factory.config.PropertyPlaceholderConfigurer">

<property name="locations">

<list>

<value>WEB-INF/properties/configuration.properties</value>

</list>

</property>

</bean>

* Having to specify all alias when the bean is actually defined is not always adequate however. It is sometimes desirable to introduce an alias for a bean which is define elsewhere. This may be done via a standalone alias element.

<alias name="fromName" alias="toName"/>

* Spring framework provide different ways through which we can provide post-initialization and pre-destroy methods in a spring bean life cycle.
  + By implementing **InitializingBean** and **DisposableBean** interfaces – Both these interfaces declare a single method where we can initialize/close resources in the bean. For post-initialization, we can implementInitializingBean interface and provide implementation of afterPropertiesSet() method. For pre-destroy, we can implement DisposableBean interface and provide implementation of destroy() method. These methods are the callback methods and similar to servlet listener implementations.
  + Providing **init-method** and **destroy-method** attribute values for the bean in the spring bean configuration file. This is the recommended approach because of no direct dependency to spring framework and we can create our own methods.

<bean name="myEmployeeService" class="com.journaldev.spring.service.MyEmployeeService"

init-method="init" destroy-method="destroy">

## Spring Annotation

* + Annotation injection is performed before XML injection. Thus, the latter configuration will override the former for properties wired through both approaches.
  + Annotating a class with the **@Configuration** indicates that the class can be used by the Spring IoC container as a source of bean definitions
  + The **@Bean** annotation tells Spring that a method annotated with @Bean will return an object that should be registered as a bean in the Spring application context

<beans>

<bean id = "helloWorld" class = "com.tutorialspoint.HelloWorld" />

</beans>

Is equal to :

@Configuration

public class HelloWorldConfig {

@Bean

public HelloWorld helloWorld(){

return new HelloWorld();

}

}

Your configuration class can have a declaration for more than one @Bean. Once your configuration classes are defined, you can load and provide them to Spring container using *AnnotationConfigApplicationContext* as follows −

public static void main(String[] args) {

ApplicationContext ctx = new AnnotationConfigApplicationContext(HelloWorldConfig.class);

HelloWorld helloWorld = ctx.getBean(HelloWorld.class);

helloWorld.setMessage("Hello World!");

helloWorld.getMessage ();

}

You can load various configuration classes as follows −

public static void main(String[] args) {

AnnotationConfigApplicationContext ctx = new AnnotationConfigApplicationContext();

ctx.register(AppConfig.class, OtherConfig.class);

ctx.register(AdditionalConfig.class);

ctx.refresh();

MyService myService = ctx.getBean(MyService.class);

myService.doStuff();

}

* + **@Import** annotation allows for loading @Bean definitions from another configuration class.

@Configuration

@Import(ConfigA.class)

public class ConfigB {

* + **@Component** annotation is added to the class, so that when Spring framework will scan for the components, this class will be treated as component. @Component annotation can be applied only to the class and it’s retention policy is Runtime. @Configuration annotation is used to let Spring know that it’s a Configuration class.
  + **@ComponentScan** annotation is used with @Configuration annotation to specify the packages to look for Component classes.
  + **@Bean** annotation is used to let Spring framework know that this method should be used to get the bean implementation to inject in Component classes.

getBean(Class) method returns the Component object and uses the configuration for autowiring the objects. Context objects are resource intensive, so we should close them when we are done with it

# Spring JDBC:

* The **JdbcTemplate** can be used within a DAO implementation through direct instantiation with a **DataSource** reference, or be configured in a Spring IoC container and given to DAOs as a bean reference.
* The **DataSource** should always be configured as a **bean** in the **Spring IoC container**. In the first case the bean is given to the service directly; in the second case it is given to the prepared template.
* Instances of the JdbcTemplate class are *threadsafe once configured*.
* This is important because it means that you can configure a single instance of a JdbcTemplateand then safely inject this *shared* reference into multiple DAOs (or repositories). The JdbcTemplate is stateful, in that it maintains a reference to a DataSource.
* A common practice when using the JdbcTemplate class is to configure a DataSource in your Spring configuration file, and then dependency-inject that shared DataSource bean into your DAO classes; the JdbcTemplate is created in the setter for the DataSource.

**public** **class** JdbcCorporateEventDao **implements** CorporateEventDao {

**private** JdbcTemplate jdbcTemplate;

**public** **void** setDataSource(DataSource dataSource) {

**this.jdbcTemplate = new JdbcTemplate(dataSource);**

}

*// JDBC-backed implementations of the methods on the CorporateEventDao follow...*

}

* The org.springframework.jdbc.datasource package contains a utility class for easy DataSource access, and various simple DataSource implementations that can be used for testing and running unmodified JDBC code outside of a Java EE container.
* Here is an example of how to configure a DriverManagerDataSource in Java code:

DriverManagerDataSource dataSource = **new** DriverManagerDataSource();

dataSource.setDriverClassName("org.hsqldb.jdbcDriver");

dataSource.setUrl("jdbc:hsqldb:hsql://localhost:");

dataSource.setUsername("sa");

dataSource.setPassword("");

# Spring MVC:

* Upon initialization of a DispatcherServlet, Spring MVC looks for a file named *[servlet-name]-servlet.xml* in the WEB-INF directory of your web application and creates the beans defined there, overriding the definitions of any beans defined with the same name in the global scope.
* The Spring Web model-view-controller (MVC) framework is designed around a DispatcherServlet that dispatches requests to handlers, with configurable handler mappings, view resolution, locale, time zone and theme resolution as well as support for uploading files.

Annotation based:

* Controller – The controller class is no longer need to extend the base controller like AbstractController or SimpleFormController, just simply annotate the class with a **@Controller** annotation.
* Handler Mapping – No more declaration for the handler mapping like BeanNameUrlHandlerMapping, ControllerClassNameHandlerMapping or SimpleUrlHandlerMapping, all are replaced with a standard **@RequestMapping** annotation.

**@Controller**

**@RequestMapping**("/welcome")

public class HelloWorldController{

@RequestMapping(method = **RequestMethod**.GET)

public ModelAndView helloWorld(){

If the @RequestMapping is applied at the class level (can apply at method level with [multi-actions controller](http://www.mkyong.com/spring-mvc/spring-mvc-multiactioncontroller-annotation-example/)), it required to put a **RequestMethod** to indicate which method to handle the mapping request.

In this case, if a URI pattern /welcome is requested, it will map to this HelloWorldController, and handle the request with **helloWorld()** method.

# Spring Transaction:

## ACID :

* + Atomicity : Ensures that all operations in a Transaction should happen or none should happen.
  + Consistent : The system should be left ina consistent state even if the transaction succeeds or fails.
  + Isolation : Transactions should be isolated from each other thus preventing concurrent read and write.
  + Durability : After successful transaction the system should persist the data permanently.

Spring does not directly manage transaction.It delegates the role to TransactionManagers of a particular platform you are using.

Traditionally, Java EE developers have had two choices for transaction management: *global* or *local* transactions, both of which have profound limitations.

**Global transactions** enable you to work with multiple transactional resources, typically relational databases and message queues. The application server manages global transactions through the JTA, which is a cumbersome API to use (partly due to its exception model). Furthermore, a JTA UserTransaction normally needs to be sourced from JNDI, meaning that you *also* need to use JNDI in order to use JTA. Obviously the use of global transactions would limit any potential reuse of application code, as JTA is normally only available in an application server environment.

**Local transactions** are resource-specific, such as a transaction associated with a JDBC connection. Local transactions may be easier to use, but have significant disadvantages: they cannot work across multiple transactional resources. For example, code that manages transactions using a JDBC connection cannot run within a global JTA transaction.

Spring resolves the disadvantages of global and local transactions. It enables application developers to use a *consistent* programming model *in any environment*. You write your code once, and it can benefit from different transaction management strategies in different environments. The Spring Framework provides both declarative and programmatic transaction management. Most users prefer declarative transaction management, which is recommended in most cases.

If you know JDBC transaction management([JDBC Savepoint](#JDBCSavePoint)), you might argue that we can get do it easily by setting auto-commit to false for the connection and based on the result of all the statements, either commit or rollback the transaction. Obviously we can do it, but that will result in a lot of boiler-plate code just for transaction management. Also the same code will present in all the places where we are looking for transaction management, causing tightly coupled and non-maintainable code.

It is not sufficient to tell you simply to annotate your classes with the @Transactional annotation, add @EnableTransactionManagement to your configuration, and then expect you to understand how it all works. The most important concepts to grasp with regard to the Spring Framework’s declarative transaction support are that this support is enabled [*via AOP proxies*](http://docs.spring.io/autorepo/docs/spring/4.2.x/spring-framework-reference/html/aop.html#aop-understanding-aop-proxies), and that the transactional advice is driven by *metadata* (currently XML- or annotation-based).

The key to the Spring transaction abstraction is the notion of a *transaction strategy*. A transaction strategy is defined by theorg.springframework.transaction.PlatformTransactionManager interface:

**public** **interface** PlatformTransactionManager {

TransactionStatus getTransaction(

TransactionDefinition definition) **throws** TransactionException;

**void** commit(TransactionStatus status) **throws** TransactionException;

**void** rollback(TransactionStatus status) **throws** TransactionException;

}

The getTransaction(..) method returns a **TransactionStatus** object, depending on a TransactionDefinition parameter. The returned TransactionStatus might represent a new transaction, or can represent an existing transaction if a matching transaction exists in the current call stack.

The TransactionStatus interface provides a simple way for transactional code to control transaction execution and query transaction status

Regardless of whether you opt for declarative or programmatic transaction management in Spring, defining the correct **PlatformTransactionManager** implementation is absolutely essential. You typically define this implementation through dependency injection.

**PlatformTransactionManager** implementations normally require knowledge of the environment in which they work: JDBC, JTA, Hibernate, and so on. The following examples show how you can define a local PlatformTransactionManager implementation. (This example works with plain JDBC.)

You define a JDBC DataSource

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource" destroy-method="close">

<property name="driverClassName" value="${jdbc.driverClassName}" />

<property name="url" value="${jdbc.url}" />

<property name="username" value="${jdbc.username}" />

<property name="password" value="${jdbc.password}" />

</bean>

The related PlatformTransactionManager bean definition will then have a reference to the DataSource definition. It will look like this:

<bean id="txManager" class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource"/>

</bean>

For JTA:

<bean id="txManager" class="org.springframework.transaction.jta.JtaTransactionManager" />

For Hibernate:

<bean id="txManager" class="org.springframework.orm.hibernate5.HibernateTransactionManager">

<property name="sessionFactory" ref="sessionFactory"/>

</bean>

Platform Specific Transaction Manager

JtaTransactionManager

JpaTransactionManager

DataSourceTransactionManager

HibernateTransactionManager

Hibernate

JDBC

JPA

JTA

## Transaction Attributes

* + Propagation
  + Isolation
  + ReadOnly
  + Rollback Rules
  + Timeout

### Propagation :

**Usage:**

@Transactional(propagation=Propagation.REQUIRED)

While dealing with Spring managed transactions the developer is able to specify how the transactions should behave in terms of propagation.Methods from distinct Spring beans may be executed in the same transaction scope or actually being spanned across multiple nested transactions. This may lead to details like how does the inner transaction outcome result affects the outer transactions.

1. **Propagation\_Mandatory :** Method should run in a transaction and if nothing exists then throw an exception.
2. **Propagation\_NESTED :** The NESTED behavior makes nested Spring transactions to use the same physical transaction but sets savepoints between nested invocations so inner transactions may also rollback independently of outer transactions.
3. **PROPAGATION\_NEVER :** Current method should not run in a transaction.If Transaction is there then it would throw an exception.
4. **PROPAGATION\_NOT\_SUPPORTED :** The NOT\_SUPPORTED behavior will execute outside of the scope of any transaction. If an opened transaction already exists it will be paused.
5. **PROPAGATION\_REQUIRED :** Method should run in a transaction.If txn exists then it would run in that else create a new txn.
6. **PROPAGATION\_REQUIRES\_NEW:**Method should run in a new txn. Txn already exists thenit wold be suspended till the method finishes.
7. **PROPAGATION\_SUPPORTS :** The method need not run in a txn but if one exists then it supports the txn which is already in progress.
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### ISOLATION :

**Usage:**

@Transactional(isolation=Isolation.READ\_COMMITTED)

Isolation level defines how the changes made to some data repository by one transaction affect other simultaneous concurrent transactions, and also how and when that changed data becomes available to other transactions.

Possible scenarios which are avoided by using ISOLATIOn:

1. **Dirty Reads:** Occours when a transaction reads an uncommitted data.
2. **Non-Repeatable Reads :**Occours when a txn reads a record multiple times and gets different value each timedue to updation by some other thread.
3. **Phantom Read :** occours when two txn work on the same row where one updates and other reads.Reading txn gets a new data.

**Attributes:**

1. **ISOLATION\_DEFAULT :** Use the default isolation level of the underlying datastore.
2. **ISOLATION\_** [**READ\_COMMITTED**](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/transaction/annotation/Isolation.html#READ_COMMITTED) **:** A constant indicating that dirty reads are prevented; non-repeatable reads and phantom reads can occur.
3. **ISOLATION\_** [**READ\_UNCOMMITTED**](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/transaction/annotation/Isolation.html#READ_UNCOMMITTED) **:** A constant indicating that dirty reads, non-repeatable reads and phantom reads can occur.
4. **ISOLATION\_** [**REPEATABLE\_READ**](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/transaction/annotation/Isolation.html#REPEATABLE_READ)**:** A constant indicating that dirty reads and non-repeatable reads are prevented; phantom reads can occur.
5. **ISOLATION\_** [**SERIALIZABLE**](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/transaction/annotation/Isolation.html#SERIALIZABLE) **:** A constant indicating that dirty reads, non-repeatable reads and phantom reads are prevented.

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Dirty Reads** | **Non-Repeatable Reads** | **Phantom Read** |
| **DEFAULT** | Not Prevented | Not Prevented | Not Prevented |
| [READ\_UNCOMMITTED](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/transaction/annotation/Isolation.html#READ_UNCOMMITTED) | Not Prevented | Not Prevented | Not Prevented |
| [READ\_COMMITTED](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/transaction/annotation/Isolation.html#READ_COMMITTED) | Prevented | Not Prevented | Not Prevented |
| [REPEATABLE\_READ](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/transaction/annotation/Isolation.html#REPEATABLE_READ) | Prevented | Prevented | Not Prevented |
| [SERIALIZABLE](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/transaction/annotation/Isolation.html#SERIALIZABLE) | Prevented | Prevented | Prevented |

### READ-ONLY:

**B**y applying readonly to a transaction,the underlying datastore will apply some performance optimization to render data more faster.

### TIMEOUT:

By applying transaction timeout we can ensure that the txn times out after certain number of seconds.

### Rollback:

Rollback tells txnmgr to rollback a txn when an exception occours.

By default a txn gets rolled back when a runtime exeption occours.

## Declarative Transaction Management

Links for ref : <http://www.tutorialspoint.com/spring/declarative_management.htm>

Declarative transaction management approach allows you to manage the transaction with the help of configuration instead of hard coding in your source code. This means that you can separate transaction management from the business code. You only use annotations or XML based configuration to manage the transactions. The bean configuration will specify the methods to be transactional. Here are the steps associated with declarative transaction:

* We use <tx:advice /> tag, which creates a transaction-handling advice and same time we define a **pointcut** that matches all methods we wish to make transactional and reference the transactional advice.
* If a method name has been included in the transactional configuration then created advice will begin the transaction before calling the method.
* Target method will be executed in a *try / catch* block.
* If the method finishes normally, the AOP advice commits the transaction successfully otherwise it performs a rollback.

<!-- We use <tx:advice /> tag, which creates a transaction-handling advice and same time we define a **pointcut** that matches all methods we wish to make transactional and reference the transactional advice -->

<tx:advice id="txAdvice" transaction-manager="transactionManager">

<tx:attributes>

<tx:method name="create"/>

</tx:attributes>

</tx:advice>

<aop:config>

<aop:pointcut id="createOperation"

expression="execution(\* com.tutorialspoint.StudentJDBCTemplate.create(..))"/>

<aop:advisor advice-ref="txAdvice" pointcut-ref="createOperation"/>

</aop:config>

<!-- Initialization for TransactionManager -->

<bean id="transactionManager"

class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource" />

</bean>

* ***Advice***: action taken by an aspect at a particular join point. Different types of advice include "around," "before" and "after" advice. (Advice types are discussed below.) Many AOP frameworks, including Spring, model an advice as an *interceptor*, maintaining a chain of interceptors *around* the join point.
* ***Pointcut***: a predicate that matches join points. Advice is associated with a pointcut expression and runs at any join point matched by the pointcut (for example, the execution of a method with a certain name). The concept of join points as matched by pointcut expressions is central to AOP, and Spring uses the AspectJ pointcut expression language by default.

## Programmatic Transaction Management

Links for ref : <http://www.tutorialspoint.com/spring/programmatic_management.htm>

Programmatic transaction management approach allows you to manage the transaction with the help of **programming in your source code**. That gives you extreme flexibility, but it is difficult to maintain.

We use ***PlatformTransactionManage****r* directly to implement programmatic approach to implement transactions.

To start a new transaction you need to have a instance of *TransactionDefinition* with the appropriate transaction attributes. For this example we will simply create an instance of*DefaultTransactionDefinition* to use the default transaction attributes.

Once the TransactionDefinition is created, you can start your transaction by calling *getTransaction()* method, which returns an instance of*TransactionStatus*. The *TransactionStatus* objects helps in tracking the current status of the transaction and finally, if everything goes fine, you can use*commit()* method of *PlatformTransactionManager* to commit the transaction, otherwise you can use *rollback()* to rollback the complete operation.

<!-- Initialization for TransactionManager -->

<bean id="transactionManager"

class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource" />

</bean>

Code snippet:

private PlatformTransactionManager transactionManager;

public void setTransactionManager(PlatformTransactionManager transactionManager) {

this.transactionManager = transactionManager;

public void create(String name, Integer age, Integer marks, Integer year){

TransactionDefinition def = new DefaultTransactionDefinition();

TransactionStatus status = transactionManager.getTransaction(def);

try {

the sql statements goes here

transactionManager.commit(status);

}

catch (DataAccessException e) {

System.out.println("Error in creating record, rolling back");

transactionManager.rollback(status);

throw e;

}

In Spring.xml declare the transaction bean

<!-- Initialization for TransactionManager -->

<bean id = "transactionManager"

class = "org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name = "dataSource" ref = "dataSource" />

</bean>

## Programmatic Vs Declarative Transaction Management

**Programmatic transaction management** is usually a good idea only if you have a small number of transactional operations. For example, if you have a web application that require transactions only for certain update operations, you may not want to set up transactional proxies using Spring or any other technology. In this case, using theTransactionTemplate *may* be a good approach. Being able to set the transaction name explicitly is also something that can only be done using the programmatic approach to transaction management.

On the other hand, if your application has numerous transactional operations, **declarative transaction management** is usually worthwhile. It keeps transaction management out of business logic, and is not difficult to configure. When using the Spring Framework, rather than EJB CMT, the configuration cost of declarative transaction management is greatly reduced.

# Hibernate

## Mapping

### One-to-One Mapping :

4 ways to create one-to-one relationships between two entities

1. **First technique** is most widely used and uses a foreign key column in one to table.\

@OneToOne

@JoinColumn(name="ACCOUNT\_ID")

private AccountEntity account;

*To declare a side as not responsible for the relationship, the attribute* [**mappedBy**](http://docs.oracle.com/javaee/5/api/javax/persistence/OneToOne.html#mappedBy%28%29) *is used*. mappedBy refers to the property name of the association on the owner side.

@OneToOne(mappedBy="account")

private EmployeeEntity employee;

Running above code creates desired schema in database and run these SQL queries.

Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)

Hibernate: insert into Employee (ACCOUNT\_ID, EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?, ?)

1. **Second technique** uses a rather known solution of having a third table to store mapping between first two tables.

In this technique, main annotation to be used is [**@JoinTable**](http://docs.oracle.com/javaee/5/api/javax/persistence/JoinTable.html). **This annotation is used to define the new table name (mandatory) and foreign keys from both of the tables**. Lets see how it is used:

@OneToOne(cascade = CascadeType.ALL)

@JoinTable(name="EMPLOYEE\_ACCCOUNT", joinColumns = @JoinColumn(name="EMPLOYEE\_ID"),

inverseJoinColumns = @JoinColumn(name="ACCOUNT\_ID"))

private AccountEntity account;

Above code generates the below query:

Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)

Hibernate: insert into Employee (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)

Hibernate: insert into EMPLOYEE\_ACCCOUNT (ACCOUNT\_ID, EMPLOYEE\_ID) values (?, ?)

1. **Third technique** is something new which uses a common primary key value in both the tables. In this technique, hibernate will ensure that it will use a common primary key value in both the tables

@OneToOne(cascade = CascadeType.ALL)

@PrimaryKeyJoinColumn

private AccountEntity account;

Above code generates the below query:

Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)

Hibernate: insert into Employee (ACCOUNT\_ID, EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?, ?)

1. **Fourth technique** is by defining in xml**.**

File : Stock.hbm.xml

<one-to-one name="stockDetail" class="com.mkyong.stock.StockDetail" cascade="save-update"></one-to-one>

File : StockDetail.hbm.xml

<id name="stockId" type="java.lang.Integer">

<column name="STOCK\_ID" />

<generator class="**foreign**">

<param name="property">stock</param>

</generator>

</id>

<one-to-one name="stock" class="com.mkyong.stock.Stock"

constrained="true"></one-to-one>

The main difficulty in this **one-to-one** relationship is ensuring both are assigned the same primary key. In StockDetail.hbm.xml, a special **foreign identifier generator** is declared, it will know get the primary key value from STOCK table. With constrained=”true”, it ensure the Stock must exists.

### One-to-Many Mapping

We have to write two entities i.e. EmployeeEntity and AccountEntity such that multiple accounts can be associated with a single employee

This problem can be solved in two different ways

* 1. One is to have a foreign key column in account table i.e. EMPLOYEE\_ID. This column will refer to primary key of Employee table. This way no two accounts can be associated with multiple employees.

**EmployeeEntity.java**

@OneToMany(cascade=CascadeType.ALL)

@JoinColumn(name="EMPLOYEE\_ID")

private Set<AccountEntity> accounts;

**AccountEntity.java**

@ManyToOne

private EmployeeEntity employee;

Output:

Hibernate: insert into Employee (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)

Hibernate: insert into ACCOUNT (ACC\_NUMBER, employee\_ID) values (?, ?)

Hibernate: insert into ACCOUNT (ACC\_NUMBER, employee\_ID) values (?, ?)

Hibernate: insert into Employee (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)

Hibernate: insert into ACCOUNT (ACC\_NUMBER, employee\_ID) values (?, ?)

Hibernate: update ACCOUNT set EMPLOYEE\_ID=? where ID=?

Hibernate: update ACCOUNT set EMPLOYEE\_ID=? where ID=?

Hibernate: update ACCOUNT set EMPLOYEE\_ID=? where ID=?

* 1. Another approach is to have a common join table let’s say EMPLOYEE\_ACCOUNT. This table will have two column i.e. EMP\_ID which will be foreign key referring to primary key in EMPLOYEE table and similarly ACCOUNT\_ID which will be foreign key referring to primary key of ACCOUNT table.

**EmployeeEntity.java**

@OneToMany(cascade=CascadeType.ALL)

@JoinTable(name="EMPLOYEE\_ACCOUNT", joinColumns={@JoinColumn(name="EMPLOYEE\_ID", referencedColumnName="ID")}

, inverseJoinColumns={@JoinColumn(name="ACCOUNT\_ID", referencedColumnName="ID")})

private Set<AccountEntity> accounts;

Output:

Hibernate: insert into Employee (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)

Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)

Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)

Hibernate: insert into EMPLOYEE\_ACCOUNT (EMPLOYEE\_ID, ACCOUNT\_ID) values (?, ?)

Hibernate: insert into EMPLOYEE\_ACCOUNT (EMPLOYEE\_ID, ACCOUNT\_ID) values (?, ?)

* 1. XML Based:

This is a one-to-many relationship table design, a STOCK table has many occurrences STOCK\_DAILY\_RECORD table

Stock.hbm.xml

<set name="stockDailyRecords" table="stock\_daily\_record"

inverse="true" lazy="true" fetch="select">

<key>

<column name="STOCK\_ID" not-null="true" />

</key>

<one-to-many class="com.mkyong.stock.StockDailyRecord" />

</set>

StockDailyRecord.hbm.xml

<many-to-one name="stock" class="com.mkyong.stock.Stock" fetch="select">

<column name="STOCK\_ID" not-null="true" />

</many-to-one>

### Many-to-Many Mapping

1. To demonstrate many to many mapping, we will associate two entities i.e. ReaderEntity and SubscriptionEntity. Owner entity is the entity which is responsible make making the association and maintaining it. In our case, I am making ReaderEntity the owner entity. @JoinTable annotation has been used to make this association.

**ReaderEntity.java**

**@**ManyToMany(cascade=CascadeType.ALL)

@JoinTable(name="READER\_SUBSCRIPTIONS",joinColumns={@JoinColumn(referencedColumnName="ID")}, inverseJoinColumns={@JoinColumn(referencedColumnName="ID")})

private Set<SubscriptionEntity> subscriptions;

Our mapped entity is SubscriptionEntity which is mapped to ReaderEntity using “**mappedBy**” attribute.

**SubscriptionEntity.java**

@ManyToMany(mappedBy="subscriptions")

private Set<ReaderEntity> readers;

Output:

Hibernate: insert into READER (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)

Hibernate: insert into SUBSCRIPTION (SUBS\_NAME) values (?)

Hibernate: insert into SUBSCRIPTION (SUBS\_NAME) values (?)

Hibernate: insert into READER (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)

Hibernate: insert into READER\_SUBSCRIPTIONS (readers\_ID, subscriptions\_ID) values (?, ?)

Hibernate: insert into READER\_SUBSCRIPTIONS (readers\_ID, subscriptions\_ID) values (?, ?)

Hibernate: insert into READER\_SUBSCRIPTIONS (readers\_ID, subscriptions\_ID) values (?, ?)

Hibernate: insert into READER\_SUBSCRIPTIONS (readers\_ID, subscriptions\_ID) values (?, ?)

1. XML Based:

This is a many-to-many relationship table design, a STOCK table has more than one CATEGORY, and CATEGORY can belong to more than one STOCK, the relationship is linked with a third table called STOCK\_CATEGORY.

Stock.hbm.xml

<set name="categories" table="stock\_category"

inverse="false" lazy="true" fetch="select" cascade="all" >

<key>

<column name="STOCK\_ID" not-null="true" />

</key>

<many-to-many entity-name="com.mkyong.stock.Category">

<column name="CATEGORY\_ID" not-null="true" />

</many-to-many>

</set>

Category.hbm.xml

<set name="stocks" table="stock\_category" inverse="true" lazy="true" fetch="select">

<key>

<column name="CATEGORY\_ID" not-null="true" />

</key>

<many-to-many entity-name="com.mkyong.stock.Stock">

<column name="STOCK\_ID" not-null="true" />

</many-to-many>

</set>

## Mapping collection in mapping file

There are many subelements of **<class>** elements to map the collection. They are **<list>**, **<bag>**, **<set>** and **<map>**.

**<list>**

**T**here are three subelements used in the list:

* **<key>** element is used to define the foreign key in this table based on the Question class identifier.
* **<index>** element is used to identify the type. List and Map are indexed collection.
* **<element>** is used to define the element of the collection
* But if collection stores entity reference (another class objects), we need to define **<one-to-many>** or **<many-to-many>** element.

**<bag>**,

The bag is just like List but it doesn't require index element.

**<set>**

The set element doesn't require index element. The one difference between List and Set is that, it stores only unique values.

**<map>**.

As we know, list and map are index-based collections. In case of map, index column works as the key and element column works as the value.

## Hibernate Caching

1. ***First Level Cache:*** Hibernate first level cache is associated with the Session object. Hibernate first level cache is enabled by default and there is no way to disable it. However hibernate provides methods through which we can delete selected objects from the cache or clear the cache completely.

Any object cached in a session will not be visible to other sessions and when the session is closed, all the cached objects will also be lost.

* Hibernate First Level cache is enabled by default, there are no configurations needed for this.
* Hibernate first level cache is session specific, that’s why when we are getting the same data in same session there is no query fired whereas in other session query is fired to load the data.
* Hibernate first level cache can have old values, as you can see above that I have put my program to sleep for 10 seconds and in that time I updated the value (name from Pankaj to PankajK) in database but it didn’t get reflected in the same session. But in other session, we got the updated value.
* We can use session evict() method to remove a single object from the hibernate first level cache.
* We can use session clear() method to clear the cache i.e delete all the objects from the cache.
* We can use session contains() method to check if an object is present in the hibernate cache or not, if the object is found in cache, it returns true or else it returns false.
* Since hibernate cache all the objects into session first level cache, while running bulk queries or batch updates it’s necessary to clear the cache at certain intervals to avoid memory issues.

1. ***Second Level Cache:*** Hibernate Second Level cache is disabled by default but we can enable it through configuration. Currently EHCache and Infinispan provides implementation for Hibernate Second level cache and we can use them. We will look into this in the next tutorial for hibernate caching.

Different strategies for caching an object.:

* ***Read Only:*** This caching strategy should be used for persistent objects that will always read but never updated. It’s good for reading and caching application configuration and other static data that are never updated.
* ***Read Write:*** It’s good for persistent objects that can be updated by the hibernate application. However if the data is updated either through backend or other applications, then there is no way hibernate will know about it and data might be stale. So while using this strategy, make sure you are using Hibernate API for updating the data.
* ***Nonrestricted Read Write:*** If the application only occasionally needs to update data and strict transaction isolation is not required, a nonstrict-read-write cache might be appropriate.
* ***Transactional:*** The transactional cache strategy provides support for fully transactional cache providers such as JBoss TreeCache. Such a cache can only be used in a JTA environment and you must specify hibernate.transaction.manager\_lookup\_class.

For hibernate second level cache, we would need to add **ehcache-core** and **hibernate-ehcache** dependencies in our application.

<property name="hibernate.cache.region.factory\_class">org.hibernate.cache.ehcache.EhCacheRegionFactory</property>

<!-- enable second level cache and query cache -->

<property name="hibernate.cache.use\_second\_level\_cache">true</property>

<property name="hibernate.cache.use\_query\_cache">true</property>

<property name="net.sf.ehcache.configurationResourceName">/myehcache.xml</property>

1. ***hibernate.cache.region.factory\_class*** is used to define the Factory class for Second level caching, I am using org.hibernate.cache.ehcache.EhCacheRegionFactory for this. If you want the factory class to be singleton, you should use org.hibernate.cache.ehcache.SingletonEhCacheRegionFactory class.

If you are using Hibernate 3, corresponding classes will be net.sf.ehcache.hibernate.EhCacheRegionFactory and net.sf.ehcache.hibernate.SingletonEhCacheRegionFactory.

1. ***hibernate.cache.use\_second\_level\_cache*** is used to enable the second level cache.
2. ***hibernate.cache.use\_query\_cache*** is used to enable the query cache, without it HQL queries results will not be cached.
3. ***net.sf.ehcache.configurationResourceName*** is used to define the EHCache configuration file location, it’s an optional parameter and if it’s not present EHCache will try to locate ehcache.xml file in the application classpath.
4. ***Query Cache***: Hibernate can also cache result set of a query. Hibernate Query Cache doesn’t cache the state of the actual entities in the cache; it caches only identifier values and results of value type. So it should always be used in conjunction with the second-level cache.

## Pagination in Hibernate

If Hibernate fetches large amount of data (records) from the database, it consumes lot of memory. To consume less RAM memory, the data can be obtained in installments from the database. One solution is using **pagination**

**Query q = session.createQuery("select \* from Student");** // you can use order by also

**q.setFirstResult(3**); // starting position of the record (first record is 0, that is, 0, 1, 2, 3)

**q.setMaxResults(5);** // size of page; each page displays 5 records (3, 4, 5, 6, 7)

**List list1 = q.list();//** iterate the list to get each page with Iterator or for loop

# Configure LOG4J in Java

The steps to use log4j in your Java application are as follows:

* 1. Download latest log4j distribution.
  2. Add log4j’s jar library into your program’s classpath.
  3. Create log4j’s configuration.
  4. Initialize log4j with the configuration.
  5. Create a logger.
  6. Put logging statements into your code.

**Create log4j’s configuration :**

configuring log4j involves in the following tasks:

* + **Configure the root logger.**

**log4j.rootLogger**=level[, appender1, appender2…]

Where level can be one of the following values (in ascending order of severity): ALL, DEBUG, INFO, WARN, ERROR, FATAL, and OFF. These constants are defined in the class org.apache.log4j.Level.

appender1, appender2 are names of the appenders that configures how messages are logged, i.e. to standard console or log files.

One logger can have multiple appenders, each one is configured individually by some properties start with **log4j.appender.<*appender\_name>.***For example:

log4j.rootLogger=DEBUG, ConsoleAppender, FileAppender

That tell log4j configures the root logger to log all messages from DEBUG level to console and to log file.

* + **Configure individual loggers (if needed).**

It is possible to configure loggers other than the root logger. The syntax is similar:

**log4j.logger.***<logger-name>*=level[, appender1, appender2…]

* + **Specify appenders.**

In log4j’s terms, an appender specifies how messages are logged. An appender is a class that implements the interface org.apache.log4j.Appender and is configured in configuration file follows this syntax:

**log4j.appender.**<*appender\_name>****=****<appender\_class\_name>*

**log4j.appender.**<*appender\_name>.<property1\_name>****=****<property1\_value>*

**log4j.appender.**<*appender\_name>.<property2\_name>****=****<property2\_value>*

* + **Specify message layout.**

With log4j, messages are logged in a specified format which is referred as “layout”. Each appender is associated with a layout follows this syntax:

**log4j.appender.**<*appender\_name>.***layout=***<layout\_class\_name>*

**log4j.appender.**<*appender\_name>.***layout.ConversionPattern=***<conversion\_pattern>*

**Initialize log4j with the configuration:**

static Logger logger = Logger.getLogger(PropertiesFileLog4jExample.class);

# Open Services Gateway Initiative (OSGi)

The Open Services Gateway Initiative (OSGi) defines an architecture for developing and deploying modular applications and libraries.

The [Open Services Gateway Initiative (OSGi)](http://www.javaworld.com/article/2077837/application-development/java-se-hello-osgi-part-1-bundles-for-beginners.html#resources), also known as the [Dynamic Module System for Java](http://www.javaworld.com/article/2077837/application-development/java-se-hello-osgi-part-1-bundles-for-beginners.html#resources), defines an architecture for modular application development. OSGi container implementations such as [Knopflerfish](http://www.javaworld.com/article/2077837/application-development/java-se-hello-osgi-part-1-bundles-for-beginners.html#resources), [Equinox](http://www.javaworld.com/article/2077837/application-development/java-se-hello-osgi-part-1-bundles-for-beginners.html#resources), and [Apache Felix](http://www.javaworld.com/article/2077837/application-development/java-se-hello-osgi-part-1-bundles-for-beginners.html#resources) allow you to break your application into multiple modules and thus more easily manage cross-dependencies between them.

* You can install, uninstall, start, and stop different modules of your application dynamically without restarting the container.
* Your application can have more than one version of a particular module running at the same time.
* OSGi provides very good infrastructure for developing service-oriented applications, as well as embedded, mobile, and rich internet apps.

Eclipse create two files: Activator.java and MANIFEST.MF.

If your bundle needs to be notified at the time of bundle startup or shutdown then you should create a class implementing the BundleActivator interface.

The BundleActivator class must have a public constructor that takes no parameters. The OSGi framework can create a BundleActivator object by calling Class.newInstance().

The container will call the start() method of your Activator class to start the bundle.

The container will call the stop() method of your Activator class to report that it is shutting down a bundle.

Once your Activator class is ready you should relay its fully qualified name to the container using your MANIFEST.MF file.

The MANIFEST.MF file acts as deployment descriptor for your bundle. The format for this file is the same as that of a normal JAR file, so it consists of a set of headers with values. The OSGi specification defines a set of headers that you can use to describe your bundle to the OSGi container.

***Bundle-ManifestVersion*:** The Bundle-ManifestVersion header tells the OSGi container that this bundle follows the rules of the OSGi specification. A value of *2* means that the bundle is compliant with OSGi specification Release 4; a value of *1* means that it is compliant with Release 3 or earlier.

***Bundle-Name :*** The Bundle-Name header defines a short, human-readable name for the bundle.

***Bundle-SymbolicName :*** The Bundle-SymbolicName header specifies a unique, non-localizable name for the bundle. This is the name you will use while referring a given bundle from other bundles.

***Bundle-Version :*** The Bundle-Version header specifies the version of the bundle.

***Bundle-Activator :*** The Bundle-Activator header specifies the name of the optional listener class to be notified of bundle *start* and *stop* events. In Listing 2 the value of this header is com.javaworld.sample.helloworld.Activator.

***Bundle-Vendor :*** The Bundle-Vendor header contains a human-readable description of the bundle vendor.

***Bundle-Localization* :** The Bundle-Localization header contains the location in the bundle where localization files can be found. The Hello World bundle doesn't contain any locale-specific files, but the eclipse IDE still generates this header.

***Import-Package :*** The Import-Package header defines imported packages for the bundle. You'll learn more about this when I discuss dependency management, later in the article.

 start <bundleid> starts a bundle.

 stop <bundleid> stops a bundle.

 update <bundleid> updates a bundle with a new JAR file.

 install <bundleURL> installs a new bundle into the OSGi container.

 uninstall <bundleid> uninstalls already installed bundles from the OSGi container.