#### **字符串**

字符串是以单引号'或双引号"括起来的任意文本，比如'abc'，"xyz"等等。请注意，''或""本身只是一种表示方式，不是字符串的一部分，因此，字符串'abc'只有a，b，c这3个字符。如果'本身也是一个字符，那就可以用""括起来，比如"I'm OK"包含的字符是I，'，m，空格，O，K这6个字符。

如果字符串内部既包含'又包含"怎么办？可以用转义字符\来标识，比如：

'I\'m \"OK\"!'

表示的字符串内容是：

I'm "OK"!

转义字符\可以转义很多字符，比如\n表示换行，\t表示制表符，字符\本身也要转义，所以\\表示的字符就是\，可以在Python的交互式命令行用print()打印字符串看看：

>>> **print**('I\'m ok.')

I'm ok.

>>> print('I\'m learning\nPython.')

I'm learning

Python.

>>> print('\\\n\\')

\

\

如果字符串里面有很多字符都需要转义，就需要加很多\，为了简化，Python还允许用r''表示''内部的字符串默认不转义，可以自己试试：

>>> print('\\\t\\')

\ \>>> print(r'\\\t\\')

\\\t\\

如果字符串内部有很多换行，用\n写在一行里不好阅读，为了简化，Python允许用'''...'''的格式表示多行内容，可以自己试试：

>>> print('''line1... line2... line3''')

line1

line2

line3

上面是在交互式命令行内输入，注意在输入多行内容时，提示符由>>>变为...，提示你可以接着上一行输入。如果写成程序，就是：

print('''line1

line2

line3''')

多行字符串'''...'''还可以在前面加上r使用，请自行测试。

#### **空值**

空值是Python里一个特殊的值，用None表示。None不能理解为0，因为0是有意义的，而None是一个特殊的空值。

### **变量**

在Python中，等号=是赋值语句，可以把任意数据类型赋值给变量，同一个变量可以反复赋值，而且可以是不同类型的变量，例如：

a = 123 *# a是整数***print**(a)

a = 'ABC' *# a变为字符串***print**(a)

这种变量本身类型不固定的语言称之为动态语言，与之对应的是静态语言。静态语言在定义变量时必须指定变量类型，如果赋值的时候类型不匹配，就会报错。例如Java是静态语言

### 常量

所谓常量就是不能变的变量，比如常用的数学常数π就是一个常量。在Python中，通常用全部大写的变量名表示常量：

PI = 3.14159265359

但事实上PI仍然是一个变量，Python根本没有任何机制保证PI不会被改变，所以，用全部大写的变量名表示常量只是一个习惯上的用法，如果你一定要改变变量PI的值，也没人能拦住你。

最后解释一下整数的除法为什么也是精确的。在Python中，有两种除法，一种除法是/：

>>> 10 / 33.3333333333333335

/除法计算结果是浮点数，即使是两个整数恰好整除，结果也是浮点数：

>>> 9 / 33.0

还有一种除法是//，称为地板除，两个整数的除法仍然是整数：

>>> 10 *// 3*

3

### 字符编码

搞清楚了ASCII、Unicode和UTF-8的关系，我们就可以总结一下现在计算机系统通用的字符编码工作方式：

在计算机内存中，统一使用Unicode编码，当需要保存到硬盘或者需要传输的时候，就转换为UTF-8编码。

对于单个字符的编码，Python提供了ord()函数获取字符的整数表示，chr()函数把编码转换为对应的字符：

>>> ord('A')65>>> ord('中')20013>>> chr(66)'B'>>> chr(25991)'文'

Python对bytes类型的数据用带b前缀的单引号或双引号表示：

x = b'ABC'

要注意区分'ABC'和b'ABC'，前者是str，后者虽然内容显示得和前者一样，但bytes的每个字符都只占用一个字节。

以Unicode表示的str通过encode()方法可以编码为指定的bytes，例如：

>>> 'ABC'.encode('ascii')

b'ABC'

>>> '中文'.encode('utf-8')

b'\xe4\xb8\xad\xe6\x96\x87'

>>> '中文'.encode('ascii')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

UnicodeEncodeError: 'ascii' codec can't encode characters in position 0-1: ordinal not in range(128)

纯英文的str可以用ASCII编码为bytes，内容是一样的，含有中文的str可以用UTF-8编码为bytes。含有中文的str无法用ASCII编码，因为中文编码的范围超过了ASCII编码的范围，Python会报错。

在bytes中，无法显示为ASCII字符的字节，用\x##显示。

反过来，如果我们从网络或磁盘上读取了字节流，那么读到的数据就是bytes。要把bytes变为str，就需要用decode()方法：

>>> b'ABC'.decode('ascii')'ABC'>>> b'\xe4\xb8\xad\xe6\x96\x87'.decode('utf-8')'中文'

### list

如果要取最后一个元素，除了计算索引位置外，还可以用-1做索引，直接获取最后一个元素：

>>> classmates[-1]'Tracy'

以此类推，可以获取倒数第2个、倒数第3个

要删除list末尾的元素，用pop()方法：

>>> classmates.pop()'Adam'>>> classmates

['Michael', 'Jack', 'Bob', 'Tracy']

要删除指定位置的元素，用pop(i)方法，其中i是索引位置：

>>> classmates.pop(1)'Jack'>>> classmates

['Michael', 'Bob', 'Tracy']

### tuple

tuple和list非常类似，但是tuple一旦初始化就不能修改，比如同样是列出同学的名字：

>>> classmates = ('Michael', 'Bob', 'Tracy')

现在，classmates这个tuple不能变了，它也没有append()，insert()这样的方法。其他获取元素的方法和list是一样的，你可以正常地使用classmates[0]，classmates[-1]，但不能赋值成另外的元素。

不可变的tuple有什么意义？因为tuple不可变，所以代码更安全。如果可能，能用tuple代替list就尽量用tuple。

要定义一个只有1个元素的tuple，如果你这么定义：

>>> t = (1)>>> t1

定义的不是tuple，是1这个数！这是因为括号()既可以表示tuple，又可以表示数学公式中的小括号，这就产生了歧义，因此，Python规定，这种情况下，按小括号进行计算，计算结果自然是1。

所以，只有1个元素的tuple定义时必须加一个逗号,，来消除歧义：

>>> t = (1,)>>> t

(1,)

Python在显示只有1个元素的tuple时，也会加一个逗号,，以免你误解成数学计算意义上的括号。

### 条件判断

elif是else if的缩写，完全可以有多个elif，所以if语句的完整形式就是：

if <条件判断1>:

<执行1>

elif <条件判断2>:

<执行2>

else:

<执行4>

#### 函数的参数

默认参数必须指向不变对象！

### \_\_slots\_\_

Python允许在定义class的时候，定义一个特殊的\_\_slots\_\_变量，来限制该class实例能添加的属性：

**class Student(object):**

\_\_slots\_\_ = ('name', 'age') *# 用tuple定义允许绑定的属性名称*

使用\_\_slots\_\_要注意，\_\_slots\_\_定义的属性仅对当前类实例起作用，对继承的子类是不起作用的。除非在子类中也定义\_\_slots\_\_，这样，子类实例允许定义的属性就是自身的\_\_slots\_\_加上父类的\_\_slots\_\_

#### @property

**class Student(object):**

**def** **get\_score**(self):

**return** self.\_score

**def** **set\_score**(self, value):

**if** **not** isinstance(value, int):

**raise** ValueError('score must be an integer!')

**if** value < 0 **or** value > 100:

**raise** ValueError('score must between 0 ~ 100!')

self.\_score = value

还可以定义只读属性，只定义getter方法，不定义setter方法就是一个只读属性：

**class Student(object):**

@property

**def** **birth**(self):

**return** self.\_birth

@birth.setter

**def** **birth**(self, value):

self.\_birth = value

@property

**def** **age**(self):

**return** 2015 - self.\_birth

上面的birth是可读写属性，而age就是一个****只读****属性，因为age可以根据birth和当前时间计算出来。

#### 多重继承

Python自带的很多库也使用了MixIn。举个例子，Python自带了TCPServer和UDPServer这两类网络服务，而要同时服务多个用户就必须使用多进程或多线程模型，这两种模型由ForkingMixIn和ThreadingMixIn提供。通过组合，我们就可以创造出合适的服务来。

比如，编写一个多进程模式的TCP服务，定义如下：

**class MyTCPServer(TCPServer, ForkingMixIn):**

**pass**

编写一个多线程模式的UDP服务，定义如下：

**class MyUDPServer(UDPServer, ThreadingMixIn):**

**pass**

如果你打算搞一个更先进的协程模型，可以编写一个CoroutineMixIn：

**class MyTCPServer(TCPServer, CoroutineMixIn):**

**pass**

这样一来，我们不需要复杂而庞大的继承链，只要选择组合不同的类的功能，就可以快速构造出所需的子类。

由于Python允许使用多重继承，因此，MixIn就是一种常见的设计。

只允许单一继承的语言（如Java）不能使用MixIn的设计。

在Python中叫pickling，在其他语言中也被称之为serialization，marshalling，flattening等等，都是一个意思。

#### 文件读写

为了保证无论是否出错都能正确地关闭文件，我们可以使用try ... finally来实现：

**try**:

f = open('/path/to/file', 'r')

print(f.read())**finally**:

**if** f:

f.close()

但是每次都这么写实在太繁琐，所以，Python引入了with语句来自动帮我们调用close()方法：

**with** open('/path/to/file', 'r') **as** f:

print(f.read())

这和前面的try ... finally是一样的，但是代码更佳简洁，并且不必调用f.close()方法。

#### 序列化

把变量从内存中变成可存储或传输的过程称之为序列化，在Python中叫pickling，在其他语言中也被称之为serialization，marshalling，flattening等等，都是一个意思。

序列化之后，就可以把序列化后的内容写入磁盘，或者通过网络传输到别的机器上。

反过来，把变量内容从序列化的对象重新读到内存里称之为反序列化，即unpickling。

Python提供了pickle模块来实现序列化。

#### 多线程

由于线程是操作系统直接支持的执行单元，因此，高级语言通常都内置多线程的支持，Python也不例外，并且，Python的线程是真正的Posix Thread，而不是模拟出来的线程。

Python的标准库提供了两个模块：\_thread和threading，\_thread是低级模块，threading是高级模块，对\_thread进行了封装。绝大多数情况下，我们只需要使用threading这个高级模块。

多线程编程，模型复杂，容易发生冲突，必须用锁加以隔离，同时，又要小心死锁的发生。

Python解释器由于设计时有GIL全局锁，导致了多线程无法利用多核。多线程的并发在Python中就是一个美丽的梦。

#### ThreadLocal

全局变量local\_school就是一个ThreadLocal对象，每个Thread对它都可以读写student属性，但互不影响。你可以把local\_school看成全局变量，但每个属性如local\_school.student都是线程的局部变量，可以任意读写而互不干扰，也不用管理锁的问题，ThreadLocal内部会处理。

可以理解为全局变量local\_school是一个dict，不但可以用local\_school.student，还可以绑定其他变量，如local\_school.teacher等等。

ThreadLocal最常用的地方就是为每个线程绑定一个数据库连接，HTTP请求，用户身份信息等，这样一个线程的所有调用到的处理函数都可以非常方便地访问这些资源。

### 小结

一个ThreadLocal变量虽然是全局变量，但每个线程都只能读写自己线程的独立副本，互不干扰。ThreadLocal解决了参数在一个线程中各个函数之间互相传递的问题。

#### 进程 vs. 线程

我们介绍了多进程和多线程，这是实现多任务最常用的两种方式。现在，我们来讨论一下这两种方式的优缺点。

首先，要实现多任务，通常我们会设计Master-Worker模式，Master负责分配任务，Worker负责执行任务，因此，多任务环境下，通常是一个Master，多个Worker。

如果用多进程实现Master-Worker，主进程就是Master，其他进程就是Worker。

如果用多线程实现Master-Worker，主线程就是Master，其他线程就是Worker。

多进程模式最大的优点就是稳定性高，因为一个子进程崩溃了，不会影响主进程和其他子进程。（当然主进程挂了所有进程就全挂了，但是Master进程只负责分配任务，挂掉的概率低）著名的Apache最早就是采用多进程模式。

多进程模式的缺点是创建进程的代价大，在Unix/Linux系统下，用fork调用还行，在Windows下创建进程开销巨大。另外，操作系统能同时运行的进程数也是有限的，在内存和CPU的限制下，如果有几千个进程同时运行，操作系统连调度都会成问题。

多线程模式通常比多进程快一点，但是也快不到哪去，而且，多线程模式致命的缺点就是任何一个线程挂掉都可能直接造成整个进程崩溃，因为所有线程共享进程的内存。在Windows上，如果一个线程执行的代码出了问题，你经常可以看到这样的提示：“该程序执行了非法操作，即将关闭”，其实往往是某个线程出了问题，但是操作系统会强制结束整个进程。

在Windows下，多线程的效率比多进程要高，所以微软的IIS服务器默认采用多线程模式。由于多线程存在稳定性的问题，IIS的稳定性就不如Apache。为了缓解这个问题，IIS和Apache现在又有多进程+多线程的混合模式，真是把问题越搞越复杂。

### 线程切换

无论是多进程还是多线程，只要数量一多，效率肯定上不去，为什么呢？

我们打个比方，假设你不幸正在准备中考，每天晚上需要做语文、数学、英语、物理、化学这5科的作业，每项作业耗时1小时。

如果你先花1小时做语文作业，做完了，再花1小时做数学作业，这样，依次全部做完，一共花5小时，这种方式称为单任务模型，或者批处理任务模型。

假设你打算切换到多任务模型，可以先做1分钟语文，再切换到数学作业，做1分钟，再切换到英语，以此类推，只要切换速度足够快，这种方式就和单核CPU执行多任务是一样的了，以幼儿园小朋友的眼光来看，你就正在同时写5科作业。

但是，切换作业是有代价的，比如从语文切到数学，要先收拾桌子上的语文书本、钢笔（这叫保存现场），然后，打开数学课本、找出圆规直尺（这叫准备新环境），才能开始做数学作业。操作系统在切换进程或者线程时也是一样的，它需要先保存当前执行的现场环境（CPU寄存器状态、内存页等），然后，把新任务的执行环境准备好（恢复上次的寄存器状态，切换内存页等），才能开始执行。这个切换过程虽然很快，但是也需要耗费时间。如果有几千个任务同时进行，操作系统可能就主要忙着切换任务，根本没有多少时间去执行任务了，这种情况最常见的就是硬盘狂响，点窗口无反应，系统处于假死状态。

所以，多任务一旦多到一个限度，就会消耗掉系统所有的资源，结果效率急剧下降，所有任务都做不好。

### 计算密集型 vs. IO密集型

是否采用多任务的第二个考虑是任务的类型。我们可以把任务分为计算密集型和IO密集型。

计算密集型任务的特点是要进行大量的计算，消耗CPU资源，比如计算圆周率、对视频进行高清解码等等，全靠CPU的运算能力。这种计算密集型任务虽然也可以用多任务完成，但是任务越多，花在任务切换的时间就越多，CPU执行任务的效率就越低，所以，要最高效地利用CPU，计算密集型任务同时进行的数量应当等于CPU的核心数。

计算密集型任务由于主要消耗CPU资源，因此，代码运行效率至关重要。Python这样的脚本语言运行效率很低，完全不适合计算密集型任务。对于计算密集型任务，最好用C语言编写。

第二种任务的类型是IO密集型，涉及到网络、磁盘IO的任务都是IO密集型任务，这类任务的特点是CPU消耗很少，任务的大部分时间都在等待IO操作完成（因为IO的速度远远低于CPU和内存的速度）。对于IO密集型任务，任务越多，CPU效率越高，但也有一个限度。常见的大部分任务都是IO密集型任务，比如Web应用。

IO密集型任务执行期间，99%的时间都花在IO上，花在CPU上的时间很少，因此，用运行速度极快的C语言替换用Python这样运行速度极低的脚本语言，完全无法提升运行效率。对于IO密集型任务，最合适的语言就是开发效率最高（代码量最少）的语言，脚本语言是首选，C语言最差。

### 异步IO

考虑到CPU和IO之间巨大的速度差异，一个任务在执行的过程中大部分时间都在等待IO操作，单进程单线程模型会导致别的任务无法并行执行，因此，我们才需要多进程模型或者多线程模型来支持多任务并发执行。

现代操作系统对IO操作已经做了巨大的改进，最大的特点就是支持异步IO。如果充分利用操作系统提供的异步IO支持，就可以用单进程单线程模型来执行多任务，这种全新的模型称为事件驱动模型，Nginx就是支持异步IO的Web服务器，它在单核CPU上采用单进程模型就可以高效地支持多任务。在多核CPU上，可以运行多个进程（数量与CPU核心数相同），充分利用多核CPU。由于系统总的进程数量十分有限，因此操作系统调度非常高效。用异步IO编程模型来实现多任务是一个主要的趋势。

对应到Python语言，单线程的异步编程模型称为协程，有了协程的支持，就可以基于事件驱动编写高效的多任务程序。我们会在后面讨论如何编写协程。

多任务的两种方式：多进程和多线程。如果用多进程实现Master-Worker，主进程就是Master，其他进程就是Worker。如果用多线程实现Master-Worker，主线程就是Master，其他线程就是Worker。 多进程模式最大的优点就是稳定性高，缺点是创建代价大 过多的线程切换消耗资源。 计算密集型任务：使用像C语言，实现效率较高 IO密集型任务:使用脚本语言 例如python开发效率最高

异步IO，Python语言，单线程的异步编程模型称为协程

#### 分布式进程

Python的分布式进程接口简单，封装良好，适合需要把繁重任务分布到多台机器的环境下。 注意Queue的作用是用来传递任务和接收结果，每个任务的描述数据量要尽量小。比如发送一个处理日志文件的任务，就不要发送几百兆的日志文件本身，而是发送日志文件存放的完整路径，由Worker进程再去共享的磁盘上读取文件。

#### 正则表达式

Python提供re模块，包含所有正则表达式的功能。由于Python的字符串本身也用\转义，所以要特别注意：

s = 'ABC\\-001' *# Python的字符串# 对应的正则表达式字符串变成：# 'ABC\-001'*

因此我们强烈建议使用Python的r前缀，就不用考虑转义的问题了：

s = r'ABC\-001' *# Python的字符串# 对应的正则表达式字符串不变：# 'ABC\-001'*

#### 模块

datetime模块还包含一个datetime类，通过from datetime import datetime导入的才是datetime这个类。

collections是Python内建的一个集合模块，提供了许多有用的集合类 namedtuple: namedtuple是一个函数，它用来创建一个自定义的tuple对象，并且规定了tuple元素的个数，并可以用属性而不是索引来引用tuple的某个元素 deque：  
deque是为了高效实现插入和删除操作的双向列表，适合用于队列和栈。可以再首或者尾进行删除和插入 defaultdict:  
使用dict时，如果引用的Key不存在，就会抛出KeyError。如果希望key不存在时，返回一个默认值，就可以用defaultdict OrderedDict 可以保证key的顺序

Base64是一种用64个字符来表示任意二进制数据的方法。 Base64：二进制编码方法，使二进制能够转换为字符串 Base64是一种任意二进制到文本字符串的编码方法，常用于在URL、Cookie、网页中传输少量二进制数据，二进制的3个字节到文本的4个字节

摘要算法就是通过摘要函数f()对任意长度的数据data计算出固定长度的摘要digest，目的是为了发现原始数据是否被人篡改过。

摘要算法之所以能指出数据是否被篡改过，就是因为摘要函数是一个单向函数，计算f(data)很容易，但通过digest反推data却非常困难。而且，对原始数据做一个bit的修改，都会导致计算出的摘要完全不同。

由于常用口令的MD5值很容易被计算出来，所以，要确保存储的用户口令不是那些已经被计算出来的常用口令的MD5，这一方法通过对原始口令加一个复杂字符串来实现，俗称“加盐”：

**def** **calc\_md5**(password):

**return** get\_md5(password + 'the-Salt')

经过Salt处理的MD5口令，只要Salt不被黑客知道，即使用户输入简单口令，也很难通过MD5反推明文口令。

摘要算法在很多地方都有广泛的应用。要注意摘要算法不是加密算法，不能用于加密（因为无法通过摘要反推明文），只能用于防篡改，但是它的单向计算特性决定了可以在不存储明文口令的情况下验证用户口令。

Python的内建模块itertools提供了非常有用的用于操作迭代对象的函数。 无限迭代器： 打印出：1,2,3，。。。。 natuals = itertools.count(1) for n in natuals: print(n)

打印出ABC.....一直循环 cs = itertools.cycle('ABC') # 注意字符串也是序列的一种 for c in cs: print(c)

打印三个A  
ns = itertools.repeat('A', 3) for n in ns: print(n)  
无限序列虽然可以无限迭代下去，但是通常我们会通过takewhile()等函数根据条件判断来截取出一个有限的序列

chain()可以把一组迭代对象串联起来，形成一个更大的迭代器 groupby()把迭代器中相邻的重复元素挑出来放在一起

#### contextlib

并不是只有open()函数返回的fp对象才能使用with语句。实际上，任何对象，只要正确实现了上下文管理，就可以用于with语句。

实现上下文管理是通过\_\_enter\_\_和\_\_exit\_\_这两个方法实现的。

@contextmanager这个decorator接受一个generator，用yield语句把with ... as var把变量输出出去，然后，with语句就可以正常地工作了

closing（）它的作用就是把任意对象变为上下文对象，并支持with语句

#### XML

操作XML有两种方法：DOM和SAX。 DOM会把整个XML读入内存，解析为树，因此占用内存大，解析慢，优点是可以任意遍历树的节点。SAX是流模式，边读边解析，占用内存小，解析快，缺点是我们需要自己处理事件。 解析XML时，注意找出自己感兴趣的节点，响应事件时，把节点数据保存起来。解析完毕后，就可以处理数据

#### virtualenv

如果每个应用需要各自拥有一套“独立”的Python运行环境，virtualenv就是用来为一个应用创建一套“隔离”的Python运行环境。

#### 电子邮件

MUA:邮件用户代理 MTA:邮件传输代理 MDA:邮件投递代理

一封电子邮件的旅程就是： 发件人 -> MUA -> MTA -> MTA -> 若干个MTA -> MDA <- MUA <- 收件人 如果编写程序来发送和接收邮件，本质上就是： 编写MUA把邮件发到MTA； 编写MUA从MDA上收邮件。 发邮件时，MUA和MTA使用的协议就是SMTP，后面的MTA到另一个MTA也是用SMTP协议。 收邮件时，MUA和MDA使用的协议有两种：POP3和IMAP。

#### 协程

最大的优势就是协程极高的执行效率。因为子程序切换不是线程切换，而是由程序自身控制，因此，没有线程切换的开销，和多线程比，线程数量越多，协程的性能优势就越明显。

第二大优势就是不需要多线程的锁机制，因为只有一个线程，也不存在同时写变量冲突，在协程中控制共享资源不加锁，只需要判断状态就好了，所以执行效率比多线程高很多。

因为协程是一个线程执行，那怎么利用多核CPU呢？最简单的方法是多进程+协程，既充分利用多核，又充分发挥协程的高效率，可获得极高的性能。

Python对协程的支持是通过generator实现的。

在generator中，我们不但可以通过for循环来迭代，还可以不断调用next()函数获取由yield语句返回的下一个值。

但是Python的yield不但可以返回一个值，它还可以接收调用者发出的参数。

#### async/await

用asyncio提供的@asyncio.coroutine可以把一个generator标记为coroutine类型，然后在coroutine内部用yield from调用另一个coroutine实现异步操作。

为了简化并更好地标识异步IO，从Python 3.5开始引入了新的语法async和await，可以让coroutine的代码更简洁易读。

请注意，async和await是针对coroutine的新语法，要使用新的语法，只需要做两步简单的替换：

1. 把@asyncio.coroutine替换为async；
2. 把yield from替换为await。

Python从3.5版本开始为asyncio提供了async和await的新语法；

注意新语法只能用在Python 3.5以及后续版本，如果使用3.4版本，则仍需使用上一节的方案。

#### MVVM

对于复杂的HTML前端页面来说，我们需要一套基础的CSS框架来完成页面布局和基本样式。另外，jQuery作为操作DOM的JavaScript库也必不可少。

从零开始写CSS不如直接从一个已有的功能完善的CSS框架开始。有很多CSS框架可供选择。我们这次选择[uikit](http://getuikit.com/" \t "https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/_blank)这个强大的CSS框架。它具备完善的响应式布局，漂亮的UI，以及丰富的HTML组件，让我们能轻松设计出美观而简洁的页面。

编写后端Python代码不但很简单，而且非常容易测试，上面的API：api\_create\_blog()本身只是一个普通函数。

Web开发真正困难的地方在于编写前端页面。前端页面需要混合HTML、CSS和JavaScript，如果对这三者没有深入地掌握，编写的前端页面将很快难以维护。

更大的问题在于，前端页面通常是动态页面，也就是说，前端页面往往是由后端代码生成的。

生成前端页面最早的方式是拼接字符串,显然这种方式完全不具备可维护性。所以有第二种模板方式,ASP、JSP、PHP等都是用这种模板方式生成前端页面。

如果在页面上大量使用JavaScript（事实上大部分页面都会），模板方式仍然会导致JavaScript代码与后端代码绑得非常紧密，以至于难以维护。其根本原因在于负责显示的HTML DOM模型与负责数据和交互的JavaScript代码没有分割清楚。

要编写可维护的前端代码绝非易事。和后端结合的MVC模式已经无法满足复杂页面逻辑的需要了，所以，新的[MVVM](http://en.wikipedia.org/wiki/Model_View_ViewModel" \t "https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/_blank)：Model View ViewModel模式应运而生。

MVVM最早由微软提出来，它借鉴了桌面应用程序的MVC思想，在前端页面中，把Model用纯JavaScript对象表示<script>

**var** blog = {

name: 'hello',

summary: 'this is summary',

content: 'this is content...'

};</script>

View是纯HTML：

<form action="/api/blogs" method="post">

<input name="name">

<input name="summary">

<textarea name="content"></textarea>

<button type="submit">OK</button></form>

由于Model表示数据，View负责显示，两者做到了最大限度的分离。

把Model和View关联起来的就是ViewModel。ViewModel负责把Model的数据同步到View显示出来，还负责把View的修改同步回Model。

ViewModel如何编写？需要用JavaScript编写一个通用的ViewModel，这样，就可以复用整个MVVM模型了。

好消息是已有许多成熟的MVVM框架，例如AngularJS，KnockoutJS等。我们选择[Vue](http://vuejs.org/" \t "https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/_blank)这个简单易用的MVVM框架来实现创建Blog的页面

#### watchdog

在开发阶段，每天都要修改、保存几十次代码，每次保存都手动来这么一下非常麻烦，严重地降低了我们的开发效率。有没有办法让服务器检测到代码修改后自动重新加载呢？

Django的开发环境在Debug模式下就可以做到自动重新加载，如果我们编写的服务器也能实现这个功能，就能大大提升开发效率。

可惜的是，Django没把这个功能独立出来，不用Django就享受不到，怎么办？

其实Python本身提供了重新载入模块的功能，但不是所有模块都能被重新载入。另一种思路是检测www目录下的代码改动，一旦有改动，就自动重启服务器。

按照这个思路，我们可以编写一个辅助程序pymonitor.py，让它启动wsgiapp.py，并时刻监控www目录下的代码改动，有改动时，先把当前wsgiapp.py进程杀掉，再重启，就完成了服务器进程的自动重启。

要监控目录文件的变化，我们也无需自己手动定时扫描，Python的第三方库watchdog可以利用操作系统的API来监控目录文件的变化，并发送通知。

#### 部署Web App

很多做开发的同学把部署这件事情看成是运维同学的工作，这种看法是完全错误的。首先，最近流行[DevOps](http://zh.wikipedia.org/wiki/DevOps" \t "https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/_blank)理念，就是说，开发和运维要变成一个整体。其次，运维的难度，其实跟开发质量有很大的关系。代码写得垃圾，运维再好也架不住天天挂掉。最后，DevOps理念需要把运维、监控等功能融入到开发中。你想服务器升级时不中断用户服务？那就得在开发时考虑到这一点。

要部署到Linux，首先得有一台Linux服务器。要在公网上体验的同学，可以在Amazon的[AWS](http://aws.amazon.com/" \t "https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/_blank)申请一台EC2虚拟机（免费使用1年），或者使用国内的一些云服务器，一般都提供Ubuntu Server的镜像。想在本地部署的同学，请安装虚拟机，推荐使用[VirtualBox](https://www.virtualbox.org/" \t "https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/_blank)。

我们选择的Linux服务器版本是[Ubuntu Server 14.04 LTS](http://www.ubuntu.com/download/server" \t "https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/_blank)，原因是apt太简单了。如果你准备使用其他Linux版本，也没有问题。

Linux安装完成后，请确保ssh服务正在运行，否则，需要通过apt安装

### 部署方式

利用Python自带的asyncio，我们已经编写了一个异步高性能服务器。但是，我们还需要一个高性能的Web服务器，这里选择Nginx，它可以处理静态资源，同时作为反向代理把动态请求交给Python代码处理。这个模型如下：
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Nginx负责分发请求：

![IMG_257](data:image/png;base64,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)

在服务器上部署，要考虑到新版本如果运行不正常，需要回退到旧版本时怎么办。每次用新的代码覆盖掉旧的文件是不行的，需要一个类似版本控制的机制。由于Linux系统提供了软链接功能，所以，我们把www作为一个软链接，它指向哪个目录，哪个目录就是当前运行的版本

Nginx可以作为服务进程直接启动，但app.py还不行，所以，[Supervisor](http://supervisord.org/" \t "https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/_blank)登场！Supervisor是一个管理进程的工具，可以随系统启动而启动服务，它还时刻监控服务进程，如果服务进程意外退出，Supervisor可以自动重启服务。

总结一下我们需要用到的服务有：

Nginx：高性能Web服务器+负责反向代理；

Supervisor：监控服务进程的工具；

MySQL：数据库服务。

### 部署

用FTP还是SCP还是rsync复制文件？如果你需要手动复制，用一次两次还行，一天如果部署50次不但慢、效率低，而且容易出错。

正确的部署方式是使用工具配合脚本完成自动化部署。[Fabric](http://www.fabfile.org/" \t "https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/_blank)就是一个自动化部署工具。由于Fabric是用Python 2.x开发的，所以，部署脚本要用Python 2.7来编写，本机还必须安装Python 2.7版本。

### 问题Q&A

1、安装tensorflow可能会导致pip错误，恰好前一段时间刚安装了tensorflow，解决方法为

conda install -c anaconda html5lib 或者

conda install pip

1. image\_to\_string raise tesseracterror

安装OCR模块的时候没有选择安装中文语言包

3、windows下使用PyCharm编程，import的类找不到

需要导入正确的python库setting——> Project Interpreter——>下拉框选择python.exe所在的路径。

4、