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**NodeJS – Runtime Environment / Platform**

**Run java code within the browser – applet (plugin)**

**Run .Net complaint within the browser – Silverlight (plugin)**

**Run javascript within the browser – by default.**

Machine

Java JVM – Java Virtual Machine

C#, VB.Net CLR – Common Language Runtime

C, C++ C Runtime

Javascript **Node**

Conceptually there are 3 things that get downloaded.

**Node.exe – Runtime / platform.**

**NodeJS – SDK, Set of classes etc.**

**NPM – Node Package Manager.**

Managing packages which you need either at client side or at server side.

Client-side packages – Angular

Server-Side packages – Mongoose

ORM – Object Relational Mapping

Sequilize, Hibernate, Entity Framework – ORM

NoSQL – MongoDB - ODM - Mongoose

**Bower** – managing client-side packages – flat dependencies.

**Yarn** – Both side packages same as npm.

Node.js is an open source, cross-platform. Javascript runtime environment that allows you to run Javascript code outside of a web browser.

**Javascript Runtime** – Built on V8 Javascript engine from Google Chrome.

**Asynchronous and Event-Driven** – Node.js uses non-blocking, event driven architecture, making it ideal for heavy I/O operations like reading files, or handling network requests.

**Single Threaded** – Node.js can handle many connections simultaneously thanks to its event loop and asynchronous nature.

**Cross Platform** – Node.js runs on various platforms, including windows, mac, linux, unix etc.

**Use Cases**

* Web Servers
* Real Time Applications – chat app, online game application
* Command Line Tools – create command line tools and scripts.
* Stock Trader’s dashboard
* Data Streaming
* System Monitoring Dashboard

Commands

To get the version

**node -v / node --version**

**npm -v / npm –version**

List all the packages installed locally.

**npm ls**

List all the packages installed globally (wherever node is being installed)

**npm ls -g**

To install any of the package

**npm i <package-name> - this will install that package locally.**

**npm i <package-name> -g – this will install that package globally.**

**npm i** [**express@1.2.3**](mailto:express@1.2.3) **– install specific version locally.**

**npm i express@latest -g – install latest version globally.**

Explicitly creating **package.json**

**npm init**

{

  "name": "demo\_app",

  "version": "1.0.0",

  "main": "index.js",

  "scripts": {

    "test": "echo \"Error: no test specified\" && exit 1"

  },

  "keywords": [

    "abhijeet",

    "node"

  ],

  "author": "Abhijeet D Gole",

  "license": "ISC",

  "description": ""

}

**npm init -y**

{

  "name": "day-i",

  "version": "1.0.0",

  "main": "index.js",

  "scripts": {

    "test": "echo \"Error: no test specified\" && exit 1"

  },

  "keywords": [],

  "author": "",

  "license": "ISC",

  "description": ""

}

The **package-lock.json** file is an automatically generated file in Node.js projects that provides a detailed deterministic record of the dependency tree.

**Purpose of this file**

* **Dependency locking** – It locks down the specific versions of every installed package, ensuring that subsequent install generates identical dependency trees, regardless of intermediate updates.
* **Version Consistency** – Ensures that all the developers working on the project as well as CI/CD systems use the exact same version of dependencies, avoiding “it works on my machine” issue.
* **Improved Installation Speed**, - Optimizes dependency installation by storing a flat node\_modules structure.

**npm I / npm install** – will get the information from package.json about runtime dependencies and development dependencies and install them.

**npm un / uninstall <package-name>**

**npm outdated – will check for the outdated versions of packages.**

**npm update – will update the package to the latest version.**

Any .js file is a module from node perspective.

To use one module in another we need to export the things and we need to import the things.

At Node i.e. server side we uses CommonJS Module Format

Way to export is **module.exports**

Way to import is **require()** function

// Anonymous exports - single client interface. - only one, the last one would get executed

// Named exports - one Module, many exported things

**Node Modules**

**3 types of node modules**

**Custom Modules** – You create it and acquire it using require () function to use it.

**Core Modules** – Available along with Node installation, you acquire it using require () function to use it.

**Third-Party Modules** – Needs to explicitly install and then you acquire it using require () function to use it.

Course Outline

**NodeJS (Express + MongoDB)**

* What is Node.js?
* Why do you need Node.js?
* Node.js as a Platform
* Node – Single Threaded Event Driven
* NPM, Bower, Yarn(overview)
* Node.js Module System
  + - Core Module,
    - Third party Module
    - Custom Module
    - Module Patterns
* Publishing and Consuming modules
* Scoped and Un-scoped modules

**Core Modules**

* + - Events, Event Emitter
    - Streams
    - File System
    - HTTP Module

**Express – Web Framework**

* Creating Server and Client using Express
* Create Express app with different view engines.
* Express-Generator
* Creating RESTful Service using Express

**MongoDB Basics**

* + - Data Modeling
    - Create Database
    - Drop Database
    - Create Collection
    - Drop Collection
    - Data Types
    - Insert Document
    - Query Document
    - Update Document
    - Delete Document
* Connectivity and CRUD Operations with NoSQL Database – (MongoDB)

**Node Microservices**

* + What Do You Mean by Microservices?
  + Node.js Platform
  + A Few Major Benefits of Using Node.js
  + Create Microservices with Node.js
  + Consuming Microservices through API Gateway
* Express gateway

**Miscellaneous**

HAPI – Along with Express framework we do cover HAPI framework for RESTful Service

**npm** – Node Package Manager

**npx** – Node Package Executer / Runner

npx is a package executer / runner tool that comes with npm (since version 5.2.0). It allows you to execute binaries from npm packages without globally installing them.

npx <package-name>

npx create-react-app <appName>

**Convenience** – Simplifies running commands from npm packages.

**Clean** **Environment** – Keeps your global installations minimal.

**Flexibility** – Allows you to use different versions of packages easily.

**Custom Modules**

**Priority is given to whom**

**Index.js**

**Or file that is specified as an entry point in the packages.json.**

**Third party modules**

**Publishing Custom Modules on npmjs.com**

**Publishing Un-scoped Packages**

**Prepare your package** – Ensure package.json file is correctly configured with all necessary fields like

Name

Version

Description

Main

Scripts

Keywords

Author and

License.

**npm login**

**npm publish.**

To Verify

**npm info <package-name>**

**Scoped Packages**

Naming – These packages include a scope, which is a namespace prefixed with an @ symbol like

**@my-org/my-package e.g. @angular/core, @angular/common etc.**

Publishing – Scoped packages are published under a specific scope, which can be an organization or a user. This helps in organizing packages, especially for larger projects or teams.

Installation

**npm I @scope/package-name.**

**Publishing Scoped Packages**

**Prepare your package** – Ensure package.json file is correctly configured with all necessary fields like

Name – “@your-scope/your—package-name”

Version

Description

Main

Scripts

Keywords

Author and

License.

**npm login**

**npm publish –access public / --access private.**

To Verify

**npm info @your-scope/your-package-name**

**Node Module Versioning**

**Semantic Versioning**

**MAJOR.MINOR.PATCH**

"@zenaug24/zen\_aug\_calc\_square\_cube": "^1.0.0",

"zen\_aug\_calc\_add\_mult": "^1.0.0"

**MAJOR** – Incremented for incompatible API changes.

**MINOR** – Incremented for adding functionality in a backward-compatible manner.

**PATCH** – Incremented for backward-compatible bug fixes.

**Exact Version** – 1.2.3 – uses the exact version.

**Caret (^)** ^1.2.3 – compatible with version 1.2.3, allowing updates that do not change the leftmost non-zero digit (1.2.4, 1.3.0).

**Tilde (~)** ~1.2.3- Compatible with version 1.2.3, allowing updates to the rightmost non-zero digit (e.g. 1.2.4 but not 1.3.0).

Core Modules – Comes along with Node Installation.

OS – Operating System

Fs – file system

Readline

Streams

Events

**Event Loop** – is a fundamental concept in Node.js that allows it to handle asynchronous operations efficiently, despite javascript being single-threaded.

Non-blocking, I/O – The event loop enables Node.js to perform non-blocking I/O operations by offloading tasks to the system kernel whenever possible.

Single-Threaded – The Event Loop allows Node.js to handle multiple operations concurrently by managing asynchronous tasks.

Phases of Event Loop

1. Timers – Executes callbacks scheduled by setTimeout() and setInterval()
2. Pending callbacks – Executes I/O callbacks deferred to the next loop iteration.
3. Idle, Prepare – Internal use only.
4. Poll – Retrieves new I/O events and executed I/O related callbacks.
5. Check – Executes callbacks scheduled by setImmediate()
6. Close Callbacks – Executes close event callbacks such as socket.on(‘close’);

**process.nextTick()** – is a method that allows you to schedule a callback function to be invoked in the next iteration of the event loop, right after the current operation completes.

**Key Features**

**Immediate Execution** – The function passed to the process.nextTick() is executed immediately after the current operation, before any I/O events or timers.

**Priority** – It gives higher priority to the callback function, ensuring it runs before other asynchronous tasks scheduled with setTimeout or setImmediate().

**Use Cases**

**Deferring Execution** – Useful for deferring the execution of a function until the current stack is cleared, ensuring that the function runs as soon as possible.

**Avoiding Recursion limits** – Helps in breaking up long-running operations into smaller chunks to avoid hitting the maximum call stack size.

**Handling Errors** – Allows you to handle errors asynchronously, ensuring that the error handling code runs after the current operation.

N tier / N layer pattern

3 tier / 3 layer

Tier – physical difference – different devices

Layer – logical difference – same device

**3 Tier pattern**

**PL                                           BL                                                                           DAL**

UI                                           Business Logic                                                    Database

UI Logic                                 Classes, Services                                               Classes – Functions – Testing – Yes                                                                                  ORM, ODM – already tested.

UI and UI logic are tightly coupled; hence we need separation of concern.

Hence, we can’t independently do the unit testing of UI logic.

**MVC – Model View Controller**

**Architectural Pattern**

**Two reasons**

* **Separation of Concern**
* **TDD – Test Driven Development**

**MVC – Model View Controller – Client Server Architecture**

**Model – Data Entity**

**View – Representation of the data.**

**Controller – first class citizen, going to handle the request, Controller is going to push model’s data to the view, controller is responsible for handling events associated with controls which are there on the view.**

**The view is as dumb as possible.**

**MVP – Model View Presenter – Thick Client**

**UI and BL are kind of tightly coupled.**

**MVPM – Model View Presenter Model**

**Works same as MVC**

**MVVM – Model View ViewModel**

**Data binding and Commands – MVVM is used.**

**MVC – architectural pattern**

**It is being implemented,**

**In Java                                  Spring, Spring Boot**

**In .net                                   Asp.net MVC**

**In Node                                Express**

**Express** – Fast, unopinionated, minimalist web framework for Node.js

* Web Applications
* APIs
* Performance
* Middleware

RDMBS

NoSQL

MongoDB is a popular NoSQL database that stores data in flexible, JSON-like format called BSON (Binary JSON). Unlike traditional SQL databases that use tables and rows, MongoDB uses collections and documents, making it highly adaptable to various data types and structures.

Unstructured data.

**Benefits**

Flexibility – schema-less design – allows you to store different types of data.

Scalability – built to scale horizontally by distributing data across multiple servers.

Performance – It offers high performance for read and write operations, - efficient indexing and querying capabilities.

Ease of Use – MongoDB’s document model maps naturally to objects in most programming languages.

Community and Eco System – has a strong community and a rich ecosystem of tools and libraries.

Use Case –

Content Management Systems

Real-Time Analytics

Stores user data, comments, and metadata

Manage chain data, optimize logistics.

IoT

Database

Collection

Document

![](data:image/png;base64,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)

Server

RDBMS

Mysql, oracle, sql server

NoSQL

Mongod

Client

RDBMS Mysql, sqlplus / NoSQL – mongosh

To start the mongodb server use the following command.

**mongod --dbpath "D:\MongoDB\_Databases"** (Path of the folder where databases are getting created)

Explicitly download mongo shell

Go to the path of mongosh

And run mongosh

To show all the databases

**show dbs**

To create or use any of the databases.

**use <db-name>**

Drop the database.

**db.dropDatabase();**

To see all the collections from database

**show collections**

Create a collection.

**db.createCollection(‘name’,’option’);**

Drop a collection.

**db.collectionName.drop();**

**Query for document**

find method.

**db.collectionName.find();**

insert a document inside the collection.

**db.collectionName.insert(object of the collection);**

insert multiple records.

**db.collectionName.insert([objects of the collection]);**

**Mongoose – ODM (Object Data Mapping) – NoSQL / RDBMS – ORM**

**Why use mongoose?**

**Mongoose allows you to define schemas for your data models.**

**Mongoose provides built-in validation for your schemas.**

**Mongoose supports middleware.**

**Mongoose makes it easier to manage relationships between different data models.**

**Mongoose provides a powerful query-building API that simplifies the process of querying your mongoDB collections.**

**User – Model**

name – String, required.

email – String, required, unique.

age – number

npx express-generator --view=pug mynewpugapp

for handlebars - npx express-generator --view=hbs mynewhbsapp

db.items.insert([{name:'Item 1',price:123.45},{name:'Item 2',price:456.78}]);

GET ALL

<http://localhost:3000/api/items>

Get By Id

<http://localhost:3000/api/items/66d1909d3c4552f6dab6bee3>

POST – Create New

<http://localhost:3000/api/items>

Body – JSON

{

"name":"Item 3",

"price":"789.22"

}

PUT – Updating the record

<http://localhost:3000/api/items/66d19363c3fe987c079eaec1>

Body – JSON

{

"name":"Modified Item 3",

"price":"789.33"

}

DELETE – Deleting the record

<http://localhost:3000/api/items/66d19363c3fe987c079eaec1>

Assignment – Modularize RESTful Service implementation.

If possible, Create Client app for the same – Javascript, HTML5, CSS3 app / React app / Angular app.

**HAPI**

hapi.js is a rich framework for building applications and services in Node.js. It was originally developed by Walmart Labs to handle their mobile traffic during black Friday, and it has since grown into a powerful and flexible tool for creating scalable and maintainable web applications.

Key Features / Benefits of hapi

* Configuration over Code
* Integrated with Input Validation – using Joi – powerful schema-based validation library.
* Powerful Plugin System
* Advanced Routing – complex validation, authentication, response handling in declarative way.
* Security Features – Validations, CSRF, XSS out of the box taken care.
* Error Handling – robust error handling mechanism.
* Extensive Ecosystem – mature ecosystem of plugins, extensions those integrate well with the framework. Plugins can help with tasks like authentication, logging, caching etc.

When to choose hapi over express

* Large, Complex project – maintainability, consistency, modularity is critical.
* Security-First Application – Security is a top concern.
* Teams and Enterprise – standardization and clear patterns are important.
* API-First Development

Choice between hapi and express ultimately depends on the specific needs of your project and your preference for flexibility versus configuration.

**Microservices**

Microservices are a software architecture where a large application is broken down into smaller, independent services that communicate with each other using well-defined APIs.

These services are developed and deployed independently, allowing for greater flexibility, scalability, and maintainability.

**Key Characteristics of Microservices**

* Decentralized Governance – Each microservice has its own team responsible for development, deployment, and maintenance.
* Bounded Contexts – focuses on specific business domain or functionality.
* Independent Deployments.
* Technology Agnostic
* API-First approach

**Challenges of Microservices**

* Complexity
* Overhead – communication between services
* Testing
* Deployment

**Netflix platform is built on microservices, Amazon, Spotify**

**Communication between Microservices**

1. **RESTful APIs**
   1. HTTP-based – Use HTTP methods (GET, POST, PUT, DELETE) to represent actions.
   2. JSON or XML – data is typically formatted in Json or xml.
2. **Message Queues**
   1. Asynchronous Communication – Messages are sent to a queue and consumed by interested services.
   2. Decoupling – Services don’t need to be directly connected, improving scalability and resilience.
   3. E.g. RabbitMQ, Apache Kafka, Amazon SQS
3. **Event-Driven Architecture**
   1. Events – occurrences that trigger actions in other services.
   2. Event Bus – A centralized mechanism for publishing and subscribing to events.
   3. E.g. Apache Kafka, Amazon Kinesis
4. **RPC (Remote Procedure Calls)**
   1. Synchronous Communication – A service calls a procedure on another service.
   2. Protocol Buffers – Often used for efficient serialization and deserialization of data.
   3. E.g. gRPC, Thrift
5. **Shared Database**

**Choosing the right approach - depending on factors such as**

* Data consistency requirements
* Performance needs
* Scalability requirements
* Complexity

E-commerce application

Microservices for

product catalog,

order processing,

inventory management

* **Product catalog** and **Order processing** might use **REST APIs** to communicate, as they need to exchange product information and order details.
* **Order processing** and **Inventory Management** could use a **message queue** to asynchronously update inventory levels when an order is placed.

**API Gateway** – in microservices architecture acts as a central point of entry for clients to access multiple microservices. It provides a unified interface, simplifying the process of interacting with a complex system of interconnected services.

**Key Functions of an API Gateway**

* Simplified Client Interface – single entry point for clients.
* Routing – directs incoming requests to the appropriate microservice based on the request’s path, query parameters, and headers.
* Aggregation – Combines responses from multiple microservices into a single response for the client.
* Security – Enforces security measures like authentication, authorization and rate limiting.
* Caching – Caches frequently accessed data to improve the performance.
* Protocol Translation – converts different communication protocols (e.g., REST to gRPC)
* Load Balancing – Distributes traffic across multiple instances of a microservice to ensure even load distribution.