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1. **Iterable – Interface**
   1. **Methods:**
      1. void forEach() – Java 1.8
      2. [Iterator](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[T](https://docs.oracle.com/javase/8/docs/api/java/lang/Iterable.html)> iterator()
      3. [Spliterator](https://docs.oracle.com/javase/8/docs/api/java/util/Spliterator.html)<[T](https://docs.oracle.com/javase/8/docs/api/java/lang/Iterable.html)> spliterator() – 1.8
2. **Collection – Interface (1.8)**
   1. **Methods**
      1. boolean add(E e)
      2. boolean addAll(Collection<? extends E> c)
      3. void clear()
      4. boolean contains (Object o)
      5. boolean containsAll(Collection<?> c)
      6. boolean equals(Object o)
      7. int hashCode()
      8. boolean isEmpty()
      9. Iterator<E> iterator()
      10. boolean remove(Object o)
      11. boolean removeAll(Collection<?> c)
      12. boolean removeIf(Predicate<? super E> filter)
      13. boolean retainAll(Collection<?> c)
      14. int size()
      15. Stream <E> stream()
      16. Object[] toArray()
      17. <T> T[] toArray(T[]
   2. **Desctiption** : Root interface of collection hierarchy
3. **Set – Interface**
   1. **Methods**
      1. boolean add(E e)
      2. boolean addAll(Collection<? extends E> c)
      3. void clear()
      4. boolean contains (Object o)
      5. boolean containsAll(Collection<?> c)
      6. static <E> Set<E> copyOf​(Collection<? extends E> coll)
      7. boolean equals(Object o)
      8. int hashCode()
      9. boolean isEmpty()
      10. Iterator<E> iterator()
      11. static <E> Set<E> of​(E e ) – (up to 10 elements) : Returns an unmodifiable set containing no. of arguments passed.
      12. Spliterator <E> spliterator()
      13. boolean remove(Object o)
      14. boolean removeAll(Collection<?> c)
      15. boolean retainAll(Collection<?> c)
      16. int size()
      17. Object[] toArray()
      18. <T> T[] toArray(T[]
   2. **Description** : No Duplicate elements and can have 1 null
4. **HashSet – Class**
   1. Methods:
      1. boolean add(E e)
      2. boolean addAll(Collection<? extends E> c)
      3. void clear()
      4. Object clone();
      5. boolean contains (Object o)
      6. boolean containsAll(Collection<?> c)
      7. boolean equals(Object o)
      8. int hashCode()
      9. boolean isEmpty()
      10. Iterator<E> iterator()
      11. Spliterator <E> spliterator()
      12. boolean remove(Object o)
      13. boolean removeAll(Collection<?> c)
      14. boolean retainAll(Collection<?> c)
      15. int size()
      16. Object[] toArray()
      17. <T> T [] toArray(T[])
   2. **Description:** Backed by hash table. Insertion order is not maintained. Can have 1 null element. It is not synchronized. The iterator returned is **fail-fast.** If Set is modified after iterator is created, ConcurrentModificationException is thrown.
   3. **Working:** It creates a map with key as data (e) in inserted and value as Object PRESENT

Ex : private static final Object PRESENT = new Object();

map.put(e, PRESENT)

* 1. **Constructors:** 
     1. [HashSet](https://docs.oracle.com/javase/9/docs/api/java/util/HashSet.html#HashSet--)​() - Constructs a new, empty set; the backing HashMap instance has default initial capacity (16) and load factor (0.75).
     2. [HashSet](https://docs.oracle.com/javase/9/docs/api/java/util/HashSet.html#HashSet-int-)​(int initialCapacity): Creates set with size “initialCapacity” and load factor 0.75
     3. [HashSet](https://docs.oracle.com/javase/9/docs/api/java/util/HashSet.html#HashSet-int-float-)​(int capacity, float loadFactor)
     4. [HashSet](https://docs.oracle.com/javase/9/docs/api/java/util/HashSet.html#HashSet-java.util.Collection-)​([Collection](https://docs.oracle.com/javase/9/docs/api/java/util/Collection.html)<? extends [E](https://docs.oracle.com/javase/9/docs/api/java/util/HashSet.html)> c) : Constructs a new set containing the elements in the specified collection.

1. **LinkedHashSet – Class**
   1. **Methods:** *Same as HASHSET*
   2. **Desc**: Hash table and linked list implementation of the Set. Insertion order is maintained. Its not synchronized*.* (Rest same as HashSet and **Constructors**)
2. **SortedSet – Interface**
   1. **Methods:** 
      1. Comparator<? super E> comparator() : Returns the comparator used to order the elements in this set, or null if this set uses the natural ordering of its elements.
      2. E first()
      3. SortedSet<E> headSet​(E toElement) : Returns a view of the portion of this set whose elements are strictly less than toElement
      4. E last()
      5. default Spliterator<E> spliterator()
      6. SortedSet<E> subSet​(E fromElement, E toElement)
      7. SortedSet<E> tailSet​(E fromElement) : Returns a view of the portion of this set whose elements are greater than or equal to fromElement.
   2. **Desc:** Elements are ordered in their natural order or by a comparator.
   3. **Constructor:** 1) A void (no arguments) constructor, to sort according to the natural ordering. 2) A constructor with a single argument of type Comparator, which creates an empty sorted set sorted according to the specified comparator. 3) A constructor with a single argument of type Collection, which creates a new sorted set with the same elements as its argument, sorted according to the natural ordering of the elements. 4) A constructor with a single argument of type SortedSet, which creates a new sorted set with the same elements and the same ordering as the input sorted set.
3. **NavigableSet - Interface**
   1. **Method:**
      1. E ceiling​(E e) : Returns the least element in this set greater than or equal to the given element, or null if there is no such element.
      2. Iterator<E> descendingIterator()
      3. NavigableSet<E> descendingSet()
      4. E floor​(E e)
      5. SortedSet<E> headSet​(E toElement) : less that toElement (i.e exclusive)
      6. NavigableSet<E> headSet​(E toElement, boolean inclusive)
      7. E higher​(E e) : Returns the least element in this set strictly greater than the given element, or null if there is no such element.
      8. Iterator<E> iterator()
      9. E lower​(E e)
      10. E pollFirst() : Retrieves and removes the first (lowest) element, or returns null if this set is empty.
      11. E pollLast() : {for highest}
      12. NavigableSet<E> subSet​(E fromElement, boolean fromInclusive,E toElement, boolean toInclusive)
      13. SortedSet<E> subSet​(E fromElement, E toElement)
      14. SortedSet<E> tailSet​(E fromElement) : from fromElement, inclusive, to toElement, exclusive.
      15. NavigableSet<E> tailSet​(E fromElement, boolean inclusive)
   2. **Desc:** Sameas SortedSet but has navigation methods like descendingSet(), lower(E), ceiling(E) etc
4. **Treeset - Class**
   1. **Methods:** 
      1. boolean add​(E e)
      2. boolean addAll​(Collection<? extends E> c)
      3. E ceiling​(E e)
      4. void clear()
      5. Object clone()
      6. boolean contains​(Object o)
      7. Iterator<E> descendingIterator()
      8. NavigableSet<E> descendingSet()
      9. E first()
      10. E floor​(E e)
      11. SortedSet<E> headSet​(E toElement)
      12. NavigableSet<E> headSet​(E toElement, boolean inclusive)
      13. E higher​(E e) : Returns the least element in this set strictly greater than the given element, or null if there is no such element.
      14. boolean isEmpty()
      15. Iterator<E> iterator()
      16. E last() : Returns the last (highest) element currently in this set.
      17. E lower​(E e) : Returns the greatest element in this set strictly less than the given element, or null if there is no such element.
      18. E pollFirst()
      19. E pollLast()
      20. boolean remove​(Object o)
      21. int size()
      22. Spliterator<E> spliterator()
      23. NavigableSet<E> subSet​(E fromElement, boolean fromInclusive,E toElement, boolean toInclusive)
      24. SortedSet<E> subSet​(E fromElement, E toElement)
      25. SortedSet<E> tailSet​(E fromElement)
      26. NavigableSet<E> tailSet​(E fromElement, boolean inclusive)
   2. **Desc :** A NavigableSet implementation based on a TreeMap. The elements are ordered using their natural ordering, or by a Comparator provided at set creation time, depending on which constructor is used.

Does not allow to insert Heterogeneous objects.

* 1. **Constructor** :
     1. **TreeSet();**
     2. **TreeSet(Comparator comp);**
     3. **TreeSet(Collection col);**
     4. **TreeSet(SortedSet s);**

1. **Queue - Interface**
   1. **Methods**
      1. boolean add​(E e) : Inserts the specified element into this queue if it is possible to do so immediately without violating capacity restrictions, returning true upon success and throwing an IllegalStateException if no space is currently available.
      2. E element() : Retrieves, but does not remove, the head of this queue.
      3. boolean offer​(E e) : Inserts the specified element into this queue if it is possible to do so immediately without violating capacity restrictions.
      4. E peek() : Retrieves, but does not remove, the head of this queue, or returns null if this queue is empty.
      5. E poll() : Retrieves and removes the head of this queue, or returns null if this queue is empty.
      6. E remove() : Retrieves and removes the head of this queue.
   2. **Desc:** Queues typically, but do not necessarily, order elements in a FIFO (first-in-first-out) manner. Among the exceptions are priority queues, which order elements according to a supplied comparator, or the elements' natural ordering, and LIFO queues (or stacks) which order the elements LIFO (last-in-first-out). Whatever the ordering used, the head of the queue is that element which would be removed by a call to remove() or poll(). In a FIFO queue, all new elements are inserted at the tail of the queue. Other kinds of queues may use different placement rules. Every Queue implementation must specify its ordering properties
2. **Deque ­- Interface**
   1. **Methods:**
      1. boolean add​(E e)
      2. boolean addAll​(Collection<? extends E> c) : Adds all element at end of queue like calling addLast(E e) for all element
      3. void addFirst​(E e) : Inserts the specified element at the front of this deque if it is possible to do so immediately without violating capacity restrictions, throwing an IllegalStateException if no space is currently available.
      4. void addLast​(E e)
      5. boolean contains​(Object o)
      6. Iterator<E> descendingIterator()
      7. E element() : Retrieves, but does not remove, the head of the queue represented by this deque (in other words, the first element of this deque).
      8. E getFirst() : Retrieves, but does not remove, the first element of this deque.
      9. E getLast()
      10. Iterator<E> iterator()
      11. boolean offer​(E e)
      12. boolean offerFirst​(E e) : Inserts the specified element at the front of this deque unless it would violate capacity restrictions.
      13. boolean offerLast​(E e){… end … }
      14. E peek() : Retrieves, but does not remove, the head of the queue represented by this deque (in other words, the first element of this deque), or returns null if this deque is empty.
      15. E peekFirst() : Retrieves, but does not remove, the first element of this deque, or returns null if this deque is empty.
      16. E peekLast() : Retrieves, but does not remove, the last element of this deque, or returns null if this deque is empty.
      17. E poll() : Retrieves and removes the head of the queue represented by this deque (in other words, the first element of this deque), or returns null if this deque is empty.
      18. E pollFirst()
      19. E pollLast()
      20. E pop() : Pops an element from the stack represented by this deque.
      21. void push​(E e) : Pushes an element onto the stack represented by this deque (in other words, at the head of this deque) throws an IllegalStateException if no space is currently available.
      22. E remove()
      23. boolean remove​(Object o) : Retrieves and removes the head of the queue represented by this deque (in other words, the first element of this deque).
      24. E removeFirst() : Retrieves and removes the first element of this deque.
      25. boolean removeFirstOccurrence​(Object o)
      26. E removeLast()
      27. boolean removeLastOccurrence​(Object o)
      28. int size()
   2. **Desc :**A linear collection that supports element insertion and removal at both ends. The name deque is short for "double ended queue" and is usually pronounced "deck". Most Deque implementations place no fixed limits on the number of elements they may contain, but this interface supports capacity-restricted deques as well as those with no fixed size limit.
3. **ArrayDeque – Class**
   1. **Methods:**
      1. boolean add​(E e)
      2. boolean addAll​(Collection<? extends E> c)
      3. void addFirst​(E e)
      4. void addLast​(E e)
      5. void clear()
      6. ArrayDeque<E> clone()
      7. boolean contains​(Object o)
      8. E element()
      9. void forEach​(Consumer<? super E> action)
      10. E getFirst()
      11. E getLast()
      12. boolean isEmpty()
      13. Iterator<E> iterator()
      14. boolean offer​(E e) : Inserts the specified element at the end of this deque.
      15. boolean offerFirst​(E e)
      16. boolean offerLast​(E e)
      17. E peek()
      18. E poll()
      19. E pop() : Pops an element from the stack represented by this deque.
      20. void push​(E e)
      21. E remove() : Retrieves and removes the head of the queue represented by this deque.
      22. boolean remove​(Object o)
      23. boolean removeAll​(Collection<?> c)
      24. E removeFirst() : Retrieves and removes the first element of this deque.
      25. boolean removeFirstOccurrence​(Object o)
      27. E removeLast()
      28. boolean removeLastOccurrence​(Object o)
      29. boolean retainAll​(Collection<?> c)
      30. int size()
      31. Spliterator<E> spliterator()
      32. Object[] toArray()
      33. <T> T[] toArray​(T[] a)
   2. **Desc :** Resizable-array implementation of the Deque interface. Array deques have no capacity restrictions; they grow as necessary to support usage. They are not thread-safe; in the absence of external synchronization, they do not support concurrent access by multiple threads. Null elements are prohibited. This class is likely to be faster than Stack when used as a stack, and faster than LinkedList when used as a queue.
   3. **Constructor:**
      1. ArrayDeque() : Constructs an empty array deque with an initial capacity sufficient to hold 16 elements.
      2. ArrayDeque​(int numElements) : Constructs an empty array deque with an initial capacity sufficient to hold the specified number of elements.
      3. ArrayDeque​(Collection<? extends E> c) : Constructs a deque containing the elements of the specified collection, in the order they are returned by the collection's iterator.
4. **PriorityQueue – Class**
   1. **Methods :** 
      1. boolean add​(E e)
      2. void clear()
      3. Comparator<? super E> comparator() : Returns the comparator used to order the elements in this queue, or null if this queue is sorted according to the natural ordering of its elements.
      4. boolean contains​(Object o)
      5. Iterator<E> iterator()
      6. boolean offer​(E e)
      7. boolean remove​(Object o)
      8. Spliterator<E> spliterator()
      9. Object[] toArray()
      10. <T> T[] toArray​(T[] a)
   2. **Desc :** PriorityQueue doesn’t allow null We can’t create PriorityQueue of Objects that are non-comparable The elements of the priority queue are ordered according to their natural ordering, or by a Comparator provided at queue construction time, depending on which constructor is used. The head of this queue is the least element with respect to the specified ordering. If multiple elements are tied for least value, the head is one of those elements — ties are broken arbitrarily.
   3. **Constructor:** 
      1. PriorityQueue() : Creates a PriorityQueue with the default initial capacity (11) that orders its elements according to their natural ordering.
      2. PriorityQueue​(int initialCapacity) : Creates a PriorityQueue with the specified initial capacity that orders its elements according to their natural ordering.
      3. PriorityQueue​(int initialCapacity, Comparator<? super E> comparator) : Creates a PriorityQueue with the specified initial capacity that orders its elements according to the specified comparator.
      4. PriorityQueue​(Collection<? extends E> c) : Creates a PriorityQueue containing the elements in the specified collection.
      5. PriorityQueue​(Comparator<? super E> comparator) : Creates a PriorityQueue with the default initial capacity and whose elements are ordered according to the specified comparator.
      6. PriorityQueue​(PriorityQueue<? extends E> c) : Creates a PriorityQueue containing the elements in the specified priority queue.
      7. PriorityQueue​(SortedSet<? extends E> c) : Creates a PriorityQueue containing the elements in the specified sorted set.

1. **List – Interface**
   1. **Methods :** 
      1. void add​(int index, E element)
      2. boolean add​(E e)
      3. boolean addAll​(int index, Collection<? extends E> c)
      4. boolean addAll​(Collection<? extends E> c)
      5. void clear()
      6. boolean contains​(Object o)
      7. boolean containsAll​(Collection<?> c)
      8. static <E> List<E> copyOf​(Collection<? extends E> coll) : Returns an unmodifiable List containing the elements of the given Collection, in its iteration order.
      9. boolean equals​(Object o)
      10. E get​(int index)
      11. int hashCode()
      12. int indexOf​(Object o)
      13. boolean isEmpty()
      14. Iterator<E> iterator()
      15. int lastIndexOf​(Object o)
      16. ListIterator<E> listIterator()
      17. ListIterator<E> listIterator​(int index) : Returns a list iterator over the elements in this list (in proper sequence), starting at the specified position in the list.
      18. static <E> List<E> of() : Returns an unmodifiable list containing zero elements.
      19. static <E> List<E> of​(E e1) : can have upto 10 arguments
      20. static <E> List<E> of​(E... elements) : Returns an unmodifiable list containing an arbitrary number of elements.
      21. E remove​(int index)
      22. boolean remove​(Object o)
      23. boolean removeAll​(Collection<?> c)
      24. default void replaceAll​(UnaryOperator<E> operator) : Replaces each element of this list with the result of applying the operator to that element.
      25. boolean retainAll​(Collection<?> c)
      26. E set​(int index, E element)
      27. int size()
      28. default void sort​(Comparator<? super E> c)
      29. default Spliterator<E> spliterator()
      30. List<E> subList​(int fromIndex, int toIndex)
      31. Object[] toArray()
      32. <T> T[] toArray​(T[] a)
   2. **Desc :** List is an ordered collection of objects in which duplicate values can be stored. Since List preserves the insertion order it allows positional access and insertion of elements. List Interface is implemented by ArrayList, LinkedList, Vector and Stack classes.

The List interface provides a special iterator, called a **ListIterator**, that allows element insertion and replacement, and bidirectional access in addition to the normal operations that the Iterator interface provides. A method is provided to obtain a list iterator that starts at a specified position in the list.

1. **ArrayList – Interface**
   1. Methods:
      1. void add​(int index, E element) : Inserts the specified element at the specified position in this list. Shifts the element by 1 position. Throws [IndexOutOfBoundsException](https://docs.oracle.com/javase/10/docs/api/java/lang/IndexOutOfBoundsException.html) - if the index is out of range (index < 0 || index > size())
      2. boolean add​(E e)
      3. boolean addAll​(int index,Collection<? extends E> c)
      4. boolean addAll​(Collection<? extendsE> c)
      5. void clear()
      6. Object clone() : Returns a shallow copy of this ArrayList instance.
      7. boolean contains​(Object o)
      8. void ensureCapacity​(int minCapacity) : Increases the capacity of this ArrayList instance, if necessary, to ensure that it can hold at least the number of elements specified by the minimum capacity argument.
      9. void forEach​(Consumer<? superE> action)
      10. E get​(int index)
      11. int indexOf​(Object o) : -1 if this list does not contain the element.
      12. boolean isEmpty()
      13. Iterator<E> iterator()
      14. int lastIndexOf​(Object o)
      15. ListIterator<E> listIterator()
      16. ListIterator<E> listIterator​(int index)
      17. E remove​(int index)
      18. boolean remove​(Object o)
      19. boolean removeAll​(Collection<?> c)
      20. boolean removeIf​(Predicate<? superE> filter)
      21. protected void removeRange​(int fromIndex, int toIndex) : Removes from this list all of the elements whose index is between fromIndex, inclusive, and toIndex, exclusive.
      22. boolean retainAll​(Collection<?> c)
      23. E set​(int index, E element)
      24. int size()
      25. Spliterator<E> spliterator()
      26. List<E> subList​(int fromIndex, int toIndex)
      27. Object[] toArray()
      28. <T> T[] toArray​(T[] a)
      29. void trimToSize() : Trims the capacity of this ArrayList instance to be the list's current size.
   2. **Desc**: ArrayList is initialized by a size, however the size can increase if collection grows or shrunk if objects are removed from the collection. Initial capacity is 10.

Load factor is 1 and growth rate = current\_size + 0.5 \* current\_size = 1.5 current\_size

* 1. **Working :** Uses Object[] .
  2. **Constructor :**
     1. **ArrayList()** : Constructs an empty list with an initial capacity of ten.
     2. **ArrayList​(int initialCapacity) :**  Constructs an empty list with the specified initial capacity.
     3. **ArrayList​(Collection<? extendsE> c) :** Constructs a list containing the elements of the specified collection, in the order they are returned by the collection's iterator.

1. **Vector – Class**
   1. **Methods:**
      1. void add​(int index, E element)
      2. Boolean add​(E e)
      3. Boolean addAll​(int index,Collection<? extends E> c)
      4. Boolean addAll​(Collection<? extendsE> c)
      5. void addElement​(E obj) : Adds the specified component to the end of this vector, increasing its size by one.
      6. int capacity() : Returns the current capacity of this vector.
      7. void clear()
      8. Object clone()
      9. boolean contains​(Object o)
      10. boolean containsAll​(Collection<?> c)
      11. void copyInto​(Object[] anArray) : Copies the components of this vector into the specified array.
      12. E elementAt​(int index)
      13. Enumeration<E> elements() : Returns an enumeration of the components of this vector.
      14. void ensureCapacity​(int minCapacity) : Increases the capacity of this vector, if necessary, to ensure that it can hold at least the number of components specified by the minimum capacity argument.
      15. boolean equals​(Object o)
      16. E firstElement()
      17. void forEach​(Consumer<? superE> action)
      18. E get​(int index)
      19. int hashCode()
      20. int indexOf​(Object o) : Returns the index of the first occurrence of the specified element in this vector, or -1 if this vector does not contain the element.
      21. int indexOf​(Object o, int index) : Returns the index of the first occurrence of the specified element in this vector, searching forwards from index, or returns -1 if the element is not found.
      22. void insertElementAt​(E obj, int index)
      23. boolean isEmpty()
      24. Iterator<E> iterator()
      25. E lastElement()
      26. int lastIndexOf​(Object o)
      27. int lastIndexOf​(Object o, int index) : Returns the index of the last occurrence of the specified element in this vector, searching backwards from index, or returns -1 if the element is not found.
      28. ListIterator<E> listIterator()
      29. ListIterator<E> listIterator​(int index)
      30. E remove​(int index)
      31. boolean remove​(Object o)
      32. boolean removeAll​(Collection<?> c)
      33. void removeAllElements()
      34. boolean removeElement​(Object obj) : Removes the first (lowest-indexed) occurrence of the argument from this vector.
      35. void removeElementAt​(int index)
      36. boolean removeIf​(Predicate<? superE> filter)
      37. protected void removeRange​(int fromIndex, int toIndex) : Removes from this list all of the elements whose index is between fromIndex, inclusive, and toIndex, exclusive.
      38. void replaceAll​(UnaryOperator<E> operator)
      39. boolean retainAll​(Collection<?> c)
      40. E set​(int index, E element)
      41. void setElementAt​(E obj, int index)
      42. void setSize​(int newSize)
      43. int size()
      44. Spliterator<E> spliterator()
      45. List<E> subList​(int fromIndex, int toIndex) : Returns a view of the portion of this List between fromIndex, inclusive, and toIndex, exclusive.
      46. Object[] toArray()
      47. <T> T[] toArray​(T[] a)
      48. String toString()
      49. void trimToSize()
   2. **Desc:** Vector implements a dynamic array that means it can grow or shrink as required. Like an array, it contains components that can be accessed using an integer index

They are very similar to ArrayList but Vector is **synchronised** and have some legacy method which collection framework does not contain.

* 1. **Constructor:**
     1. **Vector()** : Constructs an empty vector so that its internal data array has size 10 and its standard capacity increment is zero.
     2. **Vector​(int initialCapacity)** : Constructs an empty vector with the specified initial capacity and with its capacity increment equal to zero.
     3. **Vector​(int initialCapacity, int capacityIncrement)** : Constructs an empty vector with the specified initial capacity and capacity increment.
     4. **Vector​(Collection<? extends E> c)** : Constructs a vector containing the elements of the specified collection, in the order they are returned by the collection's iterator.

1. **Stack – Class**
   1. **Method:**
      1. boolean empty()
      2. E peek() : Looks at the object at the top of this stack without removing it from the stack.
      3. E pop() : Removes the object at the top of this stack and returns that object as the value of this function.
      4. E push​(E item) : Pushes an item onto the top of this stack.
      5. int search​(Object o) : It determines whether an object exists in the stack. If the element is found, it returns the position of the element from the top of the stack. Else, it returns -1
   2. **Desc:** It is a collection that is based on the last in first out (LIFO) principle. On Creation, a stack is empty.
   3. **Constructor:**
      1. **Stack() :** Creates an empty Stack.

**MAPS**

![](data:image/png;base64,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)

1. **Map - Interface:**
   1. **Methods:**
      1. void clear() : default V compute​(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) : Attempts to compute a mapping for the specified key and its current mapped value (or null if there is no current mapping).
      2. default V computeIfAbsent​(K key, Function<? super K,? extends V> mappingFunction) : If the specified key is not already associated with a value (or is mapped to null), attempts to compute its value using the given mapping function and enters it into this map unless null.
      3. default V computeIfPresent​(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) : If the value for the specified key is present and non-null, attempts to compute a new mapping given the key and its current mapped value.
      4. boolean containsKey​(Object key) :
      5. boolean containsValue​(Object value)
      6. static <K,V> Map<K,V> copyOf​(Map<? extends K,? extends V> map) : Returns an [unmodifiable Map](https://docs.oracle.com/javase/10/docs/api/java/util/Map.html#unmodifiable) containing the entries of the given Map
      7. static <K,V> Map.Entry<K,V> entry​(K k, V v)
      8. Set<Map.Entry<K,V>> entrySet()
      9. boolean equals​(Object o)
      10. default void forEach​(BiConsumer<? super K,? super V> action)
      11. V get​(Object key)
      12. default V getOrDefault​(Object key, V defaultValue) : Returns the value to which the specified key is mapped, ordefaultValue if this map contains no mapping for the key.
      13. int hashCode()
      14. boolean isEmpty()
      15. Set<K> keySet()
      16. default V merge​(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction) : If the specified key is not already associated with a value or is associated with null, associates it with the given non-null value.
      17. static <K,V> Map<K,V> of() : Returns an unmodifiable map containing zero mappings.
      18. static <K,V> Map<K,V> of​(K k1, V v1)
      19. static <K,V> Map<K,V> ofEntries​(Map.Entry<? extends K,? extends V>... entries) : Returns an unmodifiable map containing keys and values extracted from the given entries.
      20. V put​(K key, V value)
      21. void putAll​(Map<? extends K,? extends V> m) : Copies all of the mappings from the specified map to this map (optional operation).
      22. default V putIfAbsent​(K key, V value) : If the specified key is not already associated with a value (or is mapped to null) associates it with the given value and returns null, else returns the current value.
      23. V remove​(Object key)
      24. default boolean remove​(Object key, Object value)
      25. default V replace​(K key, V value) : Replaces the entry for the specified key only if it is currently mapped to some value.
      26. default boolean replace​(K key, V oldValue, V newValue)
      27. default void replaceAll​(BiFunction<? super K,? super V,? extends V> function)
      28. int size()
      29. Collection<V> values() : Returns a [Collection](https://docs.oracle.com/javase/10/docs/api/java/util/Collection.html) view of the values contained in this map
   2. **Desc :** An object that maps keys to values. A map cannot contain duplicate keys; each key can map to at most one value. Some implementations allow null key and null value ([HashMap](https://www.geeksforgeeks.org/hashmap-treemap-java)and [LinkedHashMap](https://www.geeksforgeeks.org/linkedhashmap-class-java-examples)) but some do not ([TreeMap](https://www.geeksforgeeks.org/hashmap-treemap-java)).
2. **Dictionary - Interface:**
   1. **Methods:**
      1. abstract Enumeration<V> elements()
      2. abstract V get​(Object key)
      3. abstract boolean isEmpty()
      4. abstract Enumeration<K> keys()
      5. abstract V put​(K key, V value)
      6. abstract V remove​(Object key)
      7. abstract int size()
   2. **Desc:** The Dictionary class is the abstract parent of any class, such as Hashtable, which maps keys to values. Every key and every value is an object. In any one Dictionaryobject, every key is associated with at most one value. Given a Dictionary and a key, the associated element can be looked up. Any non-null object can be used as a key and as a value.
3. **HashTable – Class**
   1. **Methods:**
      1. void clear()
      2. Object clone()
      3. V compute​(K key, BiFunction<? super K,? super V,? extends V> remappingFunction)
      4. V computeIfAbsent​(K key, Function<? superK,? extends V> mappingFunction)
      5. V computeIfPresent​(K key, BiFunction<? super K,? super V,? extendsV> remappingFunction)
      6. boolean contains​(Object value)
      7. boolean containsKey​(Object key)
      8. boolean containsValue​(Object value)
      9. Enumeration<V> elements()
      10. Set<Map.Entry<K,V>> entrySet()
      11. boolean equals​(Object o)
      12. V get​(Object key)
      13. int hashCode()
      14. boolean isEmpty()
      15. Enumeration<K> keys()
      16. Set<K> keySet()
      17. V merge​(K key, V value, BiFunction<? superV,? super V,? extendsV> remappingFunction)
      18. V put​(K key, V value)
      19. void putAll​(Map<? extends K,? extends V> t)
      20. protected void rehash()
      21. V remove​(Object key)
      22. int size()
      23. String toString()
      24. Collection<V> values()
   2. **Desc:** Any non-null object can be used as a key or as a value. To successfully store and retrieve objects from a hashtable, the objects used as keys must implement the hashCode method and the equals method. LoadFactor – 0.75 (default) Default size 11
      1. It is similar to HashMap, but is synchronised.
      2. Hashtable stores key/value pair in hash table.
      3. In Hashtable we specify an object that is used as a key, and the value we want to associate to that key. The key is then hashed, and the resulting hash code is used as the index at which the value is stored within the table.
   3. **Constructor:**
      1. Hashtable(): This is the default constructor.
      2. Hashtable(int size): This creates a hash table that has initial size specified by size.
      3. Hashtable(int size, float loadRatio): This version creates a hash table that has initial size specified by size and fill ratio specified by loadRatio. fill ratio: Basically it determines how full hash table can be before it is resized upward.and its Value lie between 0.0 to 1.0
      4. Hashtable(Map m): This creates a hash table that is initialised with the elements in m.
4. **Properties – Class**
   1. **Methods:**
      1. String getProperty​(String key) : Searches for the property with the specified key in this property list.
      2. String getProperty​(String key,String defaultValue) : Searches for the property with the specified key in this property list.
      3. void list​(PrintStream out) : Prints this property list out to the specified output stream.
      4. void list​(PrintWriter out) : Prints this property list out to the specified output stream.
      5. void load​(InputStream inStream) : Reads a property list (key and element pairs) from the input byte stream.
      6. void load​(Reader reader) : Reads a property list (key and element pairs) from the input character stream in a simple line-oriented format.
      7. void loadFromXML​(InputStream in) : Loads all of the properties represented by the XML document on the specified input stream into this properties table.
      8. Enumeration<?> propertyNames() : Returns an enumeration of all the keys in this property list, including distinct keys in the default property list if a key of the same name has not already been found from the main properties list.
      9. void save​(OutputStream out,String comments) : Deprecated. This method does not throw an IOException if an I/O error occurs while saving the property list.
      10. Object setProperty​(String key,String value) : Calls the Hashtable method put.
      11. void store​(OutputStream out,String comments) : Writes this property list (key and element pairs) in this Properties table to the output stream in a format suitable for loading into a Properties table using the load(InputStream) method.
      12. void store​(Writer writer,String comments) : Writes this property list (key and element pairs) in this Properties table to the output character stream in a format suitable for using the load(Reader) method.
      13. void storeToXML​(OutputStream os,String comment) : Emits an XML document representing all of the properties contained in this table.
      14. void storeToXML​(OutputStream os,String comment,String encoding) : Emits an XML document representing all of the properties contained in this table, using the specified encoding.
      15. void storeToXML​(OutputStream os,String comment,Charset charset) : Emits an XML document representing all of the properties contained in this table, using the specified encoding.
      16. Set<String> stringPropertyNames() : Returns an unmodifiable set of keys from this property list where the key and its corresponding value are strings, including distinct keys in the default property list if a key of the same name has not already been found from the main properties list.
   2. **Desc:** Properties is a very specialized class that's designed to hold configuration and/or resources that are usually stored in some file.
   3. **Constructor:**
      1. public Properties()
      2. public Properties​(Properties defaults) : Creates an empty property list with the specified defaults.
      3. public Properties​(int initialCapacity) : Creates an empty property list with no default values, and with an initial size accommodating the specified number of elements without the need to dynamically resize.
5. **AbstractMap – Class**
   1. **Methods:**
      1. void clear()
      2. protected Object clone()
      3. boolean containsKey​(Object key)
      4. boolean containsValue​(Object value)
      5. boolean equals​(Object o)
      6. V get​(Object key)
      7. int hashCode()
      8. boolean isEmpty()
      9. Set<K> keySet()
      10. V put​(K key, V value)
      11. void putAll​(Map<? extends K,? extendsV> m)
      12. V remove​(Object key)
      13. int size()
      14. String toString()
      15. Collection<V> values()
   2. **Desc:** This class provides a skeletal implementation of the Map interface, to minimize the effort required to implement this interface.
6. **HashMap – Class** 
   1. **Methods:**
      1. void clear()
      2. Object clone()
      3. V compute​(K key, BiFunction<? super K,? super V,? extends V> remappingFunction)
      4. V computeIfAbsent​(K key, Function<? superK,? extends V> mappingFunction)
      5. V computeIfPresent​(K key, BiFunction<? super K,? super V,? extendsV> remappingFunction)
      6. boolean containsKey​(Object key)
      7. boolean containsValue​(Object value)
      8. Set<Map.Entry<K,V>> entrySet()
      9. V get​(Object key)
      10. boolean isEmpty()
      11. Set<K> keySet()
      12. V merge​(K key, V value, BiFunction<? superV,? super V,? extendsV> remappingFunction)
      13. V put​(K key, V value)
      14. void putAll​(Map<? extends K,? extends V> m)
      15. V remove​(Object key)
      16. int size()
      17. Collection<V> values()
   2. **Desc:** Hash table based implementation of the Map interface. This implementation provides all of the optional map operations, and permits null values and the null key. (The HashMap class is roughly equivalent to Hashtable, except that it is **unsynchronized** and permits nulls.) This class makes no guarantees as to the order of the map; in particular, it does not guarantee that the order will remain constant over time.

Default size - 16 , loadfactor – 0.75

* 1. **Working:** Internally HashMap contains an array of Node. and a node is represented as a class which contains 4 field
     1. int hash
     2. K key
     3. V value
     4. Node next

We can see that node is containing a reference of its own object. So it’s a linked list.

* 1. **Constructor:**
     1. **HashMap()** : It is the default constructor which creates an instance of HashMap with initial capacity 16 and load factor 0.75.
     2. **HashMap(int initial capacity)** : It creates a HashMap instance with specified initial capacity and load factor 0.75.
     3. **HashMap(int initial capacity, float loadFactor)** : It creates a HashMap instance with specified initial capacity and specified load factor.
     4. **HashMap(Map map)** : It creates instance of HashMapwith same mappings as specified map.

1. **TreeMap – Class:**
   1. **Methods:**
      1. Map.Entry<K,V> ceilingEntry​(K key) : Returns a key-value mapping associated with the least key greater than or equal to the given key, or null if there is no such key.
      2. K ceilingKey​(K key) : Returns the least key greater than or equal to the given key, or null if there is no such key.
      3. void clear()
      4. Object clone()
      5. boolean containsKey​(Object key)
      6. boolean containsValue​(Object value)
      7. NavigableSet<K> descendingKeySet()
      8. NavigableMap<K,V> descendingMap()
      9. Set<Map.Entry<K,V>> entrySet()
      10. Map.Entry<K,V> firstEntry() : Returns a key-value mapping associated with the least key in this map, or null if the map is empty.
      11. K firstKey() : Returns the first (lowest) key currently in this map.
      12. Map.Entry<K,V> floorEntry​(K key) : Returns a key-value mapping associated with the greatest key less than or equal to the given key, or null if there is no such key.
      13. K floorKey​(K key) : Returns the greatest key less than or equal to the given key, or null if there is no such key.
      14. V get​(Object key)
      15. SortedMap<K,V> headMap​(K toKey) : Returns a view of the portion of this map whose keys are strictly less than toKey.
      16. NavigableMap<K,V> headMap​(K toKey, boolean inclusive)
      17. Map.Entry<K,V> higherEntry​(K key) : Returns a key-value mapping associated with the least key strictly greater than the given key, or null if there is no such key.
      18. K higherKey​(K key) : Returns the least key strictly greater than the given key, or null if there is no such key.
      19. Set<K> keySet()
      20. Map.Entry<K,V> lastEntry() : Returns a key-value mapping associated with the greatest key in this map, or null if the map is empty.
      21. K lastKey() : Returns the last (highest) key currently in this map.
      22. Map.Entry<K,V> lowerEntry​(K key) : Returns a key-value mapping associated with the greatest key strictly less than the given key, or null if there is no such key.
      23. K lowerKey​(K key) : Returns the greatest key strictly less than the given key, or null if there is no such key.
      24. NavigableSet<K> navigableKeySet()
      25. Map.Entry<K,V> pollFirstEntry() : Removes and returns a key-value mapping associated with the least key in this map, or null if the map is empty.
      26. Map.Entry<K,V> pollLastEntry() : Removes and returns a key-value mapping associated with the greatest key in this map, or null if the map is empty.
      27. V put​(K key, V value)
      28. void putAll​(Map<? extends K,? extends V> map)
      29. V remove​(Object key)
      30. int size()
      31. NavigableMap<K,V> subMap​(K fromKey, boolean fromInclusive,K toKey, boolean toInclusive) : Returns a view of the portion of this map whose keys range from fromKey to toKey
      32. SortedMap<K,V> subMap​(K fromKey, K toKey) : Returns a view of the portion of this map whose keys range from fromKey, inclusive, to toKey, exclusive.
      33. SortedMap<K,V> tailMap​(K fromKey)
      34. NavigableMap<K,V> tailMap​(K fromKey, boolean inclusive) : Returns a view of the portion of this map whose keys are greater than or equal to fromKey.
      35. Collection<V> values()
   2. **Desc:** A TreeMap stores its data in a hierarchical tree with the ability to sort the elements with the help of a custom Comparator. It is same as HashMap instead maintains ascending order(Sorted using the natural order of its key). It cannot have null key but can have multiple null values
   3. **Constructor:**
      1. public TreeMap()
      2. public TreeMap​(Comparator<? super K> comparator)
      3. public TreeMap​([SortedMap](https://docs.oracle.com/javase/10/docs/api/java/util/SortedMap.html)<[K](https://docs.oracle.com/javase/10/docs/api/java/util/TreeMap.html),? extends [V](https://docs.oracle.com/javase/10/docs/api/java/util/TreeMap.html)> m) : Constructs a new tree map containing the same mappings and using the same ordering as the specified sorted map. This method runs in linear time.
      4. public TreeMap​([Map](https://docs.oracle.com/javase/10/docs/api/java/util/Map.html)<? extends [K](https://docs.oracle.com/javase/10/docs/api/java/util/TreeMap.html),? extends [V](https://docs.oracle.com/javase/10/docs/api/java/util/TreeMap.html)> m) : Constructs a new tree map containing the same mappings as the given map, ordered according to the *natural ordering* of its keys. All keys inserted into the new map must implement the [Comparable](https://docs.oracle.com/javase/10/docs/api/java/lang/Comparable.html) interface. Furthermore, all such keys must be *mutually comparable*: k1.compareTo(k2) must not throw a ClassCastException for any keys k1 and k2 in the map.
2. **LinkedHahMap – Class:**
   1. **Method:**
      1. boolean containsValue​(Object value)
      2. Set<Map.Entry<K,V>> entrySet()
      3. V get​(Object key)
      4. Set<K> keySet()
      5. protected boolean removeEldestEntry​(Map.Entry<K,V> eldest)
      6. Collection<V> values()
   2. **Desc :** LinkedHashMap is a subclass of HashMap. That means it inherits the features of HashMap. In addition, the linked list preserves the insertion-order.
   3. **Constructor :**
      1. **LinkedHashMap() :** Constructs an empty insertion-ordered LinkedHashMap instance with the default initial capacity (16) and load factor (0.75).
      2. **LinkedHashMap​(int initialCapacity) :** Constructs an empty insertion-ordered LinkedHashMap instance with the specified initial capacity and a default load factor (0.75).
      3. **LinkedHashMap​(int initialCapacity, float loadFactor) :** Constructs an empty insertion-ordered LinkedHashMap instance with the specified initial capacity and load factor.
      4. **LinkedHashMap​(int initialCapacity, float loadFactor, boolean accessOrder) :** Constructs an empty LinkedHashMap instance with the specified initial capacity, load factor and ordering mode.

accessOrder - the ordering mode - true for access-order, false for insertion-order

* + 1. **LinkedHashMap​(Map<? extends K,? extends V> m) :** Constructs an insertion-ordered LinkedHashMap instance with the same mappings as the specified map.