I.INTRODUCTION

在当今的软件开发过程中，由于用户需求存在很大的变化波动，软件产品的开发过程是反复添加、删除、修改的过程。在过去的20年内，维护软件的花费占整个软件系统的花费，已经从50%增长到了90%。为了帮助减少维护费用，研究者提出了一些方法尝试降低软件的复杂性。在这里，我们尝试分析反模式对于软件的易改性（change-proneness）的影响。

在软件不断改进和完善的过程中，代码常常会变得越来越坏，影响系统的质量和可维护性。这些不良代码和低劣设计等被称为反模式或“代码坏味道”。反模式是对于设计和应用上的“坏”的解决方案。Coplien将反模式描述成“看上去是个好主意，实际应用起来却造成了很糟糕的不良后果”研究发现，很多软件系统中超过45%的类都存在至少一个反模式，对系统的质量造成了严重的影响。因此如何检测反模式，并且从反模式入手来提高软件质量已经成为学术界和工业界非常关心的内容。

在这篇文章中，我们分析反模式可以被用来指出和预见Java classes的改变。研究的目的是调查分析哪些反模式更易导致Java classes的修改。在分析和收集数据的过程中，我很会考虑这些一些代码修改的意义同时尝试过滤掉不重要的修改类型（如对注释的修改）。

为进行我们的研究分析，我们将通过回答以下两个研究问题来完成分析

* **RQ1：**被某一个反模式所影响的Java classes是否比没有被该反模式影响的Java classes更易被修改
* **RQ2：**被某两个反模式所影响的Java classes是否比没有被该反模式组合影响的Java classes更易被修改

这篇文章的大致内容如下，第二部分我们将描述获取分析所需要的数据的方法，第三部分呈现我们分析的方法，过程以及最后的结果；第四部分讨论我们的研究所用到的理论是否有些不可靠地因素，最后一部分讲述我们的结论和一些相关工作

II.DATA COLLECTION

在这一部分，我们将描述我们研究所需要的数据以及整合获得数据的方法。这里先简要的说明所需获得的数据和方法。

1. 第一步为获取开源软件各个release之间的修改信息，通过基于linux中diff命令的脚本获得各个release版本之间的Patch文件，可以得到各个release之间的差异和修改信息。
2. 第二步为对修改信息进行过滤和处理，将例如修改注释一类的非重要修改进行简单的过滤，同时获取各个Java classes的“有效”修改行数，哪些Java classes收到了修改，以及版本之间总共的“有效”修改行数。（记录在Change\_log文件中）
3. 第三步为探测在Java classes中出现的反模式。我们通过DÉCOR（Defect dEtection for CORrection）。DÉCOR通过一系列的规则集描述反模式，并从Java classes中探测出反模式，我们通过在我们分析的开源软件上运行DÉCOR探测反模式。在探测出的反模式中，我们选取了AntiSingleton，Blob，ClassDataShouldBePrivate，ComplexClass，LazyClass，LongParameterList，MessageChain，RefusedParentBequest，SwissArmyKnife进行分析。先对Antisingleton，Blob，ComplexClass，LazyClass，SwissArmyKnife进行分析（开源软件中先对Xalan进行分析）

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| System | #Antisingleton | Blob | ComplexClass | LazyClass | SwissArmyKnife |
| Xalan\_2.6 | 29 | 49 | 111 | 77 | 3 |
| Xalan\_2.7 | 2 | 54 | 116 | 110 | 2 |
| Xalan\_2.71 | 1 | 57 | 120 | 118 | 2 |

III.EMPIRICAL STUDY

实际研究的目的是为了研究反模式与Java类的change-proneness之间的联系。我们对两个广泛使用的Java开源系统作为实例进行研究。

1. Investigation of RQ1

RQ1的目标是分析JAVA类被一个反模式影响的易改性，我们将与没有被改反模式影响的JAVA类的易改性作比较。为了保证RQ1的测试我们提出以下的假设：

* H1：在两个发布的版本之间，被某个反模式影响的类们中，与没有被该反模式影响的类们中，被修改过的类所占的比例没有不同。

1. *分析方法*：我们使用odds ratio（ORs）去测量在两个releases(k,k+1)之间，如果Java class在release k中被至少一个反模式影响时，该Java class会受到修改的可能性。OR被定义为![](data:image/x-wmf;base64,183GmgAAAAAAAMAJIAQACQAAAADxUwEACQAAA6ECAAAEALkAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIgBMAJCwAAACYGDwAMAE1hdGhUeXBlAADgABIAAAAmBg8AGgD/////AAAQAAAAwP///7j///+ACQAA2AMAAAgAAAD6AgAAEwAAAAAAAAIEAAAALQEAAAUAAAAUAgACvgMFAAAAEwIAAmoJBQAAAAkCAAAAAgUAAAAUAm4BFAUcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A4NcYANiU3XSAAeF0vTNmVAQAAAAtAQEADwAAADIKAAAAAAUAAAAvKDFwKQC0AGAA8gHAAAADBQAAABQCjAP/BBwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDg1xgA2JTddIAB4XS9M2ZUBAAAAC0BAgAEAAAA8AEBAA8AAAAyCgAAAAAFAAAALygxcSkAtABgAOwBwAAAAwUAAAAUAm4BBgQcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A4NcYANiU3XSAAeF0vTNmVAQAAAAtAQEABAAAAPABAgAJAAAAMgoAAAAAAQAAAHB5AAMFAAAAFAJgAi4AHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAODXGADYlN10gAHhdL0zZlQEAAAALQECAAQAAADwAQEACgAAADIKAAAAAAIAAABPUhQBAAMFAAAAFAKMA/EDHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAODXGADYlN10gAHhdL0zZlQEAAAALQEBAAQAAADwAQIACQAAADIKAAAAAAEAAABxUgADBQAAABQCbgEGBxwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAB0ezMKBLin4QTg1xgA2JTddIAB4XS9M2ZUBAAAAC0BAgAEAAAA8AEBAAkAAAAyCgAAAAABAAAALVIAAwUAAAAUAmACjAIJAAAAMgoAAAAAAQAAAD1SAAMFAAAAFAKMA/EGCQAAADIKAAAAAAEAAAAtUgADuQAAACYGDwBoAUFwcHNNRkNDAQBBAQAAQQEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAE1dpbkFsbENvZGVQYWdlcwARBsvOzOUAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAFAAoBAAIAg08AAgCDUgACBIY9AD0DAAsAAAEAAgCDcAACAIIvAAIAgigAAgCIMQACBIYSIi0CAIJwAAIAgikAAAEAAgCDcQACAIIvAAIAgigAAgCIMQACBIYSIi0CAIJxAAIAgikAAAAAAAoAAAAmBg8ACgD/////AQAAAAAACAAAAPoCAAAAAAAAAAAAAAQAAAAtAQEAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAC9M2ZUAAAKADgAigEAAAAA/////xTiGAAEAAAALQEDAAQAAADwAQIAAwAAAAAA)，比率p表示某个事件发生在一个组（实验组）中的概率，比率q表示该事件发生在另一个组（控制组）的概率。在我们的 研究中，实验组为至少被一个反模式所影响的class集合，控制组则为没有被该反模式影响的class集合。ORs大于1表示修改更易发生在被该反模式影响的class中，小于1反之，等于1则表示发生修改的可能性相同。

（分析方法中计划添加Fisher’s exact test，通过计算Fisher p-value是否小于0.01判断change-proneness与Java classes中antipatterns的关系

1. *结果：*在对SwissArmyKnife的分析中，xalan-j\_2\_6\_0中共有13个class受到该反模式的影响，其中5个class在下一个release版本中没有受到修改，共有881个class，522个作为有效修改过的class。被SwissArmyKnife影响的class更易受到修改

AntiSingleton分析类似，4个class无有效修改，共29个class受其影响

(Blob 和ComplexClass由于数量较多，正在写C++程序辅助分析)

|  |  |  |  |
| --- | --- | --- | --- |
| Antipattern\_Xalan | OR |  |  |
| AntiSingleton | 4.4623 > 1 |  |  |
| Blob |  |  |  |
| ComplexClass |  |  |  |
| SwissArmyKnife | * 1. 1 |  |  |

IV. THREATS TO VALIDITY

V. CONCLUSION AND RELATED WORK