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# 阅读对象

本文档使用对分布式开发有初步认识的开发人员，如果不知道分布式开发的概念请上网参考相关资料，这方面的资料非常多。

# Zookeeper简介

Zookeeper是一个高性能，分布式的，开源分布式应用协调服务，它用于解决分布式系统之间的协调问题，如：分布式锁、同步队列、集群管理等。

**ZooKeeper 典型的应用场景**

Zookeeper 从设计模式角度来看，是一个基于观察者模式设计的分布式服务管理框架，它负责存储和管理大家都关心的数据，然后接受观察者的注册，一旦这些数据的状态发生变化，Zookeeper 就将负责通知已经在 Zookeeper 上注册的那些观察者做出相应的反应，从而实现集群中类似 Master/Slave 管理模式，关于 Zookeeper 的详细架构等内部细节可以阅读 Zookeeper 的源码

下面详细介绍这些典型的应用场景，也就是 Zookeeper 到底能帮我们解决那些问题？下面将给出答案。

**统一命名服务（Name Service）**

分布式应用中，通常需要有一套完整的命名规则，既能够产生唯一的名称又便于人识别和记住，通常情况下用树形的名称结构是一个理想的选择，树形的名称结构是一个有层次的目录结构，既对人友好又不会重复。说到这里你可能想到了 JNDI，没错 Zookeeper 的 Name Service 与 JNDI 能够完成的功能是差不多的，它们都是将有层次的目录结构关联到一定资源上，但是 Zookeeper 的 Name Service 更加是广泛意义上的关联，也许你并不需要将名称关联到特定资源上，你可能只需要一个不会重复名称，就像数据库中产生一个唯一的数字主键一样。

Name Service 已经是 Zookeeper 内置的功能，你只要调用 Zookeeper 的 API 就能实现。如调用 create 接口就可以很容易创建一个目录节点。

**配置管理（Configuration Management）**

配置的管理在分布式应用环境中很常见，例如同一个应用系统需要多台 PC Server 运行，但是它们运行的应用系统的某些配置项是相同的，如果要修改这些相同的配置项，那么就必须同时修改每台运行这个应用系统的 PC Server，这样非常麻烦而且容易出错。

像这样的配置信息完全可以交给 Zookeeper 来管理，将配置信息保存在 Zookeeper 的某个目录节点中，然后将所有需要修改的应用机器监控配置信息的状态，一旦配置信息发生变化，每台应用机器就会收到 Zookeeper 的通知，然后从 Zookeeper 获取新的配置信息应用到系统中。

# Zookeeper安装

## 安装文件

* zookeeper-3.4.5.tar.gz最新的安装包

下载地址：

<http://mirror.bit.edu.cn/apache/zookeeper/zookeeper-3.4.5/zookeeper-3.4.5.tar.gz>

## 安装步骤

1. 使用 tar -xzvf zookeeper-3.4.2.tar.gz  解压
2. 设置，将conf/zoo.example.cfg复制到conf/zoo.cfg或者手动建立一个新的。
3. 启动Zookeeper服务：bin/zkServer.sh start
4. 启动客户端连接：bin/zkCli.sh -server 127.0.0.1:2181（此处在本机，且使用了默认端口，且在Java环境中）
5. ![yaxin henglogo.jpg](data:image/jpeg;base64,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)关闭Zookeeper服务：bin/zkServer.sh stop

# Zookeeper示例

## 示例代码

* Helloword代码：

**public** **static** **void** main(String[] args) **throws** Exception {

ZooKeeper zk =**new** ZooKeeper("10.1.27.36:2181", 500000, **new** Watcher() {

**public** **void** process(WatchedEvent event) {

System.*out*.println("1触发了 "+event.getType()+" 事件！");

}

});

// 创建一个目录节点

System.*out*.println("操作增加/testRootPath节点 ");

zk.exists("/testRootPath/testChildPathOne",**true**);

zk.create("/testRootPath", "testRootData".getBytes(), Ids.*OPEN\_ACL\_UNSAFE*,

CreateMode.*PERSISTENT*);

// 创建一个子目录节点

System.*out*.println("操作增加/testRootPath/testChildPathOne子节点 ");

zk.create("/testRootPath/testChildPathOne", "testChildDataOne".getBytes(),

Ids.*OPEN\_ACL\_UNSAFE*,CreateMode.*PERSISTENT*);

System.*out*.println("操作获取/testRootPath节点 数据，=========》 ");

System.*out*.println(**new** String(zk.getData("/testRootPath",**false**,**null**)));

// 取出子目录节点列表

System.*out*.println("操作获取/testRootPath子节点，=========》 ");

System.*out*.println(zk.getChildren("/testRootPath",**true**));

// 修改子目录节点数据

System.*out*.println("操作修改/testRootPath/testChildPathOne节点 数据，=========》 ");

zk.setData("/testRootPath/testChildPathOne","modifyChildDataOne".getBytes(),-1);

System.*out*.println("目录节点状态：["+zk.exists("/testRootPath",**true**)+"]");

// 创建另外一个子目录节点

System.*out*.println("操作增加/testRootPath/testChildPathTwo子节点 ");

zk.create("/testRootPath/testChildPathTwo", "testChildDataTwo".getBytes(),

Ids.*OPEN\_ACL\_UNSAFE*,CreateMode.*PERSISTENT*);

System.*out*.println("操作获取/testRootPath/testChildPathTwo节点 数据，=========》 ");

System.*out*.println(**new** String(zk.getData("/testRootPath/testChildPathTwo",**true**,**null**)));

// 删除子目录节点

zk.exists("/testRootPath/testChildPathOne",**true**);

System.*out*.println("删除/testRootPath/testChildPathTwo节点 ");

zk.delete("/testRootPath/testChildPathTwo",-1);

System.*out*.println("删除/testRootPath/testChildPathOne节点 ");

zk.delete("/testRootPath/testChildPathOne",-1);

// 删除父目录节点

System.*out*.println("删除/testRootPath节点 ");

zk.delete("/testRootPath",-1);

// 关闭连接

zk.close();

Thread.*sleep*(100000);

}

* 控制台输出

操作增加/testRootPath节点

操作增加/testRootPath/testChildPathOne子节点

操作获取/testRootPath节点 数据，=========》

testRootData

操作获取/testRootPath子节点，=========》

[testChildPathOne]

操作修改/testRootPath/testChildPathOne节点 数据，=========》

目录节点状态：[229,229,1386121687735,1386121687735,0,1,0,0,12,1,230

]

操作增加/testRootPath/testChildPathTwo子节点

操作获取/testRootPath/testChildPathTwo节点 数据，=========》

testChildDataTwo

删除/testRootPath/testChildPathTwo节点

删除/testRootPath/testChildPathOne节点

删除/testRootPath节点

1触发了 None 事件！

1触发了 NodeCreated 事件！

1触发了 NodeChildrenChanged 事件！

1触发了 NodeDeleted 事件！

1触发了 NodeDeleted 事件！

1触发了 NodeDeleted 事件！

## 常用API

|  |  |
| --- | --- |
| **方法名** | **方法功能描述** |
| [String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) [create](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html#create%28java.lang.String,%20byte[],%20java.util.List,%20org.apache.zookeeper.CreateMode%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) path, byte[] data, [List](http://java.sun.com/javase/6/docs/api/java/util/List.html?is-external=true)<[ACL](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/data/ACL.html)> acl,[CreateMode](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/CreateMode.html) createMode) | 创建一个给定的目录节点 path, 并给它设置数据，[CreateMode](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/CreateMode.html) 标识有四种形式的目录节点，分别是 PERSISTENT：持久化目录节点，这个目录节点存储的数据不会丢失；PERSISTENT\_SEQUENTIAL：顺序自动编号的目录节点，这种目录节点会根据当前已近存在的节点数自动加 1，然后返回给客户端已经成功创建的目录节点名；EPHEMERAL：临时目录节点，一旦创建这个节点的客户端与服务器端口也就是 session 超时，这种节点会被自动删除；EPHEMERAL\_SEQUENTIAL：临时自动编号节点 |
| [Stat](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/data/Stat.html) [exists](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html#exists%28java.lang.String,%20boolean%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) path, boolean watch) | 判断某个 path 是否存在，并设置是否监控这个目录节点，这里的 watcher 是在创建 ZooKeeper 实例时指定的 watcher，[exists](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html" \l "exists%28java.lang.String,%20boolean%29)方法还有一个重载方法，可以指定特定的watcher |
| [Stat](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/data/Stat.html) [exists](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html#exists%28java.lang.String,%20org.apache.zookeeper.Watcher%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) path,[Watcher](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/Watcher.html) watcher) | 重载方法，这里给某个目录节点设置特定的 watcher，Watcher 在 ZooKeeper 是一个核心功能，Watcher 可以监控目录节点的数据变化以及子目录的变化，一旦这些状态发生变化，服务器就会通知所有设置在这个目录节点上的 Watcher，从而每个客户端都很快知道它所关注的目录节点的状态发生变化，而做出相应的反应 |
| void [delete](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html#delete%28java.lang.String,%20int%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) path, int version) | 删除 path 对应的目录节点，version 为 -1 可以匹配任何版本，也就删除了这个目录节点所有数据 |
| [List](http://java.sun.com/javase/6/docs/api/java/util/List.html?is-external=true)<[String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true)>[getChildren](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html" \l "getChildren%28java.lang.String,%20boolean%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) path, boolean watch) | 获取指定 path 下的所有子目录节点，同样 [getChildren](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html" \l "getChildren%28java.lang.String,%20boolean%29)方法也有一个重载方法可以设置特定的 watcher 监控子节点的状态 |
| [Stat](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/data/Stat.html) [setData](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html" \l "setData%28java.lang.String,%20byte[],%20int%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) path, byte[] data, int version) | 给 path 设置数据，可以指定这个数据的版本号，如果 version 为 -1 怎可以匹配任何版本 |
| byte[] [getData](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html" \l "getData%28java.lang.String,%20boolean,%20org.apache.zookeeper.data.Stat%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) path, boolean watch, [Stat](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/data/Stat.html) stat) | 获取这个 path 对应的目录节点存储的数据，数据的版本等信息可以通过 stat 来指定，同时还可以设置是否监控这个目录节点数据的状态 |
| void[addAuthInfo](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html#addAuthInfo%28java.lang.String,%20byte[]%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) scheme, byte[] auth) | 客户端将自己的授权信息提交给服务器，服务器将根据这个授权信息验证客户端的访问权限。 |
| [Stat](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/data/Stat.html) [setACL](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html" \l "setACL%28java.lang.String,%20java.util.List,%20int%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) path,[List](http://java.sun.com/javase/6/docs/api/java/util/List.html?is-external=true)<[ACL](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/data/ACL.html)> acl, int version) | 给某个目录节点重新设置访问权限，需要注意的是 Zookeeper 中的目录节点权限不具有传递性，父目录节点的权限不能传递给子目录节点。目录节点 ACL 由两部分组成：perms 和 id。 Perms 有 ALL、READ、WRITE、CREATE、DELETE、ADMIN 几种  而 id 标识了访问目录节点的身份列表，默认情况下有以下两种： ANYONE\_ID\_UNSAFE = new Id("world", "anyone") 和 AUTH\_IDS = new Id("auth", "") 分别表示任何人都可以访问和创建者拥有访问权限。 |
| [List](http://java.sun.com/javase/6/docs/api/java/util/List.html?is-external=true)<[ACL](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/data/ACL.html)>[getACL](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/ZooKeeper.html" \l "getACL%28java.lang.String,%20org.apache.zookeeper.data.Stat%29)([String](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true) path,[Stat](http://hadoop.apache.org/zookeeper/docs/r3.2.2/api/org/apache/zookeeper/data/Stat.html) stat) | 获取某个目录节点的访问权限列表 |

# Zookeeper核心概念

## Znodes

Zookeeper管理着一个树形结构，在Zookeeper树种每一个节点称为znode。Zondes维持一状态结构包含了数据改变版本号和ACL（Access Control List）改变的版本号。这个静态结构也包含了时间戳。这些版本号和时间戳在一起用于zookeeper验证缓存和协调更新。

当znodes数据改变后这个版本后会增加。如果客户端检索znode的数据也会检索这个版本号。并且当客户端执行一个更新、删除，它也必须提供znode版本数据，如果提供的版本号与数据的版本号不匹配更新将失败。

**Note**

In distributed application engineering, the word node can refer to a generic host machine, a server, a member of an ensemble, a client process, etc. In the ZooKeeper documentation, znodes refer to the data nodes. Servers refer to machines that make up the ZooKeeper service; quorum peers refer to the servers that make up an ensemble; client refers to any host or process which uses a ZooKeeper service.

Znodes是主要的程序访问实体、他们有几个特征：

* **观察者**

客户端可以设置zonodes观察者。改变了znode它就会触发然后清楚观察者。当观察者被触发，zookeeper给客户端发送一个通知。更多关于Watches信息请参考[ZooKeeper Watches](http://zookeeper.apache.org/doc/r3.4.5/zookeeperProgrammers.html" \l "ch_zkWatches)。

* **数据访问**

数据存储在每一个znode在一个命名空间读和写是原子的。读获得关于这个znode所有的数据字节，和写替换所有的数据。每一个node有一个访问控制列表（ACL）这里约束了谁能做什么。（以下是官方原文）。

The data stored at each znode in a namespace is read and written atomically. Reads get all the data bytes associated with a znode and a write replaces all the data. Each node has an Access Control List (ACL) that restricts who can do what.

Zookeeper设计不是用于通用数据库或大对象的存储。相反他管理者协调数据。这些数据可以是一些配置数据、状态数据、coordination数据等等。这些协调的公共数据相对是比较小的千字节以内。Zookeeper客户端和服务端的健康检查标准是这些znodes不超过1M数据，但是实际平均数据应该比这个小的多。操作相对较大的数据就会耗掉很多的时间，这样其他系统会形成阻塞。如果确实需要操作大的数据一般znode存放数据的位置，实际数据放在HDFS上。

* **临时Nodes**

Zookeeper也包含一个临时节点的概念。这些znode存活时间和session的创建一样长。当这个session结束znode就会删除。因为这种行为临时znode不允许包含children。

* **Sequence Nodes**

当创建一个znode你也可以要求zookeeper最佳一个递增的计数器在路径尾端。这个计数器在上级node中是唯一的。这个计数格式化为%010d。

# 互联网资料

* **Zookeeper浏览器(方便查看管理zookeeper)**

<https://github.com/killme2008/node-zk-browser>

* **ZooKeeper之特性**

ZooKeeper本质上是一个分布式的小文件存储系统。原本是Apache Hadoop的一个组件，现在被拆分为一个Hadoop的独立子项目，在HBase（Hadoop的另外一个被拆分出来的子项目，用于分布式环境下的超大数据量的DBMS）中也用到了ZooKeeper集群。ZooKeeper有如下的特性：

1）   简单

ZooKeeper核心是一个精简的文件系统，它提供了一些简单的文件操作以及附加的功能，例如排序和通知。

2）   易表达

ZooKeeper的数据结构原型是一棵znode树（类似Linux的文件系统），并且它们是一些已经被构建好的块，可以用来构建大型的协作数据结构和协议。

3）   高可用性

ZooKeeper可以运行在一组服务器上，同时它们被设计成高可用性，为你的应用程序避免单点故障。

4）   松耦合交互

ZooKeeper提供的Watcher机制使得各客户端与服务器的交互变得松耦合，每个客户端无需知晓其他客户端的存在，就可以和其他客户端进行数据交互。

5）   丰富的API

ZooKeeper为开发人员提供了一套丰富的API，减轻了开发人员编写通用协议的负担。

# 参考

官方资料：<http://zookeeper.apache.org/doc/r3.4.5/zookeeperProgrammers.html>

**IBM网站：**[**http://www.ibm.com/developerworks/cn/opensource/os-cn-zookeeper/**](http://www.ibm.com/developerworks/cn/opensource/os-cn-zookeeper/)