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# 数论

## 高精度算法[1]

#include<stdio.h>

#include<string.h>

char c[2000];//全局变量，存储大数运算的结果

char arr[1000];//高精度除以高精度的余数

long z=0;//高精度除以低精度的余数

int Judge(char ch[])

{//判断字符串ch是否全为0，若全为0，返回0，否则返回1

int i,k;

k=strlen(ch);

for(i=0;i<k;i++)

if(ch[i]!='0')

return 0;

return 1;

}

int Compare(char a[],char b[])

{//比较字符串的大小，方法不同于strcmp函数，类似于整型常量的比较

int lena,lenb,i;

lena=strlen(a);

lenb=strlen(b);

if(lena<lenb)

return -1;

else if(lena>lenb)

return 1;

else

{

if(strcmp(a,b)==0)

return 0;

else

{

for(i=0;i<lena;i++)

{

if(a[i]>b[i])

return 1;

if(a[i]<b[i])

return -1;

}

return 0;

}

}

}

### 高精度加法

/\*算法：先确定a和b中的最大位数k，然后依照由低至高位的顺序进行加法运算。注意进位，若高位有进位，则c的长度为k+1。\*/

void BigNumberAdd(char a1[],char b1[])

{

int i,j,k,lena,lenb;

int a[1000]={0},b[1000]={0},d[1000]={0};

lena=strlen(a1);

lenb=strlen(b1);

//将加数与被加数化为整型数组，并且该数组的其他位为

for(i=0;i<lena;i++)

a[i]=a1[lena-i-1]-'0';

for(i=0;i<lenb;i++)

b[i]=b1[lenb-1-i]-'0';

//当数组除了加数和被加数以外的整型数组元素均为0时，无需考虑lena和lenb的大小

k=lena>lenb?lena:lenb;

for(i=0;i<k;i++)

{

d[i]=a[i]+b[i]+d[i];

d[i+1]=d[i+1]+d[i]/10;

d[i]=d[i]%10;

}

//若高位进

while(d[k])

k++;

while(!d[k-1])

k--;//001+0003=4

//将整型数组逆着转变并赋值给c字符型数组

for(j=0;j<k;j++)

c[j]=d[k-j-1]+'0';

if(Judge(c))//若全为0，则只输出一个

strcpy(c,"0");

}

### 高精度减法

/\*算法：依照由低位至高位的顺序进行减法运算。在每次位运算中，若出现不够减的情况，则向高位借位。在进行了la的减法后，若最高位为0，则a的长度减。若A、B大小未知，则需先判断大小。\*/

void BigNumberSub(char a1[],char b1[])

{//a1为被减数，b1为减数

int lena,lenb,i,j,k,flag;

int a[1000]={0},b[1000]={0},d[1000]={0};

lena=strlen(a1);

lenb=strlen(b1);

if(Compare(a1,b1)>=0)

{//若被减数大于等于减数

for(i=0;i<lena;i++)

a[i]=a1[lena-1-i]-'0';

for(i=0;i<lenb;i++)

b[i]=b1[lenb-1-i]-'0';

flag=0;//结果正的标志

}

else

{//若被减数小于减数

for(i=0;i<lenb;i++)

a[i]=b1[lenb-1-i]-'0';

for(i=0;i<lena;i++)

b[i]=a1[lena-1-i]-'0';

flag=1;//结果负的标志

}

k=lena>lenb?lena:lenb;

for(i=0;i<k;i++)

{//大数减小数

if(a[i]<b[i])

{//若被减数不够减，向高位借一位

a[i+1]--;

d[i]=a[i]-b[i]+10;

}

else

d[i]=a[i]-b[i];

}

//若较高位已为0，并且不止1位时

while(!d[i-1])

{

k--;

i--;

}

//根据flag，输出有无"-"

if(!flag)

{

for(i=0;i<k;i++)

{//将结果转化为字符逆着赋给数组c

if(!i&&!d[k-i-1])//若差的第一个字母为0，则马上跳过

continue;

c[i]=d[k-i-1]+'0';

}

}

else

{

c[0]='-';

for(i=1;i<=k;i++)

{//将结果转化为字符逆着赋给数组c

if(i==1&&!d[k-i])//若差的第一个字母为0，则马上跳过

continue;

c[i]=d[k-i]+'0';//注意d的下标，不是k-i-1

}

}

if(Judge(c))//若差全为0，则只输出一个

strcpy(c,"0");

}

### 高精度乘法

**高精度乘以低精度**

/\*算法：将多位数存入数组，低位在前、高位在后，然后用一位数去乘数组的各位，考虑进位，最后按正常顺序输出\*/

void BigNumMultiSmall(char a1[],int b1)

{

int i,j,t;

int a[2000]={0};

//将字符串转化为整型数组，并逆置

t=strlen(a1);

for(i=0;i<t;i++)

a[i]=a1[t-1-i]-'0';

//整型数组的每个元素乘以b1，然后对其进行求余，整除，使其只有一位数

a[0]=a[0]\*b1;

for(i=1;i<t;i++)

{

a[i]\*=b1;

a[i]+=a[i-1]/10;

a[i-1]=a[i-1]%10;

}

while(a[i-1]>9)

{//若最后一个元素大于9

a[i]=a[i-1]/10;

a[i-1]=a[i-1]%10;

i++;

}

//将得到的整型数组逆置赋给字符串

for(j=0;j<i;j++)

c[j]=a[i-j-1]+'0';

if(Judge(c))//若积全为0，则只输出一个0

strcpy(c,"0");

}

**高精度乘以高精度**

void BigNumMultiBig(char a1[],char b1[])

{

int i,j,k,lena,lenb;

int a[1000]={0},b[1000]={0},d[2000]={0};

//将字符串转化为整型数组，并逆置

lena=strlen(a1);

lenb=strlen(b1);

for(i=0;i<lena;i++)

a[i]=a1[lena-i-1]-'0';

for(i=0;i<lenb;i++)

b[i]=b1[lenb-i-1]-'0';

//计算乘数从低位到高位以此乘以被乘数的低位到高位

for(i=0;i<lena;i++)

for(j=0;j<lenb;j++)

{

d[i+j]=d[i+j]+a[i]\*b[j];

d[i+j+1]+=d[i+j]/10;

d[i+j]=d[i+j]%10;

}

//根据高位是否为判断整型数组的位数

k=lena+lenb;

while(!d[k-1])

k--;

//积转化为字符型

for(i=0;i<k;i++)

c[i]=d[k-1-i]+'0';

if(Judge(c))//若积全为0，则只输出一个1

strcpy(c,"0");

}

### 整型常量阶乘

void BigNumFact(int x)

{

int i,k,m=0,a[1000]={0};

a[0]=1;

for(;x;x--)

{//m为在求阶乘过程中a的元素个数

for(k=i=0;i<=m;i++)

{

k=k+a[i]\*x;//数组各个元素均乘以x(x递减)，以完成阶乘的运算

a[i]=k%10;

k/=10;

}

while(k)

{

a[++m]=k%10;

k/=10;

}

}

//阶乘的结果转化为字符型

for(i=0;i<=m;i++)

c[i]=a[m-i]+'0';

if(Judge(c))//若结果全为，则只输出一个

strcpy(c,"0");

}

### 整型常量阶乘和

void BigNumFactAdd(int t) //可以改进，减少算法时间复杂度

{

int i;

char sum[2000],d[2000];

//对字符串进行初始化

memset(d,0,sizeof(d));

memset(sum,0,sizeof(sum));

//分别求出相应i的阶乘然后相加

for(i=t;i>0;i--)

{

BigNumFact(i); //调用大数乘法。可以减少时间复杂度

strcpy(d,c);

memset(c,0,sizeof(c));

BigNumberAdd(d,sum);

strcpy(sum,c);

memset(c,0,sizeof(c));

}

strcpy(c,sum);//将结果赋值给全局变量，进行输出

}

### 高精度的乘方

void BigNumInvol(char a1[],int b1) //幂为整型常量

{

int i;

char temp[1000];

strcpy(temp,a1);//注意乘方是自己乘自己，而不是结果乘结果

for(i=2;i<b1;i++)

{

BigNumMultiBig(a1,temp);

strcpy(temp,c);

memset(c,0,sizeof(c));//将c清空，防止出现错误

}

//进行最后一次乘法

BigNumMultiBig(a1,temp);

if(Judge(c))//若结果全为0，则只输出一个0

strcpy(c,"0");

}

### 高精度除法

**高精度除以低精度，只产生余数**

int BigNumDividSmall(char a1[],int b1)

{

if(!b1)

return 0;

int i,j,k,flag=0,a[1000]={0};

char b[2000];

memset(b,0,sizeof(b));

k=strlen(a1);

for(i=0;i<k;i++)

a[i]=a1[i]-'0';

z=0;

for(i=0;i<k;i++)

{

z=a[i]+z\*10;

b[i]=z/b1+'0';

z=z%b1;

}

i=j=0;

while(b[i++]=='0');

for(i=i-1;i<k;i++)

c[j++]=b[i];

return 1;

}

**高精度除以高精度，只产生余数**

void BigNumDividBig(char a1[],char b1[])

{

char a[1000],b[1000],time[1000];

int lena1,lentime,i,j,k,flag=0;

memset(arr,0,sizeof(arr));

//若被除数小于除数，则商为，余数为被除数

if(Compare(a1,b1)<0)

strcpy(arr,a1);

//若两数相等，则商为，余数为

else if(!Compare(a1,b1))

c[0]='1';

//若被除数大于除数

else

{

j=lentime=0;

lena1=strlen(a1);

memset(b,0,sizeof(b));

memset(time,0,sizeof(time));

for(i=0;i<lena1;i++)

{//计算得到被除数的前几位,得到整型数组形式的商

//time的一个元素表示一次相除的商

b[j++]=a1[i];

flag=0;

while(Compare(b,b1)>=0)

{

BigNumberSub(b,b1);

strcpy(b,c);

memset(c,0,sizeof(c));

time[lentime]++;

flag=1;//控制time的元素的位置

}

if(flag)//将商转换为字符

time[lentime]+='0';

else//当被除数前几位小于除数，商补

time[lentime]='0';

if(!strcmp(b,"0"))//若b为‘’

j=0;

else//继续在b的后面加值

j=strlen(b);

lentime++;

}

k=0;

for(i=0;i<lentime;i++)

if(time[i]!='0')

break;//找到time数组中第一个不为的位置

for(j=i;j<lentime;j++)

c[k++]=time[j];

strcpy(arr,b);

}

if(Judge(c))

strcpy(c,"0");

if(Judge(arr))

strcpy(arr,"0");

}

### 带符号的数据运算

2  
$1,234,567.89  
$9,876,543.21

#include<string.h>

#include<stdio.h>

int main()

{

char s[10001][30],t[30];

long a,sum;

int i,j,k,m,n;

while(scanf("%d",&n)&&n)

{

sum=0;

getchar();

for(i=0;i<n;i++)

{

gets(s[i]);

m=strlen(s[i]);

a=0;

for(j=1;j<m;j++)

{

if(s[i][j]!=','&&s[i][j]!='.')

a=a\*10+(s[i][j]-'0');

}

sum+=a;

}

if(sum<100)

{

t[0]=(sum%10-0)+'0';

t[1]=((sum%100-sum%10)/10+'0');

t[2]='.';

t[3]='0';

j=4;

}

else

{

t[0]=(sum%10-0)+'0';

t[1]=((sum%100-sum%10)/10+'0');

sum/=100;

t[2]='.';

k=0;

j=3;

while(sum)

{

if(k!=3)

{

t[j]=sum%10+'0';

sum/=10;

j++;

k++;

}

else

{

t[j]=',';

k=0;

j++;

}

}

}

printf("$");

for(i=j-1;i>=0;i--)

printf("%c",t[i]);

printf("\n");

}

}

## 广度优先搜索大数应用

/\*\*\*\*\*求一个数m它的各个数位只由0或1构成，并且能被输入的整数m整除\*\*\*\*\*\*\*/

#include<stdio.h>

struct node

{

int a,b; ///a存0、1,b 存余数

int pre; //前一点

}queue[200];

void output(int k)

{

if(queue[k].pre>=0)

{

output(queue[k].pre);

}

printf("%d",queue[k].a);

}

int main()

{

int n,r,i,j,L;

queue[0].a=1;

queue[0].b=1;

queue[0].pre=-1;

while(scanf("%d",&n)!=EOF) //除数

{

if(n==0)

return 0;

char used[200]={0};

used[1]=1;

L=1; //r

if(n>1)

{

for(i=0;i<L;i++)

{

for(j=0;j<2;j++)//确定只有0或1,广度优先搜索思维

{

r=(queue[i].b\*10+j)%n;

if(!used[r])

{

queue[L].a=j;

queue[L].b=r; //用余数继续乘10+0或+1循环乘、取余直到整除

queue[L].pre=i;

used[r]=1;

L++; //用来控制输出0 1序列的,构造是从右往左,输出时从左往右(L-1开始)

}

if(r==0)

break;

}

if(r==0)

break;

}

}

output(L-1);

printf("\n");

}

return 0;

}

## 基于比较的排序算法

#include <iostream>

using namespace std;

#define SWAP(i,j) {int t=(i);(i)=(j);(j)=t;}

### 插入排序

void InsertSort(int\*a,int len) //算法主体函数

{

for (int i=1;i<len;i++)

{

int j=i,x=a[i];

while (j && a[j-1]>x)

a[j]=a[j-1],j--;

a[j]=x;

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

### 选择排序

void SelectSort(int\*a,int len) //算法主体函数

{

for (int i=1,j,k;i<len;i++)

{

for (j=i,k=i-1;j<len;j++)

if (a[j]<a[k])

k=j;

if (k>=i)

SWAP(a[i-1],a[k]);

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

### 冒泡排序

void BubbletSort(int\*a,int len) //算法主体函数

{

for (bool bSwap=true;bSwap;len--)

{

bSwap=false;

for (int j=1;j<len;j++)

if (a[j-1]>a[j])

{

SWAP(a[j-1],a[j]);

bSwap=true;

}

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

### 堆排序

//堆调整

void HeapAdjust(int \*a,int root,int len)

{

int child,x=a[root];

while (child=root<<1|1,child<len)

{

if (child<len-1 && a[child]<a[child+1])

child++;

if (x<a[child])

{

a[root]=a[child];

root=child;

}

else

break;

}

a[root]=x;

}

//堆排序

void HeapSort(int\*a,int len) //算法主体函数

{

for (int i=len/2-1;i>=0;i--)

HeapAdjust(a,i,len);

while (--len)

{

SWAP(a[0],a[len]);

HeapAdjust(a,0,len);

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

### 归并排序

//归并

void Merge(int\*a,int len1,int len2)

{

int \*a1=new int[len1+1],\*a2=new int[len2+1],len=len1+len2;

for (int i=0;i<len1;i++)

a1[i]=a[i];

for (int i=0;i<len2;i++)

a2[i]=a[len1+i];

a1[len1]=a2[len2]=INT\_MAX;

for (int i=0,j=0,k=0;k<len;k++)

if (a1[i]<a2[j])

a[k]=a1[i++];

else

a[k]=a2[j++];

delete[] a1;delete[] a2;

}

//归并排序

void MergeSort(int\*a,int len) //算法主体函数

{

if (len>1)

{

int c=len/2;

MergeSort(a,c);

MergeSort(a+c,len-c);

Merge(a,c,len-c);

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

### 快速排序

//划分

int Partition(int\*a,int len)

{

int x=a[--len],i=-1;

for (int j=0;j<len;j++)

if (a[j]<x)

{

i++;

SWAP(a[i],a[j]);

}

SWAP(a[i+1],a[len]);

return i+1;

}

//快速排序

void QuickSort(int\*a,int len) //算法主体函数

{

if (len > 0)

{

int q=Partition(a,len);

if (q<len-q)

{

QuickSort(a,q-1);

QuickSort(a+q+1,len-q-1);

}

else

{

QuickSort(a+q+1,len-q-1);

QuickSort(a,q-1);

}

}

}

/\*\*\*\*\*\*\*\*\*\*\*插入式希尔排序\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

### 希尔排序

//希尔插入

void ShellInsert(int\*a,int inc,int len)

{

for (int i=inc;i<len;i+=inc)

{

int j=i,x=a[i];

while (j>0 && a[j-inc]>x)

a[j]=a[j-inc],j-=inc;

a[j]=x;

}

}

//插入式希尔排序

void ShellSort(int\*a,int len) //算法主体函数

{

int inc=len;

do

{

inc=inc/3+1;

for(int s=0;s<inc;s++)

ShellInsert(a-s,inc,len+s);

}

while (inc>1);

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

## **同余运算**

(1）if a≡b(Mod m) and c≡d(Mod m) , then a+c≡b+d(Mod m)

(2）if a≡b(Mod m) and c≡d(Mod m) , then ac≡bd(Mod m)

(3）if a≡b(Mod m) k>0 , then ak≡bk(Mod mk)

(4）if a≡b(Mod m) and d|a,d|b,d|m , then a/d≡b/d(Mod m/d)

(5）if a≡b(Mod m) and d|m , then a≡b(Mod d)

(6）if ca≡cb(Mod m) and d=gcd(c,m) , then a≡b(Mod m/d)

若a≡0(Mod m)，称a被m整除

## 模线性方程问题

/\*

求最小的 N，使得 A + C \* N == B (mod 2^k)。也就是求模线性方程 C \* N == B - A (mod 2^k) 的最小解,N<4^k

推论1：方程ax=b(mod n)对于未知量x有解，当且仅当gcd(a,n) | b。

推论2：方程ax=b(mod n)或者对模n有d个不同的解，其中d=gcd(a,n)，或者无解。

定理1：设d=gcd(a,n)，假定对整数x和y满足d=ax+by(比如用扩展Euclid算法求出的一组解)。如果d | b，则方程ax=b(modn)有一个解x0满足x0=x\*(b/d) mod n 。特别的设e=x0+n，方程ax=b(mod n)的最小整数解x1=e mod(n/d)，最大整数解x2=x1+(d-1)\*(n/d)。

定理2：假设方程ax=b(mod n)有解，且x0是方程的任意一个解，则该方程对模n恰有d个不同的解(d=gcd(a,n))，分别为：xi=x0+i\*(n/d) mod n 。

以上定理的具体证明见《算法导论》

\*/

#include<iostream>

#include<cmath>

using namespace std;

#define mod(a,b) ((a)%(b)+(b))%(b) //把负数转化成为正数

typedef long long int64;

int64 ext\_euclid(int64 a,int64 b,int64 &x,int64 &y)

{

int64 t,d;

if (b==0)

{

x=1;

y=0;

return a;

}

d=ext\_euclid(b,mod(a,b),x,y);

t=x;

x=y;

y=t-a/b\*y;

return d;

}

void modular\_linear\_equation\_solver(int64 a,int64 b,int64 n)

{

int64 d;

int64 x,y;

d=ext\_euclid(a,n,x,y);

if(mod(b,d)>0)

cout<<"FOREVER"<<endl;

else cout<<mod((x\*(b/d)),n/d)<<endl;

}

int main()

{

int64 a,b,c,n;

int k;

while(cin>>a>>b>>c>>k)

{

if(!a&&!b&&!c&&!k)

break;

n=pow(2.0,k );

modular\_linear\_equation\_solver(c,b-a,n);

}

return 0;

}

方法二：

#ifdef WIN32

typedef \_\_int64 i64;

#else

typedef long long i64;

#endif

//扩展Euclid求解gcd(a,b)=ax+by

int ext\_gcd(int a,int b,int& x,int& y){

int t,ret;

if (!b){

x=1,y=0;

return a;

}

ret=ext\_gcd(b,a%b,x,y);

t=x,x=y,y=t-a/b\*y;

return ret;

}

//计算m^a, O(loga), 本身没什么用, 注意这个按位处理的方法 :-P

int exponent(int m,int a){

int ret=1;

for (;a;a>>=1,m\*=m)

if (a&1)

ret\*=m;

return ret;

}

//计算幂取模a^b mod n, O(logb)

int modular\_exponent(int a,int b,int n){ //a^b mod n

int ret=1;

for (;b;b>>=1,a=(int)((i64)a)\*a%n)

if (b&1)

ret=(int)((i64)ret)\*a%n;

return ret;

}

//求解模线性方程ax=b (mod n)

//返回解的个数,解保存在sol[]中

//要求n>0,解的范围0..n-1

int modular\_linear(int a,int b,int n,int\* sol){

int d,e,x,y,i;

d=ext\_gcd(a,n,x,y);

if (b%d)

return 0;

e=(x\*(b/d)%n+n)%n;

for (i=0;i<d;i++)

sol[i]=(e+i\*(n/d))%n;

return d;

}

//求解模线性方程组(中国余数定理)

// x = b[0] (mod w[0])

// x = b[1] (mod w[1])

// ...

// x = b[k-1] (mod w[k-1])

//要求w[i]>0,w[i]与w[j]互质,解的范围1..n,n=w[0]\*w[1]\*...\*w[k-1]

int modular\_linear\_system(int b[],int w[],int k){

int d,x,y,a=0,m,n=1,i;

for (i=0;i<k;i++)

n\*=w[i];

for (i=0;i<k;i++){

m=n/w[i];

d=ext\_gcd(w[i],m,x,y);

a=(a+y\*m\*b[i])%n;

}

return (a+n)%n;

}

## 计算a^n mod k

**//k<40000**

int powmod( int a, int n, int k )

{

int d = 1;

for (a %= k; n > 0; n >>= 1)

{

if(n&1)

d=(d\*a)%k;

a=(a\*a)%k;

}

return d;

}

## 阶乘最后非0位

//求阶乘最后非零位,复杂度O(nlogn)

//返回该位,n以字符串方式传入

#include <string.h>

#define MAXN 10000

int lastdigit(char\* buf){

const int mod[20]={1,1,2,6,4,2,2,4,2,8,4,4,8,4,6,8,8,6,8,2};

int len=strlen(buf),a[MAXN],i,c,ret=1;

if (len==1)

return mod[buf[0]-'0'];

for (i=0;i<len;i++)

a[i]=buf[len-1-i]-'0';

for (;len;len-=!a[len-1]){

ret=ret\*mod[a[1]%2\*10+a[0]]%5;

for (c=0,i=len-1;i>=0;i--)

c=c\*10+a[i],a[i]=c/5,c%=5;

}

return ret+ret%2\*5;

}

## 素数篇

除了1和此整数自身外，没法被其他自然数整除的数，又称质数。

方法一：

void prim()

{

long i,j,k;

prime[0]=2;

prime[1]=3;

jue[2]=true;

jue[3]=true;

jue[5]=true;

for(i=5,k=2;i<999983;i+=2)

{

for(j=0;prime[j]\*prime[j]<=i&&i%prime[j];)

{

j++;

if(prime[j]\*prime[j]>i)

{

prime[k++]=i;

jue[i]=true;

}

}

}

}

方法二：

#include <string.h>

bool used[21000];

void getprimes()

{

memset(used,true,sizeof(used));

used[0]=false;

used[1]=false;

for(int i=2;i<=21000;i++)

{

if(used[i])

for(int j=2\*i;j<=21000;j+=i)

used[j]=false;

}

}

### 线性筛法

const int UPBOUND = 100000;

int a[UPBOUND];

int p[UPBOUND],pn;

//号称线性的筛素数算法，实际性能确实不错

//p[]={2,3,5,7,...},pn为小于UPBOUND的素数个数

//若i是合数a[i]为i的最小因子，若i是素数a[i]=0

void primefilter()

{

int i, j;

for(i = 2; i < UPBOUND; ++i)

{

if(!(a[i])) p[pn++] = i;

for(j = 0; (j<pn && i\*p[j]<UPBOUND && (p[j]<=a[i]||a[i]==0)); ++j)

a[i\*p[j]] = p[j];

}

}

void prim() //建立素数表

{

long long i,j,k;

prime[0]=2;

prime[1]=3;

for(i=5,k=2;i<47000;i+=2)

{

for(j=1;prime[j]\*prime[j]<=i&&i%prime[j];j++);

if(prime[j]\*prime[j]>i)

prime[k++]=i;

}

}

void getprimes() //构建素数表

{

int i;

primes[1]=1;

for(i=2;i<=32;i++)

{

if(!primes[i])

for(int j=2\*i;j<=32;j+=i)

primes[j]=1;

}

}

### 费马小定理

若p为素数，a为正整数，那么一定有a^p≡a(Mod p)

### MR素性测试

给定整数a，若满足a^p≡a(Mod p)，p为一个素数，则a很可能也是素数

## 欧拉函数问题

#include<stdio.h>

int main()

{

long n,i,k;

double r;

while(scanf("%ld",&n)&&n)

{

r=n;

i=2;

while(n>1)

{

k=0;

while(n%i==0)

{

n/=i;

k=1;

}

if(k)

r\*=1.0-1.0/i;

if(i==2)

i++;

else

i=i+2;

}

printf("%.0lf\n",r);

}

return 0;

}

## 巴赫猜想

/\*

哥德巴赫猜想:每一个数最多可由3个素数相加表示，任意一个大于4的偶数必定可以表示为两奇素数之和

\*/

#include<stdio.h>

int cnt,n,tmp;

int ff[10001],f[10001],b[10001],primes[3000];

void prime()

{

int i,j,t;

for(i=0;i<10001;i++)

ff[i]=0;

for(i=2;i<=100;i++)

{

if(ff[i])

continue;

j=i\*i;

while(j<=10000){

ff[j]=1;

j+=i;

}

}

cnt=0;

for(i=2;i<=10000;i++)

if(ff[i]==0)

primes[cnt++]=i;

for(i=0;i<10001;i++)

f[i]=-1;

f[0]=0;

for(i=0;i<cnt;i++)

{

t=primes[i];

for(j=t;j<=3\*t;j++)

{

/////\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*和包含t的数中，最小为t，最大为t+t+t

if(j>10000)

break;

if(f[j-t]!=-1&&(f[j]==-1||f[j]>f[j-t]+1))

{

f[j]=f[j-t]+1;

b[j]=t;

}

}

}

}

int main()

{

prime();

while(scanf("%d",&n)!=EOF)

{

if(n<=1)

printf("0\n");

else

{

if(ff[n]==0)

{

printf("1\n");

printf("%d\n",n);

continue;

}

else

{

printf("%d\n",f[n]);

while(n>0)

{

printf("%d",b[n]);

n-=b[n];

if(n==0)

printf("\n");

else

printf(" ");

}

}

}

}

return 0;

}

## 最大公约数

int gcd(int a , int b) //递归实现

{

return (b? gcd(b , a%b ) : a);

}

int gcd(int a , int b) //非递归实现

{

while (b){ int t = a % b; a = b; b = t; }

return a;

}

## 最小公倍数

lcm(a,b) = a/gcd(a,b)\*b

## 不定方程求解

二元线性不定方程：形如ax + by = c

不定方程求解程序：对于方程ax + by = gcd(a, b)

void euclid\_gcd(int a , int b , int & d , int & x , int & y)

{

if (!b){ d = a; x = 1; y = 0; }

else {

euclid\_gcd(b , a%b , d , y , x );

y -= x\*(a/b);

}

}

## 概率因子分解Pollard 算法

typedef \_\_int64 Long; //或自定义大整数类（必须重载运算符）

Long Pollard(Long n)

{

Long i=1, x=rand()%n, y=x, k=2;

while (1)

{

++i;

x = (x\*x-1) % n;

Long d = gcd(y-x, n);

if (d>1 && d<n) return d;

if (i==k)

{

y = x; k \*= 2;

}

}

return -1;

}

## 数值计算[2]

### 定积分计算(Romberg)

/\* Romberg求定积分

输入：积分区间[a,b]，被积函数f(x,y,z)

输出：积分结果

f(x,y,z)示例：

double f0( double x, double l, double t )

{

return sqrt(1.0+l\*l\*t\*t\*cos(t\*x)\*cos(t\*x));

}

\*/

double Integral(double a, double b, double (\*f)(double x, double y, double z), double eps,

double l, double t)

double Romberg (double a, double b, double (\*f)(double x, double y, double z), double eps,

double l, double t)

{

#define MAX\_N 1000

int i, j, temp2, min;

double h, R[2][MAX\_N], temp4;

for (i=0; i<MAX\_N; i++) {

R[0][i] = 0.0;

R[1][i] = 0.0;

}

h = b-a;

min = (int)(log(h\*10.0)/log(2.0)); //h should be at most 0.1

R[0][0] = ((\*f)(a, l, t)+(\*f)(b, l, t))\*h\*0.50;

i = 1;

temp2 = 1;

while (i<MAX\_N){

i++;

R[1][0] = 0.0;

for (j=1; j<=temp2; j++)

R[1][0] += (\*f)(a+h\*((double)j-0.50), l, t);

R[1][0] = (R[0][0] + h\*R[1][0])\*0.50;

temp4 = 4.0;

for (j=1; j<i; j++) {

R[1][j] = R[1][j-1] + (R[1][j-1]-R[0][j-1])/(temp4-1.0);

temp4 \*= 4.0;

}

if ((fabs(R[1][i-1]-R[0][i-2])<eps)&&(i>min))

return R[1][i-1];

h \*= 0.50;

temp2 \*= 2;

for (j=0; j<i; j++)

R[0][j] = R[1][j];

}

return R[1][MAX\_N-1];

}

double Integral(double a, double b, double (\*f)(double x, double y, double z), double eps,

double l, double t)

{

#define pi 3.1415926535897932

int n;

double R, p, res;

n = (int)(floor)(b \* t \* 0.50 / pi);

p = 2.0 \* pi / t;

res = b - (double)n \* p;

if (n)

R = Romberg (a, p, f0, eps/(double)n, l, t);

R = R \* (double)n + Romberg( 0.0, res, f0, eps, l, t );

return R/100.0;

}

### 多项式求根(牛顿法)

/\* 牛顿法解多项式的根

输入：多项式系数c[]，多项式度数n，求在[a,b]间的根

输出：根

要求保证[a,b]间有根

\*/

double fabs( double x )

{

return (x<0)? -x : x;

}

double f(int m, double c[], double x)

{

int i;

double p = c[m];

for (i=m; i>0; i--)

p = p\*x + c[i-1];

return p;

}

int newton(double x0, double \*r,

double c[], double cp[], int n,

double a, double b, double eps)

{

int MAX\_ITERATION = 1000;

int i = 1;

double x1, x2, fp, eps2 = eps/10.0;

x1 = x0;

while (i < MAX\_ITERATION) {

x2 = f(n, c, x1);

fp = f(n-1, cp, x1);

if ((fabs(fp)<0.000000001) && (fabs(x2)>1.0))

return 0;

x2 = x1 - x2/fp;

if (fabs(x1-x2)<eps2) {

if (x2<a || x2>b)

return 0;

\*r = x2;

return 1;

}

x1 = x2;

i++;

}

return 0;

}

double Polynomial\_Root(double c[], int n, double a, double b, double eps)

{

double \*cp;

int i;

double root;

cp = (double \*)calloc(n, sizeof(double));

for (i=n-1; i>=0; i--) {

cp[i] = (i+1)\*c[i+1];

}

if (a>b) {

root = a; a = b; b = root;

}

if ((!newton(a, &root, c, cp, n, a, b, eps)) &&

(!newton(b, &root, c, cp, n, a, b, eps)))

newton((a+b)\*0.5, &root, c, cp, n, a, b, eps);

free(cp);

if (fabs(root)<eps)

return fabs(root);

else

return root;

}

### 周期性方程(追赶法)

/\* 追赶法解周期性方程

周期性方程定义：| a1 b1 c1 ... | = x1

| a2 b2 c2 ... | = x2

| ... | \* X = ...

| cn-1 ... an-1 bn-1 | = xn-1

| bn cn an | = xn

输入：a[],b[],c[],x[]

输出：求解结果X在x[]中

\*/

void run()

{

c[0] /= b[0]; a[0] /= b[0]; x[0] /= b[0];

for (int i = 1; i < N - 1; i ++) {

double temp = b[i] - a[i] \* c[i - 1];

c[i] /= temp;

x[i] = (x[i] - a[i] \* x[i - 1]) / temp;

a[i] = -a[i] \* a[i - 1] / temp;

}

a[N - 2] = -a[N - 2] - c[N - 2];

for (int i = N - 3; i >= 0; i --) {

a[i] = -a[i] - c[i] \* a[i + 1];

x[i] -= c[i] \* x[i + 1];

}

x[N - 1] -= (c[N - 1] \* x[0] + a[N - 1] \* x[N - 2]);

x[N - 1] /= (c[N - 1] \* a[0] + a[N - 1] \* a[N - 2] + b[N - 1]);

for (int i = N - 2; i >= 0; i --)

x[i] += a[i] \* x[N - 1];

}

# 组合论[3]

### 组合公式

1. C(m,n)=C(m,m-n)

2. C(m,n)=C(m-1,n)+C(m-1,n-1)

derangement D(n) = n!(1 - 1/1! + 1/2! - 1/3! + ... + (-1)^n/n!)

= (n-1)(D(n-2) - D(n-1))

Q(n) = D(n) + D(n-1)

求和公式,k = 1..n

1. sum( k ) = n(n+1)/2

2. sum( 2k-1 ) = n^2

3. sum( k^2 ) = n(n+1)(2n+1)/6

4. sum( (2k-1)^2 ) = n(4n^2-1)/3

5. sum( k^3 ) = (n(n+1)/2)^2

6. sum( (2k-1)^3 ) = n^2(2n^2-1)

7. sum( k^4 ) = n(n+1)(2n+1)(3n^2+3n-1)/30

8. sum( k^5 ) = n^2(n+1)^2(2n^2+2n-1)/12

9. sum( k(k+1) ) = n(n+1)(n+2)/3

10. sum( k(k+1)(k+2) ) = n(n+1)(n+2)(n+3)/4

12. sum( k(k+1)(k+2)(k+3) ) = n(n+1)(n+2)(n+3)(n+4)/5

### 全组合排列

方法一：

#define MAX\_N 10

int n; //共n个数

int rcd[MAX\_N]; //记录每个位置填的数

int used[MAX\_N]; //标记数是否用过

int num[MAX\_N]; //存放输入的n个数

void full\_permutation(int L)

{

int i;

if (L == n+1)

{ //输出

return;

}

for (i=1; i<=n; i++)//枚举所有的数，循环从0开始

if (!used[i]) { //num[i]没有使用过

used[i] = 1; //标记为已使用

rcd[L] = i; //在l位置放上该数

full\_permutation(L+1); //填下一个位置

used[i] = 0; //清标记

}

}

方法二：

#include <iostream>

using namespace std;

int x[11]={0,1,2,3,4,5,6,7,8,9,10};

void permute(int t)//全排列

{

if(t>n)

output();

else

{

for(int i = t; i <= n; i++)

{

swap(x[t],x[i]);

permute(t+1);

swap(x[t],x[i]);

}

}

}

**测试函数**

Sample Input

3

1 2 3

Sample Output

123

132

213

231

312

321

//Program

#include<stdio.h>

#include<string.h>

const int maxn=11;

int n;

int used[maxn];//标记数组

int mat[maxn];//存储数组

int num[maxn];//输出数组

void solve(int l)

{

if(l>=n)

{

for(int i=0;i<n;++i)printf("%d", num[i]);

puts("");

return;

}

for(int i=0;i<n;++i)

{

if(!used[i])

{

used[i]=1;

num[l]=mat[i];

solve(l+1);

used[i]=0;

}

}

}

int main()

{

while(scanf("%d", &n)!=EOF)

{

for(int i=0;i<n;++i)scanf("%d", mat+i);

memset(used,0,sizeof(used));

solve(0);

}

return 0;

}

### 非重复组合排列

**含重复数字时，生成不重复组合排列**

Sample Input

4

1 2 2 3

Sample Output

1223

1232

1322

2123

2132

2213

2231

2312

2321

3122

3212

3221

//Program

#include<stdio.h>

const int maxn=10;

int n,var;

int Index;

int used[maxn],mat[maxn],num[maxn];

void push(int varNum){ //压栈

for(int i=0;i<Index;++i){

if(mat[i]==varNum){

++used[i];

return;

}

}

mat[Index]=varNum;

++used[Index++];

}

void solve(int l){ //求解

if(l>=n){

for(int i=0;i<n;++i)printf("%d", num[i]);

puts("");

return;

}

for(int i=0;i<Index;++i){

if(used[i]){

used[i]--;

num[l]=mat[i];

solve(l+1);

used[i]++;

}

}

}

int main(){

while(scanf("%d", &n)!=EOF){

Index=0;

for(int i=0;i<n;++i){

scanf("%d", &var);

push(var);

}

solve(0);

}

return 0;

}

### 类循环组合排列

Sample Input：

4 2

Sample Output

0000

0001

0010

0011

0100

0101

0110

0111

1000

1001

1010

1011

1100

1101

1110

1111

//Program

#include<stdio.h>

int n,m;

int mat[10];

void solve(int l)

{

if(l>=n)

{

for(int i=0;i<n;++i)

printf("%d", mat[i]);

puts("");

return;

}

for(int i=0;i<m;++i)

{

mat[l]=i;

solve(l+1);

}

}

int main()

{

while(scanf("%d%d", &n, &m)!=EOF)

{

solve(0);

}

return 0;

}

### 普通选择性组合排列

Sample Input

5 3

1 2 3 4 5

Sample Output

123

124

125

134

135

145

234

235

245

345

//Program

#include<stdio.h>

const int maxn=10;

int totalN,selectM;

int mat[maxn];//存储数组

int num[maxn];//输出数组

void solve(int startVar,int selectVar)

{

if(selectVar>=selectM)

{

for(int i=0;i<selectM;++i)printf("%d", num[i]);

puts("");

return;

}

for(int i=startVar;i<totalN;++i)

{

num[selectVar]=mat[i];

solve(i+1,selectVar+1);

}

}

int main()

{

while(scanf("%d%d", &totalN, &selectM)!=EOF)

{

for(int i=0;i<totalN;++i)scanf("%d", mat+i);

solve(0,0);

}

return 0;

}

### 生成全子集组合排列

Sample Input

4

1 2 3 4

Sample Output

1

12

123

1234

124

13

134

14

2

23

234

24

3

34

4

//Program

#include<stdio.h>

const int maxn=10;

int n;

int mat[maxn];

int num[maxn];

void solve(int cur\_totalVar,int nextVar)

{

for(int i=0;i<cur\_totalVar;++i)printf("%d", num[i]);

if(cur\_totalVar)puts("");

for(int i=nextVar;i<n;++i)

{

num[cur\_totalVar]=mat[i];

solve(cur\_totalVar+1,i+1);

}

}

int main(){

while(scanf("%d", &n)!=EOF)

{

for(int i=0;i<n;++i)scanf("%d",mat+i);

solve(0,0);

}

return 0;

}

**//注意：倘若需要输出空集（也即输出一个换行），可做如下修改**

**//在函数solve()中，将if(cur\_totalVar)puts(""); 改为puts("");**

### 非重复生成全子集组合排列

**含重复数字时，生成不重复全子集组合排列**

Sample Input

4

1 2 2 3

Sample Output

1

12

122

1223

123

13

2

22

223

23

3

//Program

#include<stdio.h>

const int maxn=10;

int n,var;

int Index;

int used[maxn],mat[maxn],num[maxn];

void push(int varNum)

{ //压栈

for(int i=0;i<Index;++i)

{

if(mat[i]==varNum)

{

++used[i];

return;

}

}

mat[Index]=varNum;

++used[Index++];

}

void solve(int l,int p)

{ //求解

for(int i=0;i<l;++i)printf("%d", num[i]);

if(l)puts("");

for(int i=p;i<Index;++i)

{

if(used[i])

{

used[i]--;

num[l]=mat[i];

solve(l+1,i);

used[i]++;

}

}

}

int main()

{

while(scanf("%d", &n)!=EOF)

{

Index=0;

for(int i=0;i<n;++i)

{

scanf("%d", &var);

push(var);

}

solve(0,0);

}

return 0;

}

//注意：倘若需要输出空集（也即输出一个换行），可做如下修改

//在函数solve()中，将if(l)puts(""); 改为puts("");

### 一般组合

select\_combination ( int Step, int Pos )

{

// 已经确定Step-1个数字, 第Step步的数为X[Pos,…,n]的任一个

if ( Step == m+1 )

{ // 已确定数字数目为m时，

Output(); // 输出一种组合

return ;

} for (i=Pos; i<=n; i++)

{

A[Step] = X[i];

select\_combination ( Step + 1 , Pos + 1 );

}

}

**一般组合的优化**

select\_combination ( int Step, int Pos )

{

// 已经确定Step-1个数字, 第Step步的数为X[Pos,…,n]的任一个

if ( Step == m+1 )

{ // 已确定数字数目为m时，

Output(); // 输出一种组合

return ;

} for (i=Pos;i<=n-m+Step; i++)

{

A[Step] = X[i];

select\_combination ( Step + 1 , Pos + 1 );

}

}

总结：递归思想在搜索技术中有着广泛的应用，应当熟练掌握和学习这种思想，对求解这一类搜索题目大有裨益。

### 排列组合生成

//gen\_perm产生字典序排列P(n,m)

//gen\_comb产生字典序组合C(n,m)

//gen\_perm\_swap产生相邻位对换全排列P(n,n)

//产生元素用1..n表示

//dummy为产生后调用的函数,传入a[]和n,a[0]..a[n-1]为一次产生的结果

#define MAXN 100

int count;

#include <iostream.h>

void dummy(int\* a,int n){

int i;

cout<<count++<<": ";

for (i=0;i<n-1;i++)

cout<<a[i]<<' ';

cout<<a[n-1]<<endl;

}

void \_gen\_perm(int\* a,int n,int m,int l,int\* temp,int\* tag){

int i;

if (l==m)

dummy(temp,m);

else

for (i=0;i<n;i++)

if (!tag[i]){

temp[l]=a[i],tag[i]=1;

\_gen\_perm(a,n,m,l+1,temp,tag);

tag[i]=0;

}

}

void gen\_perm(int n,int m){

int a[MAXN],temp[MAXN],tag[MAXN]={0},i;

for (i=0;i<n;i++)

a[i]=i+1;

\_gen\_perm(a,n,m,0,temp,tag);

}

void \_gen\_comb(int\* a,int s,int e,int m,int& count,int\* temp){

int i;

if (!m)

dummy(temp,count);

else

for (i=s;i<=e-m+1;i++){

temp[count++]=a[i];

\_gen\_comb(a,i+1,e,m-1,count,temp);

count--;

}

}

void gen\_comb(int n,int m){

int a[MAXN],temp[MAXN],count=0,i;

for (i=0;i<n;i++)

a[i]=i+1;

\_gen\_comb(a,0,n-1,m,count,temp);

}

void \_gen\_perm\_swap(int\* a,int n,int l,int\* pos,int\* dir){

int i,p1,p2,t;

if (l==n)

dummy(a,n);

else{

\_gen\_perm\_swap(a,n,l+1,pos,dir);

for (i=0;i<l;i++){

p2=(p1=pos[l])+dir[l];

t=a[p1],a[p1]=a[p2],a[p2]=t;

pos[a[p1]-1]=p1,pos[a[p2]-1]=p2;

\_gen\_perm\_swap(a,n,l+1,pos,dir);

}

dir[l]=-dir[l];

}

}

void gen\_perm\_swap(int n){

int a[MAXN],pos[MAXN],dir[MAXN],i;

for (i=0;i<n;i++)

a[i]=i+1,pos[i]=i,dir[i]=-1;

\_gen\_perm\_swap(a,n,0,pos,dir);

}

### 生成gray码

//生成reflected gray code

//每次调用gray取得下一个码

//000...000是第一个码,100...000是最后一个码

void gray(int n,int \*code){

int t=0,i;

for (i=0;i<n;t+=code[i++]);

if (t&1)

for (n--;!code[n];n--);

code[n-1]=1-code[n-1];

}

### 置换(polya)

//求置换的循环节,polya原理

//perm[0..n-1]为0..n-1的一个置换(排列)

//返回置换最小周期,num返回循环节个数

#define MAXN 1000

int gcd(int a,int b){

return b?gcd(b,a%b):a;

}

int polya(int\* perm,int n,int& num){

int i,j,p,v[MAXN]={0},ret=1;

for (num=i=0;i<n;i++)

if (!v[i]){

for (num++,j=0,p=i;!v[p=perm[p]];j++)

v[p]=1;

ret\*=j/gcd(ret,j);

}

return ret;

}

### 字典序全排列

//字典序全排列与序号的转换

int perm2num(int n,int \*p){

int i,j,ret=0,k=1;

for (i=n-2;i>=0;k\*=n-(i--))

for (j=i+1;j<n;j++)

if (p[j]<p[i])

ret+=k;

return ret;

}

void num2perm(int n,int \*p,int t){

int i,j;

for (i=n-1;i>=0;i--)

p[i]=t%(n-i),t/=n-i;

for (i=n-1;i;i--)

for (j=i-1;j>=0;j--)

if (p[j]<=p[i])

p[i]++;

}

### 字典序组合

//字典序组合与序号的转换

//comb为组合数C(n,m),必要时换成大数,注意处理C(n,m)=0|n<m

int comb(int n,int m){

int ret=1,i;

m=m<(n-m)?m:(n-m);

for (i=n-m+1;i<=n;ret\*=(i++));

for (i=1;i<=m;ret/=(i++));

return m<0?0:ret;

}

int comb2num(int n,int m,int \*c){

int ret=comb(n,m),i;

for (i=0;i<m;i++)

ret-=comb(n-c[i],m-i);

return ret;

}

void num2comb(int n,int m,int\* c,int t){

int i,j=1,k;

for (i=0;i<m;c[i++]=j++)

for (;t>(k=comb(n-j,m-i-1));t-=k,j++);

}

# 计算几何

## 对于任意多边形求面积

对于平面内的任意一个多边行,我们要求其面积,可以采用这样一来的思想方法:

//万涛的理解:多边形每相邻两点与原点形成的矢量面积(叉积)之和.

double av(double v)

{

if(v<0)

v=-v;

return v;

}

for(i=0; i<n; i++)

{

c=x[i]\*y[(i+1)%n]

d=y[i]\*x[(i+1)%n];

area+=c;

area-=d;

printf("c=%.2lf\n",c-d);

}

area=av(area)/2;

## 判断两线是否相交

//判断点在直线的上或下及左或右側.具体是采用点斜式求出一条线段所在直线的方程,然后将点代如求值进行判断

参照网站:计算几何算法概览

double DirectionV3(double x1, double y1, double x2, double y2, double x3, double y3){

return x1\*y3+x2\*y1+x3\*y2-x1\*y2-x2\*y3-x3\*y1;

}

bool Intersect(double x1, double y1, double x2, double y2, double x3, double y3, double x4, double y4)

{

依据:两条线段不相交,必定是存在其中一条线段的两端点在在另一条线段所在直线的同側.所以要分别考虑两种情况.

if(DirectionV3(x1, y1, x2, y2, x3, y3)\*DirectionV3(x1, y1, x2, y2, x4, y4)>0)//一条线段的两点全在另一条线段的同一側

return false;

if(DirectionV3(x3, y3, x4, y4, x1, y1)\*DirectionV3(x3, y3, x4, y4, x2, y2)>0)//

return false;

return true;

}

一。最佳原理（DP思想的精华）：

假设为了解决某一优化问题，需要依次作出N个决策D1,D2,....,DN.如若这个决策序列是最优的，对于任何一个整数K,1<K<N，不论前面K个决策是怎样的，以后的最优决策只取决于由前面决策所确定的当前状态，即以后的决策DK+1,DK+2,...DN也是最优的。

## 二分查找模板

//This is a binary-search mode .

int Bsearch(int b,int num[],int n)

{

int mid,l=0,r=n-1;

while(l<=r)

{

mid=(r+l)/2;

if(b<num[min]) r=mid-1; //less than it.

else if(b>num[min]) l=mid+1; //bigger than it.

else return min; //Just find it and return.

}

return -1; //fail to find.

}

## 二分图匹配模板

//匈牙利算法实现

int Bipartite(bool vc [][MAX],int nv1,int nv2) {

int i, j, x, n;

int q[MAX], prev[MAX], qs, qe;

int vm1[MAX], vm2[MAX];

n = 0;

for( i = 0; i < nv1; i++ ) vm1 = -1;

for( i = 0; i < nv2; i++ ) vm2 = -1;

for( i = 0; i < nv1; i++ ) {

for( j = 0; j < nv2; j++ ) prev[j] = -2;

qs = qe = 0;

for( j = 0; j < nv2; j++ ) if( vc[j] ) {

prev[j] = -1;

q[qe++] = j;

}

while( qs < qe ) {

x = q[qs];

if( vm2[x] == -1 ) break;

qs++;

for( j = 0; j < nv2; j++ ) if( prev[j] == -2 && vc[vm2[x]][j] ) {

prev[j] = x;

q[qe++] = j;

}

}

if( qs == qe ) continue;

while( prev[x] > -1 ) {

vm1[vm2[prev[x]]] = x;

vm2[x] = vm2[prev[x]];

x = prev[x];

}

vm2[x] = i;

vm1 = x;

n++;

}

return n;

}

# 动态规划

## 求局部最大和模板

定义两个变量max,change,对于一维数组a[]中的连续最大和,我们可以采取以下的循环完成.

/\*\*\*\*\*\*\*\*\*\*\*\*\*/

change=0;

max=a[1];

for (i=2;i<=n;i++) //'n' is the lenth of array a[].

{

if (change+a[ i ]>0)

change+=a[ i ]; //"change" is changable

else

{

change=0;

if(max<a[ i ])max=a[ i ];

continue;

}

if (max<change) max=change;

b[ i ]=max;// 如果我们要求1~n 的数的所有的局部最大和.

# 字符串

## 字符计数应用

判断两个字符串是否含有相同种类和个数的字符，两个字符串的长度一致

int judge(int len) //判断两个字符串是否含有相同种类和个数的字符

{

int i;

char ch1[26]={0},ch2[26]={0};

for(i=0;i<len;i++)

{

ch1[in[i]-'a']=ch1[in[i]-'a']+1; //统计第一个字符串中不同种类字符串的个数和种类

ch2[ou[i]-'a']=ch2[ou[i]-'a']+1;

}

if(strcmp(ch1,ch2)==0) //判断函数

return 1;

return 0;

}

## 最大子序列算法

#include<stdio.h>

int main()

{

int h[30000];

int n,i,j,max;

while(scanf("%d",&n)!=EOF)

{

for(i=0;i<n;i++)

scanf("%d",&h[i]);

int cont[30000]={0};

for(i=n-1;i>=0;i--)

{

for(j=n-1,max=0;j>i;j--)

{

if(h[i]>=h[j]&&max<cont[j])

max=cont[j];

}

cont[i]=max+1;

}

for(i=1,max=0;i<n;i++)

{

if(cont[max]<cont[i])

max=i;

}

printf("The number is:%d\n%d ",cont[max],h[max]);

for(i=max;i<n;i++)

{

if(cont[i]==(cont[max]-1)&&h[max]>h[i])

{

printf("%d ",h[i]);

max=i;

}

}

printf("\n");

}

return 0;

}

/\*

8

389 207 155 300 299 170 158 65

9

1 389 207 155 300 299 170 158 65

8

207 155 300 299 170 158 65 389

8

65 207 155 300 389 299 170 158

\*/

## 求最长公供子串（DP算法）

int Longest common strings(int L [ ] [ MAX ],char a [ ],char b [ ],int m,int n)

{

int i=1;j;

for(i=0;i<m;i++) L [ i ] [ 0 ]=0;

for(i=0;i<n;i++) L [ 0 ] [ i ]=0;

while(i<=m)

{

j=1;

while(j<=n)

{

if(a [ i ] ==b [ j ]) L[ i ] [ j ]= L [ i-1 ] [ j-1 ] +1;

else L[ i ] [ j ]=L[ i-1 ] [ j ] > L[ i ] [ j-1 ] ? L[ i-1 ] [ j ] : L[ i ] [ j-1 ];

j++;

}

}

return L [ m ] [ n ];

}

# 数据结构

## 图论

### 入度和出度表的转化

/\*

5 12

ABCDE

A D 1

A B 1

B E 1

B C 1

B A 1

C E 1

C D 1

C B 1

D C 1

D A 1

E C 1

E B 1

\*/

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

typedef struct ArcNode

{

int adjvex;

int arclength;

struct ArcNode \*nextarc;

}ArcNode;

typedef struct Vnode

{

char ch;

ArcNode \*firstarc;

}Vnode,AdjList[20];

typedef struct

{

AdjList vertices;

int vexnum,arcnum;

}ALGraph;

int LocateVex(ALGraph G, char v)

{

int i;

for(i=0;i<G.vexnum;i++)

{

if(G.vertices[i].ch==v)

return i;

}

// return -1;

}

void GreateDG(ALGraph &G)

{

int i,j,ar;

char v1,v2;

ArcNode \*arcnode;

printf("请输入顶点数和弧数:");

scanf("%d%d",&G.vexnum,&G.arcnum);

getchar();

printf("请输入各个顶点:\n");

for(i=0;i<G.vexnum;i++)

{

scanf("%c",&G.vertices[i].ch);

G.vertices[i].firstarc=NULL;

}

getchar();

for(i=0;i<G.arcnum;i++)

{

printf("请输入联通的两个顶点以及他们之间的弧度:");

scanf("%c %c %d",&v1,&v2,&ar);

getchar();

arcnode=(ArcNode \*)malloc(sizeof(ArcNode));

j=LocateVex(G,v2);

arcnode->adjvex=j;

arcnode->arclength=ar;

j=LocateVex(G,v1);

arcnode->nextarc=G.vertices[j].firstarc;

G.vertices[j].firstarc=arcnode;

}

}

void changer(ALGraph G,ALGraph &G2)

{

int i;

ArcNode \*p,\*q;

for(i=0;i<G.vexnum;i++)

{

G2.vertices[i].ch=G.vertices[i].ch;

G2.vertices[i].firstarc=NULL;

}

G2.arcnum=G.arcnum;

G2.vexnum=G.vexnum;

for(i=0;i<G.vexnum;i++)

{

p=G.vertices[i].firstarc;

while(p)

{

q=p->nextarc;

G.vertices[i].firstarc=q;

p->nextarc=G2.vertices[p->adjvex].firstarc;

G2.vertices[p->adjvex].firstarc=p;

p->adjvex=i;

p=q;

}

}

}

void print(ALGraph G)

{

ArcNode \*p;

int i;

for(i=0;i<G.vexnum;i++)

{

printf("%c->",G.vertices[i].ch);

p=G.vertices[i].firstarc;

while(p)

{

printf("%c->",G.vertices[p->adjvex]);

p=p->nextarc;

}

printf("NULL\n");

}

}

void main()

{

ALGraph G,G2;

GreateDG(G);

printf("生成的出度表为:\n");

print(G);

changer(G,G2);

printf("生成的入度表为:\n");

print(G2);

}

### 生成树

#include<stdio.h>

#include<string.h>

#include<malloc.h>

#include<stdlib.h>

#define TRUE 1

#define FALSE 0

#define OK 1

#define ERROR 0

#define OVERFLOW 0

//#define MAX\_NAME 3 // 顶点字符串的最大长度+1

#define MAX\_VERTEX\_NUM 20 // 最大顶点个数

//enum GraphKind{DG,DN,UDG,UDN}; // {有向图,有向网,无向图,无向网}

typedef int InfoType; // 相关信息类型

typedef char VertexType[MAX\_VERTEX\_NUM]; // 顶点类型

//typedef char VertexTyped[MAX\_NAME];

typedef VertexType TElemType; // 定义树的元素类型为图的顶点类型

typedef int InfoType; // 权值类型

bool visited[MAX\_VERTEX\_NUM]; // 访问标志数组(全局量)

void(\*VisitFunc)(char\* v); // 函数变量(全局量)

//--------树的二叉链表(孩子—兄弟)存储表示-------------------------------

typedef struct CSNode

{

TElemType data;

CSNode \*firstchild,\*nextsibling;

}CSNode,\*CSTree;

//------------------图的邻接表存储表示--------------------------

typedef struct ArcNode

{

int adjvex; // 该弧所指向的顶点的位置(指示与该顶点邻接的点在图中的位置)

ArcNode \*nextarc; // 指向下一条弧的指针

InfoType \*info; // 该弧相关信息的指针

}ArcNode; //(边的信息结点，图的边集合模型)表结点

typedef struct VNode

{

VertexType data; // 顶点信息

ArcNode \*firstarc; // 指向第一条依附该顶点的弧的指针

}VNode,AdjList[MAX\_VERTEX\_NUM]; // 表头结点

typedef struct ALGraph

{

AdjList vertices; //图的点集合模型

int vexnum,arcnum; // 图的当前顶点数和弧数

}ALGraph;

void PreOrderTraverse(CSTree T,void(\*Visit)(TElemType))

{ // 先根遍历孩子—兄弟二叉链表结构的树T

if(T)

{

Visit(T->data); // 先访问根结点

PreOrderTraverse(T->firstchild,Visit); // 再先根遍历长子子树

PreOrderTraverse(T->nextsibling,Visit); // 最后先根遍历下一个兄弟子树

}

}

int LocateVex(ALGraph G,VertexType u)

{// 操作结果：若G中存在顶点u，则返回该顶点在图中位置；否则返回-1

int i;

for(i=0;i<G.vexnum;++i)

if(strcmp(u,G.vertices[i].data)==0)

return i;

return -1;

}

void CreateGraph(ALGraph &G)

{ // 采用邻接表存储结构，构造有向图

int i,j,k;

VertexType va,vb; // 连接边或弧的2顶点

ArcNode \*s;

printf("请输入图的顶点数,边数: ");

scanf("%d,%d",&G.vexnum,&G.arcnum);

printf("请输入%d个顶点的值:\n",G.vexnum);

for(i=0;i<G.vexnum;++i) // 构造顶点向量

{

scanf("%s",G.vertices[i].data);

G.vertices[i].firstarc=NULL; // 初始化与该顶点有关的出弧链表

}

printf("请输入每条弧(边)的弧尾和弧头以及权值(以空格作为间隔):\n");

for(k=0;k<G.arcnum;++k) // 构造相关弧链表

{

scanf("%s%s",va,vb);

i=LocateVex(G,va); // 弧尾

j=LocateVex(G,vb); // 弧头

s=(ArcNode\*)malloc(sizeof(ArcNode));

//s->info=(int \*)malloc(sizeof(int)); // 动态生成存放权值的空间

//\*(s->info)=w;

s->adjvex=j;

s->nextarc=G.vertices[i].firstarc;

G.vertices[i].firstarc=s;

}

}

int FirstAdjVex(ALGraph G,VertexType v)

{

//返回v的第一个邻接顶点的序号。若顶点在G中没有邻接顶点，则返回-1

ArcNode \*p;

int v1;

v1=LocateVex(G,v); // v1为顶点v在图G中的序号

p=G.vertices[v1].firstarc;

if(p)

return p->adjvex;

else

return -1;

}

int NextAdjVex(ALGraph G, VertexType v, VertexType w)

{

//返回v的(相对于w的)下一个邻接点

ArcNode \*p;

int v1,w1;

v1=LocateVex(G,v);

w1=LocateVex(G,w);

p=G.vertices[v1].firstarc;

while(p!=NULL)

{

if(visited[p->adjvex]!=TRUE&&p->adjvex!=w1)

return p->adjvex;

p=p->nextarc;

}

return -1;

}//NextAdjVex

void DFSTree(ALGraph G,int v,CSTree &T)

{

// 从第v个顶点出发深度优先遍历图G，建立以T为根的生成树。算法7.8

bool first=TRUE;

int w;

CSTree p,q;

visited[v]=TRUE;

for(w=FirstAdjVex(G,G.vertices[v].data);w>=0;w=NextAdjVex(G,G.vertices[v].data,G.vertices[w].data)) //w依次为v的邻接顶点

{

if(!visited[w]) // w顶点不曾被访问

{

p=(CSTree)malloc(sizeof(CSNode)); // 分配孩子结点

strcpy(p->data,G.vertices[w].data);

p->firstchild=NULL;

p->nextsibling=NULL;

if(first)

{

// w是v的第一个未被访问的邻接顶点

T->firstchild=p;

first=FALSE; // 是根的第一个孩子结点

}

else // w是v的其它未被访问的邻接顶点

q->nextsibling=p; //是上一邻接顶点的兄弟姐妹结点(第1次不通过此处，以后q已赋值)

q=p;

DFSTree(G,w,q); // 从第w个顶点出发深度优先遍历图G，建立子生成树q

}

}

}

void visit(char \*i)

{

printf("%s ",i);

}

void Display(ALGraph G)

{

// 输出图的邻接矩阵G

int i;

ArcNode \*p;

/\*switch(G.kind)

{

case DG: printf("有向图\n");

break;

case DN: printf("有向网\n");

break;

case UDG:printf("无向图\n");

break;

case UDN:printf("无向网\n");

}\*/

printf("%d个顶点：\n",G.vexnum);

for(i=0;i<G.vexnum;++i)

printf("%s ",G.vertices[i].data);

printf("\n%d条弧(边):\n",G.arcnum);

for(i=0;i<G.vexnum;i++)

{

p=G.vertices[i].firstarc;

while(p)

{

printf("%s→%s ",G.vertices[i].data,G.vertices[p->adjvex].data);

p=p->nextarc;

}

printf("\n");

}

}

void main()

{

ALGraph G;

CSTree t;

CreateGraph(G); // 构造无向图G

Display(G); // 输出无向图g

t=(CSTree)malloc(sizeof(CSNode));

t->firstchild=NULL;

t->nextsibling=NULL;

strcpy(t->data,G.vertices[0].data);

DFSTree(G,0,t);

//DFSForest(g,t); // 建立无向图g的深度优先生成森林的孩子—兄弟链表t

printf("先序遍历生成树：\n");

PreOrderTraverse(t,visit); // 先序遍历生成森林的孩子—兄弟链表t

printf("\n");

}

### 最小生成树

/\*

6 10

ABCDEF

A B 6

A C 1

A D 5

B C 5

B E 3

C D 5

C E 6

C F 4

D F 2

E F 6

\*/

#include<stdio.h>

#include<string.h>

typedef struct

{

char ch[100];

int arc[100][100];

int vexnum,arcnum;

}MGraph;

typedef struct

{

char adjvex;

int lowcost;

}Closedge[100];//记录从顶点集U到V-U的代价最小的边的辅助数组定义

int LocateVex(MGraph G, char v)

{

int i;

for(i=0;i<G.vexnum;i++)

{

if(G.ch[i]==v)

return i;

}

return -1;

}

int CreateUND(MGraph &G)

{

int i,j,w,k1,k2;

char v1,v2;

printf("请输入定点数和狐数:");

scanf("%d %d",&G.vexnum,&G.arcnum);

getchar();

printf("请输入各个顶点:\n");

for(i=0;i<G.vexnum;i++)

scanf("%c",&G.ch[i]);

getchar();

for(i=0;i<G.vexnum;i++)

{

for(j=0;j<G.vexnum;j++)

G.arc[i][j]=10000;

}

for(j=0;j<G.arcnum;j++)

{

printf("请输入联通的结点以及之间的弧长:");

scanf("%c %c %d",&v1,&v2,&w); //注意输入格式

getchar();

k1=LocateVex(G,v1);

k2=LocateVex(G,v2);

if(k1>=0&&k2>=0)

{

G.arc[k1][k2]=w;

G.arc[k2][k1]=w;

}

else

{

printf("输入有误！\n");

return -1;

}

}

return 1;

}

int minimum(Closedge cl,MGraph G)// 求closedge.lowcost的最小正值

{

int i,k,min=10000;

for(i=0;i<G.vexnum;i++)

{

if(cl[i].lowcost>0)

{

if(min>cl[i].lowcost)

{

min=cl[i].lowcost;

k=i;

}

}

}

return k;

}

void MiniSpanTree\_PRIM(MGraph G,char v)

{

int i,j,k;

Closedge closedge;

k=LocateVex(G,v);

for(j=0;j<G.vexnum;j++)

{

if(j!=k)

{

closedge[j].lowcost=G.arc[k][j];

closedge[j].adjvex=v;

}

}

closedge[k].lowcost=0;

for(i=1;i<G.vexnum;i++)

{

k=minimum(closedge,G);

printf("%c %c\n",closedge[k].adjvex,G.ch[k]);//输出生成树的边

closedge[k].lowcost=0;

for(j=0;j<G.vexnum;++j)

{

if(G.arc[k][j]<closedge[j].lowcost)

{

closedge[j].lowcost=G.arc[k][j];

closedge[j].adjvex=G.ch[k];

}

}

}

}

void main()

{

MGraph G;

if(CreateUND(G))

{

MiniSpanTree\_PRIM(G,G.ch[0]);

}

}

### 关键路径

/\*

9 11

v1 v2 v3 v4 v5 v6 v7 v8 v9

v1 v2 6

v1 v3 4

v1 v4 5

v2 v5 1

v3 v5 1

v4 v6 2

v5 v7 9

v5 v8 1

v6 v8 4

v7 v9 2

v8 v9 4

\*/

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

#define MAX\_VEXTEX\_NUM 20

#define STACK\_INIT\_SIZE 100

#define STACKINCREMENT 10

#define OK 1

#define ERROR 0

typedef int ElemType;

int ve[MAX\_VEXTEX\_NUM];

int vl[MAX\_VEXTEX\_NUM];

//////////////////////////////

typedef struct ArcNode

{

int adjvex;

struct ArcNode \*nextarc;

int weight;

}ArcNode;

typedef struct VNode

{

char ver\_name[10];

ArcNode \*firstarc;

}VNode,AdjList[MAX\_VEXTEX\_NUM];

typedef struct

{

AdjList vertices;

int vexnum, arcnum;

}ALGraph;

typedef struct //构建栈

{

ElemType \*base;

ElemType \*top;

int stacksize;

}SqStack;

//////////////////////////////

void InitStack(SqStack &S)//初始化栈

{

S.base=(ElemType \*)malloc(STACK\_INIT\_SIZE\*sizeof(ElemType));

if(!S.base) exit(ERROR);

S.top=S.base;

S.stacksize=STACK\_INIT\_SIZE;

}

//////////////////////////////

void Pop(SqStack &S,int &e)

{

if(S.top==S.base)

printf("ERROR");

S.top--;

e=\*S.top;

}

//////////////////////////////

void Push(SqStack &S,ElemType e)//进栈操作

{

if(S.top-S.base>=S.stacksize)

{

S.base = (ElemType \*)realloc(S.base,(S.stacksize+STACKINCREMENT)\*sizeof(ElemType));

if(!S.base)

exit(ERROR);

S.top=S.base+S.stacksize;

S.stacksize+=STACKINCREMENT;

}

\*S.top++=e;

}

//////////////////////////////

int StackEmpty(SqStack &S)//判断栈是否为空

{

if(S.top==S.base)

return OK;

else

return ERROR;

}

//////////////////////////////

int Location(ALGraph G,char ch[10])//得到当前顶点的下表

{

int i;

for(i=0;i<G.vexnum;i++)

{

if(!strcmp(ch,G.vertices[i].ver\_name))

return i;

}

return -1;

}

//////////////////////////////

void CreatGraph(ALGraph &G) //构建图

{

int m,n,i,weight;

char sh[10],ch[10]; //sh表示弧头定点名，ch表示弧尾顶点名

ArcNode \*p;

printf("请输入顶点事件数和活动数:");

scanf("%d%d",&G.vexnum,&G.arcnum);

printf("请输入%d个顶点,用空格隔开:",G.vexnum);

for(i=0;i<G.vexnum;i++)

{

getchar();

scanf("%s",G.vertices[i].ver\_name);

G.vertices[i].firstarc=NULL;

}

for(i=0;i<G.arcnum; i++) //输入存在的活动的点集合及活动所需时间

{

printf("\n请输入存在活动的两个顶点的序号及活动所需时间:");

scanf("%s%s%d",sh,ch,&weight);

getchar();

while(Location(G,sh)==-1||Location(G,sh)==-1)

{

printf("输入的顶点序号不正确 请重新输入:");

scanf("%s%s%d",sh,ch,&weight);

}

p=(ArcNode\*)malloc(sizeof(ArcNode));

if(p==NULL)

{

printf("memory allocation failed");

exit(1);

}

m=Location(G,ch);

p->adjvex=m;

p->weight=weight;

n=Location(G,sh);

p->nextarc=G.vertices[n].firstarc;

G.vertices[n].firstarc=p;

}

}

//////////////////////////////

void FindInDegree(ALGraph G, int indegree[])//求入度操作

{

int i;

for(i=0;i<G.vexnum;i++)

indegree[i]=0;

for(i=0;i<G.vexnum;i++)

{

while(G.vertices[i].firstarc)

{

indegree[G.vertices[i].firstarc->adjvex]++;

G.vertices[i].firstarc=G.vertices[i].firstarc->nextarc;

}

}

}

//////////////////////////////

void TopologicalOrder(ALGraph G,SqStack &T)

{

SqStack S;

ArcNode \*p;

int indegree[MAX\_VEXTEX\_NUM]={0};

int i,count,k,j;

FindInDegree(G,indegree);

InitStack(S);

for(i=0;i<G.vexnum;i++)

if(!indegree[i])

Push(S,i);

InitStack(T);

count=0;

for(i=0;i<G.vexnum;i++)

ve[i]=0;

while(S.base!=S.top)

{

Pop(S,j);

Push(T,j);

count++;

for(p=G.vertices[j].firstarc;p;p=p->nextarc)

{

k=p->adjvex;

if(!(--indegree[k]))

Push(S,k);

if(ve[j]+p->weight>ve[k])

ve[k]=ve[j]+p->weight;

}

}

if(count<G.vexnum)

printf("ERROR");

}

//////////////////////////////

void CriticalPath(ALGraph G)

{

SqStack T;

int i,j,k,ee,el;

char tag;

ArcNode \*p;

TopologicalOrder(G,T);

for(i=0;i<G.vexnum;i++)

vl[i]=ve[i];

while(T.base!=T.top)

{

for(Pop(T,j),p=G.vertices[j].firstarc;p;p=p->nextarc)

{

k=p->adjvex;

if(vl[j]+p->weight<vl[k])

vl[j]=vl[k]-p->weight;

}

}

for(j=0;j<G.vexnum;j++)

{

printf("事件%s最早发生时间为:%d，最晚发生时间为:%d。\n",G.vertices[j].ver\_name,ve[j],vl[j]);

for(p=G.vertices[j].firstarc;p;p=p->nextarc)

{

k=p->adjvex;

ee=ve[j];

el=vl[k]-p->weight;

tag=(ee==el)?'\*':'#';

printf("活动%s->%s是否为关键路径%c(\*表示是，#表示否)\n",G.vertices[j].ver\_name,G.vertices[k].ver\_name,tag);

}

}

}

//////////////////////////////

void main()

{

ALGraph G;

CreatGraph(G);

CriticalPath(G);

getchar();

}

### 迷宫算法的队列实现

#include<stdio.h>

#include<stdlib.h>

typedef struct LNode

{

int i;

int j;

int cont;

}LNode;

void MazePath(int num[7][7])

{

LNode \*L,\*newbase;

int use[7][7];

int t,p,cont[100],k=0;

int leng=100,inleng=20;

L=(LNode \*)malloc(leng\*sizeof(LNode));

L->i=1;

L->j=1;

L->cont=0;

for(t=0;t<7;t++)

{

for(p=0;p<7;p++)

use[t][p]=0;

}

for(t=0,p=1;;t++)

{

if(use[(L+t)->i][(L+t)->j]==0)

{

if(num[(L+t)->i-1][(L+t)->j]==0)

{

(L+p)->i=(L+t)->i-1;

(L+p)->j=(L+t)->j;

(L+p)->cont=t;

if((L+p)->i==5&&(L+p)->j==5)

break;

p++;

}

if(p==100)

{

newbase=(LNode \*)realloc(L,(leng+inleng)\*sizeof(LNode));

L=newbase;

leng=leng+inleng;

}

if(num[(L+t)->i+1][(L+t)->j]==0)

{

(L+p)->i=(L+t)->i+1;

(L+p)->j=(L+t)->j;

(L+p)->cont=t;

if((L+p)->i==5&&(L+p)->j==5)

break;

p++;

}

if(p==100)

{

newbase=(LNode \*)realloc(L,(leng+inleng)\*sizeof(LNode));

L=newbase;

leng=leng+inleng;

}

if(num[(L+t)->i][(L+t)->j-1]==0)

{

(L+p)->i=(L+t)->i;

(L+p)->j=(L+t)->j-1;

(L+p)->cont=t;

if((L+p)->i==5&&(L+p)->j==5)

break;

p++;

}

if(p==100)

{

newbase=(LNode \*)realloc(L,(leng+inleng)\*sizeof(LNode));

L=newbase;

leng=leng+inleng;

}

if(num[(L+t)->i][(L+t)->j+1]==0)

{

(L+p)->i=(L+t)->i;

(L+p)->j=(L+t)->j+1;

(L+p)->cont=t;

if((L+p)->i==5&&(L+p)->j==5)

break;

p++;

}

if(p==100)

{

newbase=(LNode \*)realloc(L,(leng+inleng)\*sizeof(LNode));

L=newbase;

leng=leng+inleng;

}

}

use[(L+t)->i][(L+t)->j]=1;

}

t=0;

while(p!=0)

{

cont[t]=p;

t++;

p=(L+p)->cont;

}

printf("(0, 0)\n");

while(t--)

{

printf("(%d, %d)\n",(L+cont[t])->i-1,(L+cont[t])->j-1);

}

}

int main()

{

int num[7][7];

int i,j;

for(i=0,j=0;j<7;j++)

num[i][j]=1;

for(i=6,j=0;j<7;j++)

num[i][j]=1;

for(i=1,j=0;i<6;i++)

num[i][j]=1;

for(i=1,j=6;i<6;i++)

num[i][j]=1;

for(i=1;i<6;i++)

for(j=1;j<6;j++)

scanf("%d",&num[i][j]);

MazePath(num);

return 0;

}

### 最短路径

#include<stdio.h>

void chushihua(int G[][100],int n) //初始化函数，将图的矩阵进行初始化

{

int i,j;

for(i=0;i<n;i++)

for(j=0;j<n;j++)

G[i][j]=999;

}

char gouzao(int G[][100],int m)//构造图的矩阵

{

int i,j;

char ch;

printf("请输入%d条弧的弧头 弧尾，权值，例如:V0 V2 30:\n",m);

while(m--)

{

getchar();

scanf("%c%d%\*c",&ch,&i);

scanf("%c%d%\*c",&ch,&j);

scanf("%d",&G[i][j]);

}

return ch;

}

void shuchutu(int G[][100],int n,char ch)//将图矩阵输出

{

int i,j;

printf(" ");

for(i=0;i<n;i++)

printf("%3c%d",ch,i);

printf("\n");

for(i=0;i<n;i++)

{

for(j=0;j<n;j++)

{

if(j==0)

printf("%c%d",ch,i);

printf("%4d",G[i][j]);

}

printf("\n");

}

}

int shortest(int G[][100],int n,int a[],int b[])

{

int i,j,k,t,min;

b[0]=0;

for(i=0;i<n;i++)

{

a[i]=G[0][i];

}

for(i=0,k=0;i<n;i++)

{

if(a[i]!=999)

{

k=1;

min=a[i];

}

}

if(k==0)

{

printf("源点与所有点都不连通!\n");

return 0;

}

for(i=0;i<n;i++)

{

if(min>a[i])

{

min=a[i];

b[1]=i;

}

}

for(k=1;k<n;k++)

{

min=G[b[k]][0];

for(i=0;i<n;i++)

{

if(min>G[b[k]][i])

{

min=G[b[k]][i];

b[k+1]=i;

}

}

if(min==999)

{

for(j=0;j<n;j++)

{

for(i=0,t=0;i<=k;i++)

if(j==b[i])

t=1;

if(t==0)

{

b[k+1]=j;

}

}

}

if(min+a[b[k]]<a[b[k+1]])

a[b[k+1]]=min+a[b[k]];

min=999;

for(j=0;j<n;j++)

{

for(i=0,t=0;i<=k;i++)

if(j==b[i])

t=1;

if(t==0)

{

if(min>a[j])

{

min=a[j];

b[k+1]=j;

}

}

}

}

return 1;

}

void shuchu(int n,int a[],int b[],char ch)

{

int i;

for(i=0;i<n;i++)

{

if(a[b[i]]!=999)

{

printf("%c0到%c%d的最短路径为:%d\n",ch,ch,b[i],a[b[i]]);

}

else

printf("%c0与%c%d不连通!\n",ch,ch,b[i]);

}

}

void main()

{

int n,m;

char ch;

int G[100][100];

int a[100];

int b[100];

printf("请输入顶点数n和弧数m:");

scanf("%d%d",&n,&m);

chushihua(G,n);

ch=gouzao(G,m);

shuchutu(G,n,ch);

shortest(G,n,a,b);

shuchu(n,a,b,ch);

}

//以下是:ZOJ----1372题的代码//

#include<iostream>

using namespace std;

int main()

{

int p,r,i,rode,count,j,route[51][51],record[51],min,d,stack[51],top;

int a,b,c;

while(cin>>p&&p)

{

cin>>r;

for(i=1;i<=p;i++)

for(j=1;j<=p&&j!=i;j++)

{

route[i][j]=1000;

route[j][i]=1000;

}

memset(record,0,sizeof(record));

for(i=1;i<=r;i++)

{

cin>>a>>b>>c;

if(route[a][b]>c||route[b][a]>c)

{

route[a][b]=c;

route[b][a]=c;

}

}

/\*以下是求最段路径的prim算法:(将那些加入树上的点看成静态,每次对于那些不在树上的点,通过与树上的点比较得到最短的路径,在由所有类似这样未为树上的点中在找出一条最最短的路径,并将其对应的点加入数中来.\*/

top=1;

stack[top++]=1;

record[1]=1;

count=0;

rode=0;

while(count!=p-1)//循还p-1次

{

count++;

c=0;

for(i=1;i<=p;i++)

{

if(!record[i])

{

c++;

a=1001;

for(j=1;j<top;j++)

{

if(a>route[i][stack[j]])

a=route[i][stack[j]];

}

if(c==1)

{

min=a;

d=i;

}

else if(c>1)

{

if(a<min)

{

min=a;

d=i;

}

}

}

}

record[d]=1;

stack[top++]=d;

rode+=min;

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

}

cout<<rode<<endl;

}

return 0;

}

//////////////////////////////////////////////////////////////////

以下算法为更优化的代码

http://cs.tju.edu.cn/acm/show\_problem.php?pid=1411

[CODE]:

#include<iostream>

#include<cmath>

#include<iomanip>

using namespace std;

#define MAX 501

struct node

{

double x,y;

}outpost[MAX];

double outdis[MAX][MAX];

int cmp(const void\*a,const void\*b)

{

double c=\*(double\*)a-\*(double\*)b;

if(c>0)return 1;

else if(c==0)return 0;

return -1;

}

void mintree(int n,int s)

{

int record[MAX],i,j,sign,sign1;

double min,mindis[MAX],D;

memset(record,0,sizeof(record));

record[0]=1;

min=1000000000;

for(i=1;i<n;i++)

{

if(min>outdis[0][i])

{

min=outdis[0][i];

sign=i;

}

mindis[i]=outdis[0][i];

}

record[sign]=1;

j=1;

mindis[0]=0;

while(j<n)

{

min=1000000000;

for(i=1;i<n;i++)

{

if(!record[i])

{

if(mindis[i]>outdis[sign][i])

{

mindis[i]=outdis[sign][i];

}

if(min>mindis[i])

{

min=mindis[i];

sign1=i;

}

}

}

record[sign1]=1;

sign=sign1;

j++;

}

qsort(mindis,n,sizeof(mindis[0]),cmp);

j=n-1;

s--;

while(s>0)

{

j--;

s--;

}

D=mindis[j];

cout<<fixed<<showpoint<<setprecision(2)<<D<<endl;

}

int main()

{

int m,i,j,n,s;

double num;

cin>>m;

while(m--)

{

cin>>s>>n;

for(i=0;i<n;i++)cin>>outpost[i].x>>outpost[i].y;

for(i=0;i<n;i++)

for(j=i+1;j<n;j++)

{

num=sqrt((outpost[i].x-outpost[j].x)\*(outpost[i].x-outpost[j].x)+

(outpost[i].y-outpost[j].y)\*(outpost[i].y-outpost[j].y));

outdis[i][j]=num;

outdis[j][i]=num;

}

mintree(n,s);

}

return 0;

}

///////////////////////////////////////////////////////////

/\*

min spanning tree.

\*/

int prim(int n,int dis[max][],father[max])

{

int record[max],i,j,weight[max],m,num,w;

memset(record,0,sizeof(record));

record[0]=1;

m=0;

father[0]=0;

for(i=0;i<n;i++)weight[i]=999999;

weight[0]=0;

w=0;

for(i=0;i<n;i++)

{

for(j=0;j<n;j++)

{

if(!record[j])

{

if(weight[j]>dis[m][j])

{

weight=dis[m][j];

father[j]=m;

}

}

}

num=999999;

for(j=0;j<n;j++)

{

if(!record[j])

{

if(num>weight[j])

{

num=weight[j];

m=j;

}

}

}

record[m]=1;

w+=weight[m];

}

return w;

}

## 栈的相关操作

#define daxiao 1000

#define zhenjia 100

#include<stdio.h>

#include<stdlib.h>

typedef struct

{

int \*top;

int \*base;

int sise;

}zhan;

void gouzhao(zhan &s)//构造一个空栈

{

s.base=(int \*)malloc(daxiao \* sizeof(int));//申请一个存储空间

if(!s.base)

printf("wrong!\n");

s.top=s.base;

s.sise=daxiao;

}

void panduan(zhan &s)//判断栈是否为空

{

if(s.top==s.base)

printf("True!\n");

else

printf("False!\n");

}

void shuru(zhan &s)//在栈中输入元素

{

int i,j;

if((s.top-s.base)>daxiao)//判断此时的存储空间是否充足，不足的话增加存储空间

{

s.base=(int \*)malloc((daxiao+zhenjia) \* sizeof(int));

s.top=s.base+daxiao;

}

printf("How many number do you want to input \n");

scanf("%d",&j);

printf("input what number do you want to:\n");

for(i=0;i<j;i++,s.top++)//将输入的元素储存在相应的地址中

{

scanf("%d",s.top);

}

printf("The number int it are:\n");

for(i=0;i<j;i++)

printf("%5d",\*(s.base+i));//输出个栈内的元素

printf("\n");

}

int changdu(zhan &s) //测量栈的长度

{

int i;

i=s.top-s.base;

printf("There are %d numbers in it!\n",i);

return(i);

}

void shuchu(zhan &s)//输出栈顶元素

{

if(s.top==s.base)

printf("ERROR!\n");

else

printf("The head number is %d\n",\*(s.top-1));

}

int charu(int i,zhan &s)//插入一个新的栈顶元素

{

if((s.top-s.base)>daxiao)//判断此时的存储空间是否充足，不足的话增加存储空间

{

s.base=(int \*)malloc((daxiao+zhenjia) \* sizeof(int));

s.top=s.base+daxiao;

}

printf("input what number do you want to:\n");

scanf("%d",s.top); //在栈顶存入元素

s.top++; //栈顶上移

i++;

printf("The head is:\n");

printf("%d\n",\*(s.top-1));

return(i);

}

int shanchu(int i,zhan &s)//删除顶元素并返回其值

{

printf("The delete number is %d\n",\*(s.top-1));

s.top--;

i--;

return(i);

}

void vist(int \*q) //输出函数

{

printf("%5d",\*q);

}

void fangwen(zhan &s)//访问函数，对栈从栈尾元素逐一进行访问，并调用Vist函数输出

{

int \*p=s.base;

printf("Now it is starting visting:\n");

for(;p!=s.top;p++)

vist(p);

printf("\n");

}

void zhikong(zhan &s)//将栈置空

{

s.top=s.base;

}

void xiaohui(zhan &s) //将栈销毁

{

free(s.base);

s.base=s.top=NULL;

s.sise=0;

}

void main()

{

int k;

zhan s;

gouzhao(s);

shuru(s);

k=changdu(s);

shuchu(s);

k=charu(k,s);

k=shanchu(k,s);

fangwen(s);

zhikong(s);

xiaohui(s);

}

## 一元多项式计算

/\*

3

2 3

3 4

5 7

4

3 3

-3 4

4 6

5 7

\*/

#include<stdio.h>

#include<stdlib.h>

#define ERROR 0

#define OK 1

typedef struct polynode{

float coef; //系数

int expn; //指数

struct polynode \*next;

}polynode,\*polylist;

int InitList(polylist &L) //构造一个空的头结点

{

L=(polylist)malloc(sizeof(polynode));

if(!L)

return ERROR;

L->next=NULL;

return OK;

}

int comper(polylist P,polylist Q)

{

return (P->expn-Q->expn);

}

void create(polylist L,int n) //创建多项式

{

int i;

polylist P,Q;

Q=L;

for(i=0;i<n;i++)

{

P=(polylist)malloc(sizeof(polynode));

printf("请输入本项的系数和指数:");

scanf("%f%d",&P->coef,&P->expn);

Q->next=P;

Q=P;

}

Q->next=NULL;

}

void display(polylist L) //显示链表内容

{

polylist P;

P=L->next;

if(P==NULL)

{

printf("这是一张空表!");

}

while(P)

{

if(P!=L->next)

{

if(P->coef>0)

printf("+");

}

printf("%.2fx(%d)",P->coef,P->expn);

P=P->next;

}

printf("\n");

}

void InsLast(polylist &R,float e1,int e2)//尾插入法

{

polylist newnode;

newnode=(polylist)malloc(sizeof(polynode));

newnode->coef=e1;

newnode->expn=e2;

R->next=newnode;

R=newnode;

}

void add(polylist La,polylist Lb,polylist &Lc)//多项式加法

{

polylist P,Q,R;

P=La->next;

Q=Lb->next;

R=Lc;

int t;

while(P&&Q)

{

t=comper(P,Q);

if(t<0)

{

InsLast(R,P->coef,P->expn);

P=P->next;

}

if(t==0)

{

if((P->coef+Q->coef)!=0)

InsLast(R,P->coef+Q->coef,P->expn);

P=P->next;

Q=Q->next;

}

if(t>0)

{

InsLast(R,Q->coef,Q->expn);

Q=Q->next;

}

}

while(P)

{

InsLast(R,P->coef,P->expn);

P=P->next;

}

while(Q)

{

InsLast(R,Q->coef,Q->expn);

Q=Q->next;

}

R->next=NULL;

}

void subtract(polylist La,polylist Lb,polylist &Ld) //多项式减法

{

polylist P,Q,R;

P=La->next;

Q=Lb->next;

R=Ld;

int t;

while(P&&Q)

{

t=comper(P,Q);

if(t<0)

{

InsLast(R,P->coef,P->expn);

P=P->next;

}

if(t==0)

{

if((P->coef-Q->coef)!=0)

InsLast(R,P->coef-Q->coef,P->expn);

P=P->next;

Q=Q->next;

}

if(t>0)

{

InsLast(R,-Q->coef,Q->expn);

Q=Q->next;

}

}

while(P)

{

InsLast(R,P->coef,P->expn);

P=P->next;

}

while(Q)

{

InsLast(R,-Q->coef,Q->expn);

Q=Q->next;

}

R->next=NULL;

}

void addother(polylist L,polylist &Le)//乘法两个多项式合并

{

polylist P,Q,R,temp;

P=L->next;

Q=Le->next;

R=Le;

int t;

while(P&&Q)

{

t=comper(P,Q);

if(t<0)

{

R->next=P;

R=R->next;

P=P->next;

}

if(t==0)

{

temp=P;

P=P->next;

free(temp);

temp=Q;

Q=Q->next;

free(temp);

}

if(t>0)

{

R->next=Q;

R=R->next;

Q=Q->next;

}

}

if(P)

R->next=P;

}

void Multi(polylist La,polylist Lb,polylist L,polylist &Le)//乘法计算

{

polylist P,Q,R;

P=La->next;

while(P)

{

R=L;

Q=Lb->next;

while(Q)

{

InsLast(R,P->coef\*Q->coef,P->expn+Q->expn);

Q=Q->next;

}

R->next=NULL;

addother(L,Le);

L->next=NULL;

P=P->next;

}

}

void main()

{

polylist La,Lb,Lc,Ld,L,Le;

int n;

printf("请输入多项式La的项数:");

scanf("%d",&n);

InitList(La);

create(La,n);

printf("多项式La:");

display(La);

printf("请输入多项式Lb的项数:");

scanf("%d",&n);

InitList(Lb);

create(Lb,n);

printf("多项式Lb:");

display(Lb);

InitList(Lc);

printf("进行加法计算\n");

add(La,Lb,Lc);

printf("加法计算结果Lc:");

display(Lc);

InitList(Ld);

printf("进行减法计算\n");

subtract(La,Lb,Ld);

printf("减法计算结果Ld:");

display(Ld);

printf("进行乘法计算\n");

InitList(L);

InitList(Le);

Multi(La,Lb,L,Le);

display(Le);

printf("程序运行结束!\n");

}

## 单链表的简单操作

#include<stdio.h>

#include<stdlib.h>

#define LIST\_INIT\_SIZE 100 //线性表存储空间的初始分配量

#define LIST\_INCREMENT 10 //线性表存储空间的分配增量

#define OK 1

#define ERROR 0

typedef int Status;

struct SqList

{

int \*elem; //储存空间的基地址

int length; //当前长度

int listsize; //当前存储容量

};

Status compar(int a,int b)

{

if(a==b)

return OK;

else

return ERROR;

}

int vist(int \*p)

{

printf("%d ",\*p);

return 0;

}

Status InitList(SqList &L) //构造一个空的线性表

{

L.elem=(int \*)malloc(LIST\_INIT\_SIZE\*(sizeof(int)));

if(!L.elem)

return ERROR; //地址分配失败

L.length=0; //初始化长度

L.listsize=LIST\_INIT\_SIZE; //初始化存储容量

return OK;

}

void DestroyList(SqList &L) //销毁线性表L

{

free(L.elem);

L.elem=NULL;

L.length=0;

L.listsize=0;

}

void ClearList(SqList &L) //将L重置为空表

{

L.length=0;

}

Status ListEmpty(SqList L) //判断L表是否为空表

{

if(L.length==0)

return OK;

return ERROR;

}

int ListLength(SqList L) //返回L用数据元素的个数

{

return L.length;

}

Status GetElem(SqList L,int i,int &e) //用e返回L中第i个值

{

if(i<1||i>L.length)

return ERROR;

e=\*(L.elem+i-1);

return OK;

}

Status LocateElem(SqList L,int e,Status (\*compar)(int,int))//返回L中第一个与e满足compar()关系的数据，若无返回0

{

int \*p;

p=L.elem;

int i=1;

while(i<=L.length&&!compar(\*p++,e))

{

i++;

}

if(i>L.length)

return ERROR;

else

return i;

}

Status PriorElem(SqList L,int cur\_e,int &per\_e) //若L中存在cur\_e且不是第一个，则直接用per\_e返回它的前驱

{

int \*p=L.elem;

int i=1;

while(\*p!=cur\_e&&i<=L.length)

{

p++;

i++;

}

if(i==1)

return ERROR;

per\_e=\*(--p);

return OK;

}

Status NextElem(SqList L,int cur\_e,int &next\_e) //若L中存在cur\_e且不是最后一个，则直接用next\_e返回它的后继

{

int \*p=L.elem;

int i=1;

while(\*p!=cur\_e&&i<=L.length)

{

p++;

i++;

}

if(i==L.length)

return ERROR;

next\_e=\*(++p);

return OK;

}

Status ListInsert(SqList &L,int i,int e) //在L中第i个位置处插入数据e

{

int \*p,\*q;

if(i>L.length+1||i<1)

return ERROR;

if(L.length==L.listsize)

{

int \*newbase;

if(!(newbase=(int \*)realloc(L.elem,(L.listsize+LIST\_INCREMENT)\*sizeof(int))))

return ERROR;

L.elem=newbase;

L.listsize=L.listsize+LIST\_INCREMENT;

}

p=L.elem+i-1;

q=L.elem+L.length-1;

for(;q>=p;q--)

{

\*(q+1)=\*q;

}

\*p=e;

L.length++;

return OK;

}

Status ListDelete(SqList &L,int i,int &e) //删除L中的第i个位置的数据，并用e返回

{

int \*p,\*q;

if(i<1||i>L.length)

return ERROR;

p=L.elem+i-1;

e=\*p;

q=L.elem+L.length-1;

for(;p<q;p++)

\*p=\*(p+1);

L.length--;

return OK;

}

Status ListTraveres(SqList L,int (\*vist)(int \*)) //一次对数据中的每个元素调用vist()函数

{

int \*p;

p=L.elem;

int i;

for(i=1;i<=L.length;i++)

vist(p++);

return OK;

}

void main()

{

SqList L;

int e;

Status i;

InitList(L); //测试初始化函数

printf("初始化后：L.elem=%u L.length=%d L.listsize=%d\n",L.elem,L.length,L.listsize);

for(i=1;i<=5;i++)

ListInsert(L,1,i); //测试插入函数

printf("在表头插入1到5后:L=");

ListTraveres(L,\*vist); //调用访问函数

printf("\n");

printf("第一次插入数值后：L.elem=%u L.length=%d L.listsize=%d\n",L.elem,L.length,L.listsize);

i=ListEmpty(L); //测试判断顺序表是否为空的函数

if(i==1)

printf("L为空!\n");

else

printf("L不为空!\n");

/\*\*\*看看清空后表L是否为空\*\*\*\*\*\*\*\*/

ClearList(L); //调用清空函数

printf("清空后：L.elem=%u L.length=%d L.listsize=%d\n",L.elem,L.length,L.listsize);

i=ListEmpty(L); //测试判断顺序表是否为空的函数

if(i==1)

printf("L为空!\n");

else

printf("L不为空!\n");

/\*\*\*重新调用插入函数，给表L赋值\*/

for(i=1;i<=10;i++)

ListInsert(L,1,i); //测试插入函数

printf("在表头插入1到10后:L=");

ListTraveres(L,\*vist); //调用访问函数

printf("\n");

/\*\*\*\*插入操作\*\*\*\*\*\*\*/

printf("第二次插入数值后：L.elem=%u L.length=%d L.listsize=%d\n",L.elem,L.length,L.listsize);

printf("下面我们要调用输入函数，请输入你要插入的位置i:");

scanf("%d",&i);

printf("请输入你要插入的数值e:");

scanf("%d",&e);

ListInsert(L,i,e); //测试插入函数

printf("在表i处插入e后:L=");

ListTraveres(L,\*vist); //调用访问函数

printf("\n");

printf("L.elem=%u L.length=%d L.listsize=%d\n",L.elem,L.length,L.listsize);

/\*\*\*\*\*调用GetElem函数\*\*\*\*\*\*\*/

printf("下面我们要调用得到元素函数，请输入你要得到的元素序数i:");

scanf("%d",&i);

GetElem(L,i,e);

printf("第%d个元素为: %d\n",i,e);

/\*\*\*\*\*调用这个啥啥叫不出名字的函数\*\*\*\*\*/

printf("输入你想得到的位置的元素e:");

scanf("%d",&e);

i=LocateElem(L,e,\*compar);

if(i==0)

printf("L中没有这个元素!\n");

else

printf("它在L中的位置为%d个与元素序位!\n",i);

/\*\*\*\*\*\*\*\*\*\*\*\*\*测试前驱\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

printf("输入你需要的查找前驱的数据e:");

scanf("%d",&e);

if(PriorElem(L,e,i))

printf("e的直接前驱为:%d\n",i);

else

printf("e没有直接前驱!\n");

/\*\*\*\*\*\*\*\*\*\*\*\*\*测试后驱函数\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

printf("输入你需要的查找后继的数据e:");

scanf("%d",&e);

if(NextElem(L,e,i))

printf("e的直接后继为:%d\n",i);

else

printf("e没有直接后继!\n");

/\*\*\*\*\*\*\*\*\*\*\*\*\*求表长\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

i=ListLength(L);

printf("表长为:%d\n",i);

/\*\*\*\*\*\*\*\*\*\*\*\*调用删除函数\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

printf("请输入你要删除的数值的序位:");

scanf("%d",&i);

ListDelete(L,i,e);

printf("删除的元素为:%d\n",e);

printf("删除后的表L为:\n");

ListTraveres(L,\*vist);

printf("\n");

printf("元素删除后:L.elem=%u L.length=%d L.listsize=%d\n",L.elem,L.length,L.listsize);

/\*\*\*\*\*\*\*\*\*\*\*调用销毁函数\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

DestroyList(L);

printf("表销毁后:L.elem=%u L.length=%d L.listsize=%d\n",L.elem,L.length,L.listsize);

}

## 快速排序

#include<stdio.h>

#define MAXSIZE 100

typedef struct

{

int r[MAXSIZE+1];

int length;

}SqList;

int Partition(SqList &L,int low,int high)

{

L.r[0]=L.r[low];

while(low<high)

{

while(low<high&&L.r[high]>L.r[0])

high--;

L.r[low]=L.r[high];

while(low<high&&L.r[low]<L.r[0])

low++;

L.r[high]=L.r[low];

}

L.r[low]=L.r[0];

return low;

}

void QSort(SqList &L,int low,int high)

{

int k;

if(low<high)

{

k=Partition(L,low,high);

QSort(L,low,k-1);

QSort(L,k+1,high);

}

}

int main()

{

int i,n;

SqList L;

printf("请输入需要排序的数据个数n:");

scanf("%d",&n);

L.length=n;

printf("请输入需要排序的%d个数据:",n);

for(i=1;i<=n;i++)

scanf("%d",&L.r[i]);

QSort(L,1,L.length);

for(i=1;i<=n;i++)

printf("%4d",L.r[i]);

printf("\n");

return 0;

}

## 哈夫曼编码

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

typedef struct

{

char ch;

int weight;

int parent,lchild,rchild;

}HTNode,\*HuffmanTree;

typedef char \*\*HuffmanCode;

void Select(HuffmanTree HT,int n,int &s1,int &s2) //选择两个权重最小的无父亲结点，且较小的权的下标对s1

{

int i;

for(i=1;i<=n;i++)

{

if(HT[i].parent==0)

{

s1=i;

break;

}

}

for(i=s1+1;i<=n;i++)

{

if((HT[i].parent==0)&&(HT[i].weight<HT[s1].weight))

s1=i;

}

for(i=1;i<=n;i++)

{

if(i!=s1&&HT[i].parent==0)

{

s2=i;

break;

}

}

for(i=s2+1;i<=n;i++)

{

if(i!=s1)

{

if((HT[i].parent==0)&&(HT[i].weight<HT[s2].weight))

s2=i;

}

}

}

void CreateHuffmanTree(HuffmanTree &HT,int w[],char ch[],int n)//构建哈夫曼树

{

int i,m,s1,s2;

m=2\*n-1;

HT=(HuffmanTree)malloc((m+1)\*sizeof(HTNode));

for(i=1;i<=n;i++)

{

HT[i].ch=ch[i-1];

HT[i].weight=w[i-1];

HT[i].parent=0;

HT[i].rchild=0;

HT[i].lchild=0;

}

for(i=n+1;i<=m;i++)

{

HT[i].ch='\n';

HT[i].weight=0;

HT[i].parent=0;

HT[i].rchild=0;

HT[i].lchild=0;

}

for(i=n+1;i<=m;i++)

{

Select(HT,i-1,s1,s2);

HT[s1].parent=i;

HT[s2].parent=i;

HT[i].lchild=s1;

HT[i].rchild=s2;

HT[i].weight=HT[s1].weight+HT[s2].weight;

}

}

void HTCodeing(HuffmanTree HT,HuffmanCode &HC,int n)

{

int i,start;

int f;

int c;

char \*cd;

HC=(HuffmanCode)malloc((n)\*sizeof(char \*));

cd=(char\*)malloc(n\*sizeof(char));

cd[n-1]='\0';

for(i=1;i<=n;i++)

{

start=n-1;

for(c=i,f=HT[i].parent;f!=0;c=f,f=HT[f].parent)

{

if(HT[f].lchild==c)

cd[--start]='0';

else

cd[--start]='1';

}

HC[i-1]=(char \*)malloc((n-start)\*sizeof(char));

strcpy(HC[i-1],&cd[start]);

}

free(cd);

}

void PrintfCode(HuffmanCode HC,int n,char ch[])

{

int i;

printf("编码为:\n");

for(i=0;i<n;i++)

printf("%c %s\n",ch[i],HC[i]);

}

double AverageLength(HuffmanCode HC,HuffmanTree HT,int n)

{

int i,sum=0,len;

double length=0.0;

for(i=0;i<n;i++)

{

len=strlen(HC[i]);

length+=len\*HT[i+1].weight;

sum+=HT[i+1].weight;

}

length=length/sum;

return length;

}

void DeCode(HuffmanTree HT,int n)

{

int i;

char ch;

i=2\*n-1;

while(scanf("%c",&ch)&&ch!='#')

{

if(ch=='0')

i=HT[i].lchild;

else

i=HT[i].rchild;

if(HT[i].lchild==0)

{

printf("%c",HT[i].ch);

i=2\*n-1;

}

}

if((HT[i].lchild!=0)&&(i!=2\*n-1))

printf("\n未能完全解码\n");

printf("\n");

}

void main()

{

int n,i;

char arrch[20];

int arrweigth[20];

double avlength;

HuffmanTree HT;

HuffmanCode HC;

printf("请输入的需要的字母数:");

scanf("%d",&n);

for(i=0;i<n;i++)

{

getchar();

printf("输入字母和权重:");

scanf("%c%d",&arrch[i],&arrweigth[i]);

}

getchar();

CreateHuffmanTree(HT,arrweigth,arrch,n);

HTCodeing(HT,HC,n);

PrintfCode(HC,n,arrch);

avlength=AverageLength(HC,HT,n);

printf("平均编码长度为：%.2lf\n",avlength);

printf("请输入需要解码的数据:");

DeCode(HT,n);

for(i=0;i<n;i++)

free(HC[i]);

free(HC);

free(HT);

}

## 队列的简单操作

#include<stdio.h>

#include<stdlib.h>

typedef struct QNode

{

int data;

struct QNode \*next;

}\*QueuePtr;

typedef struct

{

QueuePtr front; //队头指针

QueuePtr rear;//队尾指针

}LinkQueue;

void InitQueue(LinkQueue &Q)//构造一个空队列

{

Q.front=Q.rear=(QueuePtr)malloc(sizeof(QNode));

if(!Q.front)

printf("Wrong!\n");

Q.front->next=NULL;

}

void shuru(LinkQueue &Q)//在队列空间中存入元素

{

int i,n,a;

QNode \*p,\*r;

printf("please input how many number do you want to input :\n");

scanf("%d",&n);

printf("please input the number you want to input:\n");

r=Q.front;

for(i=1;i<=n;i++)

{

scanf("%d",&a);

p=(QueuePtr)malloc(sizeof(QNode));

p->data=a;

r->next=p;

r=p;

Q.rear->next=p;

Q.rear=p;

}

p->next=NULL;

r=Q.front;

for(i=1;i<=n;i++)

{

p=r->next;

printf("%d->",p->data);

r=p;

}

printf("NULL\n");

}

void DesrotyQueue(LinkQueue &Q)//销毁队列

{

Q.rear=Q.front->next;

free(Q.front);

Q.front=Q.rear;

}

void ClearQueue(LinkQueue &Q)//清空队列

{

QNode \*p,\*r;

Q.rear=Q.front;

r=Q.front;

p=r->next;

for(;r!=NULL;)

{

r=p->next;

free(p);

p=r;

}

}

void QueueEmpty(LinkQueue &Q)//判断队列是否为空，为空则输出True

{

if(Q.front->next==NULL)

printf("True!\n");

else

printf("False!\n");

}

void QueueLength(LinkQueue &Q)//输出队列的长度

{

int i;

QNode \*r;

r=Q.front;

for(i=0;r->next!=NULL;)

i++;

printf("There are %d numbers!\n",i);

}

void GetHead(LinkQueue &Q)//返回队列的头元素

{

QNode \*p;

p=Q.front->next;

printf("The head is %d\n",p->data);

}

void EnQueue(LinkQueue &Q)//插入新的队列尾元素

{

QNode \*p;

int a;

p=(QueuePtr)malloc(sizeof(QNode));

printf("please input the number :\n");

scanf("%d",&a);

p->data=a;

Q.rear->next=p;

Q.rear=p;

p->next=NULL;

printf("The last number is %d now\n",a);

}

void DeQueue(LinkQueue &Q)//删除队列的头元素

{

QNode \*r;

r=Q.front->next;

Q.front->next=r->next;

printf("%d is delete\n",r->data);

free(r);

}

void vist(QNode \*p)//定义VIsit函数

{

printf("%4d",\*p);

}

void QueueTraverse(LinkQueue &Q)//从队头到队尾对么个函数调用函数Vist

{

QNode \*q;

q=Q.front;

for(;q->next!=NULL;)

{

q=q->next;

vist(q);

}

printf("\n");

}

void main()

{

LinkQueue Q;

InitQueue(Q);

QueueEmpty(Q);

shuru(Q);

GetHead(Q);

EnQueue(Q);

DeQueue(Q);

QueueTraverse(Q);

QueueLength(Q);

ClearQueue(Q);

DesrotyQueue(Q);

}

## KMP模式匹配算法

#include<stdio.h>

#include<string.h>

#define MAX 255

typedef char SString[MAX+1];

SString T,S;

int next[MAX],pos;

void get\_nex(SString T,int next[])

{

int i,j;

i=1;

j=0;

next[1]=0;

while(i<T[0])

{

if(j==0||T[i]==T[j])

{

i++;

j++;

next[i]=j;

}

else

j=next[j];

}

}

int Index\_KMP(SString S,SString T,int pos,int next[])

{

int i=1;

int j=1;

while(i<=S[0]&&j<=T[0])

{

if(j==0||S[i]==T[j])

{

i++;

j++;

}

else

j=next[j];

}

if(j>T[0])

{

pos=i-T[0];

return pos;

}

else

{

pos=0;

return pos;

}

}

void main()

{

int i,k;

gets(S);

k=strlen(S);

for(i=k;i>0;i--)

{

S[i]=S[i-1];

}

S[0]=k;

gets(T);

k=strlen(T);

for(i=k;i>0;i--)

{

T[i]=T[i-1];

}

T[0]=k;

printf("%d\n",k);

get\_nex(T,next);

pos=Index\_KMP(S,T,pos,next);

for(i=1;i<=T[0];i++)

printf("%d ",next[i]);

printf("\n");

if(pos!=0)

printf("pos=%d\n",pos);

else

printf("Wrong!\n");

}

# 常用的数学公式[4]

## 中国剩余定理

一般形式：设m = m1 ，… ，mk 为两两互素的正整数，m＝m1，…mk ，m＝mi

Mi，i＝1，2，… ，k 。则同余式组x≡b1(modm1)，…，x≡bk(modmk)的解为

x≡M'1M1b1＋…＋M'kMkbk （modm）。式中M'iMi≡1 （modmi），i＝1，2，…，k 。

完全数：又称完美数或完备数，是一些特殊的自然数：

它所有的真因子（即除了自身以外的约数）的和（即因子函数），恰好等于它本身。

偶完全数公式：2^(n-1)\*(2^n-1) ，当且仅当2^n-1为素数，又称梅森素数。

2^n-1为素数的必要条件为n是素数。

## 基本几何公式

圆柱体的体积公式：体积=底面积×高 ，如果用h代表圆柱体的高，则圆柱＝S底×h

长方体的体积公式：体积=长×宽×高

如果用a、b、c分别表示长方体的长、宽、高则

长方体体积公式为：V长=abc

正方体的体积公式：体积＝棱长×棱长×棱长．

如果用a表示正方体的棱长，则

正方体的体积公式为V正＝a·a·a＝a³

锥体的体积=底面面积×高÷3 V 圆锥＝S底×h÷3

台体体积公式:V=[ S上+√(S上S下)+S下]h÷3

圆台体积公式:V=(R²+Rr+r²)hπ÷3

球缺体积公式＝πh²(3R-h)÷3

球体积公式：V＝4πR³/3

棱柱体积公式：V＝S底面×h＝S直截面×l （l为侧棱长,h为高)

棱台体积：V=〔S1＋S2＋开根号（S1\*S2）〕／3\*h

注：V：体积；S1：上表面积；S2：下表面积；h：高。

几何体的表面积计算公式

圆柱体:

表面积:2πRr+2πRh 体积:πRRh (R为圆柱体上下底圆半径,h为圆柱体高) 圆锥体:

表面积:πRR+πR[(hh+RR)的平方根] 体积: πRRh/3 (r为圆锥体低圆半径,h为其高, 平面图形

名称 符号 周长C和面积S

正方形 a—边长 C＝4a S＝a2 长方形 a和b－边长 C＝2(a+b) S＝ab 三角形 a,b,c－三边长h－a边上的高s－周长的一半A,B,C－内角其中

s＝(a+b+c)/2 S＝ah/2＝ab/2·sinC ＝[s(s-a)(s-b)(s-c)]1/2＝a2sinBsinC/(2sinA) 四边形 d,D－对角线长α－对角线夹角 S＝dD/2·sinα 平行四边形 a,b－边长h－a边的高α－两边夹角 S＝ah＝absinα 菱形 a－边长α－夹角D－长对角线长d－短对角线长 S＝Dd/2＝a2sinα 梯形 a和b－上、下底长h－高m－中位线长 S＝(a+b)h/2＝mh 圆 r－半径 d－直径 C＝πd＝2πr S＝πr2＝πd2/4 扇形 r—扇形半径 a—圆心角度数 C＝2r＋2πr×(a/360) S＝πr2×(a/360) 弓形 l－弧长 S＝r2/2·(πα/180-sinα)

b－弦长 ＝r2arccos[(r-h)/r] - (r-h)(2rh-h2)1/2

h－矢高 ＝παr2/360 - b/2·[r2-(b/2)2]1/2

r－半径 ＝r(l-b)/2 + bh/2

α－圆心角的度数 ≈2bh/3 圆环 R－外圆半径 S＝π(R2-r2)

r－内圆半径 ＝π(D2-d2)/4

D－外圆直径

d－内圆直径 椭圆 D－长轴 S＝πDd/4

d－短轴

递推问题：三角形l=l+i\*(i+1)/2+i/2\*(i-i/2)

## 欧拉公式

（1）分式里的欧拉公式

a＾r/(a-b)(a-c)+b＾r/(b-c)(b-a)+c＾r/(c-a)(c-b)

当r=0,1时式子的值为0 当r=2时值为1

当r=3时值为a+b+c

（2）三角形中的欧拉公式

设R为三角形外接圆半径，r为内切圆半径，d为外心到内心的距离，则： d＾2=R＾2-2Rr

（3）拓扑学里的欧拉公式

V+F-E=X(P)，V是多面体P的顶点个数，F是多面体P的面数，E是多面体P的棱的条数,X(P)是多面体P的欧拉示性数。

（4）初等数论里的欧拉公式

欧拉函数，在数论，对正整数n，欧拉函数是少于或等于n的数中与n互质的数的数目。

此函数以其首名研究者欧拉命名，它又称为Euler's totient function、φ函数、欧拉商数等。

φ函数的值Euler函数通式：φ(x)=x(1-1/p1)(1-1/p2)(1-1/p3)(1-1/p4)…..(1-1/pn),

其中p1, p2……pn为x的所有质因数，x是不为0的整数。

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **三角不等式** | | |a+b|≤|a|+|b| | | | | | | |a-b|≤|a|+|b| | | | |a|≤b<=>-b≤a≤b | | |
|  | | | | | |  | | |  | | |
| |a-b|≥|a|-|b| | | | | | | -|a|≤a≤|a| | | |  | | |
| **一元二次方程的解** | | -b+√(b2-4ac)/2a | | | | | | -b-√(b2-4ac)/2a | | |  | |  |
| **根与系数的关系** | | | | X1+X2=-b/a | | | | | X1\*X2=c/a | | | 注：韦达定理 | |
| **数列前n项和** | 1+2+3+4+5+6+7+8+9+…+n=n(n+1)/2 | | | | | 1+3+5+7+9+11+13+15+…+(2n-1)=n2 | | | | | | | |
| 2+4+6+8+10+12+14+…+(2n)=n(n+1) | | | | | 12+22+32+42+52+62+72+82+…+n2=n(n+1)(2n+1)/6 | | | | | | | |
| 13+23+33+43+53+63+…n3=n2(n+1)2/4 | | | | | 1\*2+2\*3+3\*4+4\*5+5\*6+6\*7+…+n(n+1)=n(n+1)(n+2)/3 | | | | | | | |
| **常用数学公式表:解析几何公式** | | | | | | | | | | | | | |
| **圆的标准方程** | | | (x-a)2+(y-b)2=r2 | | | | 注：（a,b）是圆心坐标 | | | | | | |
| **圆的一般方程** | | | x2+y2+Dx+Ey+F=0 | | | | 注：D2+E2-4F>0 | | | | | | |
| **抛物线标准方程** | | | y2=2px | | y2=-2px | | x2=2py | | | x2=-2py | | | |
| **常用数学公式表:几何图形公式** | | | | | | | | | | | | | |
| **直棱柱侧面积** | | | S=c\*h | | | | **斜棱柱侧面积** | | | S=c'\*h | | | |
| **正棱锥侧面积** | | | S=1/2c\*h' | | | | **正棱台侧面积** | | | S=1/2(c+c')h' | | | |
| **圆台侧面积** | | | S=1/2(c+c')l=pi(R+r)l | | | | **球的表面积** | | | S=4pi\*r2 | | | |
| **圆柱侧面积** | | | S=c\*h=2pi\*h | | | | **圆锥侧面积** | | | S=1/2\*c\*l=pi\*r\*l | | | |
| **弧长公式** | | | l=a\*r (a是圆心角的弧度数r>0) | | | | **扇形面积公式** | | | s=1/2\*l\*r | | | |
| **锥体体积公式** | | | V=1/3\*S\*H | | | | **圆锥体体积公式** | | | V=1/3\*pi\*r2h | | | |
| **柱体体积公式** | | | V=s\*h | | | | **圆柱体** | | | V=pi\*r2h | | | |
| **斜棱柱体积** | | | V=S'L (S'是直截面面积，L是侧棱长) | | | | 注：pi=acos(-1.0); | | | | | | |
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## 划分问题：

1. n个点最多把直线分成C(n,0)+C(n,1)份；

2、n条直线最多把平面分成C(n,0)+C(n,1)+C(n,2)份；   
3、n个平面最多把空间分成C(n,0)+C(n,1)+C(n,2)+C(n,3)=(n³+5n+6)/6份；   
4、n个空间最多把“时空”分成C(n,0)+C(n,1)+C(n,2)+C(n,3)+C(n,4)份.

## Stirling公式

lim(n→∞) √(2πn) \* (n/e)^n  = n!

也就是说当n很大的时候,n!与√(2πn) \* (n/e) ^ n的值十分接近，这就是Stirling公式.(2πn) ^0.5× n^ n × e^(-n) =n!;

n! 约等于 sqrt(2\*pi\*n)\*(n/e)^n

## 皮克定理

一个多边形的顶点如果全是格点，这多边形就叫做格点多边形。有趣的是，这种格点多边形的面积计算起来很方便，只要数一下图形边线上的点的数目及图内的点的数目，就可用公式算出。

　　这个公式是皮克(Pick)在1899年给出的，被称为“皮克定理”，这是一个实用而有趣的定理。
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给定顶点坐标均是整点（或正方形格点）的简单多边形，皮克定理说明了其面积S和内部格点数目a、边上格点数目b的关系：

S=a+ b/2 - 1。

(其中a表示多边形内部的点数,b表示多边形边界上的点数,S表示多边形的面积)

## 卡特兰数

### 原理:

令h(1)＝1,h(0)=1，catalan

数满足递归式：

　　h(n)= h(0)\*h(n-1)+h(1)\*h(n-2) + ... + h(n-1)h(0) (其中n>=2)

另类递归式：

h(n) = h(n-1)\*(4\*n-2)/(n+1);

　　该递推关系的解为：

　　h(n)=C(2n,n)/(n+1) (n=1,2,3,...)

　　卡特兰数的应用

（实质上都是递归等式的应用）

## 错排公式

当n个编号元素放在n个编号位置,元素编号与位置编号各不对应的方法数用M(n)表示,那么M(n-1)就表示n-1个编号元素放在n-1个编号位置,各不对应的方法数,其它类推.

第一步,把第n个元素放在一个位置,比如位置k,一共有n-1种方法;

第二步,放编号为k的元素,这时有两种情况.1,把它放到位置n,那么,对于剩下的n-2个元素,就有M(n-2)种方法;2,不把它放到位置n,这时,对于这n-1个元素,有M(n-1)种方法;

综上得到递推公式：

M(n)=(n-1)[M(n-2)+M(n-1)] 特殊地，M(1)=0,M(2)=1

通项公式：

M(n)=n![(-1)^2/2!+…+(-1)^(n-1)/(n-1)!+(-1)^n/n!]

优美的式子：

Dn=[n!/e+0.5],[x]为取整函数．

公式证明较简单．观察一般书上的公式，可以发现e-1的前项与之相同，然后作比较可得/Dn-n!e-1/<1/(n+1)<0.5,于是就得到这个简单而优美的公式（此仅供参考）

## 等比数列

(1) [等比数列](http://baike.baidu.com/view/62282.htm)：a (n+1)/an=q (n∈N)。

(2) 通项公式：an=a1×q^(n-1)；

推广式：an=am×q^(n-m)；

(3) 求和公式：Sn=n\*a1 (q=1)

Sn=a1(1-q^n)/(1-q) =(a1-an\*q)/(1-q) (q≠1) (q为比值，n为项数）

(4)性质：

①若 m、n、p、q∈N，且m＋n=p＋q，则am\*an=ap\*aq；

②在等比数列中，依次每 k项之和仍成等比数列.

③若m、n、q∈N，且m+n=2q，则am\*an=aq^2

(5)"G是a、b的等比中项""G^2=ab（G ≠ 0）".

(6)在等比数列中，首项a1与公比q都不为零.

注意：上述公式中an表示等比数列的第n项。

## 等差数列

1. Sn=n(a1+an)/2
2. Sn=a1\*n+n(n-1)d/2   
    an=a1+(n-1)d

Sn＝（a1＋an）\*n/2

项数＝（末项-首项）÷公差＋1

A1=2\*S/n-an

an=2\*S/n-a1

an=a1+（n-1）\*d;

性质：

若 m、n、p、q∈N

①若m＋n=p＋q，则am+an=ap+aq

②若m+n=2q，则am+an=2aq

注意：上述公式中an表示等差数列的第n项。

## 二次函数

**定义与定义表达式**

1：一般式：

y=ax^2;+bx+c (a≠0，a、b、c为常数)

对称轴为直线*x = -b/2a，*顶点坐标(-b/2a,(4ac-b^2)/4a)。

2：[顶点式](http://baike.baidu.com/view/1895614.htm)：

y=a(x-h）^2+k 或 y=a(x+m)^2+k

(两个式子实质一样,但初中课本上都是第一个式子)（若给出抛物线的顶点坐标或对称轴与最值，通常可设顶点式）

**3：**[**交点式**](http://baike.baidu.com/view/2974353.htm)**（与x轴）**：

y=a(x-x1)(x-x2)

（若给出抛物线与x轴的交点及对称轴与x轴的交点距离或其他一的条件，通常可设交点式）

重要概念：

（a，b，c为常数，a≠0，且a决定函数的开口方向，a>0时，开口方向向上，a<0时，开口方向向下。a的绝对值还可以决定开口大小,a的绝对值越大开口就越小,a的绝对值越小开口就越大。）
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## 二次方程

a\*x+b\*y+c=0;

当△<0 ，方程无解；

当△=0 ，x1=x2= -b/(2\*a)；

当△>0 ，x1= [-b-sqrt(b\*b-4\*a\*c)]/(2\*a)，x2=[-b+ sqrt(b\*b-4\*a\*c)]/(2\*a)。

## 约瑟夫环

令f表示i个人玩游戏报m退出最后胜利者的编号，最后的结果自然是f[n].

递推公式:

　　f[1]=0;

　　f=(f[i-1]+m)%i; (i>1)

　有了这个公式，我们要做的就是从1-n顺序算出f的数值，最后结果是f[n]。因为实际生活中编号总是从1开始，我们输出f[n]+1由于是逐级递推，不需要保存每个f，程序也是异常简单：

## 多边形面积

点顺序给出

S=0.5\*abs(x1\*y2-y1\*x2+x2\*y3-y2\*x3+...+xn\*y1-yn\*x1)

## 均值不等式的简介

概念：

1、调和平均数：

Hn=n/(1/a1+1/a2+...+1/an)

2、几何平均数：

Gn=(a1a2...an)^(1/n)=n次√(a1\*a2\*a3\*...\*an)

3、算术平均数：

An=(a1+a2+...+an)/n

1. 平方平均数：  
   Qn=√ [(a1^2+a2^2+...+an^2)/n]
2. 这四种平均数满足:

Hn≤Gn≤An≤Qn

a1、a2、… 、an∈R +，当且仅当a1=a2= … =an时取“=”号

均值不等式的一般形式：

设函数D(r)=[（a1^r+a2^r+...an^r）/n]^(1/r) (当r不等于0时);

(a1a2...an)^(1/n)(当r=0时）（即D(0)=(a1a2...an)^(1/n)）

则有：当r<s时，D(r)≤D(s)

注意到Hn≤Gn≤An≤Qn仅是上述不等式的特殊情形，即D(-1)≤D(0)≤D(1)≤D(2)

## 均值不等式的变形

　　(1)对实数a,b，有a^2+b^2≥2ab (当且仅当a=b时取“=”号)，a^2+b^2>0>-2ab

　　(2)对非负实数a,b，有a+b≥2√(a\*b)≥0，即(a+b)/2≥√(a\*b)≥0

　　(3)对负实数a,b，有a+b<0<2√(a\*b)

　　(4)对实数a,b，有a(a-b)≥b(a-b)

　　(5)对非负数a,b，有a^2+b^2≥2ab≥0

　　(6)对非负数a,b，有a^2+b^2 ≥1/2\*(a+b)^2≥ab

　　(7)对非负数a,b,c，有a^2+b^2+c^2≥1/3\*(a+b+c)^2

　　(8)对非负数a,b,c，有a^2+b^2+c^2≥ab+bc+ac

　　(9)对非负数a,b，有a^2+ab+b^2≥3/4\*(a+b)^2

(10)对实数a,b,c，有(a+b+c)/3>=(abc)^(1/3)

(11) a^3+b^3+c^3>=3abc,a、b、c都是正数。

扩展：若有y=x1\*x2\*x3.....Xn 且x1+x2+x3+...+Xn=常数P,则Y的最大值为((x1+x2+x3+.....+Xn)/n)^n

1、| |a|-|b| |≤|a-b|≤|a|+|b| 2、| |a|-|b| |≤|a+b|≤|a|+|b|

设a1,a2,…an；b1,b2…bn均是实数，且a1≥a2≥a3≥…≥an,b1≥b2≥b3≥…≥bn;则有a1b1+a2b2+…+anbn（顺序和）≥a1b2+a2b1+a3b3+…+aibj+…+anbm（乱序和）≥a1bn+a2bn-1+a3bn-2+…+anb1（逆序和）,仅当a1=a2=a3=…an,b1=b2=b3=…=bn时等号成立。

## Lucas 定理
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## 斐波那契数列
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|  |
| --- |
| 欧拉函数 实际使用的时候是用下面这个式子：  在程序中利用欧拉函数如下性质，可以快速求出欧拉函数的值(a为N的质因素) (1) 若(N%a==0 && (N/a)%a==0) 则有:E(N)=E(N/a)\*a; (2) 若(N%a==0 && (N/a)%a!=0) 则有:E(N)=E(N/a)\*(a-1);  欧拉函数的值  \varphi(1)=1（小于等于1的正整数中唯一和1互质的数就是1本身）。  若*n*是[质数](http://zh.wikipedia.org/zh-cn/%E8%B3%AA%E6%95%B8)*p*的*k*次[幂](http://zh.wikipedia.org/zh-cn/%E5%86%AA)，\varphi(n)=p^k-p^{k-1}=(p-1)p^{k-1}，因为除了*p*的[倍数](http://zh.wikipedia.org/zh-cn/%E5%80%8D%E6%95%B8)外，其他数都跟*n*互质。  欧拉函数是[积性函数](http://zh.wikipedia.org/zh-cn/%E7%A9%8D%E6%80%A7%E5%87%BD%E6%95%B8)，即是说若*m*,*n*互质，\varphi(mn)=\varphi(m)\varphi(n)。证明：设*A*, *B*, *C*是跟*m*, *n*, *mn*互质的数的集，据[中国剩余定理](http://zh.wikipedia.org/zh-cn/%E4%B8%AD%E5%9C%8B%E5%89%A9%E9%A4%98%E5%AE%9A%E7%90%86)，A \times B和*C*可建立[双射](http://zh.wikipedia.org/zh-cn/%E5%8F%8C%E5%B0%84)(一一对应)的关系。因此\varphi(n)的值使用[算术基本定理](http://zh.wikipedia.org/zh-cn/%E7%AE%97%E8%A1%93%E5%9F%BA%E6%9C%AC%E5%AE%9A%E7%90%86)便知，  若n = p_1^{k_1} p_2^{k_2} \cdots p_r^{k_r}  则\varphi(n) = \prod_{p\mid n} p^{\alpha_p-1}(p-1) = n\prod_{p|n}\left(1-\frac{1}{p}\right)。  例如\varphi(72)=\varphi(2^3\times3^2)=2^{3-1}(2-1)\times3^{2-1}(3-1)=2^2\times1\times3\times2=24  先看（2）式，N%a==0 && (N/a)%a!=0，因为a是质数，而N/a不能被a整除，说明N/a与a互质，由上面的\varphi(mn)=\varphi(m)\varphi(n)可知E(N)=E(N/a)\*E(a);而E(a)=a-1 （因为按照欧拉函数定义**欧拉函数\varphi(n)**是小于或等于*n*的正整数中与*n*[互质](http://zh.wikipedia.org/zh-cn/%E4%BA%92%E8%B3%AA)的数的数目，a为质数，从1到a-1都和a互质，所以E(a)=a-1）,故E(N)=E(N/a)\*(a-1);  再看（1）式，由于a是N/a的质因数，不能像（2）一样用上面的积性函数的公式。那看这个式子\varphi(n) = \prod_{p\mid n} p^{\alpha_p-1}(p-1) = n\prod_{p|n}\left(1-\frac{1}{p}\right)，假设E(n)可以表示成a^k\*(a-1)\*C，C为后面的部分，则E(n/a)可以表示成a^(k-1)\*(a-1)\*C，比较两式的差别可以得到E(n)是E(n/a)的a倍，即E(N)=E(N/a)\*a。  其实，（2）式也可以像（1）式一样证明，因为N/a与a互质，说明N的质因数有且只有一个a，则E(n)可表示为(a-1)\*C，E(N/a)可表示为C，比较两式差别可以得到E(N)=E(N/a)\*(a-1). |

## 蚂蚁爬绳

一绳长L米，一蚂蚁从绳的一端爬向另一端，速度为每秒v m/s，同时，绳子以每秒u 米的速度均匀伸长，问：蚂蚁能否达到绳的另一端？如能，需多长时间？如不能，请说明理由。（假设绳子质量无限好，蚂蚁寿命无限长）

T=[e(u/v)-1]\*L/u;

## (a/b)%m

背景：a是b的倍数  
1.如果m是质数，很简单，直接用扩展的欧几里德求b关于m的逆元

对于 a/b%m = ans, 求 ans。  
a = a%m, b = b%m  
ans = (a % m)\*(x % m) % m  （x为b的逆元）  
求逆元则利用扩展欧几里德：  
对于 b\*x = 1(mod m)  
可以求b\*x + m\*y = 1的解（ 用extennd\_Euclid(b, m, x, y) )!  
然后把 x 映射到 [0,m)区间，带入上式， 即得解。

2.如果m不是质数，把m质数分解成质数p1,p2,……,pk的积  
  然后把a分解成a1\*a2，其中a1的质因数只能在p[]中，a2与p[]中的所有质数都互质，即a2与m互质  
  同理把b分解成b1\*b2，其中b1的质因数只能在p[]中，b2与p[]中的所有质数都互质，即b2与m互质  
3.现在问题变成了(a1\*a2)/(b1\*b2)%m，即(a1/b1)%m\*(a2/b2)%m。  
  问题分解成了两个问题:  
  对于a1/b1%m，可以化为:

(p1^m1\*p2^m2\*……\*pk^mk)/(p1^n1\*p2^n2\*……\*pk^nk)%m， 即:p1^(m1-n1)\*p2^(m2-n2)\*……\*pk^(mk-nk)%m  
对于a2/b2%m，b2与m互质，则可以直接求出b2关于m的逆元化为a2\*b2^(-1)%m.  
4.于是，问题解决，时间复杂度约为O(sqrt(m) + log(m))

## 泰勒公式
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## 乘法与因式分解公式

1.2 ![formula1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAM4AAAASAQMAAAApLXPTAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAEPSURBVCjPdZGxbgIxDIb/y0VchhP46EIlRHMn1L1MHZC4ojIi9SF4kKjq1EdgqjrwHPAGfRyGStffaTi61JIV25/tOA5QAlGTPKYzD8AYv5pknk7TUhE1U98Z2EtOq81CWUbqc2vhGJ2wHz40FizjzPaZcRAtZpNM9J5gx1c0j4jmS2zoypjpjREsV2dWepN/YQaEkWbOeNdJlpxnpObRocHdtwvUpuhMLc9EVcUqrwhhwue5Bn6Q0EPRDYjWRKJoDW9reSOqa5pEG6JKm27oP8k7Vufmk2brsCW60TG29E+yZ9X9gSbHWLBiqGhRdPmr7Ihup5wwSL/WuDvj0jI98B/CX2Qit1fke3T5lF7aHzrdJuwtK6MDAAAAAElFTkSuQmCC)

![formula2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAmwAAAAwAQMAAACWiLTDAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAPpSURBVEjHrZcxb9tGFIDfkZR9CoTqHBeFAwT11W2NjIKnDIVBGAwKFQmQMaNQdOjYsUMBUQydGEEGDxmCLEH7S6hALTJm6a6lc/gLzL5373giqUsrWL6B1D0eP97xPd4HAbRaDDfZRHqzuOvdpvDOSERr8bDZKThkJzyAZWMcBw+4F6hhNY/6x2u4nWYn5rF8gttwubpkg9Ku6RLU8OOfiQ9HAwNIh6n5dcoBUWJM1aM4GC7hln3sZaqEfJpLD46WMRcwYNwJwEt+/mCi7aDRCY0KQw1900+HVaF2/z78uFjHmWTEGfS/Lwn37eGc3rC4dxXouH7xGMRQ8PhKppw+nareg/Ai+w8czg5BxxAkoEGM4La+jMx7AIXBWItgAg6Xqd13vZ89uMBMPyfc0uDC94wbxKXFaQwWOkDc3ZQjo+zw6Xn/wIfbxSFlMqReBN/hcQhaUI38Coz7koKgw8ImP+gX9zLVezLvCQ+OFnCR7DGOci9THVAWEos7OjI4EzO4L+Ikw8p7+4/DYSEA/Ma4WTWzuGpJuIPnlbl1QX09LY9+xM5uteNwnxMO+WeEkzRrLASY/GRwKgUhk694djklMtUR3ZrTbHUAZ2dmdpHDyTjNVHC6kxHufjShQsABPxjcXgxCJUepwb3A4x7e+hjPF3axDxLGxQ73u0ScFudmdvQYzBzohwa3j7hRcsy4N3jcx1s/4Pm1xT16yDiXCvlH77B6p3fGc/PdWVzMOPwcYJnf4cXi+uEzzCIt7BeLO7nPmaUHmkJRC6yVYfVaZQaH0+FCcGUMXEH1jlN/XbbuGjFbxrbRNSkKsIUwLdu4/28eHD4IcVWxALcFiA23UeGYbvaEs4VAe2S9QW2E45XHdVfazNpCmJaDDRf56Sa/mYAtBLdbb9FOvy7AFgJuDVvjWu2GcdsvttW2T8WncYU5buBZ1rYHdz3PBiqYeqTdxG3kWaftcNxL/Di6G7+KlWdTYM+6ncAGsbqctrNxuC7tprZXnqX3SZ6d2FXDyHg2RM86bf819Ui761mwngXr2frFk2eh5dl87JG2xUmLs55dMG6gy5W2w8Lg7ta4l2OPtK22JWmbWtRMH0621jan06yTf4xeTT3SttqWXW2DR9s0wZW2cyl6wouTiOtoG5y2SYysbWhpO29Ku42bVfOOtq882r5qaTu/yM78OJXKrrbBaZsWy9qGlrbzF88yP24vll1tg0fb0NJ2/nZ27sftI66jbfBoG1rajspnRtrruAGmoqNt8GgbWtqOMpb2Gs6UcUfbdWtqmxvhaJHRrHtlhYPraduDC7fQduS9bt7udbTt2aBu+C/e1n9A/wXZLfoXS3ajxQAAAABJRU5ErkJggg==)

1.4  ![formula3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhgAAAATAQMAAADoEua5AAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAJSSURBVDjLnZOxbhNBEIZn90a+jWXIOglSLCH7fAqhdSyQUiB8MXYXFynpgDegS8fGSmF3EVCkROIFeARHSmHR8QTkEShdoJh/du/OIaKwWOlubv+b/XZ2Zodol/5/JJRpA2vv/1DOmzif7qrZ6l8uvgmGwdg6/heDAoODoT2VrH7lYq5EyeZtdYKPJp4WdhfRaHoZGItg4hkxlYwgQtvz8ZJqUxYbBNFFuA0iLVxmmcriOakOTCWjhstyxGwuO1WgpTLV1Fq6b72fCARzs+WwHchI0JPWTBifP2g5JH9dsMsPRRlELIXW9uciOooexnWW85LZ9koijP0QxyXxBT4YcZ8VZ8kgukxDKxk1rv6APVRkwUCJEo2998nX4ZLiL4HRUDdFriG6jKG998kjettbfjxgpFT5tJomJdGVbQb3UzwvyMUIqUSc/vLBiOZDNU/phFhXNdKhqE6t3yZFHG2bBn8pWErOCKMo/mTiGZwVjNc0ja9734XRWxyIksbLSmCopRP3dwDDN7LRUtmzpZuKuHlbKxknNOUBn2vqIw5JkelTwm3bD1dVLnCfnIWv1EfhQ20YH4cpGW2lePCANQ3BSOUsQzCO7DAwdvAakKvDX+dlUY9sYJT5SMf1+DpCPkZg7IsyAuPKjoL/M7yOyW0LI28O9bzjGRsrxnmVB7VPY9xLRY9F6aIuY9sNC+Z4DsnVJKdFy81vQl2oaIxXhmmn0+ZC8HeMfCPfb76/R0bFEs4vCa860reAobXGikF3GdpPeT2GLl8hlLtoo9djcLkCw/4BU6VsuLie52oAAAAASUVORK5CYII=)

## 三角不等式

2.1 ![formula4](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHQAAAAQAQMAAAD9MckoAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAACfSURBVBjTXc8xCsJAEAXQ7whqYRG7FCKTVaxjZ2Exxi0txBOIF9Gj7RHEE4gn8AbxT2IguEzzmA/7Bwo+4wggULhLgzXOW2c2uDeeuIUeeV47q+WtM0XxEuzsgv2bXiiCCoIlVIGeuW+fq5X0uJaNYsV9ZVNE3xf0SRBtiHimA/0QHA0pPum1Ysn8ln0Pnp+3///6a9cfVqf+Pf/39fwFdBMdJEeCQZ8AAAAASUVORK5CYII=) 2.2 ![formula5](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHQAAAAQAQMAAAD9MckoAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAACcSURBVBjTXc8xCsJAFATQMYJaWMQuhcjPGqxjZ2Exxi0txBMEL6JH2yOIJwheJM4mBoLLNo8/y86HQYe6CZDAEF0S7Jz1Tjl5dl4MnsW8DTZmvVND3gBH1jh95I3BKeAYUDl5Ff1o7izleZvsDYXmFZfwcZ7LV8BzCn+T9bh4ARci+Le8M2yVP6jvOebX/f+//jb0B9sw3ud/v5G/YgkdAkhmQnMAAAAASUVORK5CYII=) 2.3 ![formula6](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHQAAAAQAQMAAAD9MckoAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAACXSURBVBjTXc4xCsJAEAXQ7wpqYRG7FCKTNVjHzsJiXLe0EE8gXsQcbY8gniB4EPUvg0KyTPP4f9iBgE85DnAQZDfamktzoVfz7OeyZ9GJuRBUHbDXUXt40SuBZ8ErUvD0Ivve3XSM4KdvtxXUzIPOEXNe0WcgaoN4oblcP4CTJsQnvRGs2d/x3mPuL+3/4f3QT+p7mP/9BQbVHCEVYXWuAAAAAElFTkSuQmCC)

2.4 ![formula7](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAQAQMAAADXgTiHAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAACESURBVBjTVc+xEcIwDIXhX/YdVQrFVUocKFJ6A2Zgg5TZAo+QkbICG8AG3gBsB3wXNbrvVLwn4CzUUSJVxdp0ymtuGkBi00w+7/JviaQBTUWjt4gGeo08XqNnE+2q4OoJRi1u153OTGxuqnpizUJwS9HF57QV+vWXd+hpP3BLrcvxh7++12kaB9ymbN0AAAAASUVORK5CYII=) 2.6 ![formula8](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAAAQAQMAAAARaG57AAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAC9SURBVCjPbdCxDcIwEEDRf7EUUqQwoklHAhkgG+CCBdjAI1BSGokiIzCOCxZgg7BBSrpwhjQgrrBO7+zTnamF31ASCSnzFHqGmCjnTTUdGFyiSsklilB+yAu2Bmf0aqfl5iFBhkSnkoV2Gtk0BrG7EfYVxTnQKxGNjeUUbzlF8NLTNnSZElwk2FBJQXugzOr0sMcvXS6W9o7JfGp/pVo5OXdsG5CY6KhT6cwD847ua0czzen6iUwB/v/ET7wAwG4m5+zCDTEAAAAASUVORK5CYII=)

## 某些数列的前n项和

![formulaC](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPUAAAAiAQMAAAC9RA2xAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAEISURBVDjLpdI9TsMwFAfwvz8kMjC4EjM4KVIvgUSaAiNSx249SRsJxMwZOAInyFFyhJyg6XPsJlbB9pAnx8tPL3kfAQLBx+v/kOZahz2jhzV1zBXKsKu4r9S78TLkO/Ub9a36EX0d9lxV0fzi+3WWb9QXFOtqmiP1SOcJEM31fAikqEEHbzTy/dV8jd8O+RwVtNRmKW5nw34YcDc5fL/s99E5Jy+tr/xCLy6hWWN9R5Mb/WXwY5fd9NB9W+ljt/XzP12+st+vNEdOrfY2OpycF1P9xYf3fqmn/vbO/b/iYdlCtBwHaOHq2/wdt+lW26GM//Q94rFMeD7TWcJ5wmXCs4QvZtb/bK4z+LE7YUqp1bAAAAAASUVORK5CYII=) 4.2 ![formulaD](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANAAAAASAQMAAAAQSsKIAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAADWSURBVCjPfZExEoIwEEV/IDPQGUbH1rWz8ABWmuEkHIEDWFBQYKVH8CgcxWNQibtZGBwHTLFFXv7fvxtg6SSLBPb3wodahZoCcQs0A7pLcfLA4MTSAuiUmEwEJXGJWEWWLFvISzJOkKPQixEmFE0oCchbNlSEGzd2DlhXgkxrOYYis/WCLt2RUdKD+pddvW2e9FG08X0rqkM19qrZNWeVTb0aumpMWA+GafNUw8wHVEy9nCKA0RkUc4xyQLsHJ7xy+L1MQbpKHVmXQjPr/oOGnfs59PUpH12oKmvsJKzCAAAAAElFTkSuQmCC)

4.3 ![formulaE](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOAAAAASAQMAAAB4uUCwAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAD0SURBVCjPrdExTsMwFAbg3+6T6qkJUoS6NeIUGTrYFkIchHOggDKECa7QW3SETjlGj9ADVJg/z0lVCbFhKbHl7z3bzwb+q3m4sdNfia3OoJnwHZLnAevwkPEpm7lp7djX/FaCyMGn4H6MQG3KC7ZW0XhBm9FO6DNazhD3E+Lti4s3oSFa7q84TGhuwyK9DnFQdMskPh274lviMllbBZ6zj/3mTCxRO2Z28MLtrTiiccFp5h3q4qioy7p+t0gvVagUx1KY+Tiftt8xc8ZnlnIS3lDGzceBe67jGm3R5YIll8Y4ynwJ+SKv2hXiF87x5eVp/nyyH/+cL2lpwPNEAAAAAElFTkSuQmCC)![formulaF](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUUAAAAiAQMAAADyPFlIAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAGFSURBVDjLtdI9TsMwFADgZ+dBjFSpRjCw4VQMDByADYPKyil6iG4EZAGqOvQAnTgCJ6g4SY6QsQNqeP5rC6SpF17l1HK+vOc/gN2B9iG463PoCkGNIY5t/7ZTSmo5F1P7waLcIzXjwtie7pTKSblfztWcJJP4YKXeDdmoGDkpPvbJYTHsr0jK96wpuyQYZVxOdbeVM3cbQY8KNgMTNXFyeL8lkVbGaKkwg81AlGZbQuk3xW12GGC9ogc6/5RfLyBZXdLhkn6idzX9j1VcTtx54ML3vMye6d0Z5Z3GGjyeppeuSA9oJaYU7EghmBn3Ce083Q0BxFjklFGeVysrBKyDzK38desuuLapBf2Qmpcnbae8lpLkdZBXZd78kUO0kjULBQ3Vf6wH8mZ52ZbTiJBTU06knAPJQJLsNz+ihlW/8vKNnAnVj3VLdVQ+J7Mrmq5lS/XzooasIrkkOQ6yaJtnCBH2j8ejjOGuWFJkKlXyZImpEA6S53moUyWmz/MfJE+e5/qMvgHATFsdjX82GgAAAABJRU5ErkJggg==)

![formulaG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUkAAAAlAQMAAAD1BYl+AAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAGZSURBVDjLldNNTgIxFAfw16HJ1ITESlxoQqQCB3DpwgRihq3xEByApRtjIRMlxAXuWXkET8BR8AaznIVhfG/akRkEfRRouvj19d8PABjtmoNc6zKdzL9gGFRpUKg1g2oNyJqKQ68oq+RQcw83PLow8wVtTv4rxdC8DZk0ujyJoJcwKMRtHZerhjR/id2qwpr4m3XSWZlKi9TgYF6hDaJGVyhYcFenKzTAAnXzWMdhqzgsQV0ffm46cGvllfxsulyJZILjBCtP+z7QA/UTtUXDJdRiC+IcK6Y+q3rFrjZueONn1GmVF6vE0UqCTYI8jqLzgfFFvoKjWOhU5rtS+EEKjmpHt464iwFyqpGmBZV3VMBuUdoW0RHSKdK2Rqo+chpmZRpRCiuypYIM0z4lbd1LtX4P17+qxtJsssZFAHPrAxxnRQNYeyoqNBrsCCC7Lqs481ndCQx2bKvVsVBb4fIJ0lFBv57xCj53P0vlD9tfweZlUEtgf6tSzLa/ydL7QvrXvzUoTdi8GE7TfDri0wMC8Kk4gJ6xqb+tb4hNUYP689boAAAAAElFTkSuQmCC)

![formulaH](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARcAAAAlAQMAAABS2D+FAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAFeSURBVDjLjdKxTsMwEADQu+SgFlTCCBYkpLoVAwMf0AU1Qz+gn5CBj+hGJDIg1KEfwMCn5FPyCRkzEe4clzqR6tpVL5Lzcnc5B+D0WvaXOkDgqb/sQ4aMRKNDRmUCtQkZXXB4tPJ0PwUgkAr28wrWNAHyjVSzoQDBN7w258war8yqDRookfw8qYSK/7m38YW08QzxJFBmtfc2RgZkWmL0cQOnqHKEmQrVspBPhLMi3ys4T8N5ttpP3AcxqYG05Cce2Oz8fgDsSfFj04TvfYBCVRGUeSKTOdQyLtyTTcoGiH/OjA73orIGxChn7oqhucx6o9ks2Sw0wksx6Tyzli+ywK4y0NUE781Cr9rnYZ7SGs6Tef3IF3jTudXC78F8siiduc0GtWiRHd9r928GtWbzCtKaTctm68x82I9bcnIyqdF8DJxfMSaPMD/nCUbUijFJhKEIM2ki3isiD7QS/gAsIkQsroEWpgAAAABJRU5ErkJggg==)

4.7  ![formulaI](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASYAAAASAQMAAADMluGWAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAFNSURBVCjPjZIxTsMwFIZ/R5awUNU6FUMHlDhpD5AxU4miVuqEOAJH4ABIuEUCJBbOwBE4QcceI0dATAyI8J7t0IQJy8+W48///5xnoAAwoxhh0PYU5xSNX24oFhTTASRM+PTi14pCUkRhv/IjU5EGqMNCkWNCjnHn+Gj5qGFHmTUgWlcoSWtOWmnQEor3S81aqi5Y+sZAbQSyBayeOi8jFE8qdnnVmvOiE6oQEDOiRp6KPKVZMdlpvHsKghO3KQKFFV1e8Z0uYeOSZq0dNSYq/qWejaPa5g02P3TUxadA+gU7+Zb5SRuJU3PXOK1X2PoJ7T5oCdLSFpXMSSuSJjjWsFt1dMwC5Rzl6io4rrGNz47UvJ+XChSwxq6jlkQlRI07anK4BpZcmAfcf/A7uOV/J+BKFSjhS6B7NeUq/Wn/o5xqt2H6z2TQqt6ow8EfRhQ7gCrSBf0AAAAASUVORK5CYII=)

![formulaJ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWgAAAAiAQMAAABIn9EoAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAGdSURBVDjLlZSxbsIwEIYvzlGsFjUgMTBUimlRpY7dMlSqi1DnPkKGvkA3pipBGVCVpXsfBnXiMXiMDgh6voRgKMXkpFhO8tn+7/6TARzR5gHNKF0sgKJHSAM2Mzet6blEc4L8PolOhKG1HLrphGl1Eu1FaUS0UF90yJOLFvPJ3ND9V6JTJz2dTMMl0aNg5XlOJTKVrCQDLdx0N+0y/QEanbptWv5Lq3IQvUkPkiDrt0AH5A76M1PUBwCajC1PgA1kd3iqQdC3sxj8BJ5pFkNueQJXcrOuXEh0y/iUwBAUTTL+yR88QFlp4q4CasSuTWNJU602NO9adezAZ2WCGEXvTIs3XBCNf7MfCM4SidUQFXTj80IZOlzu0yNKjmjZXJs1wQqHzXWjc64efw7tnbFu1QbaTZNupAxEB1WhJFzbMYNVkeU1MVVNxB2+HFaCt/G2Jvkuvc8KCG9m4C/gHVRzQV4yjfcy9iCUf+nd1rDdsW6EMRyNpHSjjPw4rSsbi8Idp9VWW9khNeKEO82KqBZdT0k9+oTb1Yq8Fr3x8hf+5VYyDIVcTAAAAABJRU5ErkJggg==)

## 二项式展开公式

![formulaK](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjgAAABOAQMAAAAXX/5AAAAABlBMVEX///8Af38939rqAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAQQSURBVFjD7dexbtRIGADgf8YWO3tEZJZE6GiId0EhgitW3BUpIjJsAN2dOASIhi7iCVKmQMrs3gIpKFKkSBnl7gl4AoMooqvuEazTPcDSpUAy/z8ee+21Q2xjiYZf2pE98Xw7M/53MgPwpWBU8FSFMoWk0oPyYYg7qQqNH+ERcUVWcFzqk6+z/VuV1KuroqIDasYRxulWccSMwyNHV3Sui+vkqKR7/7V9dMRoC7vmlneeiWcZ53zvkiLn5R52rYLzWDx2wpTzQ29R7QToyPWJW8Hpim52XD1h+jOSWJZ0cCKgt9vT1mnBKjpPxKFxVgA6xukzfYajso6rr2WdrnF+5SrTilR3CQs2odulyNkQG1Sj4QSfwHbiucRu3pbjPsC6gHmNiRE7TLIov9joMpV7VIlX982E2C85BtanfDF5CCYPkZjT8HMyLjZp2fwaXsQ6tkKXF19PBmlnf30kZc5pb5y0p/2hP6IjYbhAt31qi1cDSmYePQEH4O5d43b8YH6n2KCt4TeuPHMdOdhWMpZx/icnXjcOoHW4xmFm3UDnFtOxMyFnHp2AhhWg+XCeXrSe/oC28bOWWYfAPAHg+BA7NM9uBx2pWyH30HnboalRU2eXciDnCHTweeuAMI4T/imj+jA4ImfuTuinneewM8k75zz8bmysgRmnC5KT41J/BvRrEEo4YRQfqWcD7M9OmA77vMc7ZlzG6WnJPRyX+wide5TFYjo/bBGLu7lxdRSNfjo/Q7xdRmeT/H/JWcardsr5BYsHOWeBnGSeIXjtg3sZ5/kd3jg0rleU2C2YzvMxflZzzhy9L504NkWkTVZI1gPjbKukXey0xhluxomTfibeqFyV+ACnRe7/XRLjAufuqU60bpR04AvOqeEWOOPKCqVjrsqp48iGxuU15BS0KRjq2VH03j9UZ+BT3mnVmefv8T2+bSgqtN0awHQNrhrUHlcNs+QGuOpW2XenwrTf8qJV2wO4UGF/mnOkdRToKvvldHDruF/ntN/TEQA3c+6Cpn/KmvNazqUBHQHI+Qmdp7WdxcGiCn3ZEeOVYaj/XvpU0xEDWobJoW1OEPfn7P37rHNEW3caVwe9/diR8DUOSxyPVWNAvqcjwAt8713c+/0Ien4MLR+WWd8+cFISir7Yi3chGhPpnIKbw0fRvX9cz6HtiPvXydowiO7UfhkkOQKo6e5K0GbwwWhTmmt1UNZR0XBS6wY6f3Dr6NJOLhzfnBsiZ1Jqcgod2lIxaZ3dUs7sESBxHOmEQzEM35VzOIT52EWHY38YbvVZudWxcFyU4HiOMeNisr7TJmfTOv36DqYzMN/Oc1DfsRE5lWNLVW9T+PUNOUUb32/pLDfk3GjIedKQ09R7/70ZBv5pqD8FB92i+AzQBecVfHNA1wAAAABJRU5ErkJggg==)

## 三角函数公式

1  两角和公式

![formulaN](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPoAAAAlAgMAAAAW6hxUAAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAGFSURBVEjHtZXBbsIwDIbtyJUqTplU7mhHniJI7B6k5n2qnqY9BeKE9pRLmjgpUIojtBzaOOFrfrvuD0DloDJFK4V2t3wKid7j9Zu86aT8rzpv9gBbE/kUfhnx+W2rRgB7gq1zHCJouf6rUlEw5bCGV+0EMJ9COf/djgmgWWhr+dOcJ7Ncv7Ka9W3UZfMzgOti/WJILmz5JmxudGBG+/X+iLsNgY590M6XPY+IAt43cerDe55EvM6zdp60v+pmnY/jwzKyH67KF0mDi7zfMa/5TvN3HHri7Hk8HMG5HgyBQefsOh+SZ/17GAIPUVLgX58/58eJpzu+cc/HxHP9P9Uu8ibynUQ/aeL3zzweA49aS/SjpdR/ariOl7PPv7ehfrg1kvf3KIgfzK38Pv8sjUUDx3JPj2oSv8u/SbNlAy+n6duVB15q4Gbqx0deauAmSikuXmngiS8uXmngzGcXrzRw5rOLVxo41y+7eKWB8/nZxdcN/H40feSLi88NXDaWMhX//f8j/webKFQPBtybFwAAAABJRU5ErkJggg==)

![formulaO](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPQAAAAlAgMAAAAIIyznAAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAGmSURBVEjHvZXBboMwDIbtKJEQp1SCe7RT1afwZXcmkfeJetpjcKz6lLNjKHQrI6XTLCSiwIcd588PwI5wlG+2GDC3UQDwPo/6fTT5F3IjdBhjV0pfzaUewHVQD6d0BWx5jopzn03FuZuGqhBSYIqeoA1UhmnvuOoUdtK0l/40pgKyECqmk0V6omtG1s10Q0dZdzrgetfmOZwGF3OBAdp3qNMp1XDolY4E2HE/lrSfQEf0uJb8hj5zdkmHcVpo7/0mbZnuHtJUQPMQl7lxWjLrcYVexIE7r2+NMhRFZrot2JLGT7TKEEWRLkbeXb7aGH+lvZ2OqwoJRZGSO9NbwTTd0/SN5vwr0Qsd1SRUhpghobGgciul55HKEEWRQrMetyvHzqJ+X2WIokjpGutxe8d+BE0NgT+m++0P+vlOi2m2B8T5aVpr49wSuKdtAb0Samy7aLVkPhKZ5uPAdoHFvxK1ZFaP6AtCOnNu57Y6eKtaTXU0kmQgJdHiC7Qvp9WSm5F+A67dYxk8WjLKSRZ6YJbp0nWrJWNL2rUTXOEI7qOwco3SSv+J/gKagVM/zWXsTAAAAABJRU5ErkJggg==)

2  倍角公式

6.5 ![formulaP](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJEAAAAOAgMAAABShhYmAAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAADCSURBVCjPjY8xDsMgDEU/EkhVJoZkZ6xyCg/NzlDugzL2FCgT6in7IU6HdsFSIv7TwzYAkPktgrPMU0mv0H5LPzYmUbl1f5ZcHSD+sgx+ymDEsobWeuwvTvAuXldPwjzVchTYvmnIhZbMs7iUBFYJc7iFe4A3fdOcMzt4d/bySpgDQlBr7cxC1BIlzFP+WuzebnqxaBONUcLMec1y516NeZlF36ik70XrYYnf+8GHpLhsfaBLSpjXUmvFFjFQMiKNWx+1uji6PDv1pwAAAABJRU5ErkJggg==)

6.6 ![formulaQ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXIAAAAQAgMAAAB2ARx/AAAADFBMVEX///8AAAAAf38AAACwUsWZAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAGISURBVDjL1ZIxjsMgEABZBBKiIpLdu4z8CiwlfQr8H5QquldEV1m88hZYHMBy+qMwZmGHZYCxk7a1Q+37BcdI0/j72+yzHaqpX3CMtHT1dbYbH1nf6aym8+18UsRP8aD3E/vuJ3czdtBvrvR5ZaI+ynTtD0cXQJ1/E93X9N7EmfdJ9ZG2dk/hxvuBHtrhLmSnHxR19KxaPka7Wjxo4a3gpPvcBKzD4CqaKhl7pKGj0vUux8IXxizMYvHPFw8BExYQBlVrnasQIGQ0f736OYSYTRkxQtg0UTYBJCyMAIbZS9ySs1wKIM8kVx5383inQkT6pEuJlBEjc9iq2mNxHAEAkAGJbvDkXlV0aeN2OQseme51eSqUUSKtGbwWl+kJYIS9gOV4xz6ZAXYDM6TDZDOS6CoJUIoyUuRoZpoAFqLjZ0gWFVf8lWsl79PHe6Zny/hmBvLud+/Nm4neEz0CpB2XlenAN3oCDtz4wEv5zculG8f4BOafNJw3ytgjequ78IZV3u/2A/in7Q9171fGAChWfQAAAABJRU5ErkJggg==)

![formulaR](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALcAAAAkAgMAAAC28kPhAAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAE5SURBVDjLtZTBasMwDIZ/GweMTxrEd9NTyVP4srsHy/uYnMqeIvQU9pSzmqQkXWO7g+mSBD4rnyUhIBs+wKE+PP0nDsK3HE0HWF+VHk5rOQDho4IWSDKTlOlcW4GrhEudcIEanNJVL3pgnCors+A17n2AkVfzFdHXyPy+e3iwyhe4UbCftze96IZsqRRI7fBsCehWrWr8LXCnObo4yVQCUJPRaWnFuXlj5Ha33vb9gYziwZhlOsTI/Wsy7ht8YFzBz3j6w2P4LX6SLuFEXuFQRpHa4558e9wpEVZcxmm4jmlM7PszsDnO8VzjJbw48GL/WZKxyzM+O3ycPda57/HcJG1xOZl4nlDcTPfszhme7sJmEhA8Johy1IwXNtM9u3aMlzbTig/uNOP0Gp53t0vpzubSpZX9h830A9KzNdssenfWAAAAAElFTkSuQmCC)

![formulaS](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALMAAAAlAgMAAAB0RTA+AAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAEpSURBVDjLtZTBagQhDIaTIYJ4suDePZZ9ihS2dwvj+/gocyx9ysbRXQa2uplDc1L4kC+/GoBXheklcqTpDA3naP+0GJYFYH0D9uCtORtXHb18u+1aAExS0dZG8YYQWEFbiLbS3oDJWUuz0ZjYRegoNGloV70rrfJeNrctksnlc99ihpMl93nPs+3XGW1I8nzsIpCZ0UTg6UjjjJZGT9Bv4t2iqY/iR8Rh0nvwQK1LG2ORdAk/bpDz382Khg/dokShPUIanu0fXXZa7nmnMT9VOtJW6ILyV3hoQp563u/VuxAS3oYmmKjfpSvX4uQl4zr2nteph4TIe7ZKGv6PlvT7mLiw6vA+JtKXgqb7x+egoH2nETQ0cxsTqBiZNZM2JhAU3pi5j4m8m/wC/48telkDAgoAAAAASUVORK5CYII=)

3  半角公式

![formulaT](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMUAAAAqAgMAAAB+RHc0AAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAFNSURBVEjHzdXNaoQwEADgmTILy56moHfZU/EpUugDZMG8z+CxTyGeik/Z+NvojjH20uYgavIxPxoFiI/cbYc5EMBHC/6OnEYG7WnyiygpJDcquTWldAJOI/YRXODSs2tR1CD4/qGlkm1J7iqAAuTeXyvdQMjUKJ4UX0A6YZ1c5f4iBEYjYS20kLehFkKtFpetCE49uklZd4CVT8w/XZyDybq9Y5TncSEgPkeIgNWJgbA242+eJa92JmVbf8qK7Lz5Gc9ECmlGgs49nLN7xK+nbCpeZBvF7JDp8ZQDWb4h/lj5Hfb0hRlrH8P7tGRJzPaE9CjExDzXsklsh6ClaVN1dds2y+0+0A6JDcK0dcFGvgTERYixP0ljcBrJ0bBKIJFQGglektUWjBGjkljzwrmAUISEc1ZLVymFVWLSOhaQaMecVcnxb3WKmLbsn4xvqYREGbRBsS0AAAAASUVORK5CYII=)

![formulaU](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAM8AAAAqAgMAAABpZuf9AAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAFQSURBVEjHxZXBisMgEIZHUQg5uZDcpaeSp5jL3j0k7yM57WP0GPKUq02rxkwSWyj9KaXM+DnO+EsBzsSGXP0pA+x8yXch8TokoKDxLeQr4UcgaWho5lM9Zdmgpkn3VQEaeaWrLBuXScgg5woDHCqu82wQbqB7JQ/VNstGSOxAf1xfs2yEVqfGAC09Id1T+7vaAgZcBjHxqbvds8xNEBkJiwcUv8OlCJAo1BmUZVwKldiFSJP7Gi9DPyZC9a2zs00hRkONilCl9QgL1A6D++xBKulJg72sj7fzAjNIOxt7oz0gN1hfdC2zhip74eF4ixPoETngeU/X2NNzejTEjJA9W26wtt04h4wvtmfPY6EqXJg+aKPIMDHQJvmtyDB9CxQkiiEshFIXpM/0GFI0pA6hdHckw1ulxpZ0mGhJkJAonp6kw1u1PQm1xf9T7/j12/oHi943tfPi/XgAAAAASUVORK5CYII=)

![formulaV](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYYAAAAsAgMAAAAcHvdKAAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAJpSURBVFjD7ZZBr6MgEMcHgonxxCb1Tt6p8VPwkt27L5HvM/HU7KcgPRk/5QPEChTbutXDbnYuNWPHH/8ZGAbgqdUqNfk8aJvxvT/47yJk1k8eBeEmhCzyiHpHxJ+o2GaHIFQe0eBIRyBdghjpUA1QtEFIc+1/Y+xKlvf5M16sRwjsSwpFwWNET0tRwukUaEWBGmNXmoE2RdTKrB0pXAAYkfMLYg86hZIKs++KIAYBEWNXbOweMQVS6DXwBeHMIio0+y5MlEPIRwiZR3zApTIISBAXKs4gWahCOwRbR5CwFuyG0K4WPKkFnWohk1pYxINadG2EKLpZ/mi3zpcPrP2/Bjo0GupfQczYX6+Li7TrO196FW9aYVY5t4jyGARji4osgr+N4HA44ke7IBocqDn4IYLvgDjxQAWlZme6x0KpT6XaFYS5znPfUqrLuXlUC3ssExXybRUxojcI03nUDdGBJOkA0s1KYmu9krtxJUJ8UIG3RDkvy6rYlijGWQ4xq2A7JIq0rOh8i6A49Obgz2+s9j0QT4zteEOHFiS6sIhHQkTq4K8QCJHBs8FsQdi2+gIiWDbxKl5vhvyV2SRCsEMQYfLdBegRyZBjrRq02YKRyyPM5KPtTSXzhGAVISIZcqyJUpxF7JoRZSlQQPuVR4RZmRDuOCdDjkOAECJ28akzlAaPJvS0ms6btYuKZMhxiUKL4DHCqbCIxjytIKTMI+Ihx6k4T4j7Wpj5rURNVo5JuKNCRDLk+FpYRKYWlasFgXwtiIoRtoO5HRUPOdYaPQyxiyhfbl3pEUGtJCpK2vSzaQ45qK/9t7/BvgFQ25V/JBybFwAAAABJRU5ErkJggg==)

![formulaW](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYQAAAAsAgMAAAAY6yd3AAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAJ5SURBVFjD7ZbBiuQgEIZLURBPLiT30KcmT+HC7t2BzvtITkM/RY4hT7mlbTpqTHoy083AsHUKlcSvqn4tC+CRkS63y8N/jhl58no/lcB23tKVRx8mMNhTdkXgnyGwQ5Hhl+r7CdwUCXSUQztAHcOmq2whdQVCayc6ASlXuKriP9SdIERjGzBvyzsKPe0hcc2ExvaCAufFfBSHjIDn2oCARlhcoYoJlNLUhQR/6i2FdywAKZZXrwg+MkdocfPGy42OkLpCDkjoB1AbBFYmUMxhILGOlPaeoAqEE7xLJBR10IkOeiZIrwOBTAdHKOgweB1UWYf6b8KDTt+UHuQwWehiHSZ5vaYufgl7CSY5An/TQIwrvCmR2BwTHOwFadyc4UFXSxBNmfAFY7iOVou2OeHrrdVl9FrCLzNvF9wtA571hECeQKiUIyj/LBrXFrzhuay7botQvqt553bdukpOhyBnA7ZJq7R//XzMPCEEeiNw14QCgeP5rvNZw4ezHkHmPPLBxBPYLVLsClinex38WS7mcKhKDBHzXjo7HWxcpQ3CISOG8Ut9C0na1sr7G6f0MwgPTKtXrBp3KaNgazvtscU+IepSoHCd8l1LzM4SjwhR0OpzOTywhKBfQYiXrBZCPs0Egm9meAtF/9PpfB4hcW1HFxOyaSZ8hc2sB0t+/1l+ElRIAYkrM708Mk8g7rTm04xyh9i3mpNrYCYigBAidaUWt1O+FC2fZkIOrpmN+E20HB0cgW0TGCsTsmlmJgh7opbFiWONPEFvEVSZkE8zgXD2OjCS6uAIZFOH+pISQsfMphkStgo2s96NwFFJ5Ni2beratpc3vv/2Y+wfK/iCC44qxg4AAAAASUVORK5CYII=)

4  和差化积
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![formulb5](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPYAAAAmAgMAAACKQo50AAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAGdSURBVEjHxZSxboQwDIadyEgRUyrBHnU68RQZejsDvE/EVPUpok7RPWVtQih3LfR8N9QSAQt/iRP/DoDU7PqlhKTjwfOA9LT5U4bnJRn33spw2OIKHsGxjKhkeJ3iZySw6jM+LFPdu3PjTo6QpvHtOIJVQhycY9xW8+pSvA4Z94/hlHrGMeOVeO8ZbzyDbyjDu5hSIqQ9Ax/duWf9qp4r4W9jtxMP2x+r0P0s/4qOsqkybq7xxVXqAEfCEY5wvO4s//3OM/yBc503Zq8Seek5NuNdSPojFFUWlyN2reHly+paQwxFlcWlOo/jsINT5gSX5DsIoaiyuP6ovIQrWPFpjl/xaYOPv5hnHNeje9VuiceN2xwkjxbtLZ5VubjK2v3cSXXYDlWeXIc00Y2wqHJxVevhCdu/jlX/FI73dNw+bkUN+8OoJBK76FQnljS9Yxfh7EX4pI0zLGltjAtObbrnDtPUBG5uQEMXV4AH8HqWNOOdHH/X7sSSpixMiAp6EZ73TpKu572jlx1d0qmbJa1jHS8BRxF9a8+J5p9xti/6BFNzwk5ntwAAAABJRU5ErkJggg==)

![formulb6](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAP8AAAAmAgMAAAB2V6W+AAAADFBMVEX///8Af38AAAAAAACX3CGzAAAAAXRSTlMAQObYZgAAAAFiS0dEAIgFHUgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAHESURBVEjHzZZNboQwDIXtKJGirIIE+ywRp0ilOQCV4D6oqx4DdRXNKWvHwPwVOpluaqFMYOIv5iU8ACgPvfWwONdy49czE+NLgC3Le18KgA3A1cfXALi2CH0hQJ3bNlEeDgJorvR8TgFlnaVUYzwDNMRSAFjLAI3RjGMsB6hZAB7jixW4FZA1oELKNRCAaFBhqYgudV3HIr7nW6gG3pTYg+lNfz/WX7pDbq/mitxgHkOH0eBrX2//hhuAopH4IwBWgCaA9nofoB8A/vIbBXMI8OYecPs4Vz1fkWtu7qYzwLgAziq5OQ+4BdxGne9EJrQhTAHw7QTjSNJ9KEsV0Fo340jHDoCrj4suAaYQ+CHLFShadwEcVkAAXK1JAHoPQFU8RGSAphCAJcCkF20VfCplIdacuV+B9npbhZY1mDSeBMAaWFxcZxeAvW6GRnabm7rJkV30ImJSCWZssj77Iv4Wd84d1k62VxP/CHjGVA/fHfEJwDG8L8xwaf6a2ZQXf25Kpww2tIFNWfxZX15SzwIg8FbFKP5cDnATAzxG8ecXKmgFsPgzlVKuAQOyBgSoir8PujmlxKYs/lwNpYC78H/M/wcAjm9GpkKOkUDmVAAAAABJRU5ErkJggg==)

# 常用系统函数

## 将字符串转化为数字

头文件：#include<stdlib.h>

相关函数：atof，atol，atrtod，strtol，strtoul

int atoi(const char \*nptr);

atoi()与使用strtol(nptr，(char\*\*)NULL，10)；结果相同。

a=strtol(ch,NULL,16);运行结果，将合法的16进制字符串转化为10进制

atoi()会扫描参数nptr字符串，跳过前面的空格字符，直到遇上数字或正负符号才开始做转换，而再遇到非数字或字符串结束时('')才结束转换，并将结果返回。  
long int strtol(const char \*nptr,char \*\*endptr,int base);  
strtol()会将参数nptr字符串根据参数base来转换成长整型数。参数base范围从2至36，或0。参数base代表采用的进制方式，如 base值为10则采用10进制，若base值为16则采用16进制等。当base值为0时则是采用10进制做转换，但遇到如'0x'前置字符则会使用 16进制做转换。一开始strtol()会扫描参数nptr字符串，跳过前面的空格字符，直到遇上数字或正负符号才开始做转换，再遇到非数字或字符串结束时('')结束转换，并将结果返回。若参数endptr不为NULL，则会将遇到不合条件而终止的nptr中的字符指针由endptr返回。

## 系统函数排序

#include <algorithm>  
using namespace std;

void sort(a,a+n); //a，数组首地址，n数组长度，默认从小到大排序

//void sort( iterator start, iterator end, StrictWeakOrdering cmp );

bool compare(int a,int b)

{

return a<b; //升序排列，如果改为return a>b，则为降序

}

void sort(a,a+n, compare);

函数名 功能描述

sort 对给定区间所有元素进行排序

stable\_sort 对给定区间所有元素进行稳定排序

partial\_sort 对给定区间所有元素部分排序

partial\_sort\_copy 对给定区间复制并排序

nth\_element 找出给定区间的某个位置对应的元素

is\_sorted 判断一个区间是否已经排好序

partition 使得符合某个条件的元素放在前面

stable\_partition 相对稳定的使得符合某个条件的元素放在前面

2）更进一步，让这种操作更加能适应变化。也就是说，能给比较函数一个参数，用来指示是按升序还是按降序排,这回轮到函数对象出场了。

为了描述方便，我先定义一个枚举类型EnumComp用来表示升序和降序。很简单：

enum Enumcomp{ASC,DESC};

然后开始用一个类来描述这个函数对象。它会根据它的参数来决定是采用“<”还是“>”。

class compare

{

private:

Enumcomp comp;

public:

compare(Enumcomp c):comp(c) {};

bool operator () (int num1,int num2)

{

switch(comp)

{

case ASC:

return num1<num2;

case DESC:

return num1>num2;

}

}

};

接下来使用 sort(begin,end,compare(ASC)实现升序，sort(begin,end,compare(DESC)实现降序。

主函数为：

int main()

{

int a[20]={2,4,1,23,5,76,0,43,24,65},i;

for(i=0;i<20;i++)

cout<<a[i]<<endl;

sort(a,a+20,compare(DESC));

for(i=0;i<20;i++)

cout<<a[i]<<endl;

return 0;

}

3)其实对于这么简单的任务（类型支持“<”、“>”等比较运算符），完全没必要自己写一个类出来。标准库里已经有现成的了，就在functional里，include进来就行了。functional提供了一堆基于模板的比较函数对象。它们是（看名字就知道意思了）：equal\_to<Type>、not\_equal\_to<Type>、greater<Type>、greater\_equal<Type>、less<Type>、less\_equal<Type>。对于这个问题来说，greater和less就足够了，直接拿过来用：

升序：sort(begin,end,less<data-type>());

降序：sort(begin,end,greater<data-type>()).

int \_tmain(int argc, \_TCHAR\* argv[])

{

int a[20]={2,4,1,23,5,76,0,43,24,65},i;

for(i=0;i<20;i++)

cout<<a[i]<<endl;

sort(a,a+20,greater<int>());

for(i=0;i<20;i++)

cout<<a[i]<<endl;

return 0;

}

4)既然有迭代器，如果是string 就可以使用反向迭代器来完成逆序排列，程序如下：

int main()

{

string str("cvicses");

string s(str.rbegin(),str.rend());

cout << s <<endl;

return 0;

}

qsort():

原型:

\_CRTIMP void \_\_cdecl qsort (void\*, size\_t, size\_t,int (\*)(const void\*, const void\*));

解释: qsort ( 数组名 ，元素个数，元素占用的空间(sizeof)，比较函数)

比较函数是一个自己写的函数 遵循 int com(const void \*a,const void \*b) 的格式。

当a b关系为 > < = 时，分别返回正值 负值 零 （或者相反）。

使用a b 时要强制转换类型，从void \* 转换回应有的类型后，进行操作。

数组下标从零开始,个数为N, 下标0-(n-1)。

实例：

int compare(const void \*a,const void \*b)

{

return \*(int\*)b-\*(int\*)a;

}

int main()

{

int a[20]={2,4,1,23,5,76,0,43,24,65},i;

for(i=0;i<20;i++)

cout<<a[i]<<endl;

qsort((void \*)a,20,sizeof(int),compare);

for(i=0;i<20;i++)

cout<<a[i]<<endl;

return 0;

}

二维数组排序举例：

#include <iostream>

#include <algorithm>

#include <ctime>

using namespace std;

bool cmp(int \*p,int \*q)

{

if(p[0]==q[0])

{

if(p[1]==q[1])

{

return p[2]<q[2];

}

else return p[1]<q[1];

}

else return p[0]<q[0];

}

int main()

{

srand(time(0));

int i;

//int a[1000][3];

int \*\*a=new int\*[1000]; // 这a里¤? 如¨?果?用®? inta[1000][3] 则¨°会¨¢出?错ä¨ª。¡ê

for(i=0;i<1000;++i)

{

a[i]=new int[3];

a[i][0]=rand()%1000;

a[i][1]=rand()%1000;

a[i][2]=rand()%1000;

}

sort(a,a+1000,cmp);

cout<<"After sort"<<endl;

for(i=0;i<1000;++i)

{

printf("%d\t%d\t%d\n",a[i][0],a[i][1],a[i][2]);

}

return 0;

}

结构体形式举例：

#include <stdio.h>

#include <algorithm>

using namespace std;

struct catfood{

int j;

int f;

};

bool cam(catfood a, catfood b){

double s=a.j\*1.0/a.f, s1=b.j\*1.0/b.f;

return s>s1;

}

double b[1003];

catfood s[1003];

int main(){

int n, m;

while(scanf("%d%d", &m, &n)!=EOF)

{

if(m==-1) break;

for(int i=0;i<n;i++)

{

scanf("%d%d", &s[i].j, &s[i].f);

b[i]=0;

}

sort(s, s+n, cam);

double c=m, sum=0;

int i;

for(i=0; i<n; i++){

if(s[i].f>c) break;

b[i]=1;

c-=s[i].f;

sum+=s[i].j;

}

if(i<n) sum+=c\*s[i].j/s[i].f;

printf("%.3lf\n", sum);

}

return 0;

}

Switch(表达式)

{

Case 常量：语句；（break）

Default :

}

Strcpy(数组名，字符串) //复制（包括”\0”）;

Strcat(数组名1，数组名2)//将数组二连接到数组1后面

Strcmp(字符串1，字符串2)//比较两个字符串相等返回0；前大返回正，后大返回负

**主要参考**

1. 蓝燕的高精度算法模板；
2. 浙大牛人所做算法模板，网上下载所得；
3. 谭立栋所提供的材料整理所得
4. 队友网络下载所得；