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# What is report-engine?

Report Engine is a set of JAVA classes for reports and pivot tables with support for columns, groupings, totals/subtotals. It accepts input from memory, files, databases and exports the data in a multitude of formats: HTML, RTF, PDF, TXT, SVG etc.

# What report-engine can do for you?

For any kind of data (files, databases, etc) report engine can help you re-arranging, computing sums, averages, combining columns and exporting your data.

# What java version is ReportEngine designed for?

ReportEngine is developed and designed for JAVA 6 or higher

# Limitations

* Report-engine cannot create charts.
* No programmatic paging. This doesn’t mean there’s no paging at all but the paging is supported by the viewer-application.
* Printing is fully handled by the viewer-application (e.g Adobe Reader, Firefox, Internet Explorer, etc.)

# How to add report-engine to your project?

## Using Maven

* First and foremost you need Apache Maven installed on your computer. If you don’t have it just follow the instructions [here](http://maven.apache.org/download.html).
* Add report-engine dependency to your project

<dependency>

<groupId>net.sf.reportengine</groupId>

<artifactId>reportengine</artifactId>

<version></version>

</dependency>

## Using Groovy Grape

@Grapes(

@Grab(group='net.sf.reportengine', module='reportengine', version='')

)

## Using Grails

compile 'net.sf.reportengine:reportengine:'

## Using Scala SBT

libraryDependencies += "net.sf.reportengine" % "reportengine" % ""

## Using Apache Buildr

'net.sf.reportengine:reportengine:jar:'

# How to see the logs of ReportEngine?

Reportengine is using [SLF4J](http://slf4j.org/) as logging framework. The Simple Logging Facade for Java (SLF4J) serves as a simple facade or abstraction for various logging frameworks (e.g. java.util.logging, logback, log4j) allowing the end user to plug in the desired logging framework at deployment time.

What does that mean? If you use log4j in your current project and you want to see the logs of reportengine you just need to add the slf4j-log4j bridge (jar file) in your classpath. For maven this can be done like:

<dependency>

<groupId>org.slf4j</groupId>

<artifactId>slf4j-log4j12</artifactId>

<version>1.7.5</version>

</dependency>

The same for other logging frameworks, just add the bridge in your classpath.

[Here’s a nice tutorial](http://saltnlight5.blogspot.ro/2013/08/how-to-configure-slf4j-with-different.html) on how to configure SLF4J with different logging frameworks. More details on SLF4J can be found in [SLF4J’s user manual](http://slf4j.org/manual.html)

# Flat Reports

## What is a flat report?

This is a normal tabular report (don't get confused by its name) whose layout will look like:

|  |  |  |
| --- | --- | --- |
| Report title | | |
| **Header 1** | **Header 2** | **Header 3** |
| data 11 | data 12 | data 13 |
| data 21 | data 22 | data 23 |
| data 31 | data 32 | data 33 |
| data 41 | data 42 | data 43 |

## The code structure of a flat report

Each report needs several elements configured: title, input, output and column definitions. Let’s have a look at the report below:

FlatReport flatReport = **new** FlatReport.Builder()

.title("Statistics")

//input configuration

.input(**new** TextInput("employees.txt"))

//output configuration

.output(**new** ExcelOutput("output.xls"))

//columns configuration

.addDataColumn(**new** DefaultDataColumn("Country", 0))

.addDataColumn(**new** DefaultDataColumn("City", 1))

.addDataColumn(**new** DefaultDataColumn("Population", 2))

.build();

The above code is can be written in a more fluent manner like but we’ll see about that later. For the moment it’s important to see the main configurations of a flat report.

## The input

The main input classes are:

* ***TextInput***- handles input from text streams of any kind and reads data columns separated by a user-defined separator (comma, tab, semicolon, etc).

Let’s see the example below:

ReportInput input = **new** TextInput("employees.txt", "\t");

//constructs the input based on a file having as data-separator between data //columns the TAB character

…but remember, TextInput can get data from any java.io.Reader (not only files).

URL url = **new** URL("http://www.mysite.com/inputData/expenses.csv");

TextInput reportInput = **new** TextInput(

**new** InputStreamReader(url.openStream()),",");

flatReport.setIn(reportInput);

* ***SqlInput*** - executes a query and handles the result as input for your reports

1. If you already have a database connection you can use it like:

java.sql.Connection dbConnection = ...

SqlInput sqlInput = **new** SqlInput();

sqlInput.setConnection(connection);

sqlInput.setSqlStatement(

"select id, country, region, city, population from DB\_TABLE");

1. if you don’t have the connection, report-engine can create one for you given the right parameters:

SqlInput sqlInput = **new** SqlInput();

sqlInput.setDbConnString("jdbc:hsqldb:mem:countriesDB");

sqlInput.setDbDriverClass("org.hsqldb.jdbcDriver");

sqlInput.setDbUser("sa");

sqlInput.setDbPassword("secret");

sqlInput.setSqlStatement(

"select id, country, region, city, population from DB\_TABLE");

* ***Custom Input***

If these classes don’t cover your needs you can always write your own input by implementing the *ReportInput* interface or, even better, by extending the [AbstractReportInput](http://reportengine.sourceforge.net/html/apidocs/net/sf/reportengine/in/AbstractReportInput.html) class as instructed [here](#_Writing_a_custom)

## Report Output

Some of the most important output formats for your reports are:

* *HtmlReportOutput - fast html output that creates a html page with styles into any java.io.Writer (including files)*

HtmlOuputhtmlOut **= new** HtmlOutput("employees.html")

* *ExcelReportOutput* – creates an excel output into a java.io.OutputStream (files included)

ExcelOuput output = **new** ExcelOutput("employees.xls");

* *PdfOutput*

PdfOutput pdfOutput = **new** PdfOutput("employees.pdf");

* *Other formats accepted are: png, xml, xsl-fo, fo*
* Of course you can always write your own report output by implementing the *ReportOutput* interface as [here](#_Writing_a_custom)

## Report Columns Configuration

There are two kinds of columns accepted by a flat report: data columns and group columns.

### Data columns

Data columns are normal report columns displaying data and total results. For each column there are a few configurations to set:

* + header
  + values to be displayed
  + calculator (if totals of any kind are needed )
  + data formatter
  + horizontal/vertical alignment of text
  + sorting ( If necessary)

Let’s discuss each of these parameters in detail.

#### What is the column header?

It’s the string that will appear in the column header section of the report. In the example below the **Year, Month, Amount** are column headers.

|  |  |  |  |
| --- | --- | --- | --- |
| Year | Month | | Amount |
| 2011 | Aug. | 500 | |
| 2011 | Sept. | 300 | |
| 2011 | Oct. | 134 | |

#### What values to display?

ReportEngine can be instructed to get data from a specific **input** column or the user can define its own way of getting data. For the moment we will discuss only the default implementation. To customize your own data columns please consult the section

The default implementation for a data column ([net.sf.reportengine.config.DefaultDataColumn](http://reportengine.sourceforge.net/html/apidocs/net/sf/reportengine/config/DefaultDataColumn.html)) has an inputColumnIndex attribute which tells report-engine which column from your input should be displayed in that column. Using inputColumnIndex you instruct report-engine to display your data on the desired position.

**new** DefaultDataColumn

.Builder(0) // builds a column based on the first input column

.header("Month")

.build();

Report-Engine uses column indexes starting from zero, so zero is our first input column. Another important note: for report-engine, the order in which you define your columns is very important because **it defines the output order of your columns**.

For instance, assuming an input with three columns: year, month and amount spent (like the one presented above in the [“What is the column header ?“](#_What_is_the) section, I may decide to show the Year column as the third in the final report and show the Month column as the first in the report. To do that I will add my columns in the following order:

//show Month first with data from column 1 (second input column)

//the column will be displayed first because it is added first in the report

report.addDataColumn( column month having inputColumnIndex = 1)

//show Amount second with data from column 2 (third input column)

//the values in the Amount will be displayed second because this

//column is added second

report.addDataColumn(column amount having inputColumnIndex = 2)

//show the Year last with data from the column 0 (first)

report.addDataColumn(column year having inputColumnIndex = 0)

#### What is the calculator?

The calculator compiles all values of a column in order to get a SUM or an Average or whatever computation comes to your mind. You can use an existing calculator (SUM, AVG, MIN, MAX, COUNT, FIRST, LAST) or you can create your own by implementing the [net.sf.reportengine.core.calc.Calculator](http://reportengine.sourceforge.net/html/apidocs/net/sf/reportengine/core/calc/Calculator.html) interface.

#### How to set these properties to a column?

* by using the builder (recommended)

DefaultDataColumn column = **new** DefaultDataColumn.Builder(0)

.header("Month")

.useCalculator(Calculators.*SUM*)

.horizAlign(HorizontalAlign.*LEFT*)

.build();

* or by using one of the available constructors ( strongly discouraged but useful for demonstration purposes)

DefaultDataColumn column = **new** DefaultDataColumn("Month",0,Calculators.*SUM*);

DefaultDataColumn column = **new** DefaultDataColumn("Month",0);

DefaultDataColumn column = **new** DefaultDataColumn(0);

### Your first report

It’s now time to build our first report: a report containing my expenses. We will use as input [a file](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/inputData/expenses.csv) containing the list of my expenses during several months. Our initial target is to create just a simple html report containing all input column and nothing more.

**import** net.sf.reportengine.FlatReport;

**import** net.sf.reportengine.config.DefaultDataColumn;

**import** net.sf.reportengine.in.TextInput;

**import** net.sf.reportengine.out.HtmlOutput;

/\*\*

\* this is your first report having the following steps

\*

\* 1. construct a flat report builder

\* 2. adds an input to my report

\* 3. adds an output

\* 4. configures the columns of my report

\* 5. executes the report

\*/

**public** **class** FirstReport {

**public** **static** **void** main(String[] args) {

FlatReport flatReport = **new** FlatReport.Builder()

.title("My first expenses report");

//the input

.input(**new** TextInput("./inputData/expenses.csv",","))

//the output

.output(**new** HtmlOutput("./out/myFirstReport.html"))

//columns configuration (using column constructors – not recommended)

//remember the order we add these columns is the order of displaying

.addDataColumn(**new** DefaultDataColumn("Month",0))

.addDataColumn(**new** DefaultDataColumn("Spent on",1))

.addDataColumn(**new** DefaultDataColumn("Amount",2))

.build();

//the execution

flatReport.execute();

}

}

The always up to date source code can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/FirstReport.java)

### After executing the code, the result should be an html file

![](data:image/png;base64,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)

Now, there are some things we can improve, for instance, the “Amount” column should have its values right-aligned while the other string columns should be left aligned. Let’s see how we can do this:

**import** net.sf.reportengine.FlatReport;

**import** net.sf.reportengine.config.DefaultDataColumn;

**import** net.sf.reportengine.config.HorizAlign;

**import** net.sf.reportengine.in.TextInput;

**import** net.sf.reportengine.out.HtmlOutput;

/\*\*

\* this report is the same as {@link FirstReport} only that

\* the first and the second columns are horizontally-aligned to left

\* and the third (Amount column) is right aligned

\*/

**public** **class** SecondReport {

**public** **static** **void** main(String[] args) {

FlatReport flatReport = **new** FlatReport.Builder()

.title("My first expenses report")

//the input

.input(**new** TextInput("./inputData/expenses.csv",","))

//the output

.output(**new** HtmlOutput("./out/myAlignedOutput.html"))

//columns configuration

.addDataColumn(**new** DefaultDataColumn.Builder(0)

.header("Month")

.horizAlign(HorizAlign.*LEFT*)

.build());

.addDataColumn(**new** DefaultDataColumn.Builder(1)

.header("Money spent on ..")

.horizAlign(HorizAlign.*LEFT*)

.build());

.addDataColumn(**new** DefaultDataColumn.Builder(2)

.header("Amount")

.horizAlign(HorizAlign.*RIGHT*);

.build());

.build();

//report execution

flatReport.execute();

}

}

The always up to date source code can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/ColumnsWithAlignmentReport.java)

### Sorting your column data

### Sorting data on a specific column can be easily done by calling one of the sorting methods: sortAsc() , sortDesc() available in the builder of [DefaultDataColumn](http://reportengine.sourceforge.net/html/apidocs/net/sf/reportengine/config/DefaultDataColumn.Builder.html).

flatReport.addDataColumn(**new** DefaultDataColumn.Builder(2)

.header("Amount")

.**sortAsc()**

.build());

The sample report having the amount sorted can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/SortedFlatReport.java)

### Group columns

As the name suggests, group columns are helpful when one needs to group rows in order to have subtotals or a better display. At each change in the values of a declared group column the current group finishes and the totals are displayed. Please keep in mind that totals can be only added to the Data Columns by setting a Calculator. Let’s check the following example:

My list of monthly expenses

|  |  |  |  |
| --- | --- | --- | --- |
| August |  | food | 500$ |
| August |  | transportation | 300$ |
| September |  | food | 567$ |
| September |  | transportation | 154$ |
| September |  | entertainment | 200$ |

If we declare the first column as a group column then report-engine will make sure to display totals, averages (or whatever you’ve set ) at each change in the values of the first column… something like

|  |  |  |  |
| --- | --- | --- | --- |
| August |  | food | 500$ |
| August |  | transportation | 300$ |
| **Total August** |  |  | **800$** |
| September |  | food | 567$ |
| September |  | transportation | 154$ |
| September |  | entertainment | 200$ |
| **Total September** |  |  | **921$** |

Please note that calculators are added to data columns not to group columns.

### Your first report with groups

**import** net.sf.reportengine.FlatReport;

**import** net.sf.reportengine.config.DefaultDataColumn;

**import** net.sf.reportengine.config.DefaultGroupColumn;

**import** net.sf.reportengine.core.calc.Calculators;

**import** net.sf.reportengine.in.TextInput;

**import** net.sf.reportengine.out.HtmlOutput;

/\*\*

\* The first report containing a group column.

\* The month column is declared as a group column so

\* after each change in this column the totals will

\* be displayed.

\*/

**public** **class** FirstGroupReport {

**public** **static** **void** main(String[] args) **throws** Exception{

FlatReport flatReport = **new** FlatReport.Builder()

.showTotals()

.showGrandTotal(**false**)

.title("Mothly Expenses")

//define the input

.input(**new** TextInput("expenses.csv”))

//define the output

.output(**new** HtmlOutput("xpenses.html"))

//group column configuration

.addGroupColumn(**new** DefaultGroupColumn.Builder(0) //input col. idx

.header("Month")

.build())

//data columns configuration

.addDataColumn(**new** DefaultDataColumn.Builder(1)

.header("Spent on")

.build(())

.addDataColumn(**new** DefaultDataColumn.Builder(2)

.header("Amount")

.useCalculator(Calculators.*SUM*)

.build())

.build();

//start executing the report

flatReport.execute();

}

}

The full-code of the above report can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/FirstGroupReport.java).

Let me draw your attention on the way we defined the Month column as a group column:

//group column configuration

.addGroupColumn(**new** DefaultGroupColumn.Builder(0) //input col. idx

.header("Month")

.build());

Don’t forget, calculators are specific to data columns not to group columns, that’s why, in the previous report having groups, we’ve added the SUM to a data column:

flatReport.addDataColumn(**new** DefaultDataColumn.Builder(2)

.header("Amount")

.useCalculator(Calculators.*SUM*)

.build());

This is how you tell report-engine that all values on this column will be computed as a SUM.

The result of your first report containing a group should be something like:
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### More on totals and groupings

Now, let’s see a more complex example: my yearly expenses report, a report having 2 group columns and 2 data columns with totals.

Here’s a list of my expenses over two years (simplified for clarity):

2011 August food 500

2011 August transportation 300

2011 September food 567

2011 September transportation 154

2011 September entertainment 200

2012 January food 205

2012 January transportation 100

2012 February food 301

2012 March entertainment 302

…and I want to build a report that will show the totals on the last column at each change in the year and month. For this I will declare in my report the first and the second columns (year and month) as group columns and I will add a SUM calculator on the last column (last is actually 3 as the count starts from 0).

It’s time to introduce another attribute of the group columns: the group level. The group level helps report-engine decide which of the group columns has the highest priority (priority 0) and then the second highest and so on. If your report has only one group column this parameter is not important but if you have more than one group column then the group level becomes much more important. The next section will further clarify this.

**new** DefaultGroupColumn.Builder(1) //1 is the input column index

.header("Month")

.level(1) //1 - is the grouping level

.build());

**import** net.sf.reportengine.FlatReport;

**import** net.sf.reportengine.config.DefaultDataColumn;

**import** net.sf.reportengine.config.DefaultGroupColumn;

**import** net.sf.reportengine.core.calc.Calculator;

**import** net.sf.reportengine.in.TextInput;

**import** net.sf.reportengine.out.HtmlOutput;

/\*\*

\* **yearly expenses report**

\*/

**public** **class** YearlyExpenses {

**public** **static** **void** main(String[] args) {

FlatReport flatReport = **new** FlatReport.Builder();

.title("Yearly expenses report")

//the input

.input(**new** TextInput("yearlyExpenses.txt","\t"))

.showGrandTotal(**false**)

.showTotals()

//the output

.output(**new** HtmlOutput("yearlyExpensesOut.html"))

//groups configuration

.addGroupColumn(**new** DefaultGroupColumn.Builder(0) //input column index

.header("Year")

.level(0) //group priority

.build())

.addGroupColumn(**new** DefaultGroupColumn.Builder(1) //input column index

.header("Month")

.level(1) //group priority

.build())

//data columns

.addDataColumn(**new** DefaultDataColumn.Builder(2)

.header("Spent on")

.useCalculator(Calculator.*COUNT*)

.build())

.addDataColumn(**new** DefaultDataColumn.Builder(3)

.header("Amount")

.useCalculator(Calculator.*SUM*)

.build())

.build();

//the one and only execute

flatReport.execute();

}

}

The full source code can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/YearlyExpenses.java)

Notice that a Calculators.COUNT has been added to the first data column. This will count the number of items on which I spent money during the month/year while the second data column contains a SUM calculator which will compute the amount spent on that specific month/year.

The output should be:
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Let’s see one more time the groupings:

.addGroupColumn(**new** DefaultGroupColumn.Builder(0) //input column index

.header("Year")

.level(0) //group priority

.build())

.addGroupColumn(**new** DefaultGroupColumn.Builder(1) //input column index

.header("Month")

.level(1) //group priority

.build())

.. and discuss about group level or group priority: the year groups takes precedence over the month groups. How is this translated into the report? When a change in the year happens then not only the totals for the year are shown but also the totals for the month as in the extract from the final result shown previously:

|  |  |  |  |
| --- | --- | --- | --- |
| **Total December** |  | **3** | **921** |
| **Total 2011** |  | **5** | **1721** |

### What if my input data doesn’t have the group columns sorted

In order to perform correct groupings the reportengine needs all data on group columns to be sorted. Usually the data comes sorted already (especially from sql queries where a simple “order by” statement can solve the ordering). If your group columns data is not sorted already you should inform reportengine about this by calling the sortValues() method from the builder of the FlatReport. This way, reportengine will programmatically sort your values.

FlatReport flatReport = **new** FlatReport.Builder()

.showTotals()

**.sortValues()**

.title("Mothly Expenses")

.input(**new** TextInput("unsorted\_expenses.csv”))

.output(**new** HtmlOutput("sortedExpenses.html"))

//group column configuration

.addGroupColumn(**...**)

//data columns configuration

addDataColumn(**...**)

...

A full example can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/UnsortedGroupValues.java).

# Auto configured flat reports

Starting with version 0.8.0 report engine added a new kind of report: the auto configured report. This report gets the most out of the input, by reading the available metadata, and tries to configure the report with the available information. Of course the default configuration can be always overwritten.

A simple auto configured flat report looks like:

AutodetectFlatReport report = **new** AutodetectFlatReport.Builder()

.input(…)

.output(…)

.build()

report.execute();

The full source code can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/autoconfig/AutoconfigReportFirstSample.java)

As you can see there’s no column configuration, everything is guessed by checking the metadata of the sql input. How is this possible? By checking the metadata of your sql column and providing default values according to the type of column. For instance, if your column contains numbers the alignment of your column will be to the right.

When a special configuration needs to be set to one column, the auto-configured report gives you the opportunity to do it:

report.forColumn("COUNTRY").setGroup(**true**).setHAlign(HorizAlign.*CENTER*);

report.forColumn("REGION").setGroup(**true**).setHeader("East/West");

report.forColumn("VALUE").setCalculator(Calculators.*SUM*);

For the moment this is only supported for reports having as input the sql input: SqlInput.

Here’s an example of an auto configured report where some of the default values are being overwritten:

The full source code can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/autoconfig/AutoconfigFlatReportWithGroupings.java)

**import** net.sf.reportengine.AutoconfigFlatReport;

**import** net.sf.reportengine.config.HorizAlign;

**import** net.sf.reportengine.core.calc.Calculators;

**import** net.sf.reportengine.in.SqlInput;

**import** net.sf.reportengine.out.HtmlOutput;

/\*\*

\* simple auto configured report

\* having some default configurations overwritten

\*/

**public** **class** AutoconfigFlatReportWithGroupings{

**public** **static** **void** main(String... args){

SqlInput input = **new** SqlInput();

input.setDbDriverClass("org.hsqldb.jdbcDriver");

input.setDbConnString("jdbc:hsqldb:file:./inputData/databases/testdb");

input.setDbUser("SA");

input.setDbPassword("");

input.setSqlStatement(

"select cntry, region, city, sex, religion, value "+

"from testreport "+

"order by country, region, city");

AutoconfigFlatReport report = **new** AutoconfigFlatReport.Builder()

.input(input);

.output(**new** HtmlOutput("./output/ConfiguredAutodetect.html"))

.build();

report.forColumn("cntry").group().setHAlign(HorizAlign.*CENTER*);

report.forColumn("region").group().setHeader("East/West");

report.forColumn("value").useCalculator(Calculators.*SUM*);

report.execute();

}

}

# Pivot Tables /Crosstab reports

## What is a pivot table?

Pivot tables are particular types of reports where data is arranged as a 2 dimensional table. Let’s go back to our first example: the monthly expenses report. As a flat report this used to look like this:

|  |  |  |
| --- | --- | --- |
|  | | |
| **Month** | **Spent on** | **Amount** |
| August | food | 500 |
| August | transportation | 300 |
| September | food | 567 |
| September | transportation | 154 |
| September | entertainment | 200 |

Note that all values in the second column repeat themselves. Wouldn’t be easier to follow and compare data if those would have been arranged like in the table below?

|  |  |  |  |
| --- | --- | --- | --- |
| **Month** | **food** | **transportation** | **entertainment** |
| August | 500 | 300 | 0 |
| September | 567 | 154 | 200 |

Absolutely! Think about a situation where you’d have much more data. Arranged in a pivot table all your data is much easier to follow and compare but this is only possible when the values in the column you want as header repeat themselves. Otherwise the column header would be much longer and it wouldn’t allow you to compare the values.

## What else I have to set up for a Pivot table?

The pivot table accepts all settings of a flat report (input, output, data columns, group columns) and it introduces two more settings: the header row and the crosstab data.

### The header rows

As previously seen, the header row is the list of distinct values that should be displayed in the header of the report:
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Here’s how you configure a header row based on the values in the second column (column index = 1) to the report:

report.addHeaderRow(**new** DefaultCrosstabHeaderRow(1));

There is no limit on the rows that can be displayed in the header, still, if you add too many; your report will be hard to follow. Here’s a report with two header rows (in blue):

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | Males | | | Females | | |
| **Country** | under 20 | under 50 | under 80 | under 20 | under 50 under | 80 |
| Sweden | 1000 | 10 | 4 | 1 | 0 | 0 |
| Norway | 0 | 100 | 0 | 0 | 0 | 0 |
| Italy | 2000 | 0 | 0 | 0 | 0 | 0 |
| Romania | 0 | 0 | 0 | 0 | 200 | 0 |
| France | 300 | 0 | 3000 | 30 | 0 | 0 |

The order in which you add the header rows is very important. For instance for the report above the first header row is the one containing the Males, Females values and the second one would be the one containing “under 20”, “under 50” …

### The crosstab data

The crosstab data is the data shown in the report. It usually comes from an input column.

Here’s the initial data (the input)

|  |  |  |  |
| --- | --- | --- | --- |
| August |  | food | **500** |
| August |  | transportation | **300** |
| September |  | food | **567** |
| September |  | transportation | **154** |
| September |  | entertainment | **200** |

And now, the pivot table result
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In order to configure the crosstab data to a report you just have to add an instance of DefaultCrosstabData to the report:

**new** CrosstabReport.Builder().crosstabData(**new** DefaultCrosstabData(2));

The example above constructs a DefaultCrosstabData based on the third input column (column index 2)

## Your first Pivot table report

It’s time to create our first pivot table report:

**import** net.sf.reportengine.CrossTabReport;

**import** net.sf.reportengine.config.DefaultCrosstabData;

**import** net.sf.reportengine.config.DefaultCrosstabHeaderRow;

**import** net.sf.reportengine.config.DefaultDataColumn;

**import** net.sf.reportengine.in.TextInput;

**import** net.sf.reportengine.out.HtmlOutput;

/\*\*

\* this is my first pivot table report

\*/

**public** **class** FirstPivotTableReport {

**public** **static** **void** main(String[] args) {

CrossTabReport report = **new** CrossTabReport.Builder()

.title(“My first pivot table”)

.input(**new** TextInput("expenses.csv"))

.output(**new** HtmlOutput("xpenses.html"))

//set up data column

.addDataColumn(**new** DefaultDataColumn("Month", 0))

//set up the header rows (from the second column)

.addHeaderRow(**new** DefaultCrosstabHeaderRow(1))

//set up the crosstab data

.crosstabData(**new** DefaultCrosstabData(2))

.build();

//report execution

report.execute();

}

}

The source code for the above report can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/pivot/FirstPivotTableReport.java)

## Totals and groupings for pivot reports

Everything a flat report supports is also available for Pivot tables: Grouping columns, totals, grand total. Now let’s see the yearly expenses flat report translated into a pivot table:

* the input

2011 August food 500

2011 August transportation 300

2011 September food 567

2011 September transportation 154

2011 September entertainment 200

2012 January food 205

2012 January transportation 100

2012 February food 301

2012 March entertainment 302

* then … the code

**import** net.sf.reportengine.CrossTabReport;

**import** net.sf.reportengine.config.DefaultCrosstabData;

**import** net.sf.reportengine.config.DefaultCrosstabHeaderRow;

**import** net.sf.reportengine.config.DefaultDataColumn;

**import** net.sf.reportengine.config.DefaultGroupColumn;

**import** net.sf.reportengine.core.calc.Calculators;

**import** net.sf.reportengine.in.TextInput;

**import** net.sf.reportengine.out.HtmlOutput;

/\*\*

\* my first pivot table with groupings and totals

\*/

**public** **class** YearlyExpensesPivotTable {

**public** **static** **void** main(String[] args) **throws** Exception {

CrossTabReport report = **new** CrossTabReport.Builder()

.input(**new** TextInput("yearlyExpenses.txt", "\t"))

.output(**new** HtmlOutput("yrlyXpensesPivot.html"))

//set up the group and data columns

.addGroupColumn(**new** DefaultGroupColumn("Year", 0, 0))

.addDataColumn(**new** DefaultDataColumn("Month", 1))

//set up the header rows, crosstab data

.addHeaderRow(**new** DefaultCrosstabHeaderRow(2))

.crosstabData(**new** DefaultCrosstabData(3, Calculators.*SUM*))

.showTotals()

.build();

//the report execution

report.execute();

}

}

The full source code for the report above can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/pivot/YearlyExpensesPivotTable.java)

* and the result:

![](data:image/png;base64,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)

# Advanced features

## Spring integration

Any report can be easily configured in spring, just remember what any report needs: input, columns configuration and output. A simple text file input can be configured in spring like this:

<bean id=*"input"* class=*"net.sf.reportengine.in.TextInput"*>

<property name=*"filePath"* value=*"./inputData/expenses.csv"*/>

<property name=*"separator"* value=*","*/>

</bean>

…and an html output can be configured like:

<bean id=*"output"* class=*"net.sf.reportengine.out.HtmlOutput"*>

<property name=*"filePath"* value=*"./output/springConfiguredReport.html"*/>

</bean>

…finally a data column can be defined in spring like:

<bean class=*"net.sf.reportengine.config.DefaultDataColumn"*>

<property name=*"header"* value=*"Amount"*/>

<property name=*"inputColumnIndex"* value=*"2"*/>

<property name=*"calculator"*>

<bean class=*"net.sf.reportengine.core.calc.SumCalculator"* />

</property>

</bean>

Now, using the easily configurable lists of beans, here’s the final spring configuration for my report:

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans>

<bean id=*"expensesReport"* class=*"net.sf.reportengine.FlatReport"*>

<property name=*"reportTitle"* value=*"Spring Configured Report"* />

<property name=*"showTotals"* value=*"true"* />

<property name=*"showGrandTotal"* value=*"true"*/>

<property name=*"showDataRows"* value=*"true"* />

<property name=*"in"* ref=*"input"*/>

<property name=*"out"* ref=*"output"*/>

<property name=*"groupColumns"*>

<list>

<bean class=*"net.sf.reportengine.config.DefaultGroupColumn"*>

<property name=*"header"* value=*"Month"*/>

<property name=*"inputColumnIndex"* value=*"0"*/>

<property name=*"groupingLevel"* value=*"0"*/>

</bean>

</list>

</property>

<property name=*"dataColumns"*>

<list>

<bean class=*"net.sf.reportengine.config.DefaultDataColumn"*>

<property name=*"header"* value=*"Spent On"*/>

<property name=*"inputColumnIndex"* value=*"1"*/>

</bean>

<bean class=*"net.sf.reportengine.config.DefaultDataColumn"*>

<property name=*"header"* value=*"Amount"*/>

<property name=*"inputColumnIndex"* value=*"2"*/>

<property name=*"calculator"*>

<bean class=*"net.sf.reportengine.core.calc.SumCalculator"* />

</property>

</bean>

</list>

</property>

</bean> <!—end report bean -->

<!-- THE INPUT -->

<bean id=*"input"* class=*"net.sf.reportengine.in.TextInput"*>

<property name=*"filePath"* value=*"./inputData/expenses.csv"*/>

<property name=*"separator"* value=*","*/>

</bean>

<!-- THE OUTPUT -->

<bean id=*"output"* class=*"net.sf.reportengine.out.HtmlOutput"*>

<property name=*"filePath"* value=*"./output/springConfiguredReport.html"*/>

</bean>

</beans>

The source code for the above spring configuration can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/resources/application-context.xml).

The java code is very simple:

**import** net.sf.reportengine.FlatReport;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

/\*\*

\* this is my first spring configured flat report

\*/

**public** **class** SpringConfiguredFlatReport {

**public** **static** **void** main(String[] args) {

ApplicationContext context =

**new** ClassPathXmlApplicationContext("application-context.xml");

FlatReport report = (FlatReport)context.getBean("expensesReport");

report.execute();

}

}

The source code for the above report can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/SpringConfiguredFlatReport.java).

## Writing a custom data column

As you probably remember, report-engine doesn’t support only DefaultDataColumns. There’s a class hierarchy supporting the columns feature.
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If you don’t want a special column you can always implement the [DataColumn](http://reportengine.sourceforge.net/html/apidocs/net/sf/reportengine/config/DataColumn.html) interface or, even better, extend the [AbstractDataColumn](http://reportengine.sourceforge.net/html/apidocs/net/sf/reportengine/config/AbstractDataColumn.html) abstract class. Let’s assume you want to append the values of two other columns into one. There no default implementation for this behavior but this is where you can extend the framework and add your custom implementation. Let’s assume you have the following 4 columns input

**Bonus FirstName Salary LastName**

100 john 2000 doe

170 jack 1250 the ripper

220 tom 1340 jones

34 bill 254 clinton

… but you need a list of only two columns where the first contains the full name (i.e. 2nd + 4th column) and the second column contains the sum of the first and the third

First let’s see the code for the full name (2nd + 4th column values)

**import** net.sf.reportengine.config.AbstractDataColumn;

**import** net.sf.reportengine.core.algorithm.NewRowEvent;

/\*\*

\* This custom column contains the appended values

\* of the second and the fourth columns

\*/

**public** **class** FullNameCustomDataColumn **extends** AbstractDataColumn {

/\*\*

\* Constructor for full name data column

\* **@param** header

\*/

**public** FullNameCustomDataColumn(){

**super**("Full Name");

}

@Override

**public** Object getValue(NewRowEvent newRowEvent) {

Object[] inputRow = newRowEvent.getInputDataRow();

String secondColumnValue = (String)inputRow[1];

String fourthColumnValue = (String)inputRow[3];

//append the second and fourth column values

**return** secondColumnValue + " " + fourthColumnValue;

//this is just for instructional purposes.

//One should use a String Builder/Buffer for such operations

}

}

You can find the code [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/customColumns/FullNameCustomDataColumn.java).

The [SumCustomColumn](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/customColumns/SumCustomColumn.java) is almost the same only that returns an integer. More important is the code for of the report itself:

**import** java.io.FileOutputStream;

**import** net.sf.reportengine.FlatReport;

**import** net.sf.reportengine.config.DefaultDataColumn;

**import** net.sf.reportengine.in.StreamReportInput;

**import** net.sf.reportengine.out.HtmlOutput;

/\*\*

\* this report uses a custom column (full name column)

\*/

**public** **class** CustomColumnFlatReport {

**public** **static** **void** main(String[] args) {

FlatReport flatReport = **new** FlatReport.Builder()

.title("My custom columns report")

.input(**new** TextInput("names.txt","\t"))

.output(**new** HtmlOutput("customColsResult.html"))

.addDataColumn(**new** FullNameCustomDataColumn())

.addDataColumn(**new** SumCustomColumn())

.build();

flatReport.execute();

}

}

The code above can be found [here](http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/src/main/java/net/sf/reportengine/samples/flat/customColumns/CustomColumnFlatReport.java)

The final output will look like:

|  |  |
| --- | --- |
| My custom columns report | |
| **Full-name** | **Full Salary** |
| john doe | 2100 |
| jack the ripper | 1420 |
| tom jones | 1560 |
| bill clinton | 2880 |

## Writing a custom input (section under construction)

The hierarchy for input is straightforward: an interface defining the basic behavior is the parent then an abstract class with multiple children.
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Basically your input class should be able to provide to its listeners data line by line. The methods of the ReportInput interface are:

/\*\*

\* opens the input for reading

\*/

**public** **void** open();

/\*\*

\* closes the input and releases all resources used

\*/

**public** **void** close();

/\*\*

\* retrieves the next row of data

\* **@return** an array of data objects

\*/

**public** Object[] nextRow();

/\*\*

\* true if there are any rows left otherwise false

\* **@return** true if the input has more rows to return

\*/

**public** **boolean** hasMoreRows();

## Writing a custom output (section under construction)

## Writing a custom calculator (section under construction)

# Useful links

* Reportengine website: <http://reportengine.sourceforge.net>
* The report engine source code can be found at: <http://svn.code.sf.net/p/reportengine/code>
* The samples presented in this tutorial can be found at : <http://svn.code.sf.net/p/reportengine/code/trunk/reportengine-samples/>
* Developer’s email: dragos dot balan at gmail dot com