# 难点攻克

1单调栈

2广度优先搜索

3并查集

4啥是迭代，与递归分清

5异或运算

6.打家劫舍系列问题，爬楼梯系列问题

# 小优化

1. =[--P假如求中位数可以 (l+r)>>1;
2. vector容器插入操作用emplace\_back();
3. 尽可能用前置加减代替后置加减。

# 模板和套路

1. 对于有序数组，可以使用二分查找的方法查找元素。二分查找时间复杂度为O(logn).
2. 对于这类寻找所有可行解的题，我们都可以尝试用「搜索回溯」的方法来解决。
3. 回溯法:一种通过探索所有可能的候选解来找出所有的解的算法。如果候选解被确认不是一个解(或者至少不是最后- -个解)，回溯算法会通过在上一步进行一些变化抛弃该解，即回溯并且再次尝试。

回溯算法用于寻找所有的可行解，如果发现一个解不可行，则会舍弃不可行的解。

1. 检查一个字符串是否出现在给定的字符串列表里一般可以考虑哈希表来快速判断
2. 一旦涉及出现次数，可以使用哈希表
3. **判断是否有重复字符，可以使用哈希数据结构。**
4. 如果求可行性解，给定一个有重复数字的序列，记住要先排序，然后再回溯，设置剪枝条件
5. 链表求长度或第k个元素，可以通过双指针来解决
6. 二叉搜索树的中序遍历是递增的。
7. 求二叉树的深度可以用层序遍历，遍历一层，层数+1；
8. 这类链表题目一般都是使用双指针法解决的，例如寻找距离尾部第K个节点、寻找环入口、寻找公共尾部入口等。
9. 若是有环链表，快慢指针指向头结点，快指针走两步，满指针走一步两指针相遇，让快指针指向头结点，然后快慢指针都一步一步的走，相遇的点就是

# 两数之和：

方法一：暴力求解，遍历nums中的每一个元素，两遍for，令nums[i]+nums[j]=target时返回[i,j];

class Solution {

public:

vector<int> twoSum(vector<int>& nums, int target) {

int i=0,j=0;

for(i=0;i<nums.size();i++)

{

for(j=i+1;j<nums.size();j++)

{

if(nums[i]+nums[j]==target)

{

return {i,j};

}

}

}

return {i,j};

}

};

方法二：借用哈希表，时间复杂度0（n）,将元素存储在哈希表中，在哈希表中查找target-nums[i]的时间复杂度为常数复杂度，

class Solution {

public:

vector<int> twoSum(vector<int>& nums, int target) {

unordered\_map<int,int> hashtable;

for(int i=0;i<nums.size();++i)

{

auto it=hashtable.find(target-nums[i]);

if(it!=hashtable.end())

{

return {it->second,i};

}

hashtable[nums[i]]=i;

}

return {};

}

};

# 两数相加

先定义一个辅助结点存储两数之和，辅助指针指向该节点。遍历L1和L2，将L1和L2的值赋给N1，N2。Sum=N1+N2+carry。指针指向下一个创建结点并赋值sum%10。最后carry如果大于0，指针在创建一个结点放carry。返回辅助结点的下一个结点。

别忘了最后的进位。

class Solution {

public:

ListNode\* addTwoNumbers(ListNode\* l1, ListNode\* l2) {

ListNode\*head=new ListNode(0);

ListNode\*cur=head;

int carry=0;

while(l1||l2)

{

int sum=0;

if(l1) sum+=l1->val;

if(l2) sum+=l2->val;

sum+=carry;

carry=sum/10;

cur->next=new ListNode(sum%10);

cur=cur->next;

if(l1) l1=l1->next;

if(l2) l2=l2->next;

}

if(carry) cur->next=new ListNode(carry);

return head->next;

}

};

# 无重复字符的最长子串

滑动窗口，
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定义一个哈希集合occ，遍历lk左指针，如果左指针向右移动一位，就erase第一个元素 ，while循环右移指针，给occ 插入元素，更新ans=max(ans,rk-i);

class Solution {

public:

int lengthOfLongestSubstring(string s) {

unordered\_set<char> ans;// 哈希集合，记录每个字符是否出现过

int maxcount=0;

int rk=0;

for(int i=0;i<s.size();i++)// 枚举左指针的位置，

{

if(i!=0) ans.erase(s[i-1]);// 左指针向右移动一格，移除一个字符

while(rk<s.size()&&!ans.count(s[rk]))// 不断地移动右指针

{

ans.insert(s[rk]);

++rk;

}

maxcount=max(rk-i,maxcount);// 第 i 到 rk 个字符是一个极长的无重复字符子串

}

return maxcount;

}

};

# 寻找两个正序数组的中位数：

就是在两个有序数组中找第k小的数。

根据中位数的定义，当 m+n 是奇数时，中位数是两个有序数组中的第 (m+n)/2+1 个元素，当 m+n 是偶数时，中位数是两个有序数组中的第 (m+n)/2 个元素和第 (m+n)/2+1 个元素的平均值。因此，这道题可以转化成寻找两个有序数组中的第 k 小的数，其中 k 为 (m+n)/2 或 (m+n)/2+1。

假设两个有序数组分别是A和B。要找到第k个元素，我们可以比较A[k/2-1]和B[k/2-1],其中/表示整数除法。由于A[k/2- 1]和B[k/2 - 1]的前面分别有A[0..k/2- 2] 和B[0..k/2-2]，即k/2- 1个元素，对于A[k/2- 1]和B[k/2 - 1]中的较小值，最多只会有(k/2-1)+ (k:/2- 1)≤k-2个元素比

它小，那么它就不能是第k小的数了。

因此我们可以归纳出三种情况:

●如果A[k/2-1]< B[k:/2- 1]， 则比A[k/2- 1]小的数最多只有A的前k/2- 1个数和B的前

k:/2-1个数,即比A[k/2 - 1] 小的数最多只有k-2个，因此A[k/2 - 1]不可能是第k个数, A[0]

到A[k:/2 - 1]也都不可能是第k个数，可以全部排除。

●如果A[k/2- 1]> B[:/2 - 1],则可以排除B[0]到B[k/2 - 1]。

●如果A[k/2- 1]= B[k:/2- 1]， 则可以归入第一-种情况处理。

可以看到，比较A[k/2- 1] 和B[k/2- 1]之后,可以排除k:/2 个不可能是第k小的数，查找范围缩小了

一半。同时，我们将在排除后的新数组上继续进行二分查找，并且根据我们排除数的个数，减少k的值,

这是因为我们排除的数都不大于第k小的数。

有以下三种情况需要特殊处理:

●如果A[k/2- 1]或者B[k/2- 1]越界，那么我们可以选取对应数组中的最后一个元素。在这种情况下，我们必须根据排除数的个数减少k的值，而不能直接将k减去k/2。

●如果一个数组为空，说明该数组中的所有元素都被排除，我们可以直接返回另一个数组中第k小的元素。

●如果k=1，我们只要返回两个数组首元素的最小值即可。

代码：

class Solution {

public:

int getKthElement(const vector<int>& nums1,const vector<int>& nums2,int k)

{

int m=nums1.size();

int n=nums2.size();

int index1=0,index2=0;

while(true)

{//边界情况

//1.如果一个数组为空，说明该数组中的所有元素都被排除，我们可以直接返回另一个数组中第k小的元素

if(index1==m) return nums2[index2+k-1];

if(index2==n) return nums1[index1+k-1];

//2.如果k=1，我们只要返回两个数组首元素的最小值即可。

if(k==1) return min(nums1[index1],nums2[index2]);

//正常情况

int newIndex1=min(index1+k/2-1,m-1);

int newIndex2=min(index2+k/2-1,n-1);

int pivot1=nums1[newIndex1];

int pivot2=nums2[newIndex2];

if(pivot1<=pivot2)

{

//如果A[k/2- 1]或者B[k/2- 1]越界，那么我们可以选取对应数组中的最后一个元素。

//在这种情况下， 我们必须根据排除数的个数减少k的值，而不能直接将k减去k/2。

k=k-(newIndex1+1-index1);

index1=newIndex1+1;

}

else

{

k=k-(newIndex2+1-index2);

index2=newIndex2+1;

}

}

}

double findMedianSortedArrays(vector<int>& nums1, vector<int>& nums2) {

int totalLength=nums1.size()+nums2.size();

if(totalLength%2==1)

{

return getKthElement(nums1,nums2,(totalLength+1)/2);

}

else

{

return (getKthElement(nums1,nums2,totalLength/2)+getKthElement(nums1,nums2,totalLength/2+1))/2.0;

}

}

};

# 最长回文子串：

中心扩展法：

class Solution {

public:

string longestPalindrome(string s) {

string ans="";

for(int i=0;i<s.size();i++)

{

//如果回文串为奇数

int l=i-1,r=i+1;

while(l>=0&&r<s.size()&&s[l]==s[r]) l--,r++;

if(ans.size()<r-l-1) ans=s.substr(l+1,r-l-1); //左右两部分都多扩展了一位,l-r+1-2

//如果回文串为偶数

l=i,r=i+1;

while(l>=0&&r<s.size()&&s[l]==s[r]) l--,r++;

if(ans.size()<r-l-1) ans=s.substr(l+1,r-l-1);

}

return ans;

}

};

方法二:动态规划

回文天然具有「状态转移」性质:一个长度严格大于2的回文去掉头尾字符以后，剩下的部分依然是回文。反之,如果一个字符串头尾两个字符都不相等，那么这个字符串一定不是回文。「动态规划」的方法

根据这样的性质得到。

第1步:定义状态

dp[i][j]表示:子串s[i..j]是否为回文子串，这里子串s[i.. j]定义为左闭右闭区间，即可以取到s[i]和s[j]。

第2步:思考状态转移方程根据头尾字符是否相等，需要分类讨论

dp[i][j] = (s[i] == s[j]) and dp[i + 1][j-1]

说明:

●「动态规划」的「自底向上」求解问题的思路，很多时候是在填写一-张二维表格。由于s[i..j]表示s的一个子串，因此i和j的关系是i <= j，只需要填这张表格对角线以上的部分;

●看到dp[i + 1][j- 1]就需要考虑特殊情况:如果去掉s[i.. j] 头尾两个字符子串s[i+ 1,j-1]

的长度严格小于2 (不构成区间)，即j- 1-(i+1)+1<2时，整理得j-i< 3,此时s[i..j] 是否是回文只取决于s[i]与s[j]是否相等。结论也比较直观: j-i< 3等价于j-i+1<4，即当子串s[i..j] 的长度等于2或者等于3的时候，s[i..j] 是否是回文由s[i] 与s[j] 是否相等决定。

第3步:考虑初始化

单个字符一定是回文串，因此把对角线先初始化为true ，即dp[i][i] = true。根据第2步的说明:当s[i..j] 的长度为2时，只需要判断s[i]是否等于s[j] ，所以二维表格对角线上的数值不会被参考。所以不设置dp[i][i] = true 也能得到正确结论。

第4步:考虑输出

一旦得到dp[i][j] = true ，就记录子串的「长度」和「起始位置」。没有必要截取,这是因为截取字符串也有性能消耗。

第5步:考虑优化空间

●下面给出的「参考代码」，在填表的过程中，只参考了左下方的数值。事实上可以优化,但是增加了代码编写和理解的难度,丢失了可读性和可解释性。在这里不做优化空间;

●填表应该遵守这样的原则:总是先得到小子串是否是回文的结果，然后大子串才能参考小子串的判断结果，所以填表顺序很重要;

代码：

class Solution {

public:

string longestPalindrome(string s) {

int n=s.size();

if(n<2) return s;

int maxlen=1;

int begin=0;

//// dp[l][r] 表示 s[l..r] 是否是回文串

vector<vector<int>> dp(n,vector<int>(n));

//初始化，所有长度为1的子串都是回文串

for(int i=0;i<n;i++) dp[i][i]=1;

for(int r=1;r<n;r++)//枚举右指针

{

for(int l=0;l<r;l++)//枚举左指针

{

if(s[l]!=s[r])

{

dp[l][r]=0;

}

else

{

if(r-l<3)//文回串长度为奇数可以是3，l-r+1<4或(r-1)-(l+1)+1<2

{

dp[l][r]=1;

}

else//回文串长度为偶数

{

dp[l][r]=dp[l+1][r-1];

}

}

//只要dp[l][r]为1，就表示子串s[l...l]为回文，此时记录回文长度和起始位置

if(dp[l][r]&&r-l+1>maxlen)

{

maxlen=r-l+1;

begin=l;

}

}

}

return s.substr(begin,maxlen);

}

};

1. Z字形变换：创建一个vector数组，在bool一个方向，遍历。
2. 1
3. 1
4. 1

# 正则表达式

看看题解，理解意思

# 盛最多水的容器：

双指针解法，while(l<r),,求容积，如果nums【r】<nums[l],r++;

代码：class Solution {

public:

int maxArea(vector<int>& height) {

int ans=0;

int l=0,r=height.size()-1;

while(l<r)

{

ans=max(ans,min(height[l],height[r])\*(r-l));

if(height[l]<height[r]) l++;

else r--;

}

return ans;

}

};

1. 颜色分类：定义三个指针i=0,j=0,k=nums.size()-1.遍历j指针，若nus[j]==0,交换 nums[i],nums[j]，j++,i++,若nums[j]==2,交换nums[j],nums[k],k--,否则j++;

# 三数之和

方法：排序+双指针法

●标签:数组遍历

●首先对数组进行排序，排序后固定一个数nums[i],再使用左右指针指向nums[i]后面的两端，数字

分别为nums[]和nums[R],计算三个数的和sum判断是否满足为0,满足则添加进结果集

●如果nums[i]大于0,则三数之和必然无法等于0，结束循环

●如果nums[i] == nums[i- 1],则说明该数字重复，会导致结果重复，所以应该跳过

●当sum==0时，nums[] == nums[[+ 1]则会导致结果重复，应该跳过，L++

●当sum==0时，nums[R] == nums[R- 1]则会导致结果重复，应该跳过, R- -

时间复杂度: O(n2), n为数组长度

代码：class Solution {

public:

vector<vector<int>> threeSum(vector<int>& nums) {

int n=nums.size();

sort(nums.begin(),nums.end());

vector<vector<int>> ans;

if(n==0) return ans;

If(nums[0]>0) return ans;

for(int i=0;i<n;++i)

{

int l=i+1,r=n-1;

int target=0-nums[i];

if(i>0&&nums[i]==nums[i-1]) continue;

while(l<r)

{

if(nums[l]+nums[r]==target)

{

ans.push\_back({nums[i],nums[l],nums[r]});

while(l<r&&nums[r]==nums[r-1]) --r;

while(l<r&&nums[l]==nums[l+1]) ++l;

--r;

++l;

}

else if(nums[l]+nums[r]<target)

{

++l;

}

else

{

--r;

}

}

}

return ans;

}

};

# 电话号码的字母组合

代码：dfs

class Solution {

public:

string strs[10]={"","","abc","def","ghi","jkl","mno","pqrs","tuv","wxyz"};

vector<string> ans;

vector<string> letterCombinations(string digits) {

if(digits.size()==0) return ans;

dfs(digits,"",0);

return ans;

}

void dfs(string digits,string combine,int idx)

{

if(idx==digits.size())

{

ans.push\_back(combine);

return ;

}

string s=strs[digits[idx]-'0'];

for(int i=0;i<s.size();i++)

{

combine.push\_back(s[i]);

dfs(digits,combine,idx+1);

combine.pop\_back();

}

}

};

# 删除链表第n个结点

方法一：思路与算法

- -种容易想到的方法是，我们首先从头节点开始对链表进行一次遍历，得到链表的长度L。随后我们再从

头节点开始对链表进行一次遍历， 当遍历到第L- n+ 1个节点时，它就是我们需要删除的节点。

为为与题目中的n保持-致，节点的编号从1开始，头节点为编号1的节点。

为了方便删除操作,我们可以从哑节点开始遍历L-n+1个节点。当遍历到第L-n+1个节点时，它

的下一个节点就是我们需要删除的节点，这样我们只需要修改一次指针， 就能完成删除操作。

代码:

class Solution {

public:

ListNode\* removeNthFromEnd(ListNode\* head, int n) {

ListNode\*dummy=new ListNode(0,head);

ListNode\*cur=dummy;

int count=0;

while(head)

{

count++;

head=head->next;

}

for(int i=1;i<count-n+1;++i)

{

cur=cur->next;

}

cur->next=cur->next->next;

ListNode\*ans=dummy->next;

delete dummy;

return ans;

}

};

方法二：

由于我们需要找到倒数第n个节点，因此我们可以使用两个指针first 和second同时对链表进行遍历，并

且first比second超前n个节点。当first 遍历到链表的末尾时，second 就恰好处于倒数第n个节点。

具体地，初始时first 和

second均指向头节点。我们首先使用first对链表进行遍历，遍历的次数为n。此

时，first 和second之间间隔了n- 1个节点,即first比second超前了n个节点。

在这之后，我们同时使用first 和second对链表进行遍历。当first 遍历到链表的末尾(即first 为空指

针)时，second恰好指向倒数第n个节点。

根据方法- -和方法二，如果我们能够得到的是倒数第n个节点的前驱节点而不是倒数第n个节点的话,

删除操作会更加方便。因此我们可以考虑在初始时将second指向哑节点，其余的操作步骤不变。这样一

来，当first 遍历到链表的末尾时，second 的下一个节点就是我们需要删除的节点。

代码：

class Solution {

public:

ListNode\* removeNthFromEnd(ListNode\* head, int n) {

ListNode\*dummy=new ListNode(0,head);

ListNode\*first=head;

ListNode\*second=dummy;

for(int i=0;i<n;i++)

{

first=first->next;

}

while(first)

{

first=first->next;

second=second->next;

}

second->next=second->next->next;

ListNode\*ans=dummy->next;

delete dummy;

return ans;

}

};

# 有效的括号

方法：栈

判断括号的有效性可以使用「栈」这一数据结构来解决。

我们遍历给定的字符串s。当我们遇到一个左括号时，我们会期望在后续的遍历中，有一一个相同类型的右

括号将其闭合。由于后遇到的左括号要先闭合，因此我们可以将这个左括号放入栈顶。

当我们遇到一一个右括号时，我们需要将一个相同类型的左括号闭合。 此时，我们可以取出栈顶的左括号并

判断它们是否是相同类型的括号。如果不是相同的类型，或者栈中并没有左括号，那么字符串s无效,返

回False。为了快速判断括号的类型，我们可以使用哈希表存储每一种括号。 哈希表的键为右括号,值为

相同类型的左括号。

在遍历结束后，如果栈中没有左括号，说明我们将字符串s中的所有左括号闭合，返回True,否则返回

F alse。

注意到有效字符串的长度一定为偶数， 因此如果字符串的长度为奇数，我们可以直接返回False,省去后

续的遍历判断过程。

代码：

class Solution {

public:

bool isValid(string s) {

unordered\_map<char,char> pairs={{')','('},{'}','{'},{']','['}};

stack<char> ans;

for(int i=0;i<s.size();++i)

{

if(pairs.count(s[i]))

{

if(ans.empty()||ans.top()!=pairs[s[i]]) return false;

ans.pop();

}

else

{

ans.push(s[i]);

}

}

return ans.empty();

}

};

# 合并两个有序数组

代码：

class Solution {

public:

ListNode\* mergeTwoLists(ListNode\* list1, ListNode\* list2) {

ListNode\*h3=new ListNode(0);

ListNode\*cur=h3;

while(list1&&list2)

{

if(list1->val<=list2->val)

{

cur->next=new ListNode(list1->val);

list1=list1->next;

}else

{

cur->next=new ListNode(list2->val);

list2=list2->next;

}

cur=cur->next;

}

cur->next=list1?list1:list2;

return h3->next;

}

};

[一文搞定常见的链表问题 (欢迎交流 - 环形链表 - 力扣（LeetCode）](https://leetcode.cn/problems/linked-list-cycle/solution/yi-wen-gao-ding-chang-jian-de-lian-biao-wen-ti-h-2/)

# 括号生成

方法:回溯法

思路和算法

我们可以通过跟踪到目前为止放置的左括号和右括号的数目来做到，

1.左括号和右括号数量相等为n.

2.如果左括号数量不大于n,我们可以放一一个左括号。如果右括号数量小于左括号的数量，我们可以放一个右括号。

代码：

class Solution {

public:

vector<string> ans;

string combine;

vector<string> generateParenthesis(int n) {

if(n==0) return ans;

dfs(n,0,0);

return ans;

}

void dfs(int n,int lc,int rc)

{

if(lc==n&&rc==n)

{

ans.push\_back(combine);

return ;

}

if(lc<n)

{

combine+="(";

dfs(n,lc+1,rc);

combine.pop\_back();

}

if(rc<lc)

{

combine+=")";

dfs(n,lc,rc+1);

combine.pop\_back();

}

}

};

# 合并K个升序链表

方法一：

思路：顺序合并，将两个有序链表合并。

代码：

class Solution {

public:

ListNode\* merge(ListNode\*list1,ListNode\*list2)

{

ListNode\*dummy=new ListNode(0);

ListNode\*cur=dummy;

while(list1&&list2)

{

if(list1->val<=list2->val)

{

cur->next=new ListNode(list1->val);

list1=list1->next;

}

else

{

cur->next=new ListNode(list2->val);

list2=list2->next;

}

cur=cur->next;

}

cur->next=list1?list1:list2;

return dummy->next;

}

ListNode\* mergeKLists(vector<ListNode\*>& lists) {

ListNode\*list=nullptr;

for(int i=0;i<lists.size();++i)

{

list=merge(list,lists[i]);

}

return list;

}

};

方法二：

分治合并

代码：

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode() : val(0), next(nullptr) {}

\* ListNode(int x) : val(x), next(nullptr) {}

\* ListNode(int x, ListNode \*next) : val(x), next(next) {}

\* };

\*/

class Solution {

public:

ListNode\* merge(ListNode\*list1,ListNode\*list2)

{

ListNode\*dummy=new ListNode(0);

ListNode\*cur=dummy;

while(list1&&list2)

{

if(list1->val<=list2->val)

{

cur->next=new ListNode(list1->val);

list1=list1->next;

}

else

{

cur->next=new ListNode(list2->val);

list2=list2->next;

}

cur=cur->next;

}

cur->next=list1?list1:list2;

return dummy->next;

}

ListNode\* merge(vector <ListNode\*> &lists, int l, int r) {

if (l == r) return lists[l];

if (l > r) return nullptr;

int mid = (l + r) >> 1;

return merge(merge(lists, l, mid), merge(lists, mid + 1, r));

}

ListNode\* mergeKLists(vector<ListNode\*>& lists) {

return merge(lists, 0, lists.size() - 1);

}

};

# 下一个排列

方法：双扫描法

1.首先从后向前查找第一一个顺序对(i-1,i)，满足a[i-1]<a[i]。这样「较小数」即为a[i-1]。此时[i ,n)必然是下降序列。

2.如果找到了顺序对，那么在区间[i ,n)中从后向前查找第一个元素j满足a[i-1]<a[j]。这样「较

大数」即为a[j]。

1. 交换a[i-1]与a[j]， 此时可以证明区间[i ,n)必为降序。我们可以直接使用双指针反转区间

[i , n)使其变为升序，而无需对该区间进行排序。

****注意****

如果在步骤 1 找不到顺序对，说明当前序列已经是一个降序序列，即最大的序列，我们直接反转数组，即可得到最小的升序序列。

代码：

class Solution {

public:

void nextPermutation(vector<int>& nums) {

int i=nums.size()-1;

while(i>0&&nums[i-1]>=nums[i]) i--;

if(i<=0)

{

reverse(nums.begin(),nums.end());

}

else

{

int j=nums.size()-1;

while(nums[j]<=nums[i-1]) j--;

swap(nums[j],nums[i-1]);

reverse(nums.begin()+i,nums.end());

}

}

};

# 最长有效括号

[动态规划思路详解（c++）——32.最长有效括号 - 最长有效括号 - 力扣（LeetCode）](https://leetcode.cn/problems/longest-valid-parentheses/solution/dong-tai-gui-hua-si-lu-xiang-jie-c-by-zhanganan042/)

理解为主。想思路。

# 搜索旋转数组

思路：将数组一分为二，其中一定有一个是有序的，另一个可能是有序，也能是部分有序。此时有序部分用二分法查找。无序部分再一分为二，其中一个一定有序，另一个可能有序，可能无序。就这样循环.

●如果[1, mid- 1]是有序数组，且target 的大小满足[nums[l], nums[mid]), 则我们应该将搜索范围缩小至[1， mid-1]，否则在[mid + 1, r]中寻找。

●如果[mid, r]是有序数组，且target 的大小满足(nums[mid + 1]，nums[r]， 则我们应该将搜索范围缩小至[mid + 1，r]，否则在[1, mid-1]中寻找。
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代码：

class Solution {

public:

int search(vector<int>& nums, int target) {

if(nums.size()==0) return -1;

int l=0,r=nums.size()-1;

while(l<=r)

{

int mid=(l+r)/2;

if(nums[mid]==target) return mid;

if(nums[0]<=nums[mid])

{

if(target>=nums[l]&&target<nums[mid])

{

r=mid-1;

}

else

{

l=mid+1;

}

}

else

{

if(target>nums[mid]&&target<=nums[r])

{

l=mid+1;

}

else

{

r=mid-1;

}

}

}

return -1;

}

};

# [34. 在排序数组中查找元素的第一个和最后一个位置](https://leetcode.cn/problems/find-first-and-last-position-of-element-in-sorted-array/)

思路：

[图解二分 | 最清晰易懂的讲解 | 一次性帮你解决二分边界问题【c++/java版本】 - 在排序数组中查找元素的第一个和最后一个位置 - 力扣（LeetCode）](https://leetcode.cn/problems/find-first-and-last-position-of-element-in-sorted-array/solution/tu-jie-er-fen-zui-qing-xi-yi-dong-de-jia-ddvc/)

代码：

class Solution {

public:

vector<int> searchRange(vector<int>& nums, int target) {

if(nums.empty()) return {-1,-1};

int l=0,r=nums.size()-1;//二分范围

while(l<r)//查找元素的开始位置

{

int mid=(l+r)>>1;

if(nums[mid]>=target) r=mid;

else l=mid+1;

}

if(nums[r]!=target) return {-1,-1};//查找失败

int L=r;

l=0,r=nums.size()-1;

while(l<r)//查找元素的结束位置

{

int mid=(l+r+1)>>1;

if(nums[mid]<=target) l=mid;

else r=mid-1;

}

return {L,l};

}

};

# 组合总和

对于这类寻找所有可行解的题，我们都可以尝试用「搜索回溯」的方法来解决。

代码：

class Solution {

public:

vector<vector<int>> ans;//结果容器

vector<int> combine;//组合容器

void dfs(vector<int>& candidates,int target,int sum,int idx)

{

if(sum==target)//根据题意，确立结束条件

{

ans.push\_back(combine);

return ;

}

for(int i=idx;i<candidates.size();++i)//找准选择列表(与函数参数相关),与第一步紧密关联

{

if(sum>target) continue;//判断是否需要剪枝

combine.push\_back(candidates[i]);//作出选择，递归调用，进入下一层

dfs(candidates,target,sum+candidates[i],i);

combine.pop\_back();撤销选择

}

}

vector<vector<int>> combinationSum(vector<int>& candidates, int target) {

if(candidates.empty()) return ans;

dfs(candidates,target,0,0);

return ans;

}

};

# 接雨水

思路：双指针，单调栈（看看，挺有意思）

对于下标i，下雨后水能到达的最大高度等于下标i两边的最大高度的最小值，下标i处能接的雨水量等于下标i处的水能到达的最大高度减去height[i]。

维护两个指针left和right,以及两个变量leftMax和rightMax，初始时left = 0, right= n-1, leftMax =0, rightMax= 0。指针left 只会向右移动，指针right 只会向左移动，在移动指针的过程中维护两个变量leftMax和rightMax的值。

当两个指针没有相遇时，进行如下操作:

●使用height[left]和height[right]的值更新leftMax和rightMax的值;

●如果. height[eft < height[right]， 则必有leftMax < rightMax， 下标left 处能接的雨水量等于leftMax - height[left], 将下标left处能接的雨水量加到能接的雨水总量,然后将left 加1 (即向右移;动一位) ;

●如果height[eft] ≥height[right]， 则必有leftMax ≥rightMax，下标right 处能接的雨水量等于

rightMax - height[right], 将下标right处能接的雨水量加到能接的雨水总量，然后将right 减1 (即向左移动一位)

当两个指针相遇时，即可得到能接的雨水总量。

代码：

class Solution {

public:

int trap(vector<int>& height) {

int l=0,r=height.size()-1,ans=0;

int lmax=0,rmax=0;

while(l<=r)

{

lmax=max(lmax,height[l]);

rmax=max(rmax,height[r]);

if(lmax<rmax)

{

ans+=lmax-height[l];

l++;

}

else

{

ans+=rmax-height[r];

r--;

}

}

return ans;

}

};

# 全排列

方法：回溯法

代码：

class Solution {

public:

vector<vector<int>> ans;

vector<int> combine;

vector<bool> used;

void dfs(vector<int>& nums,int idx)

{

if(combine.size()==nums.size())

{

ans.emplace\_back(combine);

return ;

}

for(int i=idx;i<nums.size();i++)

{

if(!used[i])

{

combine.emplace\_back(nums[i]);

used[i]=true;

dfs(nums,0);

combine.pop\_back();

used[i]=false;

}

}

}

vector<vector<int>> permute(vector<int>& nums) {

used=vector<bool>(nums.size(),false);

if(nums.empty()) return ans;

dfs(nums,0);

return ans;

}

};

# 旋转数组

方法：原地旋转数组，先对角线翻转，然后水平翻转。

代码：

class Solution {

public:

void rotate(vector<vector<int>>& matrix) {

for(int i=0;i<matrix.size();i++)

{

for(int j=0;j<i;j++)

{

swap(matrix[i][j],matrix[j][i]);

}

}

for(int i=0;i<matrix.size();i++)

{

for(int j=0;j<matrix.size()/2;j++)

{

swap(matrix[i][j],matrix[i][matrix.size()-j-1]);

}

}

}

};

# 字母异位词分组

思路：

两个字符串互为字母异位词，当且仅当两个字符串包含的字母相同。同一组字母异位词中的字符串具备相同点，可以使用相同点作为一-组字母异位词的标志，使用哈希表存储每一-组字母异位词， 哈希表的键为一组字母异位词的标志，哈希表的值为一组字母异位词列表。

遍历每个字符串，对于每个字符串，得到该字符串所在的一-组字母异位词的标志，将当前字符串加入该组字母异位词的列表中。遍历全部字符串之后，哈希表中的每个键值对即为一-组字母异位词。

方法一:排序

由于互为字母异位词的两个字符串包含的字母相同，因此对两个字符串分别进行排序之后得到的字符串一定是相同的，故可以将排序之后的字符串作为哈希表的键。

代码：

class Solution {

public:

vector<vector<string>> groupAnagrams(vector<string>& strs) {

unordered\_map<string,vector<string>> res;

for(auto& str:strs)

{

auto key=str;

sort(key.begin(),key.end());

res[key].emplace\_back(str);

}

vector<vector<string>> ans;

for(auto it=res.begin();it!=res.end();++it)

{

ans.emplace\_back(it->second);

}

return ans;

}

};

1. 最大子数组和

代码：

class Solution {

public:

int maxSubArray(vector<int>& nums) {

vector<int> dp(nums.size());

if(nums.size()==0) return -1;

if(nums.size()==1) return nums[0];

int i=0;

dp[0]=nums[0];

for(i=1;i<nums.size();i++)

{

dp[i]=max(dp[i-1]+nums[i],nums[i]);

}

return \*max\_element(dp.begin(),dp.end());

}

};

# 跳跃游戏

思路：

这样以来，我们依次遍历数组中的每一 一个位置，并实时维护最远可以到达的位置。对于当前遍历到的位置x,如果它在最远可以到达的位置的范围内，那么我们就可以从起点通过若干次跳跃到达该位置，因此我们可以用x + nums[x]更新最远可以到达的位置。

在遍历的过程中，如果最远可以到达的位置大于等于数组中的最后-一个位置，那就说明最后-个位置可达，我们就可以直接返回True 作为答案。反之，如果在遍历结束后，最后- -个位置仍然不可达,我们就返回False 作为答案。

我们再来看看题目的示例

[3，2，1，0，4]

●我们一开始在位置0，可以跳跃的最大长度为3,因此最远可以到达的位置被更新为3;

●我们遍历到位置1,由于1≤3，因此位置1可达，加上它可以跳跃的最大长度2得到3,没有超过

最远可以到达的位置;

●位置2、位置3同理，最远可以到达的位置不会被更新;

●我们遍历到位置4,由于4> 3,因此位置4不可达,我们也就不考虑它可以跳跃的最大长度了。

在遍历完成之后，位置4仍然不可达，因此我们返回False 。

代码：

class Solution {

public:

bool canJump(vector<int>& nums) {

int maxpath=0;

for(int i=0;i<nums.size();++i)

{

if(maxpath>=i)

{

maxpath=max(maxpath,i+nums[i]);

}

else

{

return false;

}

}

return true;

}

};

# 合并区间

[合并区间 | 图解排序 + 双指针算法 | 代码清晰易懂 【C++/Java版本】 - 合并区间 - 力扣（LeetCode）](https://leetcode.cn/problems/merge-intervals/solution/by-lin-shen-shi-jian-lu-k-wri9/)

代码：

class Solution {

public:

vector<vector<int>> merge(vector<vector<int>>& intervals) {

sort(intervals.begin(),intervals.end());

vector<vector<int>> ans;

int start=intervals[0][0],end=intervals[0][1];

for(int i=1;i<intervals.size();++i)

{

if(intervals[i][0]>end)

{

ans.push\_back({start,end});

start=intervals[i][0];

end=intervals[i][1];

}

else

{

end=max(intervals[i][1],end);

}

}

ans.push\_back({start,end});

return ans;

}

};

# 不同路径

代码：

class Solution {

public:

int uniquePaths(int m, int n) {

vector<vector<int>> dp(m,vector<int>(n,1));

for(int i=1;i<m;i++)

{

for(int j=1;j<n;j++)

{

dp[i][j]=dp[i-1][j]+dp[i][j-1];

}

}

return dp[m-1][n-1];

}

};

# 最小路径之和

代码：

class Solution {

public:

int minPathSum(vector<vector<int>>& grid) {

if(grid.empty()||grid[0].empty()) return 0;

int m=grid.size(),n=grid[0].size();

vector<vector<int>> dp(m,vector<int>(n));

dp[0][0]=grid[0][0];

for(int i=1;i<m;i++)

{

dp[i][0]=dp[i-1][0]+grid[i][0];

}

for(int j=1;j<n;j++)

{

dp[0][j]=dp[0][j-1]+grid[0][j];

}

for(int i=1;i<m;i++)

{

for(int j=1;j<n;j++)

{

dp[i][j]=min(dp[i-1][j],dp[i][j-1])+grid[i][j];

}

}

return dp[m-1][n-1];

}

};

# 爬楼梯

代码：

class Solution {

public:

int climbStairs(int n) {

if(n==0) return -1;

vector<int> dp(n+1);

dp[0]=1,dp[1]=2;

for(int i=2;i<n;i++)

{

dp[i]=dp[i-1]+dp[i-2];

}

return dp[n-1];

}

};

# 编辑距离

方法：动态规划

思路：

dp[i][j]代表word1到i位置转换成word2到j位置需要最少步数

所以,当word1[i] == word2[j] ，dp[i][j] = dp[i-1][j-1] ;

当word1[i] != word2[j]， dp[i][j] = min(dp[i-1][j-1]，dp[i-1][j]，dp[i][j-1]) + 1

其中，dp[i-1][j-1] 表示替换操作，dp[i-1][j] 表示删除操作，dp[i][j-1] 表示插入操作。

注意，针对第- -行,第一列要单独考虑,我们引入”’下图所示: .
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第一行,是word1为空变成word2 最少步数，就是插入操作

第一列，是word2为空，需要的最少步数，就是删除操作

代码：

class Solution {

public:

int minDistance(string word1, string word2) {

if(word1.size()==0&&word2.size()==0) return 0;

word1=' '+word1,word2=' '+word2;

int m=word1.size(),n=word2.size();

vector<vector<int>> dp(m+1,vector<int>(n+1,INT\_MAX));

for(int i=0;i<=m;++i) dp[i][0]=i;

for(int j=0;j<=n;++j) dp[0][j]=j;

for(int i=1;i<=m;++i)

{

for(int j=1;j<=n;++j)

{

if(word1[i]==word2[j]) dp[i][j]=dp[i-1][j-1];

else dp[i][j]=min(min(dp[i-1][j],dp[i][j-1]),dp[i-1][j-1])+1;

}

}

return dp[m][n];

}

};

# 搜索二维矩阵

方法：

找规律：二分法

代码：

class Solution {

public:

bool searchMatrix(vector<vector<int>>& matrix, int target) {

int m=matrix.size(),n=matrix[0].size();

int left=0,right=n\*m-1;

while(left<=right)

{

int mid=(left+right)/2;

int rows=mid/n,columns=mid%n;

if(matrix[rows][columns]==target) return true;

else if(matrix[rows][columns]<target) left=mid+1;

else right=mid-1;

}

return false;

}

};

# 颜色分类

方法一：三指针

代码：

class Solution {

public:

void sortColors(vector<int>& nums) {

int i=0,j=0,k=nums.size()-1;

while(j<=k)

{

if(nums[j]==0) swap(nums[i++],nums[j++]);

else if(nums[j]==1) j++;

else swap(nums[j],nums[k--]);

}

}

};

# 76,。最小覆盖子串

[最小覆盖子串 | 图解滑动窗口 | 最通俗易懂的讲解【c++/java版本】 - 最小覆盖子串 - 力扣（LeetCode）](https://leetcode.cn/problems/minimum-window-substring/solution/leetcode-76-zui-xiao-fu-gai-zi-chuan-cja-lmqz/)

# 子集

代码：

class Solution {

public:

vector<vector<int>> ans;

vector<int> combine;

void dfs(vector<int>& nums,int idx)

{

ans.push\_back(combine);

for(int i=idx;i<nums.size();i++)

{

combine.push\_back(nums[i]);

dfs(nums,i+1);

combine.pop\_back();

}

}

vector<vector<int>> subsets(vector<int>& nums) {

dfs(nums,0);

return ans;

}

};

# 柱状图中最大矩形

思路：

看官方题解

[【柱状图中最大的矩形】单调栈入门，使用单调栈快速寻找边界 - 柱状图中最大的矩形 - 力扣（LeetCode）](https://leetcode.cn/problems/largest-rectangle-in-histogram/solution/84-by-ikaruga/)练习

代码：

class Solution {

public:

//单调栈--单调递增

int largestRectangleArea(vector<int>& heights) {

stack<int> stk;

int ans=0;

heights.push\_back(-1);//遍历结束，将栈清空

for(int i=0;i<heights.size();i++)

{

while(!stk.empty()&&heights[i]<heights[stk.top()])

//如果下一个元素小于栈顶元素，则下一个元素的下标为当前元素最大面积的最右值，

//当前元素最大面积的最左值为小于当前元素的元素的下标，（栈为空为-1）

{

int idx=stk.top();

stk.pop();

int left=stk.empty()?-1:stk.top();

ans=max(ans,(i-left-1)\*heights[idx]);

}

stk.push(i);

}

return ans;

}

};

# 最大矩形

1. 二叉树的中序遍历

方法：迭代（多理解就会了），递归（一般不考）

代码：

class Solution {

public:

vector<int> inorderTraversal(TreeNode\* root) {

vector<int> ans;

stack<TreeNode\*> res;

TreeNode\*cur=root;

while(cur||!res.empty())

{

while(cur)

{

res.push(cur);

cur=cur->left;

}

cur=res.top();

res.pop();

ans.push\_back(cur->val);

cur=cur->right;

}

return ans;

}

};

# 合并两个有序数组

逆序遍历数组：

设置两个指针分别指向两个数组的最后一位，然后遍历两数组，比较两指针指向的元素，

大的放在nums1的最后位置，循环下去；

class Solution {

public:

void merge(vector<int>& nums1, int m, vector<int>& nums2, int n) {

int i=m-1,j=n-1,k=m+n-1;

while(i>=0||j>=0)

{

if(i==-1)

{

nums1[k]=nums2[j--];

}

else if(j==-1)

{

nums1[k]=nums1[i--];

}

else if(nums1[i]>nums2[j])

{

nums1[k]=nums1[i--];

}

else

{

nums1[k]=nums2[j--];

}

--k;

}

}

};

# 单词搜索

思路：

[单词搜索 | 回溯算法 | 最通俗易懂的讲解 【c++/java版】 - 单词搜索 - 力扣（LeetCode）](https://leetcode.cn/problems/word-search/solution/hui-su-suan-fa-zui-tong-su-yi-dong-de-ji-h2ny/)

代码：

class Solution {

public:

int dx[4]={1,0,-1,0},dy[4]={0,1,0,-1};

bool dfs(vector<vector<char>>& board,string& word,int idx,int x,int y)

{

if(word[idx]!=board[x][y]) return false;

if(idx==word.size()-1) return true;

char t=board[x][y];

board[x][y]='.';

for(int i=0;i<4;i++)

{

int newx=x+dx[i],newy=y+dy[i];

if(newx<0||newx>=board.size()||newy<0||newy>=board[0].size()||board[newx][newy]=='.') continue;

if(dfs(board,word,idx+1,newx,newy)) return true;

}

board[x][y]=t;

return false;

}

bool exist(vector<vector<char>>& board, string word) {

for(int i=0;i<board.size();i++)

{

for(int j=0;j<board[0].size();j++)

{

if(dfs(board,word,0,i,j)) return true;

}

}

return false;

}

};

# 二叉树的中序遍历

一般用迭代法

代码：

class Solution {

public:

vector<int> inorderTraversal(TreeNode\* root) {

vector<int> ans;

TreeNode\*cur=root;

stack<TreeNode\*> stk;

while(cur||!stk.empty())

{

while(cur)

{

stk.push(cur);

cur=cur->left;

}

cur=stk.top();

stk.pop();

ans.push\_back(cur->val);

cur=cur->right;

}

return ans;

}

};

# 不同的二叉搜索树

方法：

动态规划：

●标签:动态规划

●假设n个节点存在二叉排序树的个数是G(n),令f()为以i为根的二叉搜索树的个数,则G(n)= f(1)+ f(2)+ f(3)+ f(4)+...+ f(n)

●当i为根节点时，其左子树节点个数为i-1个，右子树节点为n-i, 则

f(i)=G(i-1)\*G(n-i)

●综合两个公式可以得到卡特兰数公式

G(n)=G(0)\*G(n-1)+G(1)\*(n-2)+...+G(n-1)\* G(0)

![](data:image/png;base64,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)

代码：

class Solution {

public:

int numTrees(int n) {

vector<int> f(n+1);

f[0]=1;

for(int i=1;i<=n;i++)

{

for(int j=1;j<=i;j++)

{

f[i]+=f[j-1]\*f[i-j];

}

}

return f[n];

}

};

# 验证二叉搜索树

方法：二叉树的中序遍历

代码：

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode() : val(0), left(nullptr), right(nullptr) {}

\* TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

\* TreeNode(int x, TreeNode \*left, TreeNode \*right) : val(x), left(left), right(right) {}

\* };

\*/

class Solution {

public:

bool isValidBST(TreeNode\* root) {

long long pre=(long long)INT\_MIN-1;

stack<TreeNode\*> stk;

TreeNode\*cur=root;

while(cur||!stk.empty())

{

while(cur)

{

stk.push(cur);

cur=cur->left;

}

cur=stk.top();

stk.pop();

if(cur->val<=pre) return false;

pre=cur->val;

cur=cur->right;

}

return true;

}

};

# 对称二叉树

方法：迭代队列

代码：

class Solution {

public:

bool check(TreeNode\*p,TreeNode\*q)

{

queue<TreeNode\*> ans;//用队列保存结点

ans.push(p);ans.push(q);//将跟结点的左右结点放入队列

while(!ans.empty())

{

p=ans.front(); ans.pop();//从队列中取出两节点，比较两节点

q=ans.front(); ans.pop();

if(!p&&!q) continue;//如果两节点为空，就继续循环。

if((!p||!q)||(p->val!=q->val)) return false;

ans.push(p->left);

ans.push(q->right);

ans.push(p->right);

ans.push(q->left);

}

return true;

}

bool isSymmetric(TreeNode\* root) {

return check(root,root);

}

};

# 二叉树的层序遍历

步骤：

1. 先定义一个结果数组，如果根节点为空，返回空结果队列。
2. 在定义一个队列，将根节点插入队列。
3. 队列不为空，循环。计数队列的元素，定义一个容器，存放当前一层的元素的值。
4. 根据计数，保存弹出队列的元素，并把该元素放在容器中，再把该元素的左右孩子放入队列。
5. 循环结束，将容器放入结果数组中。

代码：

class Solution {

public:

vector<vector<int>> levelOrder(TreeNode\* root) {

vector<vector<int>> ans;/\* 根据函数返回值定义存储结果的变量 \*/

if(!root) return ans;/\* 判空 \*/

queue<TreeNode\*> q;/\* 定义一个队列用于存储节点的数据 \*/

q.push(root);

while(!q.empty())/\* 开始层序遍历 \*/

{

int cnt=q.size();/\* 计算队列的大小也即有多少个孩子 \*/

vector<int> cur;/\* 定义一个临时vector 存储每一层 \*/

while(cnt--)

{

TreeNode\*node=q.front();/\* 获取第一个节点数据 \*/

q.pop();

cur.push\_back(node->val);

if(node->left) q.push(node->left);

if(node->right) q.push(node->right);

}

ans.push\_back(cur);/\* 将一层的数据保存 \*/

}

return ans;

}

};

# 二叉树的最大深度

方法一：层序遍历，便利一层，计数+1；

代码：

class Solution {

public:

int maxDepth(TreeNode\* root) {

if(!root) return 0;

queue<TreeNode\*> q;

q.push(root);

int ans=0;

while(!q.empty())

{

int cnt=q.size();

while(cnt--)

{

TreeNode\*node=q.front();

q.pop();

if(node->left) q.push(node->left);

if(node->right) q.push(node->right);

}

ans++;

}

return ans;

}

};

方法二：递归

代码：

class Solution {

public:

int maxDepth(TreeNode\* root) {

if(!root) return 0;

return max(maxDepth(root->left),maxDepth(root->right))+1;

}

};

# [105 从前序与中序遍历序列构造二叉树](https://leetcode.cn/problems/construct-binary-tree-from-preorder-and-inorder-traversal/)

方法：递归

代码：

class Solution {

public:

unordered\_map<int,int> pos;

TreeNode\* buildTree(vector<int>& preorder, vector<int>& inorder) {

int n=preorder.size();

for(int i=0;i<n;i++) pos[inorder[i]]=i;

return build(preorder,inorder,0,n-1,0,n-1);

}

TreeNode\*build(vector<int>& preorder,vector<int>& inorder,int pl,int pr,int il,int ir)

{

if(pl>pr||il>ir) return nullptr;

int k=pos[preorder[pl]]-il;

TreeNode\*root=new TreeNode(preorder[pl]);

root->left=build(preorder,inorder,pl+1,pl+k,il,il+k-1);

root->right=build(preorder,inorder,pl+k+1,pr,il+k+1,ir);

return root;

}

};

# 二叉树展开为链表

方法：

1.将原来的右子树接到左子树的最右边节点

2.将左子树插入到右子树的地方

3.考虑新的右子树的根节点，- -直重复上边的过程,直到新的右子树为null

代码：

class Solution {

public:

void flatten(TreeNode\* root) {

TreeNode\*cur=root;

while(cur)

{

if(cur->left)

{

TreeNode\*p=cur->left;

while(p->right) p=p->right;

p->right=cur->right;

cur->right=cur->left;

cur->left=nullptr;

}

cur=cur->right;

}

}

};

# 买卖股票的最佳时机

代码：

class Solution {

public:

int maxProfit(vector<int>& prices) {

int ans=0,minprice=prices[0];

for(int i=1;i<prices.size();i++)

{

ans=max(ans,prices[i]-minprice);

minprice=min(minprice,prices[i]);

}

return ans;

}

};

# 二叉树的最大路径和

[二叉树中的最大路径和 | 图解递归做法 | 代码简洁易懂 【C++/Java版本】 - 二叉树中的最大路径和 - 力扣（LeetCode）](https://leetcode.cn/problems/binary-tree-maximum-path-sum/solution/by-lin-shen-shi-jian-lu-k-2td7/)

代码：

class Solution {

public:

int res = INT\_MIN;

int maxPathSum(TreeNode\* root) {

dfs(root);

return res;

}

int dfs(TreeNode\* root){

if(!root) return 0;

int left = max(0, dfs(root->left)), right = max(0, dfs(root->right));

res = max(res, root->val + left + right);

return root->val + max(left, right);

}

};

# 最长连续子序列

[最长连续序列 | 哈希 | 代码简洁易懂 【c++/java版】 - 最长连续序列 - 力扣（LeetCode）](https://leetcode.cn/problems/longest-consecutive-sequence/solution/ha-xi-zui-qing-xi-yi-dong-de-jiang-jie-c-xpnr/)

方法：哈希表

代码：

class Solution {

public:

int longestConsecutive(vector<int>& nums) {

unordered\_set<int> st(nums.begin(),nums.end());

int ans=0;

for(auto& num:st)

{

if(!st.count(num-1))

{

int x=num;

while(st.count(x)) x++;

ans=max(ans,x-num);

}

}

return ans;

}

};

# 只出现一次的数字

方法：异或运算

代码：

class Solution {

public:

int singleNumber(vector<int>& nums) {

int ans=0;

for(auto& num:nums)

{

ans^=num;

}

return ans;

}

};

# 单词拆分

方法：动态规划

[单词拆分 - 单词拆分 - 力扣（LeetCode）](https://leetcode.cn/problems/word-break/solution/dan-ci-chai-fen-by-leetcode-solution/)
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代码：

class Solution {

public:

bool wordBreak(string s, vector<string>& wordDict) {

unordered\_set<string> st(wordDict.begin(),wordDict.end());

int n=s.length();

s=' '+s;

vector<bool> dp(n+1);

dp[0]=true;

for(int i=1;i<=n;i++)

{

for(int j=0;j<i;j++)

{

if(dp[j]&&st.count(s.substr(j+1,i-j)))

{

dp[i]=true;

break;

}

}

}

return dp[n];

}

};

# 环形链表

方法一:哈希表

思路及算法

最容易想到的方法是遍历所有节点，每次遍历到一个节点时,判断该节点此前是否被访问过。

具体地，我们可以使用哈希表来存储所有已经访问过的节点。每次我们到达-一个节点，如果该节点已经存在于哈希表中，则说明该链表是环形链表，否则就将该节点加入哈希表中。重复这一过程，直到我们遍历

完整个链表即可。

代码：

class Solution {

public:

bool hasCycle(ListNode \*head) {

unordered\_set<ListNode\*> ans;

while(head)

{

if(ans.count(head)) return true;

ans.insert(head);

head=head->next;

}

return false;

}

};

方法二：

我们可以根据上述思路来解决本题。具体地，我们定义两个指针，- -快一满。慢指针每次只移动一-步,而快指针每次移动两步。初始时，慢指针在位置head ，而快指针在位置head. next。这样- -来， 如果在移动的过程中，快指针反过来追上慢指针，就说明该链表为环形链表。否则快指针将到达表尾部，该链表不为环形链表。

代码：

class Solution {

public:

bool hasCycle(ListNode \*head) {

if(!head||!head->next) return false;

ListNode\*slow=head;

ListNode\*fast=head->next;

while(slow!=fast)

{

if(!fast||!fast->next) return false;

slow=slow->next;

fast=fast->next->next;

}

return true;

}

};

1. 环形链表2

代码：

class Solution {

public:

ListNode \*detectCycle(ListNode \*head) {

ListNode\*fast=head,\*slow=head;

do

{

if(!fast||!fast->next) return NULL;

fast=fast->next->next;

slow=slow->next;

}while(slow!=fast);

fast=head;

while(slow!=fast)

{

fast=fast->next;

slow=slow->next;

}

return fast;

}

};

# LRU缓冲（重点）

代码：

struct DLinkedNode

{

int key,value;

DLinkedNode\*prev;

DLinkedNode\*next;

DLinkedNode():key(0),value(0),prev(nullptr),next(nullptr){}

DLinkedNode(int \_key,int \_value):key(\_key),value(\_value),prev(nullptr),next(nullptr){}

};

class LRUCache {

private:

unordered\_map<int,DLinkedNode\*> cache;

DLinkedNode\*head;

DLinkedNode\*tail;

int size;

int capacity;

public:

LRUCache(int \_capacity):capacity(\_capacity),size(0) {

head=new DLinkedNode();

tail=new DLinkedNode();

head->next=tail;

tail->prev=head;

}

int get(int key) {

if(!cache.count(key)) return -1;

DLinkedNode\*node=cache[key];

moveToHead(node);

return node->value;

}

void put(int key, int value) {

if(!cache.count(key))

{

DLinkedNode\*node=new DLinkedNode(key,value);

cache[key]=node;

addToHead(node);

++size;

if(size>capacity)

{

DLinkedNode\*removed=removeTail();

cache.erase(removed->key);

delete removed;

--size;

}

}

else

{

DLinkedNode\*node=cache[key];

node->value=value;

moveToHead(node);

}

}

void addToHead(DLinkedNode\*node)

{

node->prev=head;

node->next=head->next;

head->next->prev=node;

head->next=node;

}

void removeNode(DLinkedNode\*node)

{

node->prev->next=node->next;

node->next->prev=node->prev;

}

void moveToHead(DLinkedNode\*node)

{

removeNode(node);

addToHead(node);

}

DLinkedNode\*removeTail()

{

DLinkedNode\*node=tail->prev;

removeNode(node);

return node;

}

};

# 对链表进行插入排序

思路：

[对链表进行插入排序 - 对链表进行插入排序 - 力扣（LeetCode）](https://leetcode.cn/problems/insertion-sort-list/solution/dui-lian-biao-jin-xing-cha-ru-pai-xu-by-leetcode-s/)

代码：

class Solution {

public:

ListNode\* insertionSortList(ListNode\* head) {

if(head==nullptr) return head;

ListNode\*dummy=new ListNode(0);

dummy->next=head;

ListNode\*lastsorted=head;

ListNode\*cur=head->next;

while(cur)

{

if(lastsorted->val<=cur->val)

{

lastsorted=lastsorted->next;

}

else

{

ListNode\*prev=dummy;

while(prev->next->val<=cur->val)

{

prev=prev->next;

}

lastsorted->next=cur->next;

cur->next=prev->next;

prev->next=cur;

}

cur=lastsorted->next;

}

return dummy->next;

}

};

# 排序链表。

思路。看看代码，理解。

[排序链表 - 排序链表 - 力扣（LeetCode）](https://leetcode.cn/problems/sort-list/solution/pai-xu-lian-biao-by-leetcode-solution/)

1. 乘积最大子数组

思路：

[乘积最大子数组 - 乘积最大子数组 - 力扣（LeetCode）](https://leetcode.cn/problems/maximum-product-subarray/solution/cheng-ji-zui-da-zi-shu-zu-by-leetcode-solution/)

代码：

class Solution {

public:

int maxProduct(vector<int>& nums) {

vector<int> maxF(nums),minF(nums);

for(int i=1;i<nums.size();i++)

{

maxF[i]=max(maxF[i-1]\*nums[i],max(nums[i],minF[i-1]\*nums[i]));

minF[i]=min(maxF[i-1]\*nums[i],min(nums[i],minF[i-1]\*nums[i]));

}

return \*max\_element(maxF.begin(),maxF.end());

}

};

# 最小栈

思路：

设置两个栈，一个保存元素，一个保存最小值。

我们只需要设计-一个数据结构,使得每个元素a与其相应的最小值m时刻保持

对应。因此我们可以使用一个辅助栈，与元素栈同步插入与删除，用于存储与每个元素对应的最小值。

●当一个元素要入栈时，我们取当前辅助栈的栈顶存储的最小值，与当前元素比较得出最小值，将这

个最小值插入辅助栈中;

●当一个元素要出栈时，我们把辅助栈的栈顶元素也一并弹出;

●在任意-一个时刻，栈内元素的最小值就存储在辅助栈的栈顶元素中。

代码：

class MinStack {

public:

stack<int> data\_stack;

stack<int> min\_stack;

MinStack() {

min\_stack.push(INT\_MAX);

}

void push(int val) {

data\_stack.push(val);

min\_stack.push(min(min\_stack.top(),val));

}

void pop() {

data\_stack.pop();

min\_stack.pop();

}

int top() {

return data\_stack.top();

}

int getMin() {

return min\_stack.top();

}

};

/\*\*

\* Your MinStack object will be instantiated and called as such:

\* MinStack\* obj = new MinStack();

\* obj->push(val);

\* obj->pop();

\* int param\_3 = obj->top();

\* int param\_4 = obj->getMin();

\*/

# 相交链表

方法：

一种比较巧妙的方式是，分别为链表A和链表B设置指针A和指针B，然后开始遍历链表，如果遍历完当前链表，则将指针指向另外一个链表的头部继续遍历，直至两个指针相遇。

最终两个指针分别走过的路径为：

指针A :a+c+b

指针B :b+c+a

明显 a+c+b = b+c+a,因而如果两个链表相交，则指针A和指针B必定在相交结点相遇。

代码：

class Solution {

public:

ListNode \*getIntersectionNode(ListNode \*headA, ListNode \*headB) {

ListNode \*A = headA, \*B = headB;

while (A != B) {

A = A != nullptr ? A->next : headB;

B = B != nullptr ? B->next : headA;

}

return A;

}

};

# 多数元素

方法一：哈希表法，{key,value},key为元素，value为元素出现的次数

代码；class Solution {

public:

int majorityElement(vector<int>& nums) {

unordered\_map<int,int> counts;

for(auto &it:nums)

{

++counts[it];

}

int ans=0,res=0;

for(auto &it:counts)

{

if(it.second>res)

{

res=it.second;

ans=it.first;

}

}

return ans;

}

};

方法二：排序

如果将数组nums中的所有元素按照单调递增或单调递减的顺序排序，那么下标为n/2

的元素(下标从0开始)一定是众数。

代码：class Solution {

public:

int majorityElement(vector<int>& nums) {

sort(nums.begin(), nums.end());

return nums[nums.size() / 2];

}

};

方法三：

”同归于尽消杀法”:

于多数超过50%,比如100个数，那么多数至少51个,剩下少数是49个。

1.遍历数组

2.第一个到来的士兵，直接插上自己阵营的旗帜占领这块高地，此时领主winner就是这个阵营的人，现存兵力count= 1。

3.如果新来的士兵和前一个兵是同-阵营,则集合起来占领高地，领主不变, winner 依然是当前这个士兵所属阵营，现存兵幼count

加一;

4.如果新来到的兵不同一阵营，则前方阵营派一个士兵和它同归于尽。 此时前方阵营兵力-1, 即使双方都死光，这块高地的旗帜

winner不变,没有可以去换上自己的新旗帜。

5.当下一个兵到来,发现前方阵营已经没有兵助,新士兵就成了领主, winner 变成这个兵所属阵营的旗帜，现存兵励count ++。

6.就这样各路军阀一直厮杀以-敌-同归于尽的方式下去，直到少数阵营都死光，剩下几个必然属于多数阵营的，winner 多数阵营。

(多数阵营51个,少数阵营只有49个,死剩下的2个就是多数阵营的人)

代码：

class Solution {

public:

int majorityElement(vector<int>& nums) {

if(nums.size()==0) return -1;

int winner=nums[0],count=1;

for(int i=1;i<nums.size();i++)

{

if(nums[i]==winner) ++count;

else if(count==0)

{

winner=nums[i];

++count;

}

else

{

count--;

}

}

return winner;

}

};

# 打家劫舍

动态规划

代码：

class Solution {

public:

int rob(vector<int>& nums) {

int n=nums.size();

if(n==0) return -1;

if(n==1) return nums[0];

if(n==2) return max(nums[0],nums[1]);

vector<int> dp(n);

dp[0]=nums[0];

dp[1]=max(nums[0],nums[1]);

for(int i=2;i<n;i++)

{

dp[i]=max(dp[i-2]+nums[i],dp[i-1]);

}

return dp[n-1];

}

};

# 岛屿数量

方法一：深度优先搜索遍历

代码：class Solution {

private:

void dfs(vector<vector<char>>&grid,int i,int j)

{

int rows=grid.size();

int colums=grid[0].size();

grid[i][j]='0';

if(i-1>=0&&grid[i-1][j]=='1') dfs(grid,i-1,j);

if(i+1<rows&&grid[i+1][j]=='1') dfs(grid,i+1,j);

if(j-1>=0&&grid[i][j-1]=='1') dfs(grid,i,j-1);

if(j+1<colums&&grid[i][j+1]=='1') dfs(grid,i,j+1);

}

public:

int numIslands(vector<vector<char>>& grid) {

int rows=grid.size();

int colums=grid[0].size();

if(!rows||!colums) return 0;

int count=0;

for(int i=0;i<rows;++i)

{

for(int j=0;j<colums;++j)

{

if(grid[i][j]=='1')

{

dfs(grid,i,j);

++count;

}

}

}

return count;

}

};

方法二：广度优先搜索遍历

方法三：并查集

# 反转链表

方法一：迭代法[简单易懂Java/C++ /Python/js/go 动画讲解 - 反转链表 - 反转链表 - 力扣（LeetCode）](https://leetcode.cn/problems/reverse-linked-list/solution/shi-pin-jiang-jie-die-dai-he-di-gui-hen-hswxy/)

代码：class Solution {

public:

ListNode\* reverseList(ListNode\* head) {

if(!head) return head;

ListNode\*prev=NULL;

ListNode\*cur=head;

while(cur)

{

ListNode\*Next=cur->next;

cur->next=prev;

prev=cur;

cur=Next;

}

return prev;

}

};

方法二：递归

代码：class Solution {

public:

ListNode\* reverseList(ListNode\* head) {

if(!head||!head->next) return head;

/\*

直到当前节点的下一个节点为空时返回当前节点

由于5没有下一个节点了，所以此处返回节点5

\*/

ListNode\* p=reverseList(head->next);

//递归传入下一个节点，目的是为了到达最后一个节点

head->next->next=head;

head->next=NULL;

/\*

第一轮出栈，head为5，head.next为空，返回5

第二轮出栈，head为4，head.next为5，执行head.next.next=head也就是5.next=4，

把当前节点的子节点的子节点指向当前节点

此时链表为1->2->3->4<->5，由于4与5互相指向，所以此处要断开4.next=null

此时链表为1->2->3->4<-5

返回节点5

第三轮出栈，head为3，head.next为4，执行head.next.next=head也就是4.next=3，

此时链表为1->2->3<->4<-5，由于3与4互相指向，所以此处要断开3.next=null

此时链表为1->2->3<-4<-5

返回节点5

第四轮出栈，head为2，head.next为3，执行head.next.next=head也就是3.next=2，

此时链表为1->2<->3<-4<-5，由于2与3互相指向，所以此处要断开2.next=null

此时链表为1->2<-3<-4<-5

返回节点5

第五轮出栈，head为1，head.next为2，执行head.next.next=head也就是2.next=1，

此时链表为1<->2<-3<-4<-5，由于1与2互相指向，所以此处要断开1.next=null

此时链表为1<-2<-3<-4<-5

返回节点5

出栈完成，最终头节点5->4->3->2->1

\*/

return p;

}

};

# 课程表

了解了一下，争取会写。

# 208：实现Trie（前缀树）（重点）

代码：class Trie {

private:

bool isEnd;

Trie\*next[26];

public:

Trie() {

isEnd=false;

memset(next,0,sizeof(next));

}

void insert(string word) {

Trie\*node=this;

for(char c:word){

if(node->next[c-'a']==NULL){

node->next[c-'a']=new Trie();

}

node=node->next[c-'a'];

}

node->isEnd=true;

}

bool search(string word) {

Trie\*node=this;

for(char c:word){

node=node->next[c-'a'];

if(node==NULL){

return false;

}

}

return node->isEnd;

}

bool startsWith(string prefix) {

Trie\*node=this;

for(char c:prefix){

node=node->next[c-'a'];

if(node==NULL){

return false;

}

}

return true;

}

};

/\*\*

\* Your Trie object will be instantiated and called as such:

\* Trie\* obj = new Trie();

\* obj->insert(word);

\* bool param\_2 = obj->search(word);

\* bool param\_3 = obj->startsWith(prefix);

\*/

# 数组中第K大个元素

就是排序求值。用堆堆或快排

代码：

class Solution {

public:

void heapify(vector<int>& nums,int n,int i)

{

if(i>n) return ;

int maxNode=i;

int lson=i\*2+1;

int rson=i\*2+2;

if(lson<n&&nums[lson]>nums[maxNode]) maxNode=lson;

if(rson<n&&nums[rson]>nums[maxNode]) maxNode=rson;

if(maxNode!=i)

{

swap(nums[maxNode],nums[i]);

heapify(nums,n,maxNode);

}

}

void build\_sort(vector<int>& nums,int n,int k)

{

for(int i=n/2-1;i>=0;i--)

{

heapify(nums,n,i);

}

for(int i=n-1;i>=n-k;i--)

{

swap(nums[i],nums[0]);

heapify(nums,i,0);

}

}

int findKthLargest(vector<int>& nums, int k) {

if(nums.size()==0) return 0;

int n=nums.size();

build\_sort(nums,n,k);

return nums[n-k];

}

};

# 最大正方形

方法：动态规划

dp[i][j]=min(min(dp[i-1][j],dp[i][j-1]),dp[i-1][j-1])+1;

代码：class Solution {

public:

int maximalSquare(vector<vector<char>>& matrix) {

if(matrix.size()==0||matrix[0].size()==0) return 0;

int maxSide=0;

int rows=matrix.size(),columns=matrix[0].size();

vector<vector<int>> dp(rows,vector<int>(columns));

for(int i=0;i<rows;i++)

{

for(int j=0;j<columns;j++)

{

if(matrix[i][j]=='1')

{

if(i==0||j==0) dp[i][j]=1;

else dp[i][j]=min(min(dp[i-1][j],dp[i][j-1]),dp[i-1][j-1])+1;

}

maxSide=max(maxSide,dp[i][j]);

}

}

return pow(maxSide,2);

}

};

1. 翻转二叉树

代码：class Solution {

public:

void dfs(TreeNode\*root)

{

if(!root) return;

TreeNode\*temp=root->left;

root->left=root->right;

root->right=temp;

dfs(root->left);

dfs(root->right);

}

TreeNode\* invertTree(TreeNode\* root) {

dfs(root);

return root;

}

};

# 回文链表

方法：

整个流程可以分为以下五个步骤:

1.找到前半部分链表的尾节点。

2.反转后半部分链表。

3.判断是否回文。

4.恢复链表。

5.返回结果。

代码：class Solution {

public:

bool isPalindrome(ListNode\* head) {

if(!head) return true;

ListNode\*middlenode=middleNode(head);

ListNode\*mid= reverseList(middlenode->next);

while(mid)

{

if(head->val!=mid->val) return false;

head=head->next;

mid=mid->next;

}

return true;

}

ListNode\* reverseList(ListNode\*node)

{

ListNode\*prev=nullptr;

ListNode\*cur=node;

while(cur)

{

ListNode\*Next=cur->next;

cur->next=prev;

prev=cur;

cur=Next;

}

return prev;

}

ListNode\* middleNode(ListNode\*node)

{

ListNode\*fast=node;

ListNode\*slow=node;

while(fast->next&&fast->next->next)

{

fast=fast->next->next;

slow=slow->next;

}

return slow;

}

};

# 二叉树的最近公共祖先

代码：

[236. 二叉树的最近公共祖先（DFS ，清晰图解） - 二叉树的最近公共祖先 - 力扣（LeetCode）](https://leetcode.cn/problems/lowest-common-ancestor-of-a-binary-tree/solution/236-er-cha-shu-de-zui-jin-gong-gong-zu-xian-hou-xu/)

class Solution {

public:

TreeNode\* lowestCommonAncestor(TreeNode\* root, TreeNode\* p, TreeNode\* q) {

if(!root||root==p||root==q) return root;

TreeNode\*left=lowestCommonAncestor(root->left,p,q);

TreeNode\*right=lowestCommonAncestor(root->right,p,q);

if(!left) return right;

if(!right) return left;

if(!left&&!right) return nullptr;

return root;

}

};

# 除自身以外数组的乘积

代码：

class Solution {

public:

vector<int> productExceptSelf(vector<int>& nums) {

int flag=1;

vector<int> front(nums.size());

for(int i=0;i<nums.size();i++)

{

front[i]=flag;

flag\*=nums[i];

}

vector<int> back(nums.size());

flag=1;

for(int i=nums.size()-1;i>=0;i--)

{

back[i]=flag;

flag\*=nums[i];

}

for(int i=0;i<nums.size();i++)

{

nums[i]=front[i]\*back[i];

}

return nums;

}

};

优化代码：

class Solution {

public:

vector<int> productExceptSelf(vector<int>& nums) {

int n=nums.size();

vector<int> answer(n);

answer[0]=1;

for(int i=1;i<n;i++)

{

answer[i]=nums[i-1]\*answer[i-1];

}

int flag=1;

for(int i=n-1;i>=0;i--)

{

answer[i]=answer[i]\*flag;

flag\*=nums[i];

}

return answer;

}

};

# 滑动窗口最大值

方法一：优先队列

[滑动窗口最大值 - 滑动窗口最大值 - 力扣（LeetCode）](https://leetcode.cn/problems/sliding-window-maximum/solution/hua-dong-chuang-kou-zui-da-zhi-by-leetco-ki6m/)

代码：

class Solution {

public:

vector<int> maxSlidingWindow(vector<int>& nums, int k) {

int n = nums.size();

priority\_queue<pair<int, int>> q;

for (int i = 0; i < k; ++i) {

q.emplace(nums[i], i);

}

vector<int> ans = {q.top().first};

for (int i = k; i < n; ++i) {

q.emplace(nums[i], i);

while (q.top().second <= i - k) {

q.pop();

}

ans.push\_back(q.top().first);

}

return ans;

}

};

方法二：单调队列（双端队列deque）

[动画演示 单调队列 239.滑动窗口最大值 - 滑动窗口最大值 - 力扣（LeetCode）](https://leetcode.cn/problems/sliding-window-maximum/solution/dong-hua-yan-shi-dan-diao-dui-lie-239hua-hc5u/)

代码：

class Solution {

public:

vector<int> maxSlidingWindow(vector<int>& nums, int k) {

int n = nums.size();

deque<int> q;

for (int i = 0; i < k; ++i) {

while (!q.empty() && nums[i] >= nums[q.back()]) {

q.pop\_back();

}

q.push\_back(i);

}

vector<int> ans = {nums[q.front()]};

for (int i = k; i < n; ++i) {

while (!q.empty() && nums[i] >= nums[q.back()]) {

q.pop\_back();

}

q.push\_back(i);

while (q.front() <= i - k) {

q.pop\_front();

}

ans.push\_back(nums[q.front()]);

}

return ans;

}

};

# 二维矩阵II

1. 方法：找规律

代码：

class Solution {

public:

bool searchMatrix(vector<vector<int>>& matrix, int target) {

int columns=matrix[0].size()-1,rows=0;

while(columns>=0&&rows<=matrix.size()-1)

{

if(matrix[rows][columns]==target) return true;

else if(matrix[rows][columns]<target) ++rows;

else columns--;

}

return false;

}

};

方法二：二分法

代码：

class Solution {

public:

bool searchMatrix(vector<vector<int>>& matrix, int target) {

for(auto&rows:matrix)

{

auto it=lower\_bound(rows.begin(),rows.end(),target);

if(it!=rows.end()&&target==\*it) return true;

}

return false;

}

};

# 完全平方数

[画解算法：279. 完全平方数 - 完全平方数 - 力扣（LeetCode）](https://leetcode.cn/problems/perfect-squares/solution/hua-jie-suan-fa-279-wan-quan-ping-fang-shu-by-guan/)

代码：

class Solution {

public:

int numSquares(int n) {

vector<int> dp(n+1,0);

if(n==0) return 0;

for(int i=1;i<n+1;i++)

{

dp[i]=i;

for(int j=1;j\*j<=i;j++)

{

dp[i]=min(dp[i-j\*j]+1,dp[i]);

}

}

return dp[n];

}

};

# 移动零

方法：双指针

思路及解法.

使用双指针，左指针指向当前已经处理好的序列的尾部，右指针指向待处理序列的头部。

右指针不断向右移动，每次右指针指向非零数,则将左右指针对应的数交换，同时左指针右移。

注意到以下性质:

1.左指针左边均为非零数;

2.右指针左边直到左指针处均为零。

因此每次交换，都是将左指针的零与右指针的非零数交换，且非零数的相对顺序并未改变。

代码：

class Solution {

public:

void moveZeroes(vector<int>& nums) {

int n=nums.size(),left=0,right=0;

while(right<n)

{

if(nums[right])

{

swap(nums[left],nums[right]);

left++;

}

right++;

}

}

};

方法二：

代码：

class Solution {

public:

void moveZeroes(vector<int>& nums) {

int index=0,n=nums.size();

for(auto num:nums)

{

if(num!=0) nums[index++]=num;

}

for(int i=index;i<n;i++)

{

nums[i]=0;

}

}

};

# 寻找重复数

方法：

[287.寻找重复数 - 寻找重复数 - 力扣（LeetCode）](https://leetcode.cn/problems/find-the-duplicate-number/solution/287xun-zhao-zhong-fu-shu-by-kirsche/)

代码：

class Solution {

public:

int findDuplicate(vector<int>& nums) {

int slow = 0, fast = 0;

do {

slow = nums[slow];

fast = nums[nums[fast]];

} while (slow != fast);

slow = 0;

while (slow != fast) {

slow = nums[slow];

fast = nums[fast];

}

return slow;

}

};

# 最长递增子序列

方法：动态规划

代码：class Solution {

public:

int lengthOfLIS(vector<int>& nums) {

int n=nums.size();

if(n==0) return 0;

vector<int> dp(n,0);

for(int i=0;i<n;++i)

{

dp[i]=1;

for(int j=0;j<i;++j)

{

if(nums[i]>nums[j]){

dp[i]=max(dp[i],dp[j]+1);

}

}

}

return \*max\_element(dp.begin(),dp.end());

}

};

# 统计全为1的正方形子矩阵
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代码：class Solution {

public:

int countSquares(vector<vector<int>>& matrix) {

if(matrix.size()==0||matrix[0].size()==0) return 0;

int maxNum=0;

int rows=matrix.size(),columns=matrix[0].size();

vector<vector<int>> dp(rows,vector<int>(columns));

for(int i=0;i<rows;i++)

{

for(int j=0;j<columns;j++)

{

if(i==0||j==0) dp[i][j]=matrix[i][j];

else if(matrix[i][j]==0) dp[i][j]=0;

else dp[i][j]=min(min(dp[i-1][j],dp[i][j-1]),dp[i-1][j-1])+1;

maxNum+=dp[i][j];

}

}

return maxNum;

}

};

# 最佳买卖股票含最佳冷冻期

方法：[最佳买卖股票时机含冷冻期 - 最佳买卖股票时机含冷冻期 - 力扣（LeetCode）](https://leetcode.cn/problems/best-time-to-buy-and-sell-stock-with-cooldown/solution/zui-jia-mai-mai-gu-piao-shi-ji-han-leng-dong-qi-4/)

代码：

class Solution {

public:

int maxProfit(vector<int>& prices) {

if(prices.empty()) return 0;

int n=prices.size();

vector<vector<int>> f(n,vector<int>(3));

f[0][0]=-prices[0];

for(int i=1;i<n;++i)

{

f[i][0]=max(f[i-1][0],f[i-1][2]-prices[i]);

f[i][1]=f[i-1][0]+prices[i];

f[i][2]=max(f[i-1][1],f[i-1][2]);

}

return max(f[n-1][1],f[n-1][2]);

}

};

# 零钱兑换（腾讯二面）（重点没理解了，背包问题）

方法：[零钱兑换 - 零钱兑换 - 力扣（LeetCode）](https://leetcode.cn/problems/coin-change/solution/322-ling-qian-dui-huan-by-leetcode-solution/)

代码；

class Solution {

public:

int coinChange(vector<int>& coins, int amount) {

if(coins.size()==0) return -1;

int Max=amount+1;

vector<int> dp(amount+1,Max);

dp[0]=0;

for(int i=1;i<=amount;++i)

{

for(int j=0;j<coins.size();++j)

{

if(coins[j]<=i)

{

dp[i]=min(dp[i],dp[i-coins[j]]+1);

}

}

}

return dp[amount]>amount?-1:dp[amount];

}

};

# 打家劫舍

方法：动态规划

代码：

class Solution {

public:

unordered\_map<TreeNode\*,int>f,g;

void dfs(TreeNode\*node)

{

if(!node) return ;

dfs(node->left);

dfs(node->right);

f[node]=node->val+g[node->left]+g[node->right];

g[node]=max(f[node->left],g[node->left])+max(f[node->right],g[node->right]);

}

int rob(TreeNode\* root) {

dfs(root);

return max(f[root],g[root]);

}

};

# 比特位计算1

方法一：奇偶数验证--[清晰的思路 - 比特位计数 - 力扣（LeetCode）](https://leetcode.cn/problems/counting-bits/solution/hen-qing-xi-de-si-lu-by-duadua/)

代码：class Solution {

public:

vector<int> countBits(int n) {

vector<int> ans(n+1);

ans[0]=0;

for(int i=1;i<=n;i++)

{

if(i%2==1){

ans[i]=ans[i-1]+1;

}else{

ans[i]=ans[i/2];

}

}

return ans;

}

};

方法二：位与

代码：class Solution {

public:

int countOnes(int x) {

int ones = 0;

while (x > 0) {

x &= (x - 1);

ones++;

}

return ones;

}

vector<int> countBits(int n) {

vector<int> bits(n + 1);

for (int i = 0; i <= n; i++) {

bits[i] = countOnes(i);

}

return bits;

}

};

# 求两个相同字符之间的最长字符串。

思路：建立一个哈希表m，变量ans=-1;遍历给定字符串，从哈希表中找字母，不存在就将其插入，value为i，否者就ans=max(ans,i-m[s[i]-1);

class Solution {

public:

int maxLengthBetweenEqualCharacters(string s) {

unordered\_map<char,int> m;

if(s.size()==0) return -1;

int ans=-1;

for(int i=0;i<s.size();++i)

{

if(m.find(s[i])==m.end()) m[s[i]]=i;

else ans=max(ans,i-m[s[i]]-1);

}

return ans;

}

};