### 想必大家平时都见过volatile关键字，可是大家知道什么时候需要使用volatile关键字吗？

直接看下面代码：

Int a = 100;

While(a == 100){

//code

}

这段程序编译时，如果编译器发现程序始终没有企图改变a的值，那它可能就会优化这段代码，变成while(true)的死循环使得程序执行的更快，然而这种优化有时候会变成过度优化，编译器有时候可能没有意识到程序会改变a的值，却做了这种优化导致程序没有产生预期的行为。

这里为了产生预期的行为，需要阻止编译器做这种优化，可以使用volatile关键字修饰

volatile int a = 100;

volatile关键字和const关键字相对应，const关键字告诉编译器其修饰的变量是只读的，编译器根据只读属性做一些操作，而volatile关键字告诉编译器其修饰的变量是易变的，同理编译器根据易变属性也会做一些操作。它会确保修饰的变量每次都读操作都从内存里读取，每次写操作都将值写到内存里。volatile关键字就是给编译器做个提示，告诉编译器不要对修饰的变量做过度的优化，提示编译器该变量的值可能会以其它形式被改变。

volatile修饰结构体时，结构体的成员也是volatile的吗？

答案是结构体内所有的都是volatile。

这里大体可以理解为一个对象是volatile，那对象里所有的成员也都是volatile。其实const和volatile可以理解为是硬币的两面，我们经常听到看到传说中的CV修饰词就是const和volatile关键字。

**volatile可以保证原子性吗**

想必大家都知道答案，volatile只保证内存可见性，不能保证操作是原子的，拿i++举例：

volatile int i = 0;

i++; // i = i + 1

i++ 相当于i=i+1，而i=i+1其实可以分解为好几步：

先读取i的值到tmp

增加tmp的值

把tmp的值写回到i的地址里

而volatile只能保证内存可见，可以理解为上述三步中的每一步都是原子的，但是三步合起来却不一定是原子的，因为在多线程中三步中间可能插入一些其它操作改变了预期的行为，所以volatile不能用在多线程中，多线程中的原子操作还是需要使用atomic。单例模式的double check方法中instance变量为什么需要使用volatile修饰也是这个原理。

**小总结**

**tips：**volatile不能解决多线程安全问题，针对特种内存才需要使用volatile，它和atomic的特点如下：

• std::atomic用于多线程访问的数据，且不用互斥量，用于并发编程中• volatile用于读写操作不可以被优化掉的内存，用于特种内存中
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