### 实验九 生成对抗网络实现

生成式对抗网络（[GAN](https://baike.baidu.com/item/GAN/22181905" \t "_blank), Generative Adversarial Networks）是一种[深度学习](https://baike.baidu.com/item/%E6%B7%B1%E5%BA%A6%E5%AD%A6%E4%B9%A0/3729729" \t "_blank)模型，是近年来复杂分布上[无监督学习](https://baike.baidu.com/item/%E6%97%A0%E7%9B%91%E7%9D%A3%E5%AD%A6%E4%B9%A0/810193)最具前景的方法之一。模型通过框架中（至少）两个模块：生成模型（Generative Model）和判别模型（Discriminative Model）的互相[博弈](https://baike.baidu.com/item/%E5%8D%9A%E5%BC%88/4669968" \t "_blank)学习产生相当好的输出。原始 GAN 理论中，并不要求 G 和 D 都是神经网络，只需要是能拟合相应生成和判别的函数即可。但实用中一般均使用深度神经网络作为 G 和 D 。一个优秀的GAN应用需要有良好的训练方法，否则可能由于神经网络模型的自由性而导致输出不理想。

**实验目的：**加深对生成对抗网络的理解，能够使用生成对抗网络解决简单问题

**实验原理：**在生成对抗网络中，一共建立了两个神经网络。第一个网络是典型的分类神经网络，称为判别器，我们训练这个网络对图像进行识别，以区别真假的图像。另一个网络称之为生成器，它将随机的噪声作为输入，输出经过生成器生成的图像，它的目的是混淆判别器，使其认为它生成的图像是真的。真的图片在训练集当中，而假的则不在。在这个设置中，两个网络参与了一场竞争游戏，并试图超越对方，同时，帮助对方完成自己的任务。经过数千次迭代后，如果一切顺利，生成器网络在生成逼真的假图像方面变得完美，而判别器网络在判断显示给它的图像是假的还是真的方面变得完美。

最基本的生成对抗网络为vanilla GAN网络。首先，从潜在空间采样D维噪声向量并馈送到生成器网络。生成器网络将该噪声向量转换为图像。然后将该生成的图像馈送到判别器网络以进行分类。判别器网络不断地从真实数据集和由生成器网络生成的图像获得图像。它的工作是区分真实和虚假的图像。所有GAN架构都遵循相同的设计。这是GAN的诞生。
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原始论文中的目标公式如下：
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上述这个公式就是一个最大最小优化问题，对应的也就是上述的两个优化过程。这个公式既然是最大最小的优化，那就不是一步完成的，其实对比我们的分析过程也是这样的，这里我们先优化D，然后再去优化G，本质上是两个优化问题，把目标公式拆解，就如同下面两个公式：

优化D：

![](data:image/jpeg;base64,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)

优化G：

![](data:image/jpeg;base64,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)

可以看到，优化D，也就是判别网络时，生成网络并没有参与，后面的G(z)相当于已经得到的假样本。优化D的公式的第一项，使的真样本x输入的时候，得到的结果越大越好，可以理解为需要真样本的预测结果越接近于1越好。对于假样本，需要优化是的其结果越小越好，也就是D(G(z))越小越好，因为它的标签为0。但是优化D的公式是取最大值，所以把第二项改成1-D(G(z))，这样就变成了取最大值，两者合起来也就是取最大值。同样在优化G的时候，不需要真样本，所以把第一项直接去掉了。这个时候只有假样本，但是这时候是希望假样本的标签是1的，所以是D(G(z))越大越好，但是为了统一成1-D(G(z))的形式，那么只能是最小化1-D(G(z))，本质上没有区别，只是为了形式的统一。之后这两个优化模型可以合并起来写，就变成了最开始的那个最大最小目标函数了。

**实验内容：**根据生成对抗网络的相关知识，使用Python语言实现一个简单的生成对抗网络。简单的程序示例如下：

import torch

from torch import nn

from torch.autograd import Variable

import torchvision.transforms as tfs

from torch.utils.data import DataLoader, sampler

from torchvision.datasets import MNIST

import numpy as np

import matplotlib.pyplot as plt

import matplotlib.gridspec as gridspec

%matplotlib inline

plt.rcParams['figure.figsize'] = (10.0, 8.0) # 设置画图的尺寸

plt.rcParams['image.interpolation'] = 'nearest'

plt.rcParams['image.cmap'] = 'gray'

def show\_images(images): # 定义画图工具

images = np.reshape(images, [images.shape[0], -1])

sqrtn = int(np.ceil(np.sqrt(images.shape[0])))

sqrtimg = int(np.ceil(np.sqrt(images.shape[1])))

fig = plt.figure(figsize=(sqrtn, sqrtn))

gs = gridspec.GridSpec(sqrtn, sqrtn)

gs.update(wspace=0.05, hspace=0.05)

for i, img in enumerate(images):

ax = plt.subplot(gs[i])

plt.axis('off')

ax.set\_xticklabels([])

ax.set\_yticklabels([])

ax.set\_aspect('equal')

plt.imshow(img.reshape([sqrtimg,sqrtimg]))

return

def preprocess\_img(x):

x = tfs.ToTensor()(x)

return (x - 0.5) / 0.5

def deprocess\_img(x):

return (x + 1.0) / 2.0

class ChunkSampler(sampler.Sampler): # 定义一个取样的函数

"""Samples elements sequentially from some offset.

Arguments:

num\_samples: # of desired datapoints

start: offset where we should start selecting from

"""

def \_\_init\_\_(self, num\_samples, start=0):

self.num\_samples = num\_samples

self.start = start

def \_\_iter\_\_(self):

return iter(range(self.start, self.start + self.num\_samples))

def \_\_len\_\_(self):

return self.num\_samples

NUM\_TRAIN = 50000

NUM\_VAL = 5000

NOISE\_DIM = 96

batch\_size = 128

train\_set = MNIST('./mnist', train=True, download=True, transform=preprocess\_img)

train\_data = DataLoader(train\_set, batch\_size=batch\_size, sampler=ChunkSampler(NUM\_TRAIN, 0))

val\_set = MNIST('./mnist', train=True, download=True, transform=preprocess\_img)

val\_data = DataLoader(val\_set, batch\_size=batch\_size, sampler=ChunkSampler(NUM\_VAL, NUM\_TRAIN))

imgs = deprocess\_img(train\_data.\_\_iter\_\_().next()[0].view(batch\_size, 784)).numpy().squeeze() # 可视化图片效果

show\_images(imgs)

def discriminator():

net = nn.Sequential(

nn.Linear(784, 256),

nn.LeakyReLU(0.2),

nn.Linear(256, 256),

nn.LeakyReLU(0.2),

nn.Linear(256, 1)

)

return net

def generator(noise\_dim=NOISE\_DIM):

net = nn.Sequential(

nn.Linear(noise\_dim, 1024),

nn.ReLU(True),

nn.Linear(1024, 1024),

nn.ReLU(True),

nn.Linear(1024, 784),

nn.Tanh()

)

return net

bce\_loss = nn.BCEWithLogitsLoss()

def discriminator\_loss(logits\_real, logits\_fake): # 判别器的 loss

size = logits\_real.shape[0]

true\_labels = Variable(torch.ones(size, 1)).float().cuda()

false\_labels = Variable(torch.zeros(size, 1)).float().cuda()

loss = bce\_loss(logits\_real, true\_labels) + bce\_loss(logits\_fake,

false\_labels)

return loss

def generator\_loss(logits\_fake): # 生成器的 loss

size = logits\_fake.shape[0]

true\_labels = Variable(torch.ones(size, 1)).float().cuda()

loss = bce\_loss(logits\_fake, true\_labels)

return loss

# 使用 adam 来进行训练，学习率是 3e-4, beta1 是 0.5, beta2 是 0.999

def get\_optimizer(net):

optimizer = torch.optim.Adam(net.parameters(), lr=3e-4, betas=(0.5, 0.999))

return optimizer

def train\_a\_gan(D\_net, G\_net, D\_optimizer, G\_optimizer, discriminator\_loss,

generator\_loss, show\_every=250, noise\_size=96, num\_epochs=10):

iter\_count = 0

for epoch in range(num\_epochs):

for x, \_ in train\_data:

bs = x.shape[0]

# 判别网络

real\_data = Variable(x).view(bs, -1).cuda() # 真实数据

logits\_real = D\_net(real\_data) # 判别网络得分

# -1 ~ 1 的均匀分布

sample\_noise = (torch.rand(bs, noise\_size) - 0.5) / 0.5

g\_fake\_seed = Variable(sample\_noise).cuda()

fake\_images = G\_net(g\_fake\_seed) # 生成的假的数据

logits\_fake = D\_net(fake\_images) # 判别网络得分

# 判别器的 loss

d\_total\_error = discriminator\_loss(logits\_real, logits\_fake)

D\_optimizer.zero\_grad()

d\_total\_error.backward()

D\_optimizer.step() # 优化判别网络

# 生成网络

g\_fake\_seed = Variable(sample\_noise).cuda()

fake\_images = G\_net(g\_fake\_seed) # 生成的假的数据

gen\_logits\_fake = D\_net(fake\_images)

g\_error = generator\_loss(gen\_logits\_fake) # 生成网络的 loss

G\_optimizer.zero\_grad()

g\_error.backward()

G\_optimizer.step() # 优化生成网络

if (iter\_count % show\_every == 0):

print('Iter: {}, D: {:.4}, G:{:.4}'.format(iter\_count,

d\_total\_error.data[0], g\_error.data[0]))

imgs\_numpy = deprocess\_img(fake\_images.data.cpu().numpy())

show\_images(imgs\_numpy[0:16])

plt.show()

print()

iter\_count += 1

D = discriminator().cuda()

G = generator().cuda()

D\_optim = get\_optimizer(D)

G\_optim = get\_optimizer(G)

train\_a\_gan(D, G, D\_optim, G\_optim, discriminator\_loss, generator\_loss)

**实验要求：**

1. 下载MNIST数据集。
2. 创建生成对抗网络。
3. 使用MNIST数据集训练生成对抗网络，使网络生成MNIST假数据。