**Filter**

Write a function that removes all items that are not numbers from the array. The function should modify the existing array, not create a new one.

For example, if the input array contains values [1, 'a', 'b', 2], after processing, the array will contain only values [1, 2].

function filterNumbersFromArray(arr) {

// Write the code that goes here

}

var arr = [1, 'a', 'b', 2];

filterNumbersFromArray(arr);

// At this point, arr should have been modified in place

// and contain only 1 and 2.

for (var i = 0; i < arr.length; i++)

console.log(arr[i]);

**Array Search**

The program uses a data structure with an array that can contain items and other arrays. Write a function *numberOfItems* that recursively passes through all arrays and counts the number of occurrences of a given item. Keep in mind that arrays can be nested within each other.

For example, *numberOfItems(arr, 25)* and *numberOfItems(arr, "apple")*for the array below should both return 2.

var arr = [

25,

"apple",

["banana", "strawberry", "apple", 25]

];

function numberOfItems(arr, item) {

// Write the code that goes here

}

var arr = [

25,

"apple",

["banana", "strawberry", "apple", 25]

];

console.log(numberOfItems(arr, 25));

console.log(numberOfItems(arr, "apple"));

## Vectors

Write a function that takes an array of 3D vectors and returns the shortest one. Each vector is represented with an array that contains 3 elements (x, y and z). If multiple vectors have the same length, the function should return any one of them.

To determine the length of a vector use the formula: ![The length formula](data:image/png;base64,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).

For example, for the array of 3D vectors [ [1, 1, 1], [2, 2, 2], [3, 3, 3] ] findShortest should return the first vector (array [1, 1, 1]) because it is the shortest.

function findShortest(vectors) {

**// Write the code that goes here**

}

var vectors = [[1, 1, 1], [2, 2, 2], [3, 3, 3]];

var shortest = findShortest(vectors);

console.log(shortest);

## Hobbies

Implement the findAllHobbyists function that takes a hobby, and an object consisting of peoples names mapped to their respective hobbies. The function should return an Array containing the names of the people (in any order) that enjoy the hobby.

For example, the following code should display the name 'Chad'.

var hobbies = {

"Steve": ['Fashion', 'Piano', 'Reading'],

"Patty": ['Drama', 'Magic', 'Pets'],

"Chad": ['Puzzles', 'Pets', 'Yoga']

};

console.log(findAllHobbyists('Yoga', hobbies));

function findAllHobbyists(hobby, hobbies) {

return [];

}

var hobbies = {

"Steve": ['Fashion', 'Piano', 'Reading'],

"Patty": ['Drama', 'Magic', 'Pets'],

"Chad": ['Puzzles', 'Pets', 'Yoga']

};

console.log(findAllHobbyists('Yoga', hobbies));

## Snapshot

Modify the implementation of the Snapshot class so that an array stored in the snapshot is not affected by modifications to either the original or restored array.

class Snapshot {

constructor(array) {

this.array = array;

}

restore() {

return this.array;

}

}

var array = [1, 2];

var snap = new Snapshot(array);

array[0] = 3;

array = snap.restore();

console.log(array.join()); //It should log "1,2"

array.push(4);

array = snap.restore();

console.log(array.join()); //It should log "1,2"